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Preface he past few years document the following fact: The Web has irrevocably recast the face of computing and programmers unwilling to master its environment will be left behind. The preceding is a strong statement. It is also true. More and more, applications must interface to the Web. It no longer matters much what the application is, near universal Web access is dragging, pushing, and coaxing programmers to program for the online world, and Java is the language that many will use to do it. Frankly, fluency in Java is no longer an option for the professional programmer, it is a requirement. This book will help you acquire it. Aside from being the preeminent language of the Internet, Java is important for another reason: it has altered the course of computer language development. Many of the features first mainstreamed by Java are now finding their way into other languages. For example, the new C# language is strongly influenced by Java. Knowledge of Java opens the door to the latest innovations in programming. Put directly, Java is one of the world’s most important computer languages.
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A Book for All Programmers To use this book does not require any previous programming experience. However, if you come from a C/C++ background, then you will be able to advance a bit more rapidly. As most readers will know, Java is similar, in form and spirit, to C/C++. Thus, knowledge of those langauges helps, but is not necessary. Even if you have never programmed before, you can learn to program in Java using this book.



What’s Inside This book covers all aspects of the Java programming language. Part 1 presents an in-depth tutorial of the Java language. It begins with the basics, including such things as data types, control statements, and classes. Part 1 also discusses Java’s exception-handling mechanism, multithreading subsystem, packages, and interfaces. Part 2 examines the standard Java library. As you will learn, much of Java’s power is found in its library. Topics include strings, I/O, networking, the standard utilities, the Collections Framework, applets, GUI-based controls, and imaging. Part 3 looks at some issues relating to the Java development environment, including an overview of Java Beans, Servlets, and Swing. Part 4 presents a number of high-powered Java applets that serve as extended examples of the way Java can be applied. The final applet, called Scrabblet, is a complete, multiuser networked game. It shows how to handle some of the toughest issues involved in Web-based programming.



What’s New in the Fifth Edition The differences between this and the previous editions of this book mostly involve those features added by Java 2, version 1.4. Of the many new features found in version 1.4, perhaps the most important are the assert keyword, the channel-based I/O subsystem, chained exceptions, and networking enhancements. This fifth edition has been fully updated to reflect those and other additions. New features are clearly noted in the text, as are features added by previous releases. This fifth edition also updates and restores the Sevlets chapter. Previously this chapter relied upon the now out-dated JSDK (Java Servlets Developers Kit) to develop and test servlets. It now uses Apache Tomcat, which is the currently recommended tool.



Don’t Forget: Code on the Web Remember, the source code for all of the examples and projects in this book is available free-of-charge on the Web at www.osborne.com.



Preface
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For Further Study Java 2: The Complete Reference is your gateway to the Herb Schildt series of programming books. Here are some others that you will find of interest: To learn more about Java programming, we recommend the following: Java 2: A Beginner's Guide Java 2 Programmer's Reference To learn about C++, you will find these books especially helpful: C++: The Complete Reference C++: A Beginner's Guide Teach Yourself C++ C++ From the Ground Up STL Programming From the Ground Up To learn about C#, we suggest the following Schildt books: C#: A Beginner's Guide C#: The Complete Reference If you want to learn more about the C language, the foundation of all modern programming, then the following titles will be of interest: C: The Complete Reference Teach Yourself C



When you need solid answers, fast, turn to Herbert Schildt, the recognized authority on programming.
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hen the chronicle of computer languages is written, the following will be said: B led to C, C evolved into C++, and C++ set the stage for Java. To understand Java is to understand the reasons that drove its creation, the forces that shaped it, and the legacy that it inherits. Like the successful computer languages that came before, Java is a blend of the best elements of its rich heritage combined with the innovative concepts required by its unique environment. While the remaining chapters of this book describe the practical aspects of Java—including its syntax, libraries, and applications—in this chapter, you will learn how and why Java came about, and what makes it so important. Although Java has become inseparably linked with the online environment of the Internet, it is important to remember that Java is first and foremost a programming language. Computer language innovation and development occurs for two fundamental reasons:



W



■ To adapt to changing environments and uses ■ To implement refinements and improvements in the art of programming As you will see, the creation of Java was driven by both elements in nearly equal measure.



Java’s Lineage Java is related to C++, which is a direct descendent of C. Much of the character of Java is inherited from these two languages. From C, Java derives its syntax. Many of Java’s object-oriented features were influenced by C++. In fact, several of Java’s defining characteristics come from—or are responses to—its predecessors. Moreover, the creation of Java was deeply rooted in the process of refinement and adaptation that has been occurring in computer programming languages for the past three decades. For these reasons, this section reviews the sequence of events and forces that led up to Java. As you will see, each innovation in language design was driven by the need to solve a fundamental problem that the preceding languages could not solve. Java is no exception.



The Birth of Modern Programming: C The C language shook the computer world. Its impact should not be underestimated, because it fundamentally changed the way programming was approached and thought about. The creation of C was a direct result of the need for a structured, efficient, highlevel language that could replace assembly code when creating systems programs. As you probably know, when a computer language is designed, trade-offs are often made, such as the following: ■ Ease-of-use versus power ■ Safety versus efficiency ■ Rigidity versus extensibility
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Prior to C, programmers usually had to choose between languages that optimized one set of traits or the other. For example, although FORTRAN could be used to write fairly efficient programs for scientific applications, it was not very good for systems code. And while BASIC was easy to learn, it wasn’t very powerful, and its lack of structure made its usefulness questionable for large programs. Assembly language can be used to produce highly efficient programs, but it is not easy to learn or use effectively. Further, debugging assembly code can be quite difficult. Another compounding problem was that early computer languages such as BASIC, COBOL, and FORTRAN were not designed around structured principles. Instead, they relied upon the GOTO as a primary means of program control. As a result, programs written using these languages tended to produce “spaghetti code”—a mass of tangled jumps and conditional branches that make a program virtually impossible to understand. While languages like Pascal are structured, they were not designed for efficiency, and failed to include certain features necessary to make them applicable to a wide range of programs. (Specifically, given the standard dialects of Pascal available at the time, it was not practical to consider using Pascal for systems-level code.) So, just prior to the invention of C, no one language had reconciled the conflicting attributes that had dogged earlier efforts. Yet the need for such a language was pressing. By the early 1970s, the computer revolution was beginning to take hold, and the demand for software was rapidly outpacing programmers’ ability to produce it. A great deal of effort was being expended in academic circles in an attempt to create a better computer language. But, and perhaps most importantly, a secondary force was beginning to be felt. Computer hardware was finally becoming common enough that a critical mass was being reached. No longer were computers kept behind locked doors. For the first time, programmers were gaining virtually unlimited access to their machines. This allowed the freedom to experiment. It also allowed programmers to begin to create their own tools. On the eve of C’s creation, the stage was set for a quantum leap forward in computer languages. Invented and first implemented by Dennis Ritchie on a DEC PDP-11 running the UNIX operating system, C was the result of a development process that started with an older language called BCPL, developed by Martin Richards. BCPL influenced a language called B, invented by Ken Thompson, which led to the development of C in the 1970s. For many years, the de facto standard for C was the one supplied with the UNIX operating system and described in The C Programming Language by Brian Kernighan and Dennis Ritchie (Prentice-Hall, 1978). C was formally standardized in December 1989, when the American National Standards Institute (ANSI) standard for C was adopted. The creation of C is considered by many to have marked the beginning of the modern age of computer languages. It successfully synthesized the conflicting attributes that had so troubled earlier languages. The result was a powerful, efficient, structured language that was relatively easy to learn. It also included one other, nearly intangible aspect: it was a programmer’s language. Prior to the invention of C, computer languages were generally designed either as academic exercises or by bureaucratic committees. C is different. It was designed, implemented, and developed by real,
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working programmers, reflecting the way that they approached the job of programming. Its features were honed, tested, thought about, and rethought by the people who actually used the language. The result was a language that programmers liked to use. Indeed, C quickly attracted many followers who had a near-religious zeal for it. As such, it found wide and rapid acceptance in the programmer community. In short, C is a language designed by and for programmers. As you will see, Java has inherited this legacy.



The Need for C++ During the late 1970s and early 1980s, C became the dominant computer programming language, and it is still widely used today. Since C is a successful and useful language, you might ask why a need for something else existed. The answer is complexity. Throughout the history of programming, the increasing complexity of programs has driven the need for better ways to manage that complexity. C++ is a response to that need. To better understand why managing program complexity is fundamental to the creation of C++, consider the following. Approaches to programming have changed dramatically since the invention of the computer. For example, when computers were first invented, programming was done by manually toggling in the binary machine instructions by use of the front panel. As long as programs were just a few hundred instructions long, this approach worked. As programs grew, assembly language was invented so that a programmer could deal with larger, increasingly complex programs by using symbolic representations of the machine instructions. As programs continued to grow, high-level languages were introduced that gave the programmer more tools with which to handle complexity. The first widespread language was, of course, FORTRAN. While FORTRAN was an impressive first step, it is hardly a language that encourages clear and easy-tounderstand programs. The 1960s gave birth to structured programming. This is the method of programming championed by languages such as C. The use of structured languages enabled programmers to write, for the first time, moderately complex programs fairly easily. However, even with structured programming methods, once a project reaches a certain size, its complexity exceeds what a programmer can manage. By the early 1980s, many projects were pushing the structured approach past its limits. To solve this problem, a new way to program was invented, called object-oriented programming (OOP). Object-oriented programming is discussed in detail later in this book, but here is a brief definition: OOP is a programming methodology that helps organize complex programs through the use of inheritance, encapsulation, and polymorphism. In the final analysis, although C is one of the world’s great programming languages, there is a limit to its ability to handle complexity. Once a program exceeds somewhere between 25,000 and 100,000 lines of code, it becomes so complex that it is difficult to grasp as a totality. C++ allows this barrier to be broken, and helps the programmer comprehend and manage larger programs.
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The Stage Is Set for Java By the end of the 1980s and the early 1990s, object-oriented programming using C++ took hold. Indeed, for a brief moment it seemed as if programmers had finally found the perfect language. Because C++ blended the high efficiency and stylistic elements of C with the object-oriented paradigm, it was a language that could be used to create a wide range of programs. However, just as in the past, forces were brewing that would, once again, drive computer language evolution forward. Within a few years, the World Wide Web and the Internet would reach critical mass. This event would precipitate another revolution in programming.



The Creation of Java Java was conceived by James Gosling, Patrick Naughton, Chris Warth, Ed Frank, and Mike Sheridan at Sun Microsystems, Inc. in 1991. It took 18 months to develop the first working version. This language was initially called “Oak” but was renamed “Java” in 1995. Between the initial implementation of Oak in the fall of 1992 and the public announcement of Java in the spring of 1995, many more people contributed to the design and evolution of the language. Bill Joy, Arthur van Hoff, Jonathan Payne, Frank Yellin, and Tim Lindholm were key contributors to the maturing of the original prototype. Somewhat surprisingly, the original impetus for Java was not the Internet! Instead, the primary motivation was the need for a platform-independent (that is, architectureneutral) language that could be used to create software to be embedded in various consumer electronic devices, such as microwave ovens and remote controls. As you can probably guess, many different types of CPUs are used as controllers. The trouble with C and C++ (and most other languages) is that they are designed to be compiled for a specific target. Although it is possible to compile a C++ program for just about any type of CPU, to do so requires a full C++ compiler targeted for that CPU. The problem is that compilers are expensive and time-consuming to create. An easier— and more cost-efficient—solution was needed. In an attempt to find such a solution, Gosling and others began work on a portable, platform-independent language that could be used to produce code that would run on a variety of CPUs under differing environments. This effort ultimately led to the creation of Java.
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C++ was invented by Bjarne Stroustrup in 1979, while he was working at Bell Laboratories in Murray Hill, New Jersey. Stroustrup initially called the new language “C with Classes.” However, in 1983, the name was changed to C++. C++ extends C by adding object-oriented features. Because C++ is built upon the foundation of C, it includes all of C’s features, attributes, and benefits. This is a crucial reason for the success of C++ as a language. The invention of C++ was not an attempt to create a completely new programming language. Instead, it was an enhancement to an already highly successful one.
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About the time that the details of Java were being worked out, a second, and ultimately more important, factor was emerging that would play a crucial role in the future of Java. This second force was, of course, the World Wide Web. Had the Web not taken shape at about the same time that Java was being implemented, Java might have remained a useful but obscure language for programming consumer electronics. However, with the emergence of the World Wide Web, Java was propelled to the forefront of computer language design, because the Web, too, demanded portable programs. Most programmers learn early in their careers that portable programs are as elusive as they are desirable. While the quest for a way to create efficient, portable (platform-independent) programs is nearly as old as the discipline of programming itself, it had taken a back seat to other, more pressing problems. Further, because much of the computer world had divided itself into the three competing camps of Intel, Macintosh, and UNIX, most programmers stayed within their fortified boundaries, and the urgent need for portable code was reduced. However, with the advent of the Internet and the Web, the old problem of portability returned with a vengeance. After all, the Internet consists of a diverse, distributed universe populated with many types of computers, operating systems, and CPUs. Even though many types of platforms are attached to the Internet, users would like them all to be able to run the same program. What was once an irritating but low-priority problem had become a high-profile necessity. By 1993, it became obvious to members of the Java design team that the problems of portability frequently encountered when creating code for embedded controllers are also found when attempting to create code for the Internet. In fact, the same problem that Java was initially designed to solve on a small scale could also be applied to the Internet on a large scale. This realization caused the focus of Java to switch from consumer electronics to Internet programming. So, while the desire for an architectureneutral programming language provided the initial spark, the Internet ultimately led to Java’s large-scale success. As mentioned earlier, Java derives much of its character from C and C++. This is by intent. The Java designers knew that using the familiar syntax of C and echoing the object-oriented features of C++ would make their language appealing to the legions of experienced C/C++ programmers. In addition to the surface similarities, Java shares some of the other attributes that helped make C and C++ successful. First, Java was designed, tested, and refined by real, working programmers. It is a language grounded in the needs and experiences of the people who devised it. Thus, Java is also a programmer’s language. Second, Java is cohesive and logically consistent. Third, except for those constraints imposed by the Internet environment, Java gives you, the programmer, full control. If you program well, your programs reflect it. If you program poorly, your programs reflect that, too. Put differently, Java is not a language with training wheels. It is a language for professional programmers.
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The C# Connection The reach and power of Java continues to be felt in the world of computer language development. Many of its innovative features, constructs, and concepts have become part of the baseline for any new language. The success of Java is simply too important to ignore. Perhaps the most important example of Java’s influence is C#. Recently created by Microsoft to support the .NET Framework, C# is closely related to Java. For example, both share the same general C++-style syntax, support distributed programming, and utilize the same object model. There are, of course, differences between Java and C#, but the overall “look and feel” of these languages is very similar. This “cross-pollination” from Java to C# is the strongest testimonial to date that Java redefined the way we think about and use a computer language.



Why Java Is Important to the Internet The Internet helped catapult Java to the forefront of programming, and Java, in turn, has had a profound effect on the Internet. The reason for this is quite simple: Java expands the universe of objects that can move about freely in cyberspace. In a network, two very broad categories of objects are transmitted between the server and your personal computer: passive information and dynamic, active programs. For example,
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Because of the similarities between Java and C++, it is tempting to think of Java as simply the “Internet version of C++.” However, to do so would be a large mistake. Java has significant practical and philosophical differences. While it is true that Java was influenced by C++, it is not an enhanced version of C++. For example, Java is neither upwardly nor downwardly compatible with C++. Of course, the similarities with C++ are significant, and if you are a C++ programmer, then you will feel right at home with Java. One other point: Java was not designed to replace C++. Java was designed to solve a certain set of problems. C++ was designed to solve a different set of problems. Both will coexist for many years to come. As mentioned at the start of this chapter, computer languages evolve for two reasons: to adapt to changes in environment and to implement advances in the art of programming. The environmental change that prompted Java was the need for platform-independent programs destined for distribution on the Internet. However, Java also embodies changes in the way that people approach the writing of programs. Specifically, Java enhances and refines the object-oriented paradigm used by C++. Thus, Java is not a language that exists in isolation. Rather, it is part of an ongoing process begun many years ago. This fact alone is enough to ensure Java a place in computer language history. Java is to Internet programming what C was to systems programming: a revolutionary force that changed the world.
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when you read your e-mail, you are viewing passive data. Even when you download a program, the program’s code is still only passive data until you execute it. However, a second type of object can be transmitted to your computer: a dynamic, self-executing program. Such a program is an active agent on the client computer, yet is initiated by the server. For example, a program might be provided by the server to display properly the data that the server is sending. As desirable as dynamic, networked programs are, they also present serious problems in the areas of security and portability. Prior to Java, cyberspace was effectively closed to half the entities that now live there. As you will see, Java addresses those concerns and, by doing so, has opened the door to an exciting new form of program: the applet.



Java Applets and Applications Java can be used to create two types of programs: applications and applets. An application is a program that runs on your computer, under the operating system of that computer. That is, an application created by Java is more or less like one created using C or C++. When used to create applications, Java is not much different from any other computer language. Rather, it is Java’s ability to create applets that makes it important. An applet is an application designed to be transmitted over the Internet and executed by a Java-compatible Web browser. An applet is actually a tiny Java program, dynamically downloaded across the network, just like an image, sound file, or video clip. The important difference is that an applet is an intelligent program, not just an animation or media file. In other words, an applet is a program that can react to user input and dynamically change—not just run the same animation or sound over and over. As exciting as applets are, they would be nothing more than wishful thinking if Java were not able to address the two fundamental problems associated with them: security and portability. Before continuing, let’s define what these two terms mean relative to the Internet.



Security As you are likely aware, every time that you download a “normal” program, you are risking a viral infection. Prior to Java, most users did not download executable programs frequently, and those who did scanned them for viruses prior to execution. Even so, most users still worried about the possibility of infecting their systems with a virus. In addition to viruses, another type of malicious program exists that must be guarded against. This type of program can gather private information, such as credit card numbers, bank account balances, and passwords, by searching the contents of your computer’s local file system. Java answers both of these concerns by providing a “firewall” between a networked application and your computer. When you use a Java-compatible Web browser, you can safely download Java applets without fear of viral infection or malicious intent. Java achieves this protection by confining a Java program to the Java execution environment and not allowing it
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Portability As discussed earlier, many types of computers and operating systems are in use throughout the world—and many are connected to the Internet. For programs to be dynamically downloaded to all the various types of platforms connected to the Internet, some means of generating portable executable code is needed. As you will soon see, the same mechanism that helps ensure security also helps create portability. Indeed, Java’s solution to these two problems is both elegant and efficient.



Java’s Magic: The Bytecode The key that allows Java to solve both the security and the portability problems just described is that the output of a Java compiler is not executable code. Rather, it is bytecode. Bytecode is a highly optimized set of instructions designed to be executed by the Java run-time system, which is called the Java Virtual Machine (JVM). That is, in its standard form, the JVM is an interpreter for bytecode. This may come as a bit of a surprise. As you know, C++ is compiled to executable code. In fact, most modern languages are designed to be compiled, not interpreted—mostly because of performance concerns. However, the fact that a Java program is executed by the JVM helps solve the major problems associated with downloading programs over the Internet. Here is why. Translating a Java program into bytecode helps makes it much easier to run a program in a wide variety of environments. The reason is straightforward: only the JVM needs to be implemented for each platform. Once the run-time package exists for a given system, any Java program can run on it. Remember, although the details of the JVM will differ from platform to platform, all interpret the same Java bytecode. If a Java program were compiled to native code, then different versions of the same program would have to exist for each type of CPU connected to the Internet. This is, of course, not a feasible solution. Thus, the interpretation of bytecode is the easiest way to create truly portable programs. The fact that a Java program is interpreted also helps to make it secure. Because the execution of every Java program is under the control of the JVM, the JVM can contain the program and prevent it from generating side effects outside of the system. As you will see, safety is also enhanced by certain restrictions that exist in the Java language. When a program is interpreted, it generally runs substantially slower than it would run if compiled to executable code. However, with Java, the differential between the two is not so great. The use of bytecode enables the Java run-time system to execute programs much faster than you might expect.
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access to other parts of the computer. (You will see how this is accomplished shortly.) The ability to download applets with confidence that no harm will be done and that no security will be breached is considered by many to be the single most important aspect of Java.
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Although Java was designed for interpretation, there is technically nothing about Java that prevents on-the-fly compilation of bytecode into native code. Along these lines, Sun supplies its Just In Time (JIT) compiler for bytecode, which is included in the Java 2 release. When the JIT compiler is part of the JVM, it compiles bytecode into executable code in real time, on a piece-by-piece, demand basis. It is important to understand that it is not possible to compile an entire Java program into executable code all at once, because Java performs various run-time checks that can be done only at run time. Instead, the JIT compiles code as it is needed, during execution. However, the just-in-time approach still yields a significant performance boost. Even when dynamic compilation is applied to bytecode, the portability and safety features still apply, because the run-time system (which performs the compilation) still is in charge of the execution environment. Whether your Java program is actually interpreted in the traditional way or compiled on-the-fly, its functionality is the same.



The Java Buzzwords No discussion of the genesis of Java is complete without a look at the Java buzzwords. Although the fundamental forces that necessitated the invention of Java are portability and security, other factors also played an important role in molding the final form of the language. The key considerations were summed up by the Java team in the following list of buzzwords: ■ Simple ■ Secure ■ Portable ■ Object-oriented ■ Robust ■ Multithreaded ■ Architecture-neutral ■ Interpreted ■ High performance ■ Distributed ■ Dynamic Two of these buzzwords have already been discussed: secure and portable. Let’s examine what each of the others implies.
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Java was designed to be easy for the professional programmer to learn and use effectively. Assuming that you have some programming experience, you will not find Java hard to master. If you already understand the basic concepts of object-oriented programming, learning Java will be even easier. Best of all, if you are an experienced C++ programmer, moving to Java will require very little effort. Because Java inherits the C/C++ syntax and many of the object-oriented features of C++, most programmers have little trouble learning Java. Also, some of the more confusing concepts from C++ are either left out of Java or implemented in a cleaner, more approachable manner. Beyond its similarities with C/C++, Java has another attribute that makes it easy to learn: it makes an effort not to have surprising features. In Java, there are a small number of clearly defined ways to accomplish a given task.



Object-Oriented Although influenced by its predecessors, Java was not designed to be source-code compatible with any other language. This allowed the Java team the freedom to design with a blank slate. One outcome of this was a clean, usable, pragmatic approach to objects. Borrowing liberally from many seminal object-software environments of the last few decades, Java manages to strike a balance between the purist’s “everything is an object” paradigm and the pragmatist’s “stay out of my way” model. The object model in Java is simple and easy to extend, while simple types, such as integers, are kept as high-performance nonobjects.



Robust The multiplatformed environment of the Web places extraordinary demands on a program, because the program must execute reliably in a variety of systems. Thus, the ability to create robust programs was given a high priority in the design of Java. To gain reliability, Java restricts you in a few key areas, to force you to find your mistakes early in program development. At the same time, Java frees you from having to worry about many of the most common causes of programming errors. Because Java is a strictly typed language, it checks your code at compile time. However, it also checks your code at run time. In fact, many hard-to-track-down bugs that often turn up in hard-to-reproduce run-time situations are simply impossible to create in Java. Knowing that what you have written will behave in a predictable way under diverse conditions is a key feature of Java. To better understand how Java is robust, consider two of the main reasons for program failure: memory management mistakes and mishandled exceptional conditions (that is, run-time errors). Memory management can be a difficult, tedious
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task in traditional programming environments. For example, in C/C++, the programmer must manually allocate and free all dynamic memory. This sometimes leads to problems, because programmers will either forget to free memory that has been previously allocated or, worse, try to free some memory that another part of their code is still using. Java virtually eliminates these problems by managing memory allocation and deallocation for you. (In fact, deallocation is completely automatic, because Java provides garbage collection for unused objects.) Exceptional conditions in traditional environments often arise in situations such as division by zero or “file not found,” and they must be managed with clumsy and hard-to-read constructs. Java helps in this area by providing object-oriented exception handling. In a well-written Java program, all run-time errors can—and should—be managed by your program.



Multithreaded Java was designed to meet the real-world requirement of creating interactive, networked programs. To accomplish this, Java supports multithreaded programming, which allows you to write programs that do many things simultaneously. The Java run-time system comes with an elegant yet sophisticated solution for multiprocess synchronization that enables you to construct smoothly running interactive systems. Java’s easy-to-use approach to multithreading allows you to think about the specific behavior of your program, not the multitasking subsystem.



Architecture-Neutral A central issue for the Java designers was that of code longevity and portability. One of the main problems facing programmers is that no guarantee exists that if you write a program today, it will run tomorrow—even on the same machine. Operating system upgrades, processor upgrades, and changes in core system resources can all combine to make a program malfunction. The Java designers made several hard decisions in the Java language and the Java Virtual Machine in an attempt to alter this situation. Their goal was “write once; run anywhere, any time, forever.” To a great extent, this goal was accomplished.



Interpreted and High Performance As described earlier, Java enables the creation of cross-platform programs by compiling into an intermediate representation called Java bytecode. This code can be interpreted on any system that provides a Java Virtual Machine. Most previous attempts at crossplatform solutions have done so at the expense of performance. Other interpreted systems, such as BASIC, Tcl, and PERL, suffer from almost insurmountable performance deficits. Java, however, was designed to perform well on very low-power CPUs. As explained earlier, while it is true that Java was engineered for interpretation, the Java bytecode was carefully designed so that it would be easy to translate directly into native machine code for very high performance by using a just-in-time compiler. Java run-time systems that provide this feature lose none of the benefits of the platform-independent code. “High-performance cross-platform” is no longer an oxymoron.
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Java is designed for the distributed environment of the Internet, because it handles TCP/IP protocols. In fact, accessing a resource using a URL is not much different from accessing a file. The original version of Java (Oak) included features for intraaddress-space messaging. This allowed objects on two different computers to execute procedures remotely. Java revived these interfaces in a package called Remote Method Invocation (RMI). This feature brings an unparalleled level of abstraction to client/ server programming.



Dynamic Java programs carry with them substantial amounts of run-time type information that is used to verify and resolve accesses to objects at run time. This makes it possible to dynamically link code in a safe and expedient manner. This is crucial to the robustness of the applet environment, in which small fragments of bytecode may be dynamically updated on a running system.



The Continuing Revolution The initial release of Java was nothing short of revolutionary, but it did not mark the end of Java’s era of rapid innovation. Unlike most other software systems that usually settle into a pattern of small, incremental improvements, Java continued to evolve at an explosive pace. Soon after the release of Java 1.0, the designers of Java had already created Java 1.1. The features added by Java 1.1 were more significant and substantial than the increase in the minor revision number would have you think. Java 1.1 added many new library elements, redefined the way events are handled by applets, and reconfigured many features of the 1.0 library. It also deprecated (rendered obsolete) several features originally defined by Java 1.0. Thus, Java 1.1 both added and subtracted attributes from its original specification. The next major release of Java was Java 2. Java 2 was a watershed event, marking the beginning of the “modern age” of this rapidly evolving language! The first release of Java 2 carried the version number 1.2. It may seem odd that the first release of Java 2 used the 1.2 version number. The reason is that it originally referred to the version of the Java libraries, but it was generalized to refer to the entire release, itself. Java 2 added support for a number of new features, such as Swing and the Collections framework, and it enhanced the Java Virtual Machine and various programming tools. Java 2 also contained a few deprecations. The most important affected the Thread class in which the methods suspend( ), resume( ), and stop( ) were deprecated. The next release of Java was Java 2, version 1.3. This version of Java was the first major upgrade to the original Java 2 release. For the most part it added to existing functionality and “tightened up” the development environment. In general, programs written for version 1.2 and those written for version 1.3 are source-code compatible. Although version 1.3 contained a smaller set of changes than the preceding three major releases, it was nevertheless important.
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The current release of Java is Java 2, version 1.4. This release contains several important upgrades, enhancements, and additions. For example, it adds the new keyword assert, chained exceptions, and a channel-based I/O subsystem. It also makes changes to the Collections Framework and the networking classes. In addition, numerous small changes are made throughout. Despite the significant number of new features, version 1.4 maintains nearly 100 percent source-code compatibility with prior versions. This book covers all versions of Java 2. Of course, most of the material applies to earlier versions of Java, too. Throughout this book, when a feature applies to a specific version of Java, it will be so noted. Otherwise, you can simply assume that it applies to Java, in general. Also, when referring to those features common to all versions of Java 2, this book will simply use the term Java 2, without a reference to a version number.
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ike all other computer languages, the elements of Java do not exist in isolation. Rather, they work together to form the language as a whole. However, this interrelatedness can make it difficult to describe one aspect of Java without involving several others. Often a discussion of one feature implies prior knowledge of another. For this reason, this chapter presents a quick overview of several key features of Java. The material described here will give you a foothold that will allow you to write and understand simple programs. Most of the topics discussed will be examined in greater detail in the remaining chapters of Part 1.



L



Object-Oriented Programming Object-oriented programming is at the core of Java. In fact, all Java programs are objectoriented—this isn’t an option the way that it is in C++, for example. OOP is so integral to Java that you must understand its basic principles before you can write even simple Java programs. Therefore, this chapter begins with a discussion of the theoretical aspects of OOP.



Two Paradigms As you know, all computer programs consist of two elements: code and data. Furthermore, a program can be conceptually organized around its code or around its data. That is, some programs are written around “what is happening” and others are written around “who is being affected.” These are the two paradigms that govern how a program is constructed. The first way is called the process-oriented model. This approach characterizes a program as a series of linear steps (that is, code). The process-oriented model can be thought of as code acting on data. Procedural languages such as C employ this model to considerable success. However, as mentioned in Chapter 1, problems with this approach appear as programs grow larger and more complex. To manage increasing complexity, the second approach, called object-oriented programming, was conceived. Object-oriented programming organizes a program around its data (that is, objects) and a set of well-defined interfaces to that data. An object-oriented program can be characterized as data controlling access to code. As you will see, by switching the controlling entity to data, you can achieve several organizational benefits.



Abstraction An essential element of object-oriented programming is abstraction. Humans manage complexity through abstraction. For example, people do not think of a car as a set of tens of thousands of individual parts. They think of it as a well-defined object with its own unique behavior. This abstraction allows people to use a car to drive to the grocery store without being overwhelmed by the complexity of the parts that form the car. They can ignore the details of how the engine, transmission, and braking systems work. Instead they are free to utilize the object as a whole.
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The Three OOP Principles All object-oriented programming languages provide mechanisms that help you implement the object-oriented model. They are encapsulation, inheritance, and polymorphism. Let’s take a look at these concepts now.



Encapsulation Encapsulation is the mechanism that binds together code and the data it manipulates, and keeps both safe from outside interference and misuse. One way to think about encapsulation is as a protective wrapper that prevents the code and data from being arbitrarily accessed by other code defined outside the wrapper. Access to the code and data inside the wrapper is tightly controlled through a well-defined interface. To relate this to the real world, consider the automatic transmission on an automobile. It encapsulates hundreds of bits of information about your engine, such as how much you are accelerating, the pitch of the surface you are on, and the position of the shift lever. You, as the user, have only one method of affecting this complex encapsulation: by moving the gear-shift lever. You can’t affect the transmission by using the turn signal or windshield wipers, for example. Thus, the gear-shift lever is a well-defined (indeed, unique) interface to the transmission. Further, what occurs inside the transmission does not affect objects outside the transmission. For example, shifting gears does not turn on the headlights! Because an automatic transmission is encapsulated, dozens of car
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A powerful way to manage abstraction is through the use of hierarchical classifications. This allows you to layer the semantics of complex systems, breaking them into more manageable pieces. From the outside, the car is a single object. Once inside, you see that the car consists of several subsystems: steering, brakes, sound system, seat belts, heating, cellular phone, and so on. In turn, each of these subsystems is made up of more specialized units. For instance, the sound system consists of a radio, a CD player, and/or a tape player. The point is that you manage the complexity of the car (or any other complex system) through the use of hierarchical abstractions. Hierarchical abstractions of complex systems can also be applied to computer programs. The data from a traditional process-oriented program can be transformed by abstraction into its component objects. A sequence of process steps can become a collection of messages between these objects. Thus, each of these objects describes its own unique behavior. You can treat these objects as concrete entities that respond to messages telling them to do something. This is the essence of object-oriented programming. Object-oriented concepts form the heart of Java just as they form the basis for human understanding. It is important that you understand how these concepts translate into programs. As you will see, object-oriented programming is a powerful and natural paradigm for creating programs that survive the inevitable changes accompanying the life cycle of any major software project, including conception, growth, and aging. For example, once you have well-defined objects and clean, reliable interfaces to those objects, you can gracefully decommission or replace parts of an older system without fear.
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manufacturers can implement one in any way they please. However, from the driver’s point of view, they all work the same. This same idea can be applied to programming. The power of encapsulated code is that everyone knows how to access it and thus can use it regardless of the implementation details—and without fear of unexpected side effects. In Java the basis of encapsulation is the class. Although the class will be examined in great detail later in this book, the following brief discussion will be helpful now. A class defines the structure and behavior (data and code) that will be shared by a set of objects. Each object of a given class contains the structure and behavior defined by the class, as if it were stamped out by a mold in the shape of the class. For this reason, objects are sometimes referred to as instances of a class. Thus, a class is a logical construct; an object has physical reality. When you create a class, you will specify the code and data that constitute that class. Collectively, these elements are called members of the class. Specifically, the data defined by the class are referred to as member variables or instance variables. The code that operates on that data is referred to as member methods or just methods. (If you are familiar with C/C++, it may help to know that what a Java programmer calls a method, a C/C++ programmer calls a function.) In properly written Java programs, the methods define how the member variables can be used. This means that the behavior and interface of a class are defined by the methods that operate on its instance data. Since the purpose of a class is to encapsulate complexity, there are mechanisms for hiding the complexity of the implementation inside the class. Each method or variable in a class may be marked private or public. The public interface of a class represents everything that external users of the class need to know, or may know. The private methods and data can only be accessed by code that is a member of the class. Therefore, any other code that is not a member of the class cannot access a private method or variable. Since the private members of a class may only be accessed by other parts of your program through the class’ public methods, you can ensure that no improper actions take place. Of course, this means that the public interface should be carefully designed not to expose too much of the inner workings of a class (see Figure 2-1).



Inheritance Inheritance is the process by which one object acquires the properties of another object. This is important because it supports the concept of hierarchical classification. As mentioned earlier, most knowledge is made manageable by hierarchical (that is, top-down) classifications. For example, a Golden Retriever is part of the classification dog, which in turn is part of the mammal class, which is under the larger class animal. Without the use of hierarchies, each object would need to define all of its characteristics explicitly. However, by use of inheritance, an object need only define those qualities that make it unique within its class. It can inherit its general attributes from its parent. Thus, it is the inheritance mechanism that makes it possible for one object to be a specific instance of a more general case. Let’s take a closer look at this process.
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Figure 2-1.



Encapsulation: public methods can be used to protect private data



Most people naturally view the world as made up of objects that are related to each other in a hierarchical way, such as animals, mammals, and dogs. If you wanted to describe animals in an abstract way, you would say they have some attributes, such as size, intelligence, and type of skeletal system. Animals also have certain behavioral aspects; they eat, breathe, and sleep. This description of attributes and behavior is the class definition for animals. If you wanted to describe a more specific class of animals, such as mammals, they would have more specific attributes, such as type of teeth, and mammary glands. This is known as a subclass of animals, where animals are referred to as mammals’ superclass. Since mammals are simply more precisely specified animals, they inherit all of the attributes from animals. A deeply inherited subclass inherits all of the attributes from each of its ancestors in the class hierarchy.
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Inheritance interacts with encapsulation as well. If a given class encapsulates some attributes, then any subclass will have the same attributes plus any that it adds as part of its specialization (see Figure 2-2). This is a key concept which lets object-oriented programs grow in complexity linearly rather than geometrically. A new subclass inherits all of the attributes of all of its ancestors. It does not have unpredictable interactions with the majority of the rest of the code in the system.



Polymorphism Polymorphism (from the Greek, meaning “many forms”) is a feature that allows one interface to be used for a general class of actions. The specific action is determined by the exact nature of the situation. Consider a stack (which is a last-in, first-out list). You might have a program that requires three types of stacks. One stack is used for integer values, one for floating-point values, and one for characters. The algorithm that implements each stack is the same, even though the data being stored differs. In a non– object-oriented language, you would be required to create three different sets of stack routines, with each set using different names. However, because of polymorphism, in Java you can specify a general set of stack routines that all share the same names. More generally, the concept of polymorphism is often expressed by the phrase “one interface, multiple methods.” This means that it is possible to design a generic interface to a group of related activities. This helps reduce complexity by allowing the same interface to be used to specify a general class of action. It is the compiler’s job to select the specific action (that is, method) as it applies to each situation. You, the programmer, do not need to make this selection manually. You need only remember and utilize the general interface.
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Figure 2-2.



Labrador inherits the encapsulation of all of its superclasses
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Extending the dog analogy, a dog’s sense of smell is polymorphic. If the dog smells a cat, it will bark and run after it. If the dog smells its food, it will salivate and run to its bowl. The same sense of smell is at work in both situations. The difference is what is being smelled, that is, the type of data being operated upon by the dog’s nose! This same general concept can be implemented in Java as it applies to methods within a Java program.



Polymorphism, Encapsulation, and Inheritance Work Together When properly applied, polymorphism, encapsulation, and inheritance combine to produce a programming environment that supports the development of far more robust and scaleable programs than does the process-oriented model. A well-designed hierarchy of classes is the basis for reusing the code in which you have invested time and effort developing and testing. Encapsulation allows you to migrate your implementations over time without breaking the code that depends on the public interface of your classes. Polymorphism allows you to create clean, sensible, readable, and resilient code. Of the two real-world examples, the automobile more completely illustrates the power of object-oriented design. Dogs are fun to think about from an inheritance standpoint, but cars are more like programs. All drivers rely on inheritance to drive different types (subclasses) of vehicles. Whether the vehicle is a school bus, a Mercedes sedan, a Porsche, or the family minivan, drivers can all more or less find and operate the steering wheel, the brakes, and the accelerator. After a bit of gear grinding, most people can even manage the difference between a stick shift and an automatic, because they fundamentally understand their common superclass, the transmission. People interface with encapsulated features on cars all the time. The brake and gas pedals hide an incredible array of complexity with an interface so simple you can operate them with your feet! The implementation of the engine, the style of brakes, and the size of the tires have no effect on how you interface with the class definition of the pedals. The final attribute, polymorphism, is clearly reflected in the ability of car manufacturers to offer a wide array of options on basically the same vehicle. For example, you can get an antilock braking system or traditional brakes, power or rack-and-pinion steering, 4-, 6-, or 8-cylinder engines. Either way, you will still press the break pedal to stop, turn the steering wheel to change direction, and press the accelerator when you want to move. The same interface can be used to control a number of different implementations. As you can see, it is through the application of encapsulation, inheritance, and polymorphism that the individual parts are transformed into the object known as a car. The same is also true of computer programs. By the application of object-oriented principles, the various parts of a complex program can be brought together to form a cohesive, robust, maintainable whole.
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A First Simple Program Now that the basic object-oriented underpinning of Java has been discussed, let’s look at some actual Java programs. Let’s start by compiling and running the short sample program shown here. As you will see, this involves a little more work than you might imagine. /* This is a simple Java program. Call this file "Example.java". */ class Example { // Your program begins with a call to main(). public static void main(String args[]) { System.out.println("This is a simple Java program."); } }



The descriptions that follow use the standard Java 2 SDK (Software Development Kit), which is available from Sun Microsystems. If you are using a different Java development environment, then you may need to follow a different procedure for compiling and executing Java programs. In this case, consult your compiler’s documentation for details.



Entering the Program For most computer languages, the name of the file that holds the source code to a program is arbitrary. However, this is not the case with Java. The first thing that you must learn about Java is that the name you give to a source file is very important. For this example, the name of the source file should be Example.java. Let’s see why. In Java, a source file is officially called a compilation unit. It is a text file that contains one or more class definitions. The Java compiler requires that a source file use the .java filename extension. Notice that the file extension is four characters long. As you might
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As mentioned at the start of this section, every Java program is object-oriented. Or, put more precisely, every Java program involves encapsulation, inheritance, and polymorphism. Although the short example programs shown in the rest of this chapter and in the next few chapters may not seem to exhibit all of these features, they are nevertheless present. As you will see, many of the features supplied by Java are part of its built-in class libraries, which do make extensive use of encapsulation, inheritance, and polymorphism.
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guess, your operating system must be capable of supporting long filenames. This means that DOS and Windows 3.1 are not capable of supporting Java. However, Windows 95/98 and Windows NT/2000/XP work just fine. As you can see by looking at the program, the name of the class defined by the program is also Example. This is not a coincidence. In Java, all code must reside inside a class. By convention, the name of that class should match the name of the file that holds the program. You should also make sure that the capitalization of the filename matches the class name. The reason for this is that Java is case-sensitive. At this point, the convention that filenames correspond to class names may seem arbitrary. However, this convention makes it easier to maintain and organize your programs.



Compiling the Program To compile the Example program, execute the compiler, javac, specifying the name of the source file on the command line, as shown here: C:\>javac Example.java



The javac compiler creates a file called Example.class that contains the bytecode version of the program. As discussed earlier, the Java bytecode is the intermediate representation of your program that contains instructions the Java interpreter will execute. Thus, the output of javac is not code that can be directly executed. To actually run the program, you must use the Java interpreter, called java. To do so, pass the class name Example as a command-line argument, as shown here: C:\>java Example



When the program is run, the following output is displayed: This is a simple Java program. When Java source code is compiled, each individual class is put into its own output file named after the class and using the .class extension. This is why it is a good idea to give your Java source files the same name as the class they contain—the name of the source file will match the name of the .class file. When you execute the Java interpreter as just shown, you are actually specifying the name of the class that you want the interpreter to execute. It will automatically search for a file by that name that has the .class extension. If it finds the file, it will execute the code contained in the specified class.



Chapter 2:



An Overview of Java



Although Example.java is quite short, it includes several key features which are common to all Java programs. Let’s closely examine each part of the program. The program begins with the following lines: /* This is a simple Java program. Call this file "Example.java". */



This is a comment. Like most other programming languages, Java lets you enter a remark into a program’s source file. The contents of a comment are ignored by the compiler. Instead, a comment describes or explains the operation of the program to anyone who is reading its source code. In this case, the comment describes the program and reminds you that the source file should be called Example.java. Of course, in real applications, comments generally explain how some part of the program works or what a specific feature does. Java supports three styles of comments. The one shown at the top of the program is called a multiline comment. This type of comment must begin with /* and end with */. Anything between these two comment symbols is ignored by the compiler. As the name suggests, a multiline comment may be several lines long. The next line of code in the program is shown here: class Example {



This line uses the keyword class to declare that a new class is being defined. Example is an identifier that is the name of the class. The entire class definition, including all of its members, will be between the opening curly brace ({) and the closing curly brace (}). The use of the curly braces in Java is identical to the way they are used in C, C++, and C#. For the moment, don’t worry too much about the details of a class except to note that in Java, all program activity occurs within one. This is one reason why all Java programs are (at least a little bit) object-oriented. The next line in the program is the single-line comment, shown here: // Your program begins with a call to main().



This is the second type of comment supported by Java. A single-line comment begins with a // and ends at the end of the line. As a general rule, programmers use multiline
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A Closer Look at the First Sample Program
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comments for longer remarks and single-line comments for brief, line-by-line descriptions. The next line of code is shown here: public static void main(String args[]) {



This line begins the main( ) method. As the comment preceding it suggests, this is the line at which the program will begin executing. All Java applications begin execution by calling main( ). (This is just like C/C++.) The exact meaning of each part of this line cannot be given now, since it involves a detailed understanding of Java’s approach to encapsulation. However, since most of the examples in the first part of this book will use this line of code, let’s take a brief look at each part now. The public keyword is an access specifier, which allows the programmer to control the visibility of class members. When a class member is preceded by public, then that member may be accessed by code outside the class in which it is declared. (The opposite of public is private, which prevents a member from being used by code defined outside of its class.) In this case, main( ) must be declared as public, since it must be called by code outside of its class when the program is started. The keyword static allows main( ) to be called without having to instantiate a particular instance of the class. This is necessary since main( ) is called by the Java interpreter before any objects are made. The keyword void simply tells the compiler that main( ) does not return a value. As you will see, methods may also return values. If all this seems a bit confusing, don’t worry. All of these concepts will be discussed in detail in subsequent chapters. As stated, main( ) is the method called when a Java application begins. Keep in mind that Java is case-sensitive. Thus, Main is different from main. It is important to understand that the Java compiler will compile classes that do not contain a main( ) method. But the Java interpreter has no way to run these classes. So, if you had typed Main instead of main, the compiler would still compile your program. However, the Java interpreter would report an error because it would be unable to find the main( ) method. Any information that you need to pass to a method is received by variables specified within the set of parentheses that follow the name of the method. These variables are called parameters. If there are no parameters required for a given method, you still need to include the empty parentheses. In main( ), there is only one parameter, albeit a complicated one. String args[ ] declares a parameter named args, which is an array of instances of the class String. (Arrays are collections of similar objects.) Objects of type String store character strings. In this case, args receives any command-line arguments present when the program is executed. This program does not make use of this information, but other programs shown later in this book will. The last character on the line is the {. This signals the start of main( )’s body. All of the code that comprises a method will occur between the method’s opening curly brace and its closing curly brace.
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System.out.println("This is a simple Java program.");



This line outputs the string “This is a simple Java program.” followed by a new line on the screen. Output is actually accomplished by the built-in println( ) method. In this case, println( ) displays the string which is passed to it. As you will see, println( ) can be used to display other types of information, too. The line begins with System.out. While too complicated to explain in detail at this time, briefly, System is a predefined class that provides access to the system, and out is the output stream that is connected to the console. As you have probably guessed, console output (and input) is not used frequently in real Java programs and applets. Since most modern computing environments are windowed and graphical in nature, console I/O is used mostly for simple, utility programs and for demonstration programs. Later in this book, you will learn other ways to generate output using Java. But for now, we will continue to use the console I/O methods. Notice that the println( ) statement ends with a semicolon. All statements in Java end with a semicolon. The reason that the other lines in the program do not end in a semicolon is that they are not, technically, statements. The first } in the program ends main( ), and the last } ends the Example class definition.



A Second Short Program Perhaps no other concept is more fundamental to a programming language than that of a variable. As you probably know, a variable is a named memory location that may be assigned a value by your program. The value of a variable may be changed during the execution of the program. The next program shows how a variable is declared and how it is assigned a value. In addition, the program also illustrates some new aspects of console output. As the comments at the top of the program state, you should call this file Example2.java. /* Here is another short example. Call this file "Example2.java". */
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One other point: main( ) is simply a starting place for your program. A complex program will have dozens of classes, only one of which will need to have a main( ) method to get things started. When you begin creating applets—Java programs that are embedded in Web browsers—you won’t use main( ) at all, since the Web browser uses a different means of starting the execution of applets. The next line of code is shown here. Notice that it occurs inside main( ).
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class Example2 { public static void main(String args[]) { int num; // this declares a variable called num num = 100; // this assigns num the value 100 System.out.println("This is num: " + num); num = num * 2; System.out.print("The value of num * 2 is "); System.out.println(num); } }



When you run this program, you will see the following output: This is num: 100 The value of num * 2 is 200 Let’s take a close look at why this output is generated. The first new line in the program is shown here: int num; // this declares a variable called num



This line declares an integer variable called num. Java (like most other languages) requires that variables be declared before they are used. Following is the general form of a variable declaration: type var-name; Here, type specifies the type of variable being declared, and var-name is the name of the variable. If you want to declare more than one variable of the specified type, you may use a comma-separated list of variable names. Java defines several data types, including integer, character, and floating-point. The keyword int specifies an integer type. In the program, the line num = 100; // this assigns num the value 100
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System.out.println("This is num: " + num);



In this statement, the plus sign causes the value of num to be appended to the string that precedes it, and then the resulting string is output. (Actually, num is first converted from an integer into its string equivalent and then concatenated with the string that precedes it. This process is described in detail later in this book.) This approach can be generalized. Using the + operator, you can string together as many items as you want within a single println( ) statement. The next line of code assigns num the value of num times 2. Like most other languages, Java uses the * operator to indicate multiplication. After this line executes, num will contain the value 200. Here are the next two lines in the program: System.out.print("The value of num * 2 is "); System.out.println(num);



Several new things are occurring here. First, the built-in method print( ) is used to display the string “The value of num * 2 is ”. This string is not followed by a newline. This means that when the next output is generated, it will start on the same line. The print( ) method is just like println( ), except that it does not output a newline character after each call. Now look at the call to println( ). Notice that num is used by itself. Both print( ) and println( ) can be used to output values of any of Java’s built-in types.



Two Control Statements Although Chapter 5 will look closely at control statements, two are briefly introduced here so that they can be used in example programs in Chapters 3 and 4. They will also help illustrate an important aspect of Java: blocks of code.



The if Statement The Java if statement works much like the IF statement in any other language. Further, it is syntactically identical to the if statements in C, C++, and C#. Its simplest form is shown here: if(condition) statement;
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assigns to num the value 100. In Java, the assignment operator is a single equal sign. The next line of code outputs the value of num preceded by the string “This is num:”.
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Here, condition is a Boolean expression. If condition is true, then the statement is executed. If condition is false, then the statement is bypassed. Here is an example: if(num < 100) println("num is less than 100");



In this case, if num contains a value that is less than 100, the conditional expression is true, and println( ) will execute. If num contains a value greater than or equal to 100, then the println( ) method is bypassed. As you will see in Chapter 4, Java defines a full complement of relational operators which may be used in a conditional expression. Here are a few:



Operator



Meaning








Greater than



==



Equal to



Notice that the test for equality is the double equal sign. Here is a program that illustrates the if statement: /* Demonstrate the if. Call this file "IfSample.java". */ class IfSample { public static void main(String args[]) { int x, y; x = 10; y = 20; if(x < y) System.out.println("x is less than y"); x = x * 2; if(x == y) System.out.println("x now equal to y"); x = x * 2; if(x > y) System.out.println("x now greater than y");
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} }



The output generated by this program is shown here: x is less than y x now equal to y x now greater than y Notice one other thing in this program. The line int x, y;



declares two variables, x and y, by use of a comma-separated list.



The for Loop As you may know from your previous programming experience, loop statements are an important part of nearly any programming language. Java is no exception. In fact, as you will see in Chapter 5, Java supplies a powerful assortment of loop constructs. Perhaps the most versatile is the for loop. If you are familiar with C, C++, or C#, then you will be pleased to know that the for loop in Java works the same way it does in those languages. If you don’t know C/C++/C#, the for loop is still easy to use. The simplest form of the for loop is shown here: for(initialization; condition; iteration) statement; In its most common form, the initialization portion of the loop sets a loop control variable to an initial value. The condition is a Boolean expression that tests the loop control variable. If the outcome of that test is true, the for loop continues to iterate. If it is false, the loop terminates. The iteration expression determines how the loop control variable is changed each time the loop iterates. Here is a short program that illustrates the for loop: /* Demonstrate the for loop. Call this file "ForTest.java".
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// this won't display anything if(x == y) System.out.println("you won't see this");
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*/ class ForTest { public static void main(String args[]) { int x; for(x = 0; x



false true is executed. 9 is true



There are three interesting things to notice about this program. First, as you can see, when a boolean value is output by println( ), “true” or “false” is displayed. Second, the value of a boolean variable is sufficient, by itself, to control the if statement. There is no need to write an if statement like this: if(b == true) ...



Third, the outcome of a relational operator, such as 9 displays the value “true.” Further, the extra set of parentheses around 10 > 9 is necessary because the + operator has a higher precedence than the >.
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// Demonstrate boolean values. class BoolTest { public static void main(String args[]) { boolean b;



49



50



Java™ 2: The Complete Reference



A Closer Look at Literals Literals were mentioned briefly in Chapter 2. Now that the built-in types have been formally described, let’s take a closer look at them.



Integer Literals Integers are probably the most commonly used type in the typical program. Any whole number value is an integer literal. Examples are 1, 2, 3, and 42. These are all decimal values, meaning they are describing a base 10 number. There are two other bases which can be used in integer literals, octal (base eight) and hexadecimal (base 16). Octal values are denoted in Java by a leading zero. Normal decimal numbers cannot have a leading zero. Thus, the seemingly valid value 09 will produce an error from the compiler, since 9 is outside of octal’s 0 to 7 range. A more common base for numbers used by programmers is hexadecimal, which matches cleanly with modulo 8 word sizes, such as 8, 16, 32, and 64 bits. You signify a hexadecimal constant with a leading zero-x, (0x or 0X). The range of a hexadecimal digit is 0 to 15, so A through F (or a through f ) are substituted for 10 through 15. Integer literals create an int value, which in Java is a 32-bit integer value. Since Java is strongly typed, you might be wondering how it is possible to assign an integer literal to one of Java’s other integer types, such as byte or long, without causing a type mismatch error. Fortunately, such situations are easily handled. When a literal value is assigned to a byte or short variable, no error is generated if the literal value is within the range of the target type. Also, an integer literal can always be assigned to a long variable. However, to specify a long literal, you will need to explicitly tell the compiler that the literal value is of type long. You do this by appending an upper- or lowercase L to the literal. For example, 0x7ffffffffffffffL or 9223372036854775807L is the largest long.



Floating-Point Literals Floating-point numbers represent decimal values with a fractional component. They can be expressed in either standard or scientific notation. Standard notation consists of a whole number component followed by a decimal point followed by a fractional component. For example, 2.0, 3.14159, and 0.6667 represent valid standard-notation floating-point numbers. Scientific notation uses a standard-notation, floating-point number plus a suffix that specifies a power of 10 by which the number is to be multiplied. The exponent is indicated by an E or e followed by a decimal number, which can be positive or negative. Examples include 6.022E23, 314159E–05, and 2e+100. Floating-point literals in Java default to double precision. To specify a float literal, you must append an F or f to the constant. You can also explicitly specify a double literal by appending a D or d. Doing so is, of course, redundant. The default double type consumes 64 bits of storage, while the less-accurate float type requires only 32 bits.
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Boolean literals are simple. There are only two logical values that a boolean value can have, true and false. The values of true and false do not convert into any numerical representation. The true literal in Java does not equal 1, nor does the false literal equal 0. In Java, they can only be assigned to variables declared as boolean, or used in expressions with Boolean operators.



Character Literals Characters in Java are indices into the Unicode character set. They are 16-bit values that can be converted into integers and manipulated with the integer operators, such as the addition and subtraction operators. A literal character is represented inside a pair of single quotes. All of the visible ASCII characters can be directly entered inside the quotes, such as ‘a’, ‘z’, and ‘@’. For characters that are impossible to enter directly, there are several escape sequences, which allow you to enter the character you need, such as ‘\’’ for the single-quote character itself, and ‘\n’ for the newline character. There is also a mechanism for directly entering the value of a character in octal or hexadecimal. For octal notation use the backslash followed by the three-digit number. For example, ‘\141’ is the letter ‘a’. For hexadecimal, you enter a backslash-u (\u), then exactly four hexadecimal digits. For example, ‘\u0061’ is the ISO-Latin-1 ‘a’ because the top byte is zero. ‘\ua432’ is a Japanese Katakana character. Table 3-1 shows the character escape sequences.



Escape Sequence



Description



\ddd



Octal character (ddd)



\uxxxx



Hexadecimal UNICODE character (xxxx)



\’



Single quote



\”



Double quote



\\



Backslash



\r



Carriage return



\n



New line (also known as line feed)



\f



Form feed



\t



Tab



\b



Backspace



Table 3-1.



Character Escape Sequences
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Boolean Literals
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String Literals String literals in Java are specified like they are in most other languages—by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are “Hello World” “two\nlines” “\”This is in quotes\”” The escape sequences and octal/hexadecimal notations that were defined for character literals work the same way inside of string literals. One important thing to note about Java strings is that they must begin and end on the same line. There is no line-continuation escape sequence as there is in other languages. As you may know, in some other languages, including C/C++, strings are implemented as arrays of characters. However, this is not the case in Java. Strings are actually object types. As you will see later in this book, because Java implements strings as objects, Java includes extensive string-handling capabilities that are both powerful and easy to use.



Variables The variable is the basic unit of storage in a Java program. A variable is defined by the combination of an identifier, a type, and an optional initializer. In addition, all variables have a scope, which defines their visibility, and a lifetime. These elements are examined next.



Declaring a Variable In Java, all variables must be declared before they can be used. The basic form of a variable declaration is shown here: type identifier [ = value][, identifier [= value] ...] ; The type is one of Java’s atomic types, or the name of a class or interface. (Class and interface types are discussed later in Part I of this book.) The identifier is the name of the variable. You can initialize the variable by specifying an equal sign and a value. Keep in mind that the initialization expression must result in a value of the same (or compatible) type as that specified for the variable. To declare more than one variable of the specified type, use a comma-separated list.
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int a, b, c; int d = 3, e, f = 5; byte z = 22; double pi = 3.14159; char x = 'x';



// // // // // //



declares three ints, a, b, and c. declares three more ints, initializing d and f. initializes z. declares an approximation of pi. the variable x has the value 'x'.



The identifiers that you choose have nothing intrinsic in their names that indicates their type. Many readers will remember when FORTRAN predefined all identifiers from I through N to be of type INTEGER while all other identifiers were REAL. Java allows any properly formed identifier to have any declared type.



Dynamic Initialization Although the preceding examples have used only constants as initializers, Java allows variables to be initialized dynamically, using any expression valid at the time the variable is declared. For example, here is a short program that computes the length of the hypotenuse of a right triangle given the lengths of its two opposing sides: // Demonstrate dynamic initialization. class DynInit { public static void main(String args[]) { double a = 3.0, b = 4.0; // c is dynamically initialized double c = Math.sqrt(a * a + b * b); System.out.println("Hypotenuse is " + c); } }



Here, three local variables—a, b,and c—are declared. The first two, a and b, are initialized by constants. However, c is initialized dynamically to the length of the hypotenuse (using the Pythagorean theorem). The program uses another of Java’s built-in methods, sqrt( ), which is a member of the Math class, to compute the square root of its argument. The key point here is that the initialization expression may use any element valid at the time of the initialization, including calls to methods, other variables, or literals.
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Here are several examples of variable declarations of various types. Note that some include an initialization.
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The Scope and Lifetime of Variables So far, all of the variables used have been declared at the start of the main( ) method. However, Java allows variables to be declared within any block. As explained in Chapter 2, a block is begun with an opening curly brace and ended by a closing curly brace. A block defines a scope. Thus, each time you start a new block, you are creating a new scope. As you probably know from your previous programming experience, a scope determines what objects are visible to other parts of your program. It also determines the lifetime of those objects. Most other computer languages define two general categories of scopes: global and local. However, these traditional scopes do not fit well with Java’s strict, objectoriented model. While it is possible to create what amounts to being a global scope, it is by far the exception, not the rule. In Java, the two major scopes are those defined by a class and those defined by a method. Even this distinction is somewhat artificial. However, since the class scope has several unique properties and attributes that do not apply to the scope defined by a method, this distinction makes some sense. Because of the differences, a discussion of class scope (and variables declared within it) is deferred until Chapter 6, when classes are described. For now, we will only examine the scopes defined by or within a method. The scope defined by a method begins with its opening curly brace. However, if that method has parameters, they too are included within the method’s scope. Although this book will look more closely at parameters in Chapter 5, for the sake of this discussion, they work the same as any other method variable. As a general rule, variables declared inside a scope are not visible (that is, accessible) to code that is defined outside that scope. Thus, when you declare a variable within a scope, you are localizing that variable and protecting it from unauthorized access and/or modification. Indeed, the scope rules provide the foundation for encapsulation. Scopes can be nested. For example, each time you create a block of code, you are creating a new, nested scope. When this occurs, the outer scope encloses the inner scope. This means that objects declared in the outer scope will be visible to code within the inner scope. However, the reverse is not true. Objects declared within the inner scope will not be visible outside it. To understand the effect of nested scopes, consider the following program: // Demonstrate block scope. class Scope { public static void main(String args[]) { int x; // known to all code within main x = 10; if(x == 10) { // start new scope
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// x and y both known here. System.out.println("x and y: " + x + " " + y); x = y * 2; } // y = 100; // Error! y not known here // x is still known here. System.out.println("x is " + x); } }



As the comments indicate, the variable x is declared at the start of main( )’s scope and is accessible to all subsequent code within main( ). Within the if block, y is declared. Since a block defines a scope, y is only visible to other code within its block. This is why outside of its block, the line y = 100; is commented out. If you remove the leading comment symbol, a compile-time error will occur, because y is not visible outside of its block. Within the if block, x can be used because code within a block (that is, a nested scope) has access to variables declared by an enclosing scope. Within a block, variables can be declared at any point, but are valid only after they are declared. Thus, if you define a variable at the start of a method, it is available to all of the code within that method. Conversely, if you declare a variable at the end of a block, it is effectively useless, because no code will have access to it. For example, this fragment is invalid because count cannot be used prior to its declaration: // This fragment is wrong! count = 100; // oops! cannot use count before it is declared! int count;



Here is another important point to remember: variables are created when their scope is entered, and destroyed when their scope is left. This means that a variable will not hold its value once it has gone out of scope. Therefore, variables declared within a method will not hold their values between calls to that method. Also, a variable declared within a block will lose its value when the block is left. Thus, the lifetime of a variable is confined to its scope. If a variable declaration includes an initializer, then that variable will be reinitialized each time the block in which it is declared is entered. For example, consider the next program.
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int y = 20; // known only to this block
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// Demonstrate lifetime of a variable. class LifeTime { public static void main(String args[]) { int x; for(x = 0; x < 3; x++) { int y = -1; // y is initialized each time block is entered System.out.println("y is: " + y); // this always prints -1 y = 100; System.out.println("y is now: " + y); } } }



The output generated by this program is shown here: y y y y y y



is: -1 is now: 100 is: -1 is now: 100 is: -1 is now: 100



As you can see, y is always reinitialized to –1 each time the inner for loop is entered. Even though it is subsequently assigned the value 100, this value is lost. One last point: Although blocks can be nested, you cannot declare a variable to have the same name as one in an outer scope. In this regard, Java differs from C and C++. Here is an example that tries to declare two separate variables with the same name. In Java, this is illegal. In C/C++, it would be legal and the two bars would be separate. // This program will not compile class ScopeErr { public static void main(String args[]) { int bar = 1; { // creates a new scope int bar = 2; // Compile-time error – bar already defined! } } }



Chapter 3:



Data Types, Variables, and Arrays



If you have previous programming experience, then you already know that it is fairly common to assign a value of one type to a variable of another type. If the two types are compatible, then Java will perform the conversion automatically. For example, it is always possible to assign an int value to a long variable. However, not all types are compatible, and thus, not all type conversions are implicitly allowed. For instance, there is no conversion defined from double to byte. Fortunately, it is still possible to obtain a conversion between incompatible types. To do so, you must use a cast, which performs an explicit conversion between incompatible types. Let’s look at both automatic type conversions and casting.



Java’s Automatic Conversions When one type of data is assigned to another type of variable, an automatic type conversion will take place if the following two conditions are met: ■ The two types are compatible. ■ The destination type is larger than the source type. When these two conditions are met, a widening conversion takes place. For example, the int type is always large enough to hold all valid byte values, so no explicit cast statement is required. For widening conversions, the numeric types, including integer and floating-point types, are compatible with each other. However, the numeric types are not compatible with char or boolean. Also, char and boolean are not compatible with each other. As mentioned earlier, Java also performs an automatic type conversion when storing a literal integer constant into variables of type byte, short, or long.



Casting Incompatible Types Although the automatic type conversions are helpful, they will not fulfill all needs. For example, what if you want to assign an int value to a byte variable? This conversion will not be performed automatically, because a byte is smaller than an int. This kind of conversion is sometimes called a narrowing conversion, since you are explicitly making the value narrower so that it will fit into the target type. To create a conversion between two incompatible types, you must use a cast. A cast is simply an explicit type conversion. It has this general form: (target-type) value Here, target-type specifies the desired type to convert the specified value to. For example, the following fragment casts an int to a byte. If the integer’s value is larger
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Type Conversion and Casting
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than the range of a byte, it will be reduced modulo (the remainder of an integer division by the) byte’s range. int a; byte b; // ... b = (byte) a;



A different type of conversion will occur when a floating-point value is assigned to an integer type: truncation. As you know, integers do not have fractional components. Thus, when a floating-point value is assigned to an integer type, the fractional component is lost. For example, if the value 1.23 is assigned to an integer, the resulting value will simply be 1. The 0.23 will have been truncated. Of course, if the size of the whole number component is too large to fit into the target integer type, then that value will be reduced modulo the target type’s range. The following program demonstrates some type conversions that require casts: // Demonstrate casts. class Conversion { public static void main(String args[]) { byte b; int i = 257; double d = 323.142; System.out.println("\nConversion of int to byte."); b = (byte) i; System.out.println("i and b " + i + " " + b); System.out.println("\nConversion of double to int."); i = (int) d; System.out.println("d and i " + d + " " + i); System.out.println("\nConversion of double to byte."); b = (byte) d; System.out.println("d and b " + d + " " + b); } }



This program generates the following output:
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Conversion of double to int. d and i 323.142 323 Conversion of double to byte. d and b 323.142 67 Let’s look at each conversion. When the value 257 is cast into a byte variable, the result is the remainder of the division of 257 by 256 (the range of a byte), which is 1 in this case. When the d is converted to an int, its fractional component is lost. When d is converted to a byte, its fractional component is lost, and the value is reduced modulo 256, which in this case is 67.



Automatic Type Promotion in Expressions In addition to assignments, there is another place where certain type conversions may occur: in expressions. To see why, consider the following. In an expression, the precision required of an intermediate value will sometimes exceed the range of either operand. For example, examine the following expression: byte a = 40; byte b = 50; byte c = 100; int d = a * b / c;



The result of the intermediate term a * b easily exceeds the range of either of its byte operands. To handle this kind of problem, Java automatically promotes each byte or short operand to int when evaluating an expression. This means that the subexpression a * b is performed using integers—not bytes. Thus, 2,000, the result of the intermediate expression, 50 * 40, is legal even though a and b are both specified as type byte. As useful as the automatic promotions are, they can cause confusing compile-time errors. For example, this seemingly correct code causes a problem: byte b = 50; b = b * 2; // Error! Cannot assign an int to a byte!
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Conversion of int to byte. i and b 257 1
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The code is attempting to store 50 * 2, a perfectly valid byte value, back into a byte variable. However, because the operands were automatically promoted to int when the expression was evaluated, the result has also been promoted to int. Thus, the result of the expression is now of type int, which cannot be assigned to a byte without the use of a cast. This is true even if, as in this particular case, the value being assigned would still fit in the target type. In cases where you understand the consequences of overflow, you should use an explicit cast, such as byte b = 50; b = (byte)(b * 2);



which yields the correct value of 100.



The Type Promotion Rules In addition to the elevation of bytes and shorts to int, Java defines several type promotion rules that apply to expressions. They are as follows. First, all byte and short values are promoted to int, as just described. Then, if one operand is a long, the whole expression is promoted to long. If one operand is a float, the entire expression is promoted to float. If any of the operands is double, the result is double. The following program demonstrates how each value in the expression gets promoted to match the second argument to each binary operator: class Promote { public static void main(String byte b = 42; char c = 'a'; short s = 1024; int i = 50000; float f = 5.67f; double d = .1234; double result = (f * b) + (i System.out.println((f * b) + System.out.println("result = } }



args[]) {



/ c) - (d * s); " + " + (i / c) + " - " + (d * s)); " + result);



Let’s look closely at the type promotions that occur in this line from the program:
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In the first subexpression, f * b, b is promoted to a float and the result of the subexpression is float. Next, in the subexpression i / c, c is promoted to int, and the result is of type int. Then, in d * s, the value of s is promoted to double, and the type of the subexpression is double. Finally, these three intermediate values, float, int, and double, are considered. The outcome of float plus an int is a float. Then the resultant float minus the last double is promoted to double, which is the type for the final result of the expression.



Arrays An array is a group of like-typed variables that are referred to by a common name. Arrays of any type can be created and may have one or more dimensions. A specific element in an array is accessed by its index. Arrays offer a convenient means of grouping related information. If you are familiar with C/C++, be careful. Arrays in Java work differently than they do in those languages.



One-Dimensional Arrays A one-dimensional array is, essentially, a list of like-typed variables. To create an array, you first must create an array variable of the desired type. The general form of a onedimensional array declaration is type var-name[ ]; Here, type declares the base type of the array. The base type determines the data type of each element that comprises the array. Thus, the base type for the array determines what type of data the array will hold. For example, the following declares an array named month_days with the type “array of int”: int month_days[];



Although this declaration establishes the fact that month_days is an array variable, no array actually exists. In fact, the value of month_days is set to null, which represents an array with no value. To link month_days with an actual, physical array of integers,
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double result = (f * b) + (i / c) - (d * s);
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you must allocate one using new and assign it to month_days. new is a special operator that allocates memory. You will look more closely at new in a later chapter, but you need to use it now to allocate memory for arrays. The general form of new as it applies to one-dimensional arrays appears as follows: array-var = new type[size]; Here, type specifies the type of data being allocated, size specifies the number of elements in the array, and array-var is the array variable that is linked to the array. That is, to use new to allocate an array, you must specify the type and number of elements to allocate. The elements in the array allocated by new will automatically be initialized to zero. This example allocates a 12-element array of integers and links them to month_days. month_days = new int[12];



After this statement executes, month_days will refer to an array of 12 integers. Further, all elements in the array will be initialized to zero. Let’s review: Obtaining an array is a two-step process. First, you must declare a variable of the desired array type. Second, you must allocate the memory that will hold the array, using new, and assign it to the array variable. Thus, in Java all arrays are dynamically allocated. If the concept of dynamic allocation is unfamiliar to you, don’t worry. It will be described at length later in this book. Once you have allocated an array, you can access a specific element in the array by specifying its index within square brackets. All array indexes start at zero. For example, this statement assigns the value 28 to the second element of month_days. month_days[1] = 28;



The next line displays the value stored at index 3. System.out.println(month_days[3]);



Putting together all the pieces, here is a program that creates an array of the number of days in each month. // Demonstrate a one-dimensional array. class Array {
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}



When you run this program, it prints the number of days in April. As mentioned, Java array indexes start with zero, so the number of days in April is month_days[3] or 30. It is possible to combine the declaration of the array variable with the allocation of the array itself, as shown here: int month_days[] = new int[12];



This is the way that you will normally see it done in professionally written Java programs. Arrays can be initialized when they are declared. The process is much the same as that used to initialize the simple types. An array initializer is a list of comma-separated expressions surrounded by curly braces. The commas separate the values of the array elements. The array will automatically be created large enough to hold the number of elements you specify in the array initializer. There is no need to use new. For example, to store the number of days in each month, the following code creates an initialized array of integers: // An improved version of the previous program. class AutoArray { public static void main(String args[]) {
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public static void main(String args[]) { int month_days[]; month_days = new int[12]; month_days[0] = 31; month_days[1] = 28; month_days[2] = 31; month_days[3] = 30; month_days[4] = 31; month_days[5] = 30; month_days[6] = 31; month_days[7] = 31; month_days[8] = 30; month_days[9] = 31; month_days[10] = 30; month_days[11] = 31; System.out.println("April has " + month_days[3] + " days."); }
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int month_days[] = { 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31 }; System.out.println("April has " + month_days[3] + " days."); } }



When you run this program, you see the same output as that generated by the previous version. Java strictly checks to make sure you do not accidentally try to store or reference values outside of the range of the array. The Java run-time system will check to be sure that all array indexes are in the correct range. (In this regard, Java is fundamentally different from C/C++, which provide no run-time boundary checks.) For example, the run-time system will check the value of each index into month_days to make sure that it is between 0 and 11 inclusive. If you try to access elements outside the range of the array (negative numbers or numbers greater than the length of the array), you will cause a run-time error. Here is one more example that uses a one-dimensional array. It finds the average of a set of numbers. // Average an array of values. class Average { public static void main(String args[]) { double nums[] = {10.1, 11.2, 12.3, 13.4, 14.5}; double result = 0; int i; for(i=0; i> 4) & 0x0f] + hex[b & 0x0f]); } }



Here is the output of this program: b = 0xf1



The Unsigned Right Shift As you have just seen, the >> operator automatically fills the high-order bit with its previous contents each time a shift occurs. This preserves the sign of the value. However,
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Each time you shift a value to the right, it divides that value by two—and discards any remainder. You can take advantage of this for high-performance integer division by 2. Of course, you must be sure that you are not shifting any bits off the right end. When you are shifting right, the top (leftmost) bits exposed by the right shift are filled in with the previous contents of the top bit. This is called sign extension and serves to preserve the sign of negative numbers when you shift them right. For example, –8 >> 1 is –4, which, in binary, is
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sometimes this is undesirable. For example, if you are shifting something that does not represent a numeric value, you may not want sign extension to take place. This situation is common when you are working with pixel-based values and graphics. In these cases you will generally want to shift a zero into the high-order bit no matter what its initial value was. This is known as an unsigned shift. To accomplish this, you will use Java’s unsigned, shift-right operator, >>>, which always shifts zeros into the high-order bit. The following code fragment demonstrates the >>>. Here, a is set to –1, which sets all 32 bits to 1 in binary. This value is then shifted right 24 bits, filling the top 24 bits with zeros, ignoring normal sign extension. This sets a to 255. int a = -1; a = a >>> 24;



Here is the same operation in binary form to further illustrate what is happening: 11111111 11111111 11111111 11111111 >>>24 00000000 00000000 00000000 11111111



–1 in binary as an int 255 in binary as an int



The >>> operator is often not as useful as you might like, since it is only meaningful for 32- and 64-bit values. Remember, smaller values are automatically promoted to int in expressions. This means that sign-extension occurs and that the shift will take place on a 32-bit rather than on an 8- or 16-bit value. That is, one might expect an unsigned right shift on a byte value to zero-fill beginning at bit 7. But this is not the case, since it is a 32-bit value that is actually being shifted. The following program demonstrates this effect: // Unsigned shifting a byte value. class ByteUShift { static public void main(String args[]) { char hex[] = { '0', '1', '2', '3', '4', '5', '6', '7', '8', '9', 'a', 'b', 'c', 'd', 'e', 'f' }; byte b = (byte) 0xf1; byte c = (byte) (b >> 4); byte d = (byte) (b >>> 4); byte e = (byte) ((b & 0xff) >> 4);
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b = 0x" + hex[b & 0x0f]); b >> 4 = 0x" + hex[c & 0x0f]); b >>> 4 = 0x" + hex[d & 0x0f]); 0xff) >> 4 = 0x" + hex[e & 0x0f]);



} }



The following output of this program shows how the >>> operator appears to do nothing when dealing with bytes. The variable b is set to an arbitrary negative byte value for this demonstration. Then c is assigned the byte value of b shifted right by four, which is 0xff because of the expected sign extension. Then d is assigned the byte value of b unsigned shifted right by four, which you might have expected to be 0x0f, but is actually 0xff because of the sign extension that happened when b was promoted to int before the shift. The last expression sets e to the byte value of b masked to 8 bits using the AND operator, then shifted right by four, which produces the expected value of 0x0f. Notice that the unsigned shift right operator was not used for d, since the state of the sign bit after the AND was known. b = 0xf1 b >> 4 = 0xff b >>> 4 = 0xff (b & 0xff) >> 4 = 0x0f



Bitwise Operator Assignments All of the binary bitwise operators have a shorthand form similar to that of the algebraic operators, which combines the assignment with the bitwise operation. For example, the following two statements, which shift the value in a right by four bits, are equivalent: a = a >> 4; a >>= 4;



Likewise, the following two statements, which result in a being assigned the bitwise expression a OR b, are equivalent: a = a | b; a |= b;
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System.out.println(" + hex[(b >> 4) & 0x0f] System.out.println(" + hex[(c >> 4) & 0x0f] System.out.println(" + hex[(d >> 4) & 0x0f] System.out.println("(b & + hex[(e >> 4) & 0x0f]



Operators
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The following program creates a few integer variables and then uses the shorthand form of bitwise operator assignments to manipulate the variables: class OpBitEquals { public static void main(String args[]) { int a = 1; int b = 2; int c = 3; a |= 4; b >>= 1; c b + 3
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However, if you want to first shift a right by b positions and then add 3 to that result, you will need to parenthesize the expression like this: (a >> b) + 3
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In addition to altering the normal precedence of an operator, parentheses can sometimes be used to help clarify the meaning of an expression. For anyone reading your code, a complicated expression can be difficult to understand. Adding redundant but clarifying parentheses to complex expressions can help prevent confusion later. For example, which of the following expressions is easier to read? a | 4 + c >> b & 7 (a | (((4 + c) >> b) & 7))



One other point: parentheses (redundant or not) do not degrade the performance of your program. Therefore, adding parentheses to reduce ambiguity does not negatively affect your program.



Chapter 5 Control Statements
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programming language uses control statements to cause the flow of execution to advance and branch based on changes to the state of a program. Java’s program control statements can be put into the following categories: selection, iteration, and jump. Selection statements allow your program to choose different paths of execution based upon the outcome of an expression or the state of a variable. Iteration statements enable program execution to repeat one or more statements (that is, iteration statements form loops). Jump statements allow your program to execute in a nonlinear fashion. All of Java’s control statements are examined here.



A



If you know C/C++/C#, then Java’s control statements will be familiar territory. In fact, Java’s control statements are nearly identical to those in those languages. However, there are a few differences—especially in the break and continue statements.



Java’s Selection Statements Java supports two selection statements: if and switch. These statements allow you to control the flow of your program’s execution based upon conditions known only during run time. You will be pleasantly surprised by the power and flexibility contained in these two statements.



if The if statement was introduced in Chapter 2. It is examined in detail here. The if statement is Java’s conditional branch statement. It can be used to route program execution through two different paths. Here is the general form of the if statement: if (condition) statement1; else statement2; Here, each statement may be a single statement or a compound statement enclosed in curly braces (that is, a block). The condition is any expression that returns a boolean value. The else clause is optional. The if works like this: If the condition is true, then statement1 is executed. Otherwise, statement2 (if it exists) is executed. In no case will both statements be executed. For example, consider the following: int a, b; // ... if(a < b) a = 0; else b = 0;
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boolean dataAvailable; // ... if (dataAvailable) ProcessData(); else waitForMoreData();



Remember, only one statement can appear directly after the if or the else. If you want to include more statements, you’ll need to create a block, as in this fragment: int bytesAvailable; // ... if (bytesAvailable > 0) { ProcessData(); bytesAvailable -= n; } else waitForMoreData();



Here, both statements within the if block will execute if bytesAvailable is greater than zero. Some programmers find it convenient to include the curly braces when using the if, even when there is only one statement in each clause. This makes it easy to add another statement at a later date, and you don’t have to worry about forgetting the braces. In fact, forgetting to define a block when one is needed is a common cause of errors. For example, consider the following code fragment: int bytesAvailable; // ... if (bytesAvailable > 0) { ProcessData(); bytesAvailable -= n; } else waitForMoreData(); bytesAvailable = n;
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Here, if a is less than b, then a is set to zero. Otherwise, b is set to zero. In no case are they both set to zero. Most often, the expression used to control the if will involve the relational operators. However, this is not technically necessary. It is possible to control the if using a single boolean variable, as shown in this code fragment:
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It seems clear that the statement bytesAvailable = n; was intended to be executed inside the else clause, because of the indentation level. However, as you recall, whitespace is insignificant to Java, and there is no way for the compiler to know what was intended. This code will compile without complaint, but it will behave incorrectly when run. The preceding example is fixed in the code that follows: int bytesAvailable; // ... if (bytesAvailable > 0) { ProcessData(); bytesAvailable -= n; } else { waitForMoreData(); bytesAvailable = n; }



Nested ifs A nested if is an if statement that is the target of another if or else. Nested ifs are very common in programming. When you nest ifs, the main thing to remember is that an else statement always refers to the nearest if statement that is within the same block as the else and that is not already associated with an else. Here is an example: if(i == 10) { if(j < 20) a = b; if(k > 100) c = d; // this if is else a = c; // associated with this else } else a = d; // this else refers to if(i == 10)



As the comments indicate, the final else is not associated with if(j100), because it is the closest if within the same block.



The if-else-if Ladder A common programming construct that is based upon a sequence of nested ifs is the if-else-if ladder. It looks like this: if(condition) statement; else if(condition)
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The if statements are executed from the top down. As soon as one of the conditions controlling the if is true, the statement associated with that if is executed, and the rest of the ladder is bypassed. If none of the conditions is true, then the final else statement will be executed. The final else acts as a default condition; that is, if all other conditional tests fail, then the last else statement is performed. If there is no final else and all other conditions are false, then no action will take place. Here is a program that uses an if-else-if ladder to determine which season a particular month is in. // Demonstrate if-else-if statements. class IfElse { public static void main(String args[]) { int month = 4; // April String season; if(month == 12 || month == 1 || month == 2) season = "Winter"; else if(month == 3 || month == 4 || month == 5) season = "Spring"; else if(month == 6 || month == 7 || month == 8) season = "Summer"; else if(month == 9 || month == 10 || month == 11) season = "Autumn"; else season = "Bogus Month"; System.out.println("April is in the " + season + "."); } }



Here is the output produced by the program: April is in the Spring.
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statement; else if(condition) statement; . . . else statement;
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You might want to experiment with this program before moving on. As you will find, no matter what value you give month, one and only one assignment statement within the ladder will be executed.



switch The switch statement is Java’s multiway branch statement. It provides an easy way to dispatch execution to different parts of your code based on the value of an expression. As such, it often provides a better alternative than a large series of if-else-if statements. Here is the general form of a switch statement: switch (expression) { case value1: // statement sequence break; case value2: // statement sequence break; . . . case valueN: // statement sequence break; default: // default statement sequence } The expression must be of type byte, short, int, or char; each of the values specified in the case statements must be of a type compatible with the expression. Each case value must be a unique literal (that is, it must be a constant, not a variable). Duplicate case values are not allowed. The switch statement works like this: The value of the expression is compared with each of the literal values in the case statements. If a match is found, the code sequence following that case statement is executed. If none of the constants matches the value of the expression, then the default statement is executed. However, the default statement is optional. If no case matches and no default is present, then no further action is taken. The break statement is used inside the switch to terminate a statement sequence. When a break statement is encountered, execution branches to the first line of code that follows the entire switch statement. This has the effect of “jumping out” of the switch. Here is a simple example that uses a switch statement:
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The output produced by this program is shown here: i i i i i i



is is is is is is



zero. one. two. three. greater than 3. greater than 3.



As you can see, each time through the loop, the statements associated with the case constant that matches i are executed. All others are bypassed. After i is greater than 3, no case statements match, so the default statement is executed. The break statement is optional. If you omit the break, execution will continue on into the next case. It is sometimes desirable to have multiple cases without break statements between them. For example, consider the following program: // In a switch, break statements are optional. class MissingBreak {



THE JAVA LANGUAGE



// A simple example of the switch. class SampleSwitch { public static void main(String args[]) { for(int i=0; i b) System.out.println("This will not be displayed");



The body of the while (or any other of Java’s loops) can be empty. This is because a null statement (one that consists only of a semicolon) is syntactically valid in Java. For example, consider the following program: // The target of a loop can be empty. class NoBody { public static void main(String args[]) { int i, j; i = 100; j = 200; // find midpoint between i and j while(++i < --j) ; // no body in this loop System.out.println("Midpoint is " + i); } }



This program finds the midpoint between i and j. It generates the following output: Midpoint is 150 Here is how the while loop works. The value of i is incremented, and the value of j is decremented. These values are then compared with one another. If the new value of i is still less than the new value of j, then the loop repeats. If i is equal to or greater than j, the loop stops. Upon exit from the loop, i will hold a value that is midway between the original values of i and j. (Of course, this procedure only works when i is less than j
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do-while As you just saw, if the conditional expression controlling a while loop is initially false, then the body of the loop will not be executed at all. However, sometimes it is desirable to execute the body of a while loop at least once, even if the conditional expression is false to begin with. In other words, there are times when you would like to test the termination expression at the end of the loop rather than at the beginning. Fortunately, Java supplies a loop that does just that: the do-while. The do-while loop always executes its body at least once, because its conditional expression is at the bottom of the loop. Its general form is do { // body of loop } while (condition); Each iteration of the do-while loop first executes the body of the loop and then evaluates the conditional expression. If this expression is true, the loop will repeat. Otherwise, the loop terminates. As with all of Java’s loops, condition must be a Boolean expression. Here is a reworked version of the “tick” program that demonstrates the do-while loop. It generates the same output as before. // Demonstrate the do-while loop. class DoWhile { public static void main(String args[]) { int n = 10; do { System.out.println("tick " + n); n--; } while(n > 0); } }



The loop in the preceding program, while technically correct, can be written more efficiently as follows: do { System.out.println("tick " + n); } while(--n > 0);
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to begin with.) As you can see, there is no need for a loop body; all of the action occurs within the conditional expression, itself. In professionally written Java code, short loops are frequently coded without bodies when the controlling expression can handle all of the details itself.
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In this example, the expression (– –n > 0) combines the decrement of n and the test for zero into one expression. Here is how it works. First, the – –n statement executes, decrementing n and returning the new value of n. This value is then compared with zero. If it is greater than zero, the loop continues; otherwise it terminates. The do-while loop is especially useful when you process a menu selection, because you will usually want the body of a menu loop to execute at least once. Consider the following program which implements a very simple help system for Java’s selection and iteration statements: // Using a do-while to process a menu selection class Menu { public static void main(String args[]) throws java.io.IOException { char choice; do { System.out.println("Help on:"); System.out.println(" 1. if"); System.out.println(" 2. switch"); System.out.println(" 3. while"); System.out.println(" 4. do-while"); System.out.println(" 5. for\n"); System.out.println("Choose one:"); choice = (char) System.in.read(); } while( choice < '1' || choice > '5'); System.out.println("\n"); switch(choice) { case '1': System.out.println("The if:\n"); System.out.println("if(condition) statement;"); System.out.println("else statement;"); break; case '2':
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} } }



Here is a sample run produced by this program: Help on: 1. if 2. switch 3. while 4. do-while 5. for Choose one: 4 The do-while: do { statement; } while (condition);
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System.out.println("The switch:\n"); System.out.println("switch(expression) {"); System.out.println(" case constant:"); System.out.println(" statement sequence"); System.out.println(" break;"); System.out.println(" // ..."); System.out.println("}"); break; case '3': System.out.println("The while:\n"); System.out.println("while(condition) statement;"); break; case '4': System.out.println("The do-while:\n"); System.out.println("do {"); System.out.println(" statement;"); System.out.println("} while (condition);"); break; case '5': System.out.println("The for:\n"); System.out.print("for(init; condition; iteration)"); System.out.println(" statement;"); break;
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In the program, the do-while loop is used to verify that the user has entered a valid choice. If not, then the user is reprompted. Since the menu must be displayed at least once, the do-while is the perfect loop to accomplish this. A few other points about this example: Notice that characters are read from the keyboard by calling System.in.read( ). This is one of Java’s console input functions. Although Java’s console I/O methods won’t be discussed in detail until Chapter 12, System.in.read( ) is used here to obtain the user’s choice. It reads characters from standard input (returned as integers, which is why the return value was cast to char). By default, standard input is line buffered, so you must press ENTER before any characters that you type will be sent to your program. Java’s console input is quite limited and awkward to work with. Further, most real-world Java programs and applets will be graphical and window-based. For these reasons, not much use of console input has been made in this book. However, it is useful in this context. One other point: Because System.in.read( ) is being used, the program must specify the throws java.io.IOException clause. This line is necessary to handle input errors. It is part of Java’s exception handling features, which are discussed in Chapter 10.



for You were introduced to a simple form of the for loop in Chapter 2. As you will see, it is a powerful and versatile construct. Here is the general form of the for statement: for(initialization; condition; iteration) { // body } If only one statement is being repeated, there is no need for the curly braces. The for loop operates as follows. When the loop first starts, the initialization portion of the loop is executed. Generally, this is an expression that sets the value of the loop control variable, which acts as a counter that controls the loop. It is important to understand that the initialization expression is only executed once. Next, condition is evaluated. This must be a Boolean expression. It usually tests the loop control variable against a target value. If this expression is true, then the body of the loop is executed. If it is false, the loop terminates. Next, the iteration portion of the loop is executed. This is usually an expression that increments or decrements the loop control variable. The loop then iterates, first evaluating the conditional expression, then executing the body of the loop, and then executing the iteration expression with each pass. This process repeats until the controlling expression is false. Here is a version of the “tick” program that uses a for loop:
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for(n=10; n>0; n--) System.out.println("tick " + n); } }



Declaring Loop Control Variables Inside the for Loop Often the variable that controls a for loop is only needed for the purposes of the loop and is not used elsewhere. When this is the case, it is possible to declare the variable inside the initialization portion of the for. For example, here is the preceding program recoded so that the loop control variable n is declared as an int inside the for: // Declare a loop control variable inside the for. class ForTick { public static void main(String args[]) { // here, n is declared inside of the for loop for(int n=10; n>0; n--) System.out.println("tick " + n); } }



When you declare a variable inside a for loop, there is one important point to remember: the scope of that variable ends when the for statement does. (That is, the scope of the variable is limited to the for loop.) Outside the for loop, the variable will cease to exist. If you need to use the loop control variable elsewhere in your program, you will not be able to declare it inside the for loop. When the loop control variable will not be needed elsewhere, most Java programmers declare it inside the for. For example, here is a simple program that tests for prime numbers. Notice that the loop control variable, i, is declared inside the for since it is not needed elsewhere. // Test for primes. class FindPrime {
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// Demonstrate the for loop. class ForTick { public static void main(String args[]) { int n;
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public static void main(String args[]) { int num; boolean isPrime = true; num = 14; for(int i=2; i s1.equals(s2)); System.out.println(s1 + " equals " + s3 + " -> s1.equals(s3)); System.out.println(s1 + " equals " + s4 + " -> s1.equals(s4)); System.out.println(s1 + " equalsIgnoreCase " + s1.equalsIgnoreCase(s4)); } }



The output from the program is shown here: Hello Hello Hello Hello



equals Hello -> true equals Good-bye -> false equals HELLO -> false equalsIgnoreCase HELLO -> true



" + " + " + s4 + " -> " +
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Here, str is the String object being compared with the invoking String object. It returns true if the strings contain the same characters in the same order, and false otherwise. The comparison is case-sensitive. To perform a comparison that ignores case differences, call equalsIgnoreCase( ). When it compares two strings, it considers A-Z to be the same as a-z. It has this general form:
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regionMatches( ) The regionMatches( ) method compares a specific region inside a string with another specific region in another string. There is an overloaded form that allows you to ignore case in such comparisons. Here are the general forms for these two methods: boolean regionMatches(int startIndex, String str2, int str2StartIndex, int numChars) boolean regionMatches(boolean ignoreCase, int startIndex, String str2, int str2StartIndex, int numChars) For both versions, startIndex specifies the index at which the region begins within the invoking String object. The String being compared is specified by str2. The index at which the comparison will start within str2 is specified by str2StartIndex. The length of the substring being compared is passed in numChars. In the second version, if ignoreCase is true, the case of the characters is ignored. Otherwise, case is significant.



startsWith( ) and endsWith( ) String defines two routines that are, more or less, specialized forms of regionMatches( ). The startsWith( ) method determines whether a given String begins with a specified string. Conversely, endsWith( ) determines whether the String in question ends with a specified string. They have the following general forms: boolean startsWith(String str) boolean endsWith(String str) Here, str is the String being tested. If the string matches, true is returned. Otherwise, false is returned. For example, "Foobar".endsWith("bar")



and "Foobar".startsWith("Foo")



are both true. A second form of startsWith( ), shown here, lets you specify a starting point: boolean startsWith(String str, int startIndex) Here, startIndex specifies the index into the invoking string at which point the search will begin. For example,
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"Foobar".startsWith("bar", 3)



returns true.



equals( ) Versus ==



// equals() vs == class EqualsNotEqualTo { public static void main(String args[]) { String s1 = "Hello"; String s2 = new String(s1); System.out.println(s1 + " equals " + s2 + " -> " + s1.equals(s2)); System.out.println(s1 + " == " + s2 + " -> " + (s1 == s2)); } }



The variable s1 refers to the String instance created by “Hello”. The object referred to by s2 is created with s1 as an initializer. Thus, the contents of the two String objects are identical, but they are distinct objects. This means that s1 and s2 do not refer to the same objects and are, therefore, not ==, as is shown here by the output of the preceding example: Hello equals Hello -> true Hello == Hello -> false



compareTo( ) Often, it is not enough to simply know whether two strings are identical. For sorting applications, you need to know which is less than, equal to, or greater than the next. A string is less than another if it comes before the other in dictionary order. A string is greater than another if it comes after the other in dictionary order. The String method compareTo( ) serves this purpose. It has this general form: int compareTo(String str)
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It is important to understand that the equals( ) method and the == operator perform two different operations. As just explained, the equals( ) method compares the characters inside a String object. The == operator compares two object references to see whether they refer to the same instance. The following program shows how two different String objects can contain the same characters, but references to these objects will not compare as equal:
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Here, str is the String being compared with the invoking String. The result of the comparison is returned and is interpreted as shown here:



Value



Meaning



Less than zero



The invoking string is less than str.



Greater than zero



The invoking string is greater than str.



Zero



The two strings are equal.



Here is a sample program that sorts an array of strings. The program uses compareTo( ) to determine sort ordering for a bubble sort: // A bubble sort for Strings. class SortString { static String arr[] = { "Now", "is", "the", "time", "for", "all", "good", "men", "to", "come", "to", "the", "aid", "of", "their", "country" }; public static void main(String args[]) { for(int j = 0; j < arr.length; j++) { for(int i = j + 1; i < arr.length; i++) { if(arr[i].compareTo(arr[j]) < 0) { String t = arr[j]; arr[j] = arr[i]; arr[i] = t; } } System.out.println(arr[j]); } } }



The output of this program is the list of words: Now aid all come country for good is men
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of the the their time to to



int compareToIgnoreCase(String str) This method returns the same results as compareTo( ), except that case differences are ignored. This method was added by Java 2. You might want to try substituting it into the previous program. After doing so, “Now” will no longer be first.



Searching Strings The String class provides two methods that allow you to search a string for a specified character or substring: ■ indexOf( )



Searches for the first occurrence of a character or substring.



■ lastIndexOf( )



Searches for the last occurrence of a character or substring.



These two methods are overloaded in several different ways. In all cases, the methods return the index at which the character or substring was found, or –1 on failure. To search for the first occurrence of a character, use int indexOf(int ch) To search for the last occurrence of a character, use int lastIndexOf(int ch) Here, ch is the character being sought. To search for the first or last occurrence of a substring, use int indexOf(String str) int lastIndexOf(String str) Here, str specifies the substring.
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As you can see from the output of this example, compareTo( ) takes into account uppercase and lowercase letters. The word “Now” came out before all the others because it begins with an uppercase letter, which means it has a lower value in the ASCII character set. If you want to ignore case differences when comparing two strings, use compareToIgnoreCase( ), shown here:
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You can specify a starting point for the search using these forms: int indexOf(int ch, int startIndex) int lastIndexOf(int ch, int startIndex) int indexOf(String str, int startIndex) int lastIndexOf(String str, int startIndex) Here, startIndex specifies the index at which point the search begins. For indexOf( ), the search runs from startIndex to the end of the string. For lastIndexOf( ), the search runs from startIndex to zero. The following example shows how to use the various index methods to search inside of Strings: // Demonstrate indexOf() and lastIndexOf(). class indexOfDemo { public static void main(String args[]) { String s = "Now is the time for all good men " + "to come to the aid of their country."; System.out.println(s); System.out.println("indexOf(t) = " + s.indexOf('t')); System.out.println("lastIndexOf(t) = " + s.lastIndexOf('t')); System.out.println("indexOf(the) = " + s.indexOf("the")); System.out.println("lastIndexOf(the) = " + s.lastIndexOf("the")); System.out.println("indexOf(t, 10) = " + s.indexOf('t', 10)); System.out.println("lastIndexOf(t, 60) = " + s.lastIndexOf('t', 60)); System.out.println("indexOf(the, 10) = " + s.indexOf("the", 10)); System.out.println("lastIndexOf(the, 60) = " + s.lastIndexOf("the", 60)); } }



Here is the output of this program: Now is the time for all good men to come to the aid of their country. indexOf(t) = 7
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lastIndexOf(t) = 65 indexOf(the) = 7 lastIndexOf(the) = 55 indexOf(t, 10) = 11 lastIndexOf(t, 60) = 55 indexOf(the, 10) = 44 lastIndexOf(the, 60) = 55



Because String objects are immutable, whenever you want to modify a String, you must either copy it into a StringBuffer or use one of the following String methods, which will construct a new copy of the string with your modifications complete.



substring( ) You can extract a substring using substring( ). It has two forms. The first is String substring(int startIndex) Here, startIndex specifies the index at which the substring will begin. This form returns a copy of the substring that begins at startIndex and runs to the end of the invoking string. The second form of substring( ) allows you to specify both the beginning and ending index of the substring: String substring(int startIndex, int endIndex) Here, startIndex specifies the beginning index, and endIndex specifies the stopping point. The string returned contains all the characters from the beginning index, up to, but not including, the ending index. The following program uses substring( ) to replace all instances of one substring with another within a string: // Substring replacement. class StringReplace { public static void main(String args[]) { String org = "This is a test. This is, too."; String search = "is"; String sub = "was"; String result = ""; int i; do { // replace all matching substrings System.out.println(org);
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i = org.indexOf(search); if(i != -1) { result = org.substring(0, i); result = result + sub; result = result + org.substring(i + search.length()); org = result; } } while(i != -1); } }



The output from this program is shown here: This is a test. This is, too. Thwas is a test. This is, too. Thwas was a test. This is, too. Thwas was a test. Thwas is, too. Thwas was a test. Thwas was, too.



concat( ) You can concatenate two strings using concat( ), shown here: String concat(String str) This method creates a new object that contains the invoking string with the contents of str appended to the end. concat( ) performs the same function as +. For example, String s1 = "one"; String s2 = s1.concat("two");



puts the string “onetwo” into s2. It generates the same result as the following sequence: String s1 = "one"; String s2 = s1 + "two";



replace( ) The replace( ) method replaces all occurrences of one character in the invoking string with another character. It has the following general form:
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String replace(char original, char replacement) Here, original specifies the character to be replaced by the character specified by replacement. The resulting string is returned. For example, String s = "Hello".replace('l', 'w');



puts the string “Hewwo” into s.



The trim( ) method returns a copy of the invoking string from which any leading and trailing whitespace has been removed. It has this general form: String trim( ) Here is an example: String s = "



Hello World



".trim();



This puts the string “Hello World” into s. The trim( ) method is quite useful when you process user commands. For example, the following program prompts the user for the name of a state and then displays that state’s capital. It uses trim( ) to remove any leading or trailing whitespace that may have inadvertently been entered by the user. // Using trim() to process commands. import java.io.*; class UseTrim { public static void main(String args[]) throws IOException { // create a BufferedReader using System.in BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); String str; System.out.println("Enter 'stop' to quit."); System.out.println("Enter State: "); do {
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str = br.readLine(); str = str.trim(); // remove whitespace if(str.equals("Illinois")) System.out.println("Capital is Springfield."); else if(str.equals("Missouri")) System.out.println("Capital is Jefferson City."); else if(str.equals("California")) System.out.println("Capital is Sacramento."); else if(str.equals("Washington")) System.out.println("Capital is Olympia."); // ... } while(!str.equals("stop")); } }



Data Conversion Using valueOf( ) The valueOf( ) method converts data from its internal format into a human-readable form. It is a static method that is overloaded within String for all of Java’s built-in types, so that each type can be converted properly into a string. valueOf( ) is also overloaded for type Object, so an object of any class type you create can also be used as an argument. (Recall that Object is a superclass for all classes.) Here are a few of its forms: static String valueOf(double num) static String valueOf(long num) static String valueOf(Object ob) static String valueOf(char chars[ ]) As we discussed earlier, valueOf( ) is called when a string representation of some other type of data is needed—for example, during concatenation operations. You can call this method directly with any data type and get a reasonable String representation. All of the simple types are converted to their common String representation. Any object that you pass to valueOf( ) will return the result of a call to the object’s toString( ) method. In fact, you could just call toString( ) directly and get the same result. For most arrays, valueOf( ) returns a rather cryptic string, which indicates that it is an array of some type. For arrays of char, however, a String object is created that contains the characters in the char array. There is a special version of valueOf( ) that allows you to specify a subset of a char array. It has this general form: static String valueOf(char chars[ ], int startIndex, int numChars)



Chapter 13:



String Handling



367



Here, chars is the array that holds the characters, startIndex is the index into the array of characters at which the desired substring begins, and numChars specifies the length of the substring.



Changing the Case of Characters Within a String



String toLowerCase( ) String toUpperCase( ) Both methods return a String object that contains the uppercase or lowercase equivalent of the invoking String. Here is an example that uses toLowerCase( ) and toUpperCase( ): // Demonstrate toUpperCase() and toLowerCase(). class ChangeCase { public static void main(String args[]) { String s = "This is a test."; System.out.println("Original: " + s); String upper = s.toUpperCase(); String lower = s.toLowerCase(); System.out.println("Uppercase: " + upper); System.out.println("Lowercase: " + lower); } }



The output produced by the program is shown here: Original: This is a test. Uppercase: THIS IS A TEST. Lowercase: this is a test.
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The method toLowerCase( ) converts all the characters in a string from uppercase to lowercase. The toUpperCase( ) method converts all the characters in a string from lowercase to uppercase. Nonalphabetical characters, such as digits, are unaffected. Here are the general forms of these methods:
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String Methods Added by Java 2, Version 1.4 Java 2, version 1.4 adds several methods to the String class. These are summarized in the following table.



Method



Description



boolean contentEquals(StringBuffer str) Returns true if the invoking string contains the same string as str. Otherwise, returns false. CharSequence subSequence(int startIndex, int stopIndex)



Returns a substring of the invoking string, beginning at startIndex and stopping at stopIndex. This method is required by the CharSequence interface, which is now implemented by String.



boolean matches(string regExp)



Returns true if the invoking string matches the regular expression passed in regExp. Otherwise, returns false.



String replaceFirst(String regExp, String newStr)



Returns a string in which the first substring that matches the regular expression specified by regExp is replaced by newStr.



String replaceAll(String regExp, String newStr)



Returns a string in which all substrings that match the regular expression specified by regExp are replaced by newStr.



String[ ] split(String regExp)



Decomposes the invoking string into parts and returns an array that contains the result. Each part is delimited by the regular expression passed in regExp.



String[ ] split(String regExp, int max)



Decomposes the invoking string into parts and returns an array that contains the result. Each part is delimited by the regular expression passed in regExp. The number of pieces is specified by max. If max is negative, then the invoking string is fully decomposed. Otherwise, if max contains a non-zero value, the last entry in the returned array contains the remainder of the invoking string. If max is zero, the invoking string is fully decomposed.
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Notice that several of these methods work with regular expressions. Support for regular expression processing was added by Java 2, version 1.4 and is described in Chapter 24.



StringBuffer



StringBuffer Constructors StringBuffer defines these three constructors: StringBuffer( ) StringBuffer(int size) StringBuffer(String str) The default constructor (the one with no parameters) reserves room for 16 characters without reallocation. The second version accepts an integer argument that explicitly sets the size of the buffer. The third version accepts a String argument that sets the initial contents of the StringBuffer object and reserves room for 16 more characters without reallocation. StringBuffer allocates room for 16 additional characters when no specific buffer length is requested, because reallocation is a costly process in terms of time. Also, frequent reallocations can fragment memory. By allocating room for a few extra characters, StringBuffer reduces the number of reallocations that take place.



length( ) and capacity( ) The current length of a StringBuffer can be found via the length( ) method, while the total allocated capacity can be found through the capacity( ) method. They have the following general forms: int length( ) int capacity( )
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StringBuffer is a peer class of String that provides much of the functionality of strings. As you know, String represents fixed-length, immutable character sequences. In contrast, StringBuffer represents growable and writeable character sequences. StringBuffer may have characters and substrings inserted in the middle or appended to the end. StringBuffer will automatically grow to make room for such additions and often has more characters preallocated than are actually needed, to allow room for growth. Java uses both classes heavily, but many programmers deal only with String and let Java manipulate StringBuffers behind the scenes by using the overloaded + operator.
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Here is an example: // StringBuffer length vs. capacity. class StringBufferDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("Hello"); System.out.println("buffer = " + sb); System.out.println("length = " + sb.length()); System.out.println("capacity = " + sb.capacity()); } }



Here is the output of this program, which shows how StringBuffer reserves extra space for additional manipulations: buffer = Hello length = 5 capacity = 21 Since sb is initialized with the string “Hello” when it is created, its length is 5. Its capacity is 21 because room for 16 additional characters is automatically added.



ensureCapacity( ) If you want to preallocate room for a certain number of characters after a StringBuffer has been constructed, you can use ensureCapacity( ) to set the size of the buffer. This is useful if you know in advance that you will be appending a large number of small strings to a StringBuffer. ensureCapacity( ) has this general form: void ensureCapacity(int capacity) Here, capacity specifies the size of the buffer.



setLength( ) To set the length of the buffer within a StringBuffer object, use setLength( ). Its general form is shown here: void setLength(int len) Here, len specifies the length of the buffer. This value must be nonnegative. When you increase the size of the buffer, null characters are added to the end of the existing buffer. If you call setLength( ) with a value less than the current value returned by length( ), then the characters stored beyond the new length will be lost.
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The setCharAtDemo sample program in the following section uses setLength( ) to shorten a StringBuffer.



charAt( ) and setCharAt( ) The value of a single character can be obtained from a StringBuffer via the charAt( ) method. You can set the value of a character within a StringBuffer using setCharAt( ). Their general forms are shown here:



For charAt( ), where specifies the index of the character being obtained. For setCharAt( ), where specifies the index of the character being set, and ch specifies the new value of that character. For both methods, where must be nonnegative and must not specify a location beyond the end of the buffer. The following example demonstrates charAt( ) and setCharAt( ): // Demonstrate charAt() and setCharAt(). class setCharAtDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("Hello"); System.out.println("buffer before = " + sb); System.out.println("charAt(1) before = " + sb.charAt(1)); sb.setCharAt(1, 'i'); sb.setLength(2); System.out.println("buffer after = " + sb); System.out.println("charAt(1) after = " + sb.charAt(1)); } }



Here is the output generated by this program: buffer before = Hello charAt(1) before = e buffer after = Hi charAt(1) after = i



getChars( ) To copy a substring of a StringBuffer into an array, use the getChars( ) method. It has this general form: void getChars(int sourceStart, int sourceEnd, char target[ ], int targetStart)
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char charAt(int where) void setCharAt(int where, char ch)
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Here, sourceStart specifies the index of the beginning of the substring, and sourceEnd specifies an index that is one past the end of the desired substring. This means that the substring contains the characters from sourceStart through sourceEnd–1. The array that will receive the characters is specified by target. The index within target at which the substring will be copied is passed in targetStart. Care must be taken to assure that the target array is large enough to hold the number of characters in the specified substring.



append( ) The append( ) method concatenates the string representation of any other type of data to the end of the invoking StringBuffer object. It has overloaded versions for all the built-in types and for Object. Here are a few of its forms: StringBuffer append(String str) StringBuffer append(int num) StringBuffer append(Object obj) String.valueOf( ) is called for each parameter to obtain its string representation. The result is appended to the current StringBuffer object. The buffer itself is returned by each version of append( ). This allows subsequent calls to be chained together, as shown in the following example: // Demonstrate append(). class appendDemo { public static void main(String args[]) { String s; int a = 42; StringBuffer sb = new StringBuffer(40); s = sb.append("a = ").append(a).append("!").toString(); System.out.println(s); } }



The output of this example is shown here: a = 42! The append( ) method is most often called when the + operator is used on String objects. Java automatically changes modifications to a String instance into similar operations on a StringBuffer instance. Thus, a concatenation invokes append( ) on a StringBuffer object. After the concatenation has been performed, the compiler inserts a call to toString( ) to turn the modifiable StringBuffer back into a constant String. All of this may seem unreasonably complicated. Why not just have one string class and have it behave more or less like StringBuffer? The answer is performance. There are many optimizations that the Java run time can make knowing that String objects are
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immutable. Thankfully, Java hides most of the complexity of conversion between Strings and StringBuffers. Actually, many programmers will never feel the need to use StringBuffer directly and will be able to express most operations in terms of the + operator on String variables.



insert( )



StringBuffer insert(int index, String str) StringBuffer insert(int index, char ch) StringBuffer insert(int index, Object obj) Here, index specifies the index at which point the string will be inserted into the invoking StringBuffer object. The following sample program inserts “like” between “I” and “Java”: // Demonstrate insert(). class insertDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("I Java!"); sb.insert(2, "like "); System.out.println(sb); } }



The output of this example is shown here: I like Java!



reverse( ) You can reverse the characters within a StringBuffer object using reverse( ), shown here: StringBuffer reverse( ) This method returns the reversed object on which it was called. The following program demonstrates reverse( ): // Using reverse() to reverse a StringBuffer. class ReverseDemo {
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The insert( ) method inserts one string into another. It is overloaded to accept values of all the simple types, plus Strings and Objects. Like append( ), it calls String.valueOf( ) to obtain the string representation of the value it is called with. This string is then inserted into the invoking StringBuffer object. These are a few of its forms:
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public static void main(String args[]) { StringBuffer s = new StringBuffer("abcdef"); System.out.println(s); s.reverse(); System.out.println(s); } }



Here is the output produced by the program: abcdef fedcba



delete( ) and deleteCharAt( ) Java 2 added to StringBuffer the ability to delete characters using the methods delete( ) and deleteCharAt( ). These methods are shown here: StringBuffer delete(int startIndex, int endIndex) StringBuffer deleteCharAt(int loc) The delete( ) method deletes a sequence of characters from the invoking object. Here, startIndex specifies the index of the first character to remove, and endIndex specifies an index one past the last character to remove. Thus, the substring deleted runs from startIndex to endIndex–1. The resulting StringBuffer object is returned. The deleteCharAt( ) method deletes the character at the index specified by loc. It returns the resulting StringBuffer object. Here is a program that demonstrates the delete( ) and deleteCharAt( ) methods: // Demonstrate delete() and deleteCharAt() class deleteDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("This is a test."); sb.delete(4, 7); System.out.println("After delete: " + sb); sb.deleteCharAt(0); System.out.println("After deleteCharAt: " + sb); } }
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The following output is produced: After delete: This a test. After deleteCharAt: his a test.



replace( ) Another method added to StringBuffer by Java 2 is replace( ). It replaces one set of characters with another set inside a StringBuffer object. Its signature is shown here:



The substring being replaced is specified by the indexes startIndex and endIndex. Thus, the substring at startIndex through endIndex–1 is replaced. The replacement string is passed in str. The resulting StringBuffer object is returned. The following program demonstrates replace( ): // Demonstrate replace() class replaceDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("This is a test."); sb.replace(5, 7, "was"); System.out.println("After replace: " + sb); } }



Here is the output: After replace: This was a test.



substring( ) Java 2 also added the substring( ) method, which returns a portion of a StringBuffer. It has the following two forms: String substring(int startIndex) String substring(int startIndex, int endIndex) The first form returns the substring that starts at startIndex and runs to the end of the invoking StringBuffer object. The second form returns the substring that starts at startIndex and runs through endIndex–1. These methods work just like those defined for String that were described earlier.
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StringBuffer Methods Added by Java 2, Version 1.4 Java 2, version 1.4 added several new methods to StringBuffer. They are summarized in the following table.



Method



Description



CharSequence subSequence(int startIndex, int stopIndex)



Returns a substring of the invoking string, beginning at startIndex and stopping at stopIndex. This method is required by the CharSequence interface, which is now implemented by StringBuffer.



int indexOf(String str)



Searches the invoking StringBuffer for the first occurrence of str. Returns the index of the match, or –1 if no match is found.



int indexOf(String str, int startIndex)



Searches the invoking StringBuffer for the first occurrence of str, beginning at startIndex. Returns the index of the match, or –1 if no match is found.



int lastIndexOf(String str)



Searches the invoking StringBuffer for the last occurrence of str. Returns the index of the match, or –1 if no match is found.



int lastIndexOf(String str, int startIndex)



Searches the invoking StringBuffer for the last occurrence of str, beginning at startIndex. Returns the index of the match, or –1 if no match is found.



Aside from subSequence( ), which implements a method required by the CharSequence interface, the other methods allow a StringBuffer to be searched for an occurrence of a String. The following program demonstrates indexOf( ) and lastIndexOf( ). class IndexOfDemo { public static void main(String args[]) { StringBuffer sb = new StringBuffer("one two one"); int i;
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i = sb.indexOf("one"); System.out.println("First index: " + i); i = sb.lastIndexOf("one"); System.out.println("Last index: " + i); } }



First index: 0 Last index: 8
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The output is shown here.



This page intentionally left blank.



Chapter 14 Exploring java.lang



379



380



Java™ 2: The Complete Reference



his chapter discusses those classes and interfaces defined by java.lang. As you know, java.lang is automatically imported into all programs. It contains classes and interfaces that are fundamental to virtually all of Java programming. It is Java’s most widely used package. java.lang includes the following classes:



T



Boolean



Long



StackTraceElement (Java 2,1.4)



Byte



Math



StrictMath (Java 2,1.3)



Character



Number



String



Class



Object



StringBuffer



ClassLoader



Package (Java 2)



System



Compiler



Process



Thread



Double



Runtime



ThreadGroup



Float



RuntimePermission (Java 2)



ThreadLocal (Java 2)



InheritableThreadLocal (Java 2)



SecurityManager



Throwable



Integer



Short



Void



In addition, there are two classes defined by Character: Character.Subset and Character.UnicodeBlock. These were added by Java 2. java.lang also defines the following interfaces: ■ Cloneable ■ Comparable ■ Runnable ■ CharSequence The Comparable interface was added by Java 2. CharSequence was added by Java 2, version 1.4. Several of the classes contained in java.lang contain deprecated methods, most dating back to Java 1.0. These deprecated methods are still provided by Java 2, to support an ever-shrinking pool of legacy code, and are not recommended for new code. Most of the deprecations took place prior to Java 2 and these deprecated methods are not discussed here. Deprecations that occurred because of Java 2, however, are mentioned. Java 2 also added several new classes and methods to the java.lang package. The new additions are so indicated.



Simple Type Wrappers As we mentioned in Part I of this book, Java uses simple types, such as int and char, for performance reasons. These data types are not part of the object hierarchy. They are
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passed by value to methods and cannot be directly passed by reference. Also, there is no way for two methods to refer to the same instance of an int. At times, you will need to create an object representation for one of these simple types. For example, there are enumeration classes discussed in Chapter 15 that deal only with objects; to store a simple type in one of these classes, you need to wrap the simple type in a class. To address this need, Java provides classes that correspond to each of the simple types. In essence, these classes encapsulate, or wrap, the simple types within a class. Thus, they are commonly referred to as type wrappers.



The abstract class Number defines a superclass that is implemented by the classes that wrap the numeric types byte, short, int, long, float, and double. Number has abstract methods that return the value of the object in each of the different number formats. That is, doubleValue( ) returns the value as a double, floatValue( ) returns the value as a float, and so on. These methods are shown here: byte byteValue( ) double doubleValue( ) float floatValue( ) int intValue( ) long longValue( ) short shortValue( ) The values returned by these methods can be rounded. Number has six concrete subclasses that hold explicit values of each numeric type: Double, Float, Byte, Short, Integer, and Long.



Double and Float Double and Float are wrappers for floating-point values of type double and float, respectively. The constructors for Float are shown here: Float(double num) Float(float num) Float(String str) throws NumberFormatException As you can see, Float objects can be constructed with values of type float or double. They can also be constructed from the string representation of a floating-point number. The constructors for Double are shown here: Double(double num) Double(String str) throws NumberFormatException Double objects can be constructed with a double value or a string containing a floating-point value.
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The methods defined by Float are shown in Table 14-1. The methods defined by Double are shown in Table 14-2. Both Float and Double define the following constants: MAX_VALUE



Maximum positive value



MIN_VALUE



Minimum positive value



NaN



Not a number



POSITIVE_INFINITY



Positive infinity



NEGATIVE_INFINITY



Negative infinity



TYPE



The Class object for float or double



Method



Description



byte byteValue( )



Returns the value of the invoking object as a byte.



static int compare(float num1, float num2)



Compares the values of num1 and num2. Returns 0 if the values are equal. Returns a negative value if num1 is less than num2. Returns a positive value if num1 is greater than num2. (Added by Java 2, version 1.4)



int compareTo(Float f)



Compares the numerical value of the invoking object with that of f. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



int compareTo(Object obj)



Operates identically to compareTo(Float) if obj is of class Float. Otherwise, throws a ClassCastException. (Added by Java 2)



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object FloatObj)



Returns true if the invoking Float object is equivalent to FloatObj. Otherwise, it returns false.



Table 14-1.



The Methods Defined by Float
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Description



static int floatToIntBits(float num)



Returns the IEEE-compatible, single-precision bit pattern that corresponds to the num.



float floatValue( )



Returns the value of the invoking object as a float. Returns the hash code for the invoking object.



static float intBitsToFloat(int num)



Returns float equivalent of the IEEE-compatible, single-precision bit pattern specified by num.



int intValue( )



Returns the value of the invoking object as an int.



boolean isInfinite( )



Returns true if the invoking object contains an infinite value. Otherwise, it returns false.



static boolean isInfinite(float num)



Returns true if num specifies an infinite value. Otherwise, it returns false.



boolean isNaN( )



Returns true if the invoking object contains a value that is not a number. Otherwise, it returns false.



static boolean isNaN(float num)



Returns true if num specifies a value that is not a number. Otherwise, it returns false.



long longValue( )



Returns the value of the invoking object as a long.



static float parseFloat(String str) throws NumberFormatException



Returns the float equivalent of the number contained in the string specified by str using radix 10. (Added by Java 2)



short shortValue( )



Returns the value of the invoking object as a short.



String toString( )



Returns the string equivalent of the invoking object.



static String toString(float num)



Returns the string equivalent of the value specified by num.



static Float valueOf(String str) throws NumberFormatException



Returns the Float object that contains the value specified by the string in str.



Table 14-1.



The Methods Defined by Float (continued)
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Method



Description



byte byteValue( )



Returns the value of the invoking object as a byte.



static int compare(double num1, double num2)



Compares the values of num1 and num2. Returns 0 if the values are equal. Returns a negative value if num1 is less than num2. Returns a positive value if num1 is greater than num2. (Added by Java 2, version 1.4)



int compareTo(Double d)



Compares the numerical value of the invoking object with that of d. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



int compareTo(Object obj)



Operates identically to compareTo(Double) if obj is of class Double. Otherwise, throws a ClassCastException. (Added by Java 2)



static long doubleToLongBits(double num)



Returns the IEEE-compatible, double-precision bit pattern that corresponds to the num.



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object DoubleObj)



Returns true if the invoking Double object is equivalent to DoubleObj. Otherwise, it returns false.



float floatValue( )



Returns the value of the invoking object as a float.



int hashcode( )



Returns the hash code for the invoking object.



Table 14-2.



The Methods Defined by Double
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int intValue( )



Returns the value of the invoking object as an int.



boolean isInfinite( )



Returns true if the invoking object contains an infinite value. Otherwise, it returns false.



static boolean isInfinite(double num)



Returns true if num specifies an infinite value. Otherwise, it returns false.



boolean isNaN( )



Returns true if the invoking object contains a value that is not a number. Otherwise, it returns false.



static boolean isNaN(double num)



Returns true if num specifies a value that is not a number. Otherwise, it returns false.



static double longBitsToDouble(long num)



Returns double equivalent of the IEEE-compatible, double-precision bit pattern specified by num.



long longValue( )



Returns the value of the invoking object as a long.



static double parseDouble(String str) throws NumberFormatException



Returns the double equivalent of the number contained in the string specified by str using radix 10. (Added by Java 2)



short shortValue( )



Returns the value of the invoking object as a short.



String toString( )



Returns the string equivalent of the invoking object.



static String toString(double num)



Returns the string equivalent of the value specified by num.



static Double valueOf(String str) throws NumberFormatException



Returns a Double object that contains the value specified by the string in str.



Table 14-2.



The Methods Defined by Double (continued)
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The following example creates two Double objects—one by using a double value and the other by passing a string that can be parsed as a double: class DoubleDemo { public static void main(String args[]) { Double d1 = new Double(3.14159); Double d2 = new Double("314159E-5"); System.out.println(d1 + " = " + d2 + " -> " + d1.equals(d2)); } }



As you can see from the following output, both constructors created identical Double instances, as shown by the equals( ) method returning true: 3.14159 = 3.14159 –> true



Understanding isInfinite( ) and isNaN( ) Float and Double provide the methods isInfinite( ) and isNaN( ), which help when manipulating two special double and float values. These methods test for two unique values defined by the IEEE floating-point specification: infinity and NaN (not a number). isInfinite( ) returns true if the value being tested is infinitely large or small in magnitude. isNaN( ) returns true if the value being tested is not a number. The following example creates two Double objects; one is infinite, and the other is not a number: // Demonstrate isInfinite() and isNaN() class InfNaN { public static void main(String args[]) { Double d1 = new Double(1/0.); Double d2 = new Double(0/0.); System.out.println(d1 + ": " + d1.isInfinite() + ", " + d1.isNaN()); System.out.println(d2 + ": " + d2.isInfinite() + ", " + d2.isNaN()); } }



This program generates the following output: Infinity: true, false NaN: false, true
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Byte, Short, Integer, and Long The Byte, Short, Integer, and Long classes are wrappers for byte, short, int, and long integer types, respectively. Their constructors are shown here: Byte(byte num) Byte(String str) throws NumberFormatException Short(short num) Short(String str) throws NumberFormatException



Long(long num) Long(String str) throws NumberFormatException As you can see, these objects can be constructed from numeric values or from strings that contain valid whole number values. The methods defined by these classes are shown in Tables 14-3 through 14-6. As you can see, they define methods for parsing integers from strings and converting strings back into integers. Variants of these methods allow you to specify the radix, or numeric base, for conversion. Common radixes are 2 for binary, 8 for octal, 10 for decimal, and 16 for hexadecimal. The following constants are defined: MIN_VALUE



Minimum value



MAX_VALUE



Maximum value



TYPE



The Class object for byte, short, int, or long



Method



Description



byte byteValue( )



Returns the value of the invoking object as a byte.



int compareTo(Byte b)



Compares the numerical value of the invoking object with that of b. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



Table 14-3.



The Methods Defined by Byte
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Method



Description



int compareTo(Object obj)



Operates identically to compareTo(Byte) if obj is of class Byte. Otherwise, throws a ClassCastException. (Added by Java 2)



static Byte decode(String str) throws NumberFormatException



Returns a Byte object that contains the value specified by the string in str.



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object ByteObj)



Returns true if the invoking Byte object is equivalent to ByteObj. Otherwise, it returns false.



float floatValue( )



Returns the value of the invoking object as a float.



int hashCode( )



Returns the hash code for the invoking object.



int intValue( )



Returns the value of the invoking object as an int.



long longValue( )



Returns the value of the invoking object as a long.



static byte parseByte(String str) throws NumberFormatException



Returns the byte equivalent of the number contained in the string specified by str using radix 10.



static byte parseByte(String str, int radix) throws NumberFormatException



Returns the byte equivalent of the number contained in the string specified by str using the specified radix.



short shortValue( )



Returns the value of the invoking object as a short.



String toString( )



Returns a string that contains the decimal equivalent of the invoking object.



Table 14-3.



The Methods Defined by Byte (continued)
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static String toString(byte num)



Returns a string that contains the decimal equivalent of num.



static Byte valueOf(String str) throws NumberFormatException



Returns a Byte object that contains the value specified by the string in str.



static Byte valueOf(String str, int radix) throws NumberFormatException



Returns a Byte object that contains the value specified by the string in str using the specified radix.



Table 14-3.



The Methods Defined by Byte (continued)



Method



Description



byte byteValue( )



Returns the value of the invoking object as a byte.



int compareTo(Short s)



Compares the numerical value of the invoking object with that of s. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



int compareTo(Object obj)



Operates identically to compareTo(Short) if obj is of class Short. Otherwise, throws a ClassCastException. (Added by Java 2)



static Short decode(String str) throws NumberFormatException



Returns a Short object that contains the value specified by the string in str.



Table 14-4.



The Methods Defined by Short
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Method



Description



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object ShortObj)



Returns true if the invoking Integer object is equivalent to ShortObj. Otherwise, it returns false.



float floatValue( )



Returns the value of the invoking object as a float.



int hashCode( )



Returns the hash code for the invoking object.



int intValue( )



Returns the value of the invoking object as an int.



long longValue( )



Returns the value of the invoking object as a long.



static short parseShort(String str) throws NumberFormatException



Returns the short equivalent of the number contained in the string specified by str using radix 10.



static short parseShort(String str, int radix) throws NumberFormatException



Returns the short equivalent of the number contained in the string specified by str using the specified radix.



short shortValue( )



Returns the value of the invoking object as a short.



String toString( )



Returns a string that contains the decimal equivalent of the invoking object.



static String toString(short num)



Returns a string that contains the decimal equivalent of num.



static Short valueOf(String str) throws NumberFormatException



Returns a Short object that contains the value specified by the string in str using radix 10.



static Short valueOf(String str, int radix) throws NumberFormatException



Returns a Short object that contains the value specified by the string in str using the specified radix.



Table 14-4.



The Methods Defined by Short (continued)
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byte byteValue( )



Returns the value of the invoking object as a byte.



int compareTo(Integer i)



Compares the numerical value of the invoking object with that of i. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



int compareTo(Object obj)



Operates identically to compareTo(Integer) if obj is of class Integer. Otherwise, throws a ClassCastException. (Added by Java 2)



static Integer decode(String str) throws NumberFormatException



Returns an Integer object that contains the value specified by the string in str.



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object IntegerObj)



Returns true if the invoking Integer object is equivalent to IntegerObj. Otherwise, it returns false.



float floatValue( )



Returns the value of the invoking object as a float.



static Integer getInteger(String propertyName)



Returns the value associated with the environmental property specified by propertyName. A null is returned on failure.



static Integer getInteger(String propertyName, int default)



Returns the value associated with the environmental property specified by propertyName. The value of default is returned on failure.



Table 14-5.



The Methods Defined by Integer
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Method



Description



static Integer getInteger(String propertyName, Integer default)



Returns the value associated with the environmental property specified by propertyName. The value of default is returned on failure.



int hashCode( )



Returns the hash code for the invoking object.



int intValue( )



Returns the value of the invoking object as an int.



long longValue( )



Returns the value of the invoking object as a long.



static int parseInt(String str) throws NumberFormatException



Returns the integer equivalent of the number contained in the string specified by str using radix 10.



static int parseInt(String str, int radix) throws NumberFormatException



Returns the integer equivalent of the number contained in the string specified by str using the specified radix.



short shortValue( )



Returns the value of the invoking object as a short.



static String toBinaryString(int num)



Returns a string that contains the binary equivalent of num.



static String toHexString(int num)



Returns a string that contains the hexadecimal equivalent of num.



static String toOctalString(int num)



Returns a string that contains the octal equivalent of num.



String toString( )



Returns a string that contains the decimal equivalent of the invoking object.



static String toString(int num)



Returns a string that contains the decimal equivalent of num.



Table 14-5.
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static String toString(int num, int radix)



Returns a string that contains the decimal equivalent of num using the specified radix.



static Integer valueOf(String str) throws NumberFormatException



Returns an Integer object that contains the value specified by the string in str.



static Integer valueOf(String str, int radix) throws NumberFormatException



Returns an Integer object that contains the value specified by the string in str using the specified radix.



Table 14-5.



The Methods Defined by Integer (continued)



Method



Description



byte byteValue( )



Returns the value of the invoking object as a byte.



int compareTo(Long l)



Compares the numerical value of the invoking object with that of l. Returns 0 if the values are equal. Returns a negative value if the invoking object has a lower value. Returns a positive value if the invoking object has a greater value. (Added by Java 2)



int compareTo(Object obj)



Operates identically to compareTo(Long) if obj is of class Long. Otherwise, throws a ClassCastException. (Added by Java 2)



Table 14-6.



The Methods Defined by Long
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Method



Description



static Long decode(String str) throws NumberFormatException



Returns a Long object that contains the value specified by the string in str.



double doubleValue( )



Returns the value of the invoking object as a double.



boolean equals(Object LongObj)



Returns true if the invoking long object is equivalent to LongObj. Otherwise, it returns false.



float floatValue( )



Returns the value of the invoking object as a float.



static Long getLong(String propertyName)



Returns the value associated with the environmental property specified by propertyName. A null is returned on failure.



static Long getLong(String propertyName, long default)



Returns the value associated with the environmental property specified by propertyName. The value of default is returned on failure.



static Long getLong(String propertyName, Long default)



Returns the value associated with the environmental property specified by propertyName. The value of default is returned on failure.



int hashCode( )



Returns the hash code for the invoking object.



int intValue( )



Returns the value of the invoking object as an int.



long longValue( )



Returns the value of the invoking object as a long.



Table 14-6.



The Methods Defined by Long (continued)
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Description



static long parseLong(String str) throws NumberFormatException



Returns the long equivalent of the number contained in the string specified by str in radix 10.



static long parseLong(String str, int radix) throws NumberFormatException



Returns the long equivalent of the number contained in the string specified by str using the specified radix.



short shortValue( )



Returns the value of the invoking object as a short.



static String toBinaryString(long num)



Returns a string that contains the binary equivalent of num.



static String toHexString(long num)



Returns a string that contains the hexadecimal equivalent of num.



static String toOctalString(long num)



Returns a string that contains the octal equivalent of num.



String toString( )



Returns a string that contains the decimal equivalent of the invoking object.



static String toString(long num)



Returns a string that contains the decimal equivalent of num.



static String toString(long num, int radix)



Returns a string that contains the decimal equivalent of num using the specified radix.



static Long valueOf(String str) throws NumberFormatException



Returns a Long object that contains the value specified by the string in str.



static Long valueOf(String str, int radix) throws NumberFormatException



Returns a Long object that contains the value specified by the string in str using the specified radix.



Table 14-6.



The Methods Defined by Long (continued)
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Converting Numbers to and from Strings One of the most common programming chores is converting the string representation of a number into its internal, binary format. Fortunately, Java provides an easy way to accomplish this. The Byte, Short, Integer, and Long classes provide the parseByte( ), parseShort( ), parseInt( ), and parseLong( ) methods, respectively. These methods return the byte, short, int, or long equivalent of the numeric string with which they are called. (Similar methods also exist for the Float and Double classes.) The following program demonstrates parseInt( ). It sums a list of integers entered by the user. It reads the integers using readLine( ) and uses parseInt( ) to convert these strings into their int equivalents. /* This program sums a list of numbers entered by the user. It converts the string representation of each number into an int using parseInt(). */ import java.io.*; class ParseDemo { public static void main(String args[]) throws IOException { // create a BufferedReader using System.in BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); String str; int i; int sum=0; System.out.println("Enter numbers, 0 to quit."); do { str = br.readLine(); try { i = Integer.parseInt(str); } catch(NumberFormatException e) { System.out.println("Invalid format"); i = 0; } sum += i; System.out.println("Current sum is: " + sum); } while(i != 0); } }
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To convert a whole number into a decimal string, use the versions of toString( ) defined in the Byte, Short, Integer, or Long classes. The Integer and Long classes also provide the methods toBinaryString( ), toHexString( ), and toOctalString( ), which convert a value into a binary, hexadecimal, or octal string, respectively. The following program demonstrates binary, hexadecimal, and octal conversion: /* Convert an integer into binary, hexadecimal, and octal. */



System.out.println(num + " in binary: " + Integer.toBinaryString(num)); System.out.println(num + " in octal: " + Integer.toOctalString(num)); System.out.println(num + " in hexadecimal: " + Integer.toHexString(num)); } }



The output of this program is shown here: 19648 in binary: 100110011000000 19648 in octal: 46300 19648 in hexadecimal: 4cc0



Character Character is a simple wrapper around a char. The constructor for Character is Character(char ch) Here, ch specifies the character that will be wrapped by the Character object being created. To obtain the char value contained in a Character object, call charValue( ), shown here: char charValue( ) It returns the character.
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class StringConversions { public static void main(String args[]) { int num = 19648;
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The Character class defines several constants, including the following: MAX_RADIX



The largest radix



MIN_RADIX



The smallest radix



MAX_VALUE



The largest character value



MIN_VALUE



The smallest character value



TYPE



The Class object for char



Character includes several static methods that categorize characters and alter their case. They are shown in Table 14-7. The following example demonstrates several of these methods. // Demonstrate several Is... methods. class IsDemo { public static void main(String args[]) { char a[] = {'a', 'b', '5', '?', 'A', ' '}; for(int i=0; i "); Integer a = (Integer) st.pop(); System.out.println(a); System.out.println("stack: " + st); } public static void main(String args[]) {
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Stack st = new Stack(); System.out.println("stack: " + st); showpush(st, 42); showpush(st, 66); showpush(st, 99); showpop(st); showpop(st); showpop(st); try { showpop(st); } catch (EmptyStackException e) { System.out.println("empty stack"); } } }



The following is the output produced by the program; notice how the exception handler for EmptyStackException is caught so that you can gracefully handle a stack underflow: stack: [ ] push(42) stack: [42] push(66) stack: [42, 66] push(99) stack: [42, 66, 99] pop -> 99 stack: [42, 66] pop -> 66 stack: [42] pop -> 42 stack: [ ] pop -> empty stack



Dictionary Dictionary is an abstract class that represents a key/value storage repository and operates much like Map. Given a key and value, you can store the value in a Dictionary
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Method



Purpose



Enumeration elements( )



Returns an enumeration of the values contained in the dictionary.



Object get(Object key)



Returns the object that contains the value associated with key. If key is not in the dictionary, a null object is returned.



boolean isEmpty( )



Returns true if the dictionary is empty, and returns false if it contains at least one key.



Enumeration keys( )



Returns an enumeration of the keys contained in the dictionary.



Object put(Object key, Object value)



Inserts a key and its value into the dictionary. Returns null if key is not already in the dictionary; returns the previous value associated with key if key is already in the dictionary.



Object remove(Object key)



Removes key and its value. Returns the value associated with key. If key is not in the dictionary, a null is returned.



int size( )



Returns the number of entries in the dictionary.



Table 15-12.



The Abstract Methods Defined by Dictionary
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object. Once the value is stored, you can retrieve it by using its key. Thus, like a map, a dictionary can be thought of as a list of key/value pairs. Although not actually deprecated by Java 2, Dictionary is classified as obsolete, because it is superceded by Map. However, Dictionary is still in use and thus is fully discussed here. The abstract methods defined by Dictionary are listed in Table 15-12. To add a key and a value, use the put( ) method. Use get( ) to retrieve the value of a given key. The keys and values can each be returned as an Enumeration by the keys( ) and elements( ) methods, respectively. The size( ) method returns the number of key/ value pairs stored in a dictionary, and isEmpty( ) returns true when the dictionary is empty. You can use the remove( ) method to delete a key/value pair.
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The Dictionary class is obsolete. You should implement the Map interface to obtain key/value storage functionality.



Hashtable Hashtable was part of the original java.util and is a concrete implementation of a Dictionary. However, Java 2 reengineered Hashtable so that it also implements the Map interface. Thus, Hashtable is now integrated into the collections framework. It is similar to HashMap, but is synchronized. Like HashMap, Hashtable stores key/value pairs in a hash table. When using a Hashtable, you specify an object that is used as a key, and the value that you want linked to that key. The key is then hashed, and the resulting hash code is used as the index at which the value is stored within the table. A hash table can only store objects that override the hashCode( ) and equals( ) methods that are defined by Object. The hashCode( ) method must compute and return the hash code for the object. Of course, equals( ) compares two objects. Fortunately, many of Java’s built-in classes already implement the hashCode( ) method. For example, the most common type of Hashtable uses a String object as the key. String implements both hashCode( ) and equals( ). The Hashtable constructors are shown here: Hashtable( ) Hashtable(int size) Hashtable(int size, float fillRatio) Hashtable(Map m) The first version is the default constructor. The second version creates a hash table that has an initial size specified by size. The third version creates a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. This ratio must be between 0.0 and 1.0, and it determines how full the hash table can be before it is resized upward. Specifically, when the number of elements is greater than the capacity of the hash table multiplied by its fill ratio, the hash table is expanded. If you do not specify a fill ratio, then 0.75 is used. Finally, the fourth version creates a hash table that is initialized with the elements in m. The capacity of the hash table is set to twice the number of elements in m. The default load factor of 0.75 is used. The fourth constructor was added by Java 2. In addition to the methods defined by the Map interface, which Hashtable now implements, Hashtable defines the legacy methods listed in Table 15-13.
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Description



void clear( )



Resets and empties the hash table.



Object clone( )



Returns a duplicate of the invoking object.



boolean contains(Object value)



Returns true if some value equal to value exists within the hash table. Returns false if the value isn’t found.



boolean containsKey(Object key)



Returns true if some key equal to key exists within the hash table. Returns false if the key isn’t found.



boolean containsValue(Object value)



Returns true if some value equal to value exists within the hash table. Returns false if the value isn’t found. (A non-Map method added by Java 2, for consistency.)



Enumeration elements( )



Returns an enumeration of the values contained in the hash table.



Object get(Object key)



Returns the object that contains the value associated with key. If key is not in the hash table, a null object is returned.



boolean isEmpty( )



Returns true if the hash table is empty; returns false if it contains at least one key.



Enumeration keys( )



Returns an enumeration of the keys contained in the hash table.



Object put(Object key, Object value)



Inserts a key and a value into the hash table. Returns null if key isn’t already in the hash table; returns the previous value associated with key if key is already in the hash table.



void rehash( )



Increases the size of the hash table and rehashes all of its keys.



Table 15-13.



The Legacy Methods Defined by Hashtable
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Method



Description



Object remove(Object key)



Removes key and its value. Returns the value associated with key. If key is not in the hash table, a null object is returned.



int size( )



Returns the number of entries in the hash table.



String toString( )



Returns the string equivalent of a hash table.



Table 15-13.



The Legacy Methods Defined by Hashtable (continued)



The following example reworks the bank account program, shown earlier, so that it uses a Hashtable to store the names of bank depositors and their current balances: // Demonstrate a Hashtable import java.util.*; class HTDemo { public static void main(String args[]) { Hashtable balance = new Hashtable(); Enumeration names; String str; double bal; balance.put("John Doe", new Double(3434.34)); balance.put("Tom Smith", new Double(123.22)); balance.put("Jane Baker", new Double(1378.00)); balance.put("Todd Hall", new Double(99.22)); balance.put("Ralph Smith", new Double(-19.08)); // Show all balances in hash table. names = balance.keys(); while(names.hasMoreElements()) { str = (String) names.nextElement(); System.out.println(str + ": " + balance.get(str)); } System.out.println();
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// Deposit 1,000 into John Doe's account bal = ((Double)balance.get("John Doe")).doubleValue(); balance.put("John Doe", new Double(bal+1000)); System.out.println("John Doe's new balance: " + balance.get("John Doe")); } }



Todd Hall: 99.22 Ralph Smith: -19.08 John Doe: 3434.34 Jane Baker: 1378.0 Tom Smith: 123.22 John Doe’s new balance: 4434.34 One important point: like the map classes, Hashtable does not directly support iterators. Thus, the preceding program uses an enumeration to display the contents of balance. However, you can obtain set-views of the hash table, which permits the use of iterators. To do so, you simply use one of the collection-view methods defined by Map, such as entrySet( ) or keySet( ). For example, you can obtain a set-view of the keys and iterate through them. Here is a reworked version of the program that shows this technique: // Use iterators with a Hashtable. import java.util.*; class HTDemo2 { public static void main(String args[]) { Hashtable balance = new Hashtable(); String str; double bal; balance.put("John Doe", new Double(3434.34)); balance.put("Tom Smith", new Double(123.22)); balance.put("Jane Baker", new Double(1378.00)); balance.put("Todd Hall", new Double(99.22)); balance.put("Ralph Smith", new Double(-19.08)); // show all balances in hashtable
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The output from this program is shown here:
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Set set = balance.keySet(); // get set-view of keys // get iterator Iterator itr = set.iterator(); while(itr.hasNext()) { str = (String) itr.next(); System.out.println(str + ": " + balance.get(str)); } System.out.println(); // Deposit 1,000 into John Doe's account bal = ((Double)balance.get("John Doe")).doubleValue(); balance.put("John Doe", new Double(bal+1000)); System.out.println("John Doe's new balance: " + balance.get("John Doe")); } }



Properties Properties is a subclass of Hashtable. It is used to maintain lists of values in which the key is a String and the value is also a String. The Properties class is used by many other Java classes. For example, it is the type of object returned by System.getProperties( ) when obtaining environmental values. Properties defines the following instance variable: Properties defaults; This variable holds a default property list associated with a Properties object. Properties defines these constructors: Properties( ) Properties(Properties propDefault) The first version creates a Properties object that has no default values. The second creates an object that uses propDefault for its default values. In both cases, the property list is empty. In addition to the methods that Properties inherits from Hashtable, Properties defines the methods listed in Table 15-14. Properties also contains one deprecated method: save( ). This was replaced by store( ) because save( ) did not handle errors correctly.
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Description



String getProperty(String key)



Returns the value associated with key. A null object is returned if key is neither in the list nor in the default property list.



String getProperty(String key, String defaultProperty)



Returns the value associated with key. defaultProperty is returned if key is neither in the list nor in the default property list.



void list(PrintStream streamOut)



Sends the property list to the output stream linked to streamOut.



void list(PrintWriter streamOut)



Sends the property list to the output stream linked to streamOut.



void load(InputStream streamIn) throws IOException



Inputs a property list from the input stream linked to streamIn.



Enumeration propertyNames( )



Returns an enumeration of the keys. This includes those keys found in the default property list, too.



Object setProperty(String key, String value)



Associates value with key. Returns the previous value associated with key, or returns null if no such association exists. (Added by Java 2, for consistency.)



void store(OutputStream streamOut, String description)



After writing the string specified by description, the property list is written to the output stream linked to streamOut. (Added by Java 2.)



Table 15-14.



The Legacy Methods Defined by Properties



One useful capability of the Properties class is that you can specify a default property that will be returned if no value is associated with a certain key. For example, a default value can be specified along with the key in the getProperty( ) method—such as getProperty(“name”, “default value”). If the “name” value is not found, then “default value” is returned. When you construct a Properties object, you can pass



THE JAVA LIBRARY



Method



499



500



Java™ 2: The Complete Reference



another instance of Properties to be used as the default properties for the new instance. In this case, if you call getProperty(“foo”) on a given Properties object, and “foo” does not exist, Java looks for “foo” in the default Properties object. This allows for arbitrary nesting of levels of default properties. The following example demonstrates Properties. It creates a property list in which the keys are the names of states and the values are the names of their capitals. Notice that the attempt to find the capital for Florida includes a default value. // Demonstrate a Property list. import java.util.*; class PropDemo { public static void main(String args[]) { Properties capitals = new Properties(); Set states; String str; capitals.put("Illinois", "Springfield"); capitals.put("Missouri", "Jefferson City"); capitals.put("Washington", "Olympia"); capitals.put("California", "Sacramento"); capitals.put("Indiana", "Indianapolis"); // Show all states and capitals in hashtable. states = capitals.keySet(); // get set-view of keys Iterator itr = states.iterator(); while(itr.hasNext()) { str = (String) itr.next(); System.out.println("The capital of " + str + " is " + capitals.getProperty(str) + "."); } System.out.println(); // look for state not in list -- specify default str = capitals.getProperty("Florida", "Not Found"); System.out.println("The capital of Florida is " + str + "."); } }
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The output from this program is shown here: The The The The The



capital capital capital capital capital



of of of of of



Missouri is Jefferson City. Illinois is Springfield. Indiana is Indianapolis. California is Sacramento. Washington is Olympia.



The capital of Florida is Not Found.



// Use a default property list. import java.util.*; class PropDemoDef { public static void main(String args[]) { Properties defList = new Properties(); defList.put("Florida", "Tallahassee"); defList.put("Wisconsin", "Madison"); Properties capitals = new Properties(defList); Set states; String str; capitals.put("Illinois", "Springfield"); capitals.put("Missouri", "Jefferson City"); capitals.put("Washington", "Olympia"); capitals.put("California", "Sacramento"); capitals.put("Indiana", "Indianapolis"); // Show all states and capitals in hashtable. states = capitals.keySet(); // get set-view of keys Iterator itr = states.iterator(); while(itr.hasNext()) { str = (String) itr.next();
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Since Florida is not in the list, the default value is used. Although it is perfectly valid to use a default value when you call getProperty( ), as the preceding example shows, there is a better way of handling default values for most applications of property lists. For greater flexibility, specify a default property list when constructing a Properties object. The default list will be searched if the desired key is not found in the main list. For example, the following is a slightly reworked version of the preceding program, with a default list of states specified. Now, when Florida is sought, it will be found in the default list:
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System.out.println("The capital of " + str + " is " + capitals.getProperty(str) + "."); } System.out.println(); // Florida will now be found in the default list. str = capitals.getProperty("Florida"); System.out.println("The capital of Florida is " + str + "."); } }



Using store( ) and load( ) One of the most useful aspects of Properties is that the information contained in a Properties object can be easily stored to or loaded from disk with the store( ) and load( ) methods. At any time, you can write a Properties object to a stream or read it back. This makes property lists especially convenient for implementing simple databases. For example, the following program uses a property list to create a simple computerized telephone book that stores names and phone numbers. To find a person’s number, you enter his or her name. The program uses the store( ) and load( ) methods to store and retrieve the list. When the program executes, it first tries to load the list from a file called phonebook.dat. If this file exists, the list is loaded. You can then add to the list. If you do, the new list is saved when you terminate the program. Notice how little code is required to implement a small, but functional, computerized phone book. /* A simple telephone number database that uses a property list. */ import java.io.*; import java.util.*; class Phonebook { public static void main(String args[]) throws IOException { Properties ht = new Properties(); BufferedReader br =
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new BufferedReader(new InputStreamReader(System.in)); String name, number; FileInputStream fin = null; boolean changed = false;



/* If phonebook file already exists, load existing telephone numbers. */ try { if(fin != null) { ht.load(fin); fin.close(); } } catch(IOException e) { System.out.println("Error reading file."); } // Let user enter new names and numbers. do { System.out.println("Enter new name" + " ('quit' to stop): "); name = br.readLine(); if(name.equals("quit")) continue; System.out.println("Enter number: "); number = br.readLine(); ht.put(name, number); changed = true; } while(!name.equals("quit")); // If phone book data has changed, save it. if(changed) { FileOutputStream fout = new FileOutputStream("phonebook.dat"); ht.store(fout, "Telephone Book");
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// Try to open phonebook.dat file. try { fin = new FileInputStream("phonebook.dat"); } catch(FileNotFoundException e) { // ignore missing file }
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fout.close(); } // Look up numbers given a name. do { System.out.println("Enter name to find" + " ('quit' to quit): "); name = br.readLine(); if(name.equals("quit")) continue; number = (String) ht.get(name); System.out.println(number); } while(!name.equals("quit")); } }



Collections Summary The collections framework gives you, the programmer, a powerful set of well-engineered solutions to some of programming’s most common tasks. Consider using a collection the next time that you need to store and retrieve information. Remember, collections need not be reserved for only the “large jobs,” such as corporate databases, mailing lists, or inventory systems. They are also effective when applied to smaller jobs. For example, a TreeMap would make an excellent collection to hold the directory structure of a set of files. A TreeSet could be quite useful for storing project-management information. Frankly, the types of problems that will benefit from a collections-based solution are limited only by your imagination.
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his chapter continues our discussion of java.util by examining those classes and interfaces that are not part of the collections framework. These include classes that tokenize strings, work with dates, compute random numbers, and observe events. Also, the java.util.zip and java.util.jar packages are briefly mentioned at the end of this chapter.



T



StringTokenizer The processing of text often consists of parsing a formatted input string. Parsing is the division of text into a set of discrete parts, or tokens, which in a certain sequence can convey a semantic meaning. The StringTokenizer class provides the first step in this parsing process, often called the lexer (lexical analyzer) or scanner. StringTokenizer implements the Enumeration interface. Therefore, given an input string, you can enumerate the individual tokens contained in it using StringTokenizer. To use StringTokenizer, you specify an input string and a string that contains delimiters. Delimiters are characters that separate tokens. Each character in the delimiters string is considered a valid delimiter—for example, “,;:” sets the delimiters to a comma, semicolon, and colon. The default set of delimiters consists of the whitespace characters: space, tab, newline, and carriage return. The StringTokenizer constructors are shown here: StringTokenizer(String str) StringTokenizer(String str, String delimiters) StringTokenizer(String str, String delimiters, boolean delimAsToken) In all versions, str is the string that will be tokenized. In the first version, the default delimiters are used. In the second and third versions, delimiters is a string that specifies the delimiters. In the third version, if delimAsToken is true, then the delimiters are also returned as tokens when the string is parsed. Otherwise, the delimiters are not returned. Delimiters are not returned as tokens by the first two forms. Once you have created a StringTokenizer object, the nextToken( ) method is used to extract consecutive tokens. The hasMoreTokens( ) method returns true while there are more tokens to be extracted. Since StringTokenizer implements Enumeration, the hasMoreElements( ) and nextElement( ) methods are also implemented, and they act the same as hasMoreTokens( ) and nextToken( ), respectively. The StringTokenizer methods are shown in Table 16-1. Here is an example that creates a StringTokenizer to parse “key=value” pairs. Consecutive sets of “key=value” pairs are separated by a semicolon. // Demonstrate StringTokenizer. import java.util.StringTokenizer;
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class STDemo { static String in = "title=Java: The Complete Reference;" + "author=Schildt;" + "publisher=Osborne/McGraw-Hill;" + "copyright=2002"; public static void main(String args[]) { StringTokenizer st = new StringTokenizer(in, "=;");



} }



Method



Description



int countTokens( )



Using the current set of delimiters, the method determines the number of tokens left to be parsed and returns the result.



boolean hasMoreElements( )



Returns true if one or more tokens remain in the string and returns false if there are none.



boolean hasMoreTokens( )



Returns true if one or more tokens remain in the string and returns false if there are none.



Object nextElement( )



Returns the next token as an Object.



String nextToken( )



Returns the next token as a String.



String nextToken(String delimiters) Returns the next token as a String and sets the delimiters string to that specified by delimiters. Table 16-1.



The Methods Defined by StringTokenizer
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while(st.hasMoreTokens()) { String key = st.nextToken(); String val = st.nextToken(); System.out.println(key + "\t" + val); }
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The output from this program is shown here: title Java: The Complete Reference author Schildt publisher Osborne/McGraw-Hill copyright 2002



BitSet A BitSet class creates a special type of array that holds bit values. This array can increase in size as needed. This makes it similar to a vector of bits. The BitSet constructors are shown here: BitSet( ) BitSet(int size) The first version creates a default object. The second version allows you to specify its initial size (that is, the number of bits that it can hold). All bits are initialized to zero. BitSet implements the Cloneable interface and defines the methods listed in Table 16-2. Notice that several were added by Java 2, version 1.4.



Method



Description



void and(BitSet bitSet)



ANDs the contents of the invoking BitSet object with those specified by bitSet. The result is placed into the invoking object.



void andNot(BitSet bitSet)



For each 1 bit in bitSet, the corresponding bit in the invoking BitSet is cleared. (Added by Java 2)



int cardinality( )



Returns the number of set bits in the invoking object. (Added by Java 2, version 1.4)



void clear( )



Zeros all bits. (Added by Java 2, version 1.4)



void clear(int index)



Zeros the bit specified by index.



void clear(int startIndex, int endIndex)



Zeros the bits from startIndex to endIndex–1. (Added by Java 2, version 1.4)



Object clone( )



Duplicates the invoking BitSet object.



boolean equals(Object bitSet)



Returns true if the invoking bit set is equivalent to the one passed in bitSet. Otherwise, the method returns false.



Table 16-2.



The Methods Defined by BitSet
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Description



void flip(int index)



Reverses the bit specified by index. (Added by Java 2, version 1.4)



void flip(int startIndex, int endIndex)



Reverses the bits from startIndex to endIndex–1. (Added by Java 2, version 1.4)



boolean get(int index)



Returns the current state of the bit at the specified index.



BitSet get(int startIndex, int endIndex)



Returns a BitSet that consists of the bits from startIndex to endIndex–1. The invoking object is not changed. (Added by Java 2, version 1.4)



int hashCode( )



Returns the hash code for the invoking object.



boolean intersects(BitSet bitSet)



Returns true if at least one pair of corresponding bits within the invoking object and bitSet are 1. (Added by Java 2, version 1.4)



boolean isEmpty( )



Returns true if all bits in the invoking object are zero. (Added by Java 2, version 1.4)



int length( )



Returns the number of bits required to hold the contents of the invoking BitSet. This value is determined by the location of the last 1 bit. (Added by Java 2)



int nextClearBit(int startIndex)



Returns the index of the next cleared bit, (that is, the next zero bit), starting from the index specified by startIndex. (Added by Java 2, version 1.4)



int nextSetBit(int startIndex)



Returns the index of the next set bit (that is, the next 1 bit), starting from the index specified by startIndex. If no bit is set, –1 is returned. (Added by Java 2, version 1.4)



void or(BitSet bitSet)



ORs the contents of the invoking BitSet object with that specified by bitSet. The result is placed into the invoking object.



void set(int index)



Sets the bit specified by index.



Table 16-2.



The Methods Defined by BitSet (continued)
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Method



Description



void set(int index, boolean v)



Sets the bit specified by index to the value passed in v. true sets the bit, false clears the bit. (Added by Java 2, version 1.4)



void set(int startIndex, int endIndex)



Sets the bits from startIndex to endIndex–1. (Added by Java 2, version 1.4)



void set(int startIndex, int endIndex, boolean v)



Sets the bits from startIndex to endIndex–1, to the value passed in v. true sets the bits, false clears the bits. (Added by Java 2, version 1.4)



int size( )



Returns the number of bits in the invoking BitSet object.



String toString( )



Returns the string equivalent of the invoking BitSet object.



void xor(BitSet bitSet)



XORs the contents of the invoking BitSet object with that specified by bitSet. The result is placed into the invoking object.



Table 16-2.



The Methods Defined by BitSet (continued)



Here is an example that demonstrates BitSet: // BitSet Demonstration. import java.util.BitSet; class BitSetDemo { public static void main(String args[]) { BitSet bits1 = new BitSet(16); BitSet bits2 = new BitSet(16); // set some bits for(int i=0; i
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fmt02d(tzhour) + fmt02d(tzmin) + "] \"" + cmd + " " + url + " HTTP/1.0\" " + code + " " + size + "\n"); hits_served++; bytes_served += size;



private void writeString(OutputStream out, String s) throws IOException { out.write(toBytes(s)); } private void writeUCE(OutputStream out, UrlCacheEntry uce) throws IOException { HttpResponse hr = new HttpResponse(200, "OK", uce.mh); writeString(out, hr.toString()); out.write(uce.data, 0, uce.length); logEntry("GET", uce.url, 200, uce.length); } private boolean serveFromCache(OutputStream out, String url) throws IOException { UrlCacheEntry uce; if ((uce = (UrlCacheEntry)cache.get(url)) != null) { writeUCE(out, uce); hits_to_cache++; return true; } return false; } private UrlCacheEntry loadFile(InputStream in, String url, MimeHeader mh) throws IOException { UrlCacheEntry uce; byte file_buf[] = new byte[buffer_size]; uce = new UrlCacheEntry(url, mh);
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int size = 0; int n; while ((n = in.read(file_buf)) >= 0) { uce.append(file_buf, n); size += n; } in.close(); cache.put(url, uce); files_in_cache++; bytes_in_cache += uce.length; return uce; } private UrlCacheEntry readFile(File f, String url) throws IOException { if (!f.exists()) return null; InputStream in = new FileInputStream(f); int file_length = in.available(); String mime_type = fnameToMimeType(url); MimeHeader mh = makeMimeHeader(mime_type, file_length); UrlCacheEntry uce = loadFile(in, url, mh); return uce; } private void writeDiskCache(UrlCacheEntry uce) throws IOException { String path = docRoot + uce.url; String dir = path.substring(0, path.lastIndexOf("/")); dir.replace('/', File.separatorChar); new File(dir).mkdirs(); FileOutputStream out = new FileOutputStream(path); out.write(uce.data, 0, uce.length); out.close(); } // A client asks us for a url that looks like this: // http://the.internet.site/the/url // we go get it from the site and return it... private void handleProxy(OutputStream out, String url,
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if (!serveFromCache(out, url)) { if (readFile(new File(docRoot + url), url) != null) { serveFromCache(out, url); return; } // If we haven't already cached this page, open a socket // to the site's port and send a GET command to it. // We modify the user-agent to add ourselves... "via". Socket server = new Socket(site, port); InputStream server_in = server.getInputStream(); OutputStream server_out = server.getOutputStream(); inmh.put("User-Agent", inmh.get("User-Agent") + " via JavaCompleteReferenceProxy/" + version); String req = "GET " + server_url + " HTTP/1.0" + CRLF + inmh + CRLF; writeString(server_out, req); String raw_request = getRawRequest(server_in); HttpResponse server_response = new HttpResponse(raw_request); writeString(out, server_response.toString()); if (server_response.statusCode == 200) { UrlCacheEntry uce = loadFile(server_in, url, server_response.mh);
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MimeHeader inmh) { try { int start = url.indexOf("://") + 3; int path = url.indexOf('/', start); String site = url.substring(start, path).toLowerCase(); int port = 80; String server_url = url.substring(path); int colon = site.indexOf(':'); if (colon > 0) { port = Integer.parseInt(site.substring(colon + 1)); site = site.substring(0, colon); } url = "/cache/" + site + ((port != 80) ? (":" + port) : "") + server_url; if (url.endsWith("/")) url += indexfile;
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out.write(uce.data, 0, uce.length); writeDiskCache(uce); logEntry("GET", site + server_url, 200, uce.length); } server_out.close(); server.close(); } } catch (IOException e) { log.log("Exception: " + e); } } private void handleGet(OutputStream out, String url, MimeHeader inmh) { byte file_buf[] = new byte[buffer_size]; String filename = docRoot + url + (url.endsWith("/") ? indexfile : ""); try { if (!serveFromCache(out, url)) { File f = new File(filename); if (! f.exists()) { writeString(out, error(404, "Not Found", filename)); return; } if (! f.canRead()) { writeString(out, error(404, "Permission Denied", filename)); return; } UrlCacheEntry uce = readFile(f, url); writeUCE(out, uce); } } catch (IOException e) { log.log("Exception: " + e); } } private void doRequest(Socket s) throws IOException { if(stopFlag) return; InputStream in = s.getInputStream(); OutputStream out = s.getOutputStream(); String request = getRawRequest(in);



Chapter 18:



Networking



619



int fsp = request.indexOf(' '); int nsp = request.indexOf(' ', fsp+1); int eol = request.indexOf('\n'); String method = request.substring(0, fsp); String url = request.substring(fsp+1, nsp); String raw_mime_header = request.substring(eol + 1); MimeHeader inmh = new MimeHeader(raw_mime_header);



if (method.equalsIgnoreCase("get")) { if (url.indexOf("://") >= 0) { handleProxy(out, url, inmh); } else { handleGet(out, url, inmh); } } else { writeString(out, error(405, "Method Not Allowed", method)); } in.close(); out.close(); } public void run() { try { ServerSocket acceptSocket; acceptSocket = new ServerSocket(port); while (true) { Socket s = acceptSocket.accept(); host = s.getInetAddress().getHostName(); doRequest(s); s.close(); } } catch (IOException e) { log.log("accept loop IOException: " + e + "\n"); } catch (Exception e) { log.log("Exception: " + e); } } private Thread t; public synchronized void start() {
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stopFlag = false; if (t == null) { t = new Thread(this); t.start(); } } public synchronized void stop() { stopFlag = true; log.log("Stopped at " + new Date() + "\n"); } public httpd(int p, String dr, LogMessage lm) { port = p; docRoot = dr; log = lm; } // This main and log method allow httpd to be run from the console. public static void main(String args[]) { httpd h = new httpd(80, "c:\\www", null); h.log = h; h.start(); try { Thread.currentThread().join(); } catch (InterruptedException e) {}; } public void log(String m) { System.out.print(m); } }



HTTP.java As an added bonus, here is an applet class that gives the HTTP server a functional “front panel.” This applet has two parameters that can be used to configure the server: port and docroot. This is a very simple applet. It makes an instance of the httpd, passing in itself as the LogMessage interface. Then it creates a panel that has a simple label at the top, a TextArea in the middle for displaying the LogMessages, and a panel at the bottom that has two buttons and another label in it. The start( ) and stop( ) methods of the applet call the corresponding methods on the httpd. The buttons labeled “Start” and “Stop” call
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their corresponding methods in the httpd. Any time a message is logged, the bottom-right Label object is updated to contain the latest statistics from the httpd. import java.util.*; import java.applet.*; import java.awt.*; import java.awt.event.*;



private final String PARAM_port = "port"; private final String PARAM_docroot = "docroot"; public HTTP() { } public void init() { setBackground(Color.white); String param; // port: Port number to listen on param = getParameter(PARAM_port); if (param != null) m_port = Integer.parseInt(param); // docroot: web document root param = getParameter(PARAM_docroot); if (param != null) m_docroot = param; setLayout(new BorderLayout()); Label lab = new Label("Java HTTPD"); lab.setFont(new Font("SansSerif", Font.BOLD, 18));
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public class HTTP extends Applet implements LogMessage, ActionListener { private int m_port = 80; private String m_docroot = "c:\\www"; private httpd m_httpd; private TextArea m_log; private Label status;
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add("North", lab); m_log = new TextArea("", 24, 80); add("Center", m_log); Panel p = new Panel(); p.setLayout(new FlowLayout(FlowLayout.CENTER,1,1)); add("South", p); Button bstart = new Button("Start"); bstart.addActionListener(this); p.add(bstart); Button bstop = new Button("Stop"); bstop.addActionListener(this); p.add(bstop); status = new Label("raw"); status.setForeground(Color.green); status.setFont(new Font("SansSerif", Font.BOLD, 10)); p.add(status); m_httpd = new httpd(m_port, m_docroot, this); } public void destroy() stop(); }



{



public void paint(Graphics g) }



{



public void start() { m_httpd.start(); status.setText("Running "); clear_log("Log started on " + new Date() + "\n"); } public void stop() { m_httpd.stop(); status.setText("Stopped }



");



public void actionPerformed(ActionEvent ae) { String label = ae.getActionCommand(); if(label.equals("Start")) { start();
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} else { stop(); } } public void clear_log(String msg) { m_log.setText(msg + "\n"); }



}



In the files httpd.java and HTTP.java, the code is built assuming that the document root is “c:\www”. You may need to change this value for your configuration. Because this applet writes to a log file, it can work only if it is trusted. For example, an applet is trusted if it is accessible from the user’s class path.



Datagrams For most of your internetworking needs, you will be happy with TCP/IP-style networking. It provides a serialized, predictable, reliable stream of packet data. This is not without its cost, however. TCP includes many complicated algorithms for dealing with congestion control on crowded networks, as well as pessimistic expectations about packet loss. This leads to a somewhat inefficient way to transport data. Datagrams provide an alternative. Datagrams are bundles of information passed between machines. They are somewhat like a hard throw from a well-trained but blindfolded catcher to the third baseman. Once the datagram has been released to its intended target, there is no assurance that it will arrive or even that someone will be there to catch it. Likewise, when the datagram is received, there is no assurance that it hasn’t been damaged in transit or that whoever sent it is still there to receive a response.
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public void log(String msg) { m_log.append(msg); status.setText(m_httpd.hits_served + " hits (" + (m_httpd.bytes_served / 1024) + "K), " + m_httpd.files_in_cache + " cached files (" + (m_httpd.bytes_in_cache / 1024) + "K), " + m_httpd.hits_to_cache + " cached hits"); status.setSize(status.getPreferredSize()); }
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Java implements datagrams on top of the UDP protocol by using two classes: The DatagramPacket object is the data container, while the DatagramSocket is the mechanism used to send or receive the DatagramPackets.



DatagramPacket DatagramPacket defines several constructors. Four are described here. The first constructor specifies a buffer that will receive data, and the size of a packet. It is used for receiving data over a DatagramSocket. The second form allows you to specify an offset into the buffer at which data will be stored. The third form specifies a target address and port, which are used by a DatagramSocket to determine where the data in the packet will be sent. The fourth form transmits packets beginning at the specified offset into the data. Think of the first two forms as building an “in box,” and the second two forms as stuffing and addressing an envelope. Here are the four constructors: DatagramPacket(byte data[ ], int size) DatagramPacket(byte data[ ], int offset, int size) DatagramPacket(byte data[ ], int size, InetAddress ipAddress, int port) DatagramPacket(byte data[ ], int offset, int size, InetAddress ipAddress, int port) There are several methods for accessing the internal state of a DatagramPacket. They give complete access to the destination address and port number of a packet, as well as the raw data and its length. Here are some of the most commonly used: InetAddress getAddress( )



Returns the destination InetAddress, typically used for sending.



int getPort( )



Returns the port number.



byte[ ] getData( )



Returns the byte array of data contained in the datagram. Mostly used to retrieve data from the datagram after it has been received.



int getLength( )



Returns the length of the valid data contained in the byte array that would be returned from the getData( ) method. This typically does not equal the length of the whole byte array.



Datagram Server and Client The following example implements a very simple networked communications client and server. Messages are typed into the window at the server and written across the network to the client side, where they are displayed. // Demonstrate Datagrams. import java.net.*;
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class WriteServer { public static int serverPort = 998; public static int clientPort = 999; public static int buffer_size = 1024; public static DatagramSocket ds; public static byte buffer[] = new byte[buffer_size];



public static void TheClient() throws Exception { while(true) { DatagramPacket p = new DatagramPacket(buffer, buffer.length); ds.receive(p); System.out.println(new String(p.getData(), 0, p.getLength())); } } public static void main(String args[]) throws Exception { if(args.length == 1) { ds = new DatagramSocket(serverPort); TheServer(); } else {
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public static void TheServer() throws Exception { int pos=0; while (true) { int c = System.in.read(); switch (c) { case -1: System.out.println("Server Quits."); return; case '\r': break; case '\n': ds.send(new DatagramPacket(buffer,pos, InetAddress.getLocalHost(),clientPort)); pos=0; break; default: buffer[pos++] = (byte) c; } } }
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ds = new DatagramSocket(clientPort); TheClient(); } } }



This sample program is restricted by the DatagramSocket constructor to running between two ports on the local machine. To use the program, run java WriteServer



in one window; this will be the client. Then run java WriteServer 1



This will be the server. Anything that is typed in the server window will be sent to the client window after a newline is received. This example requires that your computer be connected to the Internet.



Inet4Address and Inet6Address As mentioned at the start of this chapter, Java 2, version 1.4 added support for IPv6 addresses. Because of this, two new subclasses of InetAddress were created: Inet4Address and Inet6Address. Inet4Address represents a traditional style, IPv4 address. Inet6Address encapsulates a new-style IPv6 address. Because they are subclasses of InetAddress, an InetAddress reference can refer to either. This is one way that Java was able to add IPv6 functionality without breaking existing code or adding many more classes. For the most part, you can simply use InetAddress when working with IP addresses because it can accommodate both styles.



The URI Class Java 2, version 1.4 added the URI class, which encapsulates a Uniform Resource Identifier. URIs are similar to URLs. In fact, URLs constitute a subset of URIs. A URI represents a standard way to identify a resource. A URL also describes how to access the resource.
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his chapter examines the Applet class, which provides the necessary support for applets. In Chapter 12, you were introduced to the general form of an applet and the steps necessary to compile and run one. In this chapter, we will look at applets in detail. The Applet class is contained in the java.applet package. Applet contains several methods that give you detailed control over the execution of your applet. In addition, java.applet also defines three interfaces: AppletContext, AudioClip, and AppletStub. Let’s begin by reviewing the basic elements of an applet and the steps necessary to create and test one.



T



Applet Basics All applets are subclasses of Applet. Thus, all applets must import java.applet. Applets must also import java.awt. Recall that AWT stands for the Abstract Window Toolkit. Since all applets run in a window, it is necessary to include support for that window. Applets are not executed by the console-based Java run-time interpreter. Rather, they are executed by either a Web browser or an applet viewer. The figures shown in this chapter were created with the standard applet viewer, called appletviewer, provided by the SDK. But you can use any applet viewer or browser you like. Execution of an applet does not begin at main( ). Actually, few applets even have main( ) methods. Instead, execution of an applet is started and controlled with an entirely different mechanism, which will be explained shortly. Output to your applet’s window is not performed by System.out.println( ). Rather, it is handled with various AWT methods, such as drawString( ), which outputs a string to a specified X,Y location. Input is also handled differently than in an application. Once an applet has been compiled, it is included in an HTML file using the APPLET tag. The applet will be executed by a Java-enabled web browser when it encounters the APPLET tag within the HTML file. To view and test an applet more conveniently, simply include a comment at the head of your Java source code file that contains the APPLET tag. This way, your code is documented with the necessary HTML statements needed by your applet, and you can test the compiled applet by starting the applet viewer with your Java source code file specified as the target. Here is an example of such a comment: /* */



This comment contains an APPLET tag that will run an applet called MyApplet in a window that is 200 pixels wide and 60 pixels high. Since the inclusion of an APPLET
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command makes testing applets easier, all of the applets shown in this book will contain the appropriate APPLET tag embedded in a comment.



The Applet Class



Method



Description



void destroy( )



Called by the browser just before an applet is terminated. Your applet will override this method if it needs to perform any cleanup prior to its destruction.



AccessibleContext getAccessibleContext( )



Returns the accessibilty context for the invoking object.



AppletContext getAppletContext( )



Returns the context associated with the applet.



String getAppletInfo( )



Returns a string that describes the applet.



AudioClip getAudioClip(URL url)



Returns an AudioClip object that encapsulates the audio clip found at the location specified by url.



AudioClip getAudioClip(URL url, Returns an AudioClip object that String clipName) encapsulates the audio clip found at the location specified by url and having the name specified by clipName. URL getCodeBase( )



Returns the URL associated with the invoking applet.



URL getDocumentBase( )



Returns the URL of the HTML document that invokes the applet.



Table 19-1.



The Methods Defined by Applet
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The Applet class defines the methods shown in Table 19-1. Applet provides all necessary support for applet execution, such as starting and stopping. It also provides methods that load and display images, and methods that load and play audio clips. Applet extends the AWT class Panel. In turn, Panel extends Container, which extends Component. These classes provide support for Java’s window-based, graphical interface. Thus, Applet provides all of the necessary support for window-based activities. (The AWT is described in detail in following chapters.)
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Method



Description



Image getImage(URL url)



Returns an Image object that encapsulates the image found at the location specified by url.



Image getImage(URL url, String imageName)



Returns an Image object that encapsulates the image found at the location specified by url and having the name specified by imageName.



Locale getLocale( )



Returns a Locale object that is used by various locale-sensitive classes and methods.



String getParameter(String paramName) Returns the parameter associated with paramName. null is returned if the specified parameter is not found. String[ ] [ ] getParameterInfo( )



Returns a String table that describes the parameters recognized by the applet. Each entry in the table must consist of three strings that contain the name of the parameter, a description of its type and/or range, and an explanation of its purpose.



void init( )



Called when an applet begins execution. It is the first method called for any applet.



boolean isActive( )



Returns true if the applet has been started. It returns false if the applet has been stopped.



static final AudioClip newAudioClip(URL url)



Returns an AudioClip object that encapsulates the audio clip found at the location specified by url. This method is similar to getAudioClip( ) except that it is static and can be executed without the need for an Applet object. (Added by Java 2)



Table 19-1.



The Methods Defined by Applet (continued)
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void play(URL url)



If an audio clip is found at the location specified by url, the clip is played.



void play(URL url, String clipName)



If an audio clip is found at the location specified by url with the name specified by clipName, the clip is played.



void resize(Dimension dim)



Resizes the applet according to the dimensions specified by dim. Dimension is a class stored inside java.awt. It contains two integer fields: width and height.



void resize(int width, int height)



Resizes the applet according to the dimensions specified by width and height.



final void setStub(AppletStub stubObj)



Makes stubObj the stub for the applet. This method is used by the run-time system and is not usually called by your applet. A stub is a small piece of code that provides the linkage between your applet and the browser.



void showStatus(String str)



Displays str in the status window of the browser or applet viewer. If the browser does not support a status window, then no action takes place.



void start( )



Called by the browser when an applet should start (or resume) execution. It is automatically called after init( ) when an applet first begins.



void stop( )



Called by the browser to suspend execution of the applet. Once stopped, an applet is restarted when the browser calls start( ).



Table 19-1.



The Methods Defined by Applet (continued)
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Applet Architecture An applet is a window-based program. As such, its architecture is different from the so-called normal, console-based programs shown in the first part of this book. If you are familiar with Windows programming, you will be right at home writing applets. If not, then there are a few key concepts you must understand. First, applets are event driven. Although we won’t examine event handling until the following chapter, it is important to understand in a general way how the event-driven architecture impacts the design of an applet. An applet resembles a set of interrupt service routines. Here is how the process works. An applet waits until an event occurs. The AWT notifies the applet about an event by calling an event handler that has been provided by the applet. Once this happens, the applet must take appropriate action and then quickly return control to the AWT. This is a crucial point. For the most part, your applet should not enter a “mode” of operation in which it maintains control for an extended period. Instead, it must perform specific actions in response to events and then return control to the AWT run-time system. In those situations in which your applet needs to perform a repetitive task on its own (for example, displaying a scrolling message across its window), you must start an additional thread of execution. (You will see an example later in this chapter.) Second, the user initiates interaction with an applet—not the other way around. As you know, in a nonwindowed program, when the program needs input, it will prompt the user and then call some input method, such as readLine( ). This is not the way it works in an applet. Instead, the user interacts with the applet as he or she wants, when he or she wants. These interactions are sent to the applet as events to which the applet must respond. For example, when the user clicks a mouse inside the applet’s window, a mouse-clicked event is generated. If the user presses a key while the applet’s window has input focus, a keypress event is generated. As you will see in later chapters, applets can contain various controls, such as push buttons and check boxes. When the user interacts with one of these controls, an event is generated. While the architecture of an applet is not as easy to understand as that of a console-based program, Java’s AWT makes it as simple as possible. If you have written programs for Windows, you know how intimidating that environment can be. Fortunately, Java’s AWT provides a much cleaner approach that is more quickly mastered.



An Applet Skeleton All but the most trivial applets override a set of methods that provides the basic mechanism by which the browser or applet viewer interfaces to the applet and controls its execution. Four of these methods—init( ), start( ), stop( ), and destroy( )—are defined by Applet. Another, paint( ), is defined by the AWT Component class. Default implementations for all of these methods are provided. Applets do not need to override those methods they do not use. However, only very simple applets will not
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need to define all of them. These five methods can be assembled into the skeleton shown here:



public class AppletSkel extends Applet { // Called first. public void init() { // initialization } /* Called second, after init(). the applet is restarted. */ public void start() { // start or resume execution }



Also called whenever



// Called when the applet is stopped. public void stop() { // suspends execution } /* Called when applet is terminated. method executed. */ public void destroy() { // perform shutdown activities }



This is the last



// Called when an applet's window must be restored. public void paint(Graphics g) { // redisplay contents of window } }



Although this skeleton does not do anything, it can be compiled and run. When run, it generates the following window when viewed with an applet viewer:
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// An Applet skeleton. import java.awt.*; import java.applet.*; /* */
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Applet Initialization and Termination It is important to understand the order in which the various methods shown in the skeleton are called. When an applet begins, the AWT calls the following methods, in this sequence: 1. init( ) 2. start( ) 3. paint( ) When an applet is terminated, the following sequence of method calls takes place: 1. stop( ) 2. destroy( ) Let’s look more closely at these methods.



init( ) The init( ) method is the first method to be called. This is where you should initialize variables. This method is called only once during the run time of your applet.



start( ) The start( ) method is called after init( ). It is also called to restart an applet after it has been stopped. Whereas init( ) is called once—the first time an applet is loaded—start( ) is called each time an applet’s HTML document is displayed onscreen. So, if a user leaves a web page and comes back, the applet resumes execution at start( ).



paint( ) The paint( ) method is called each time your applet’s output must be redrawn. This situation can occur for several reasons. For example, the window in which the applet is running may be overwritten by another window and then uncovered. Or the applet
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window may be minimized and then restored. paint( ) is also called when the applet begins execution. Whatever the cause, whenever the applet must redraw its output, paint( ) is called. The paint( ) method has one parameter of type Graphics. This parameter will contain the graphics context, which describes the graphics environment in which the applet is running. This context is used whenever output to the applet is required.



stop( )



destroy( ) The destroy( ) method is called when the environment determines that your applet needs to be removed completely from memory. At this point, you should free up any resources the applet may be using. The stop( ) method is always called before destroy( ).



Overriding update( ) In some situations, your applet may need to override another method defined by the AWT, called update( ). This method is called when your applet has requested that a portion of its window be redrawn. The default version of update( ) first fills an applet with the default background color and then calls paint( ). If you fill the background using a different color in paint( ), the user will experience a flash of the default background each time update( ) is called—that is, whenever the window is repainted. One way to avoid this problem is to override the update( ) method so that it performs all necessary display activities. Then have paint( ) simply call update( ). Thus, for some applications, the applet skeleton will override paint( ) and update( ), as shown here: public void update(Graphics g) { // redisplay your window, here. } public void paint(Graphics g) { update(g); }



For the examples in this book, we will override update( ) only when needed.
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The stop( ) method is called when a web browser leaves the HTML document containing the applet—when it goes to another page, for example. When stop( ) is called, the applet is probably running. You should use stop( ) to suspend threads that don’t need to run when the applet is not visible. You can restart them when start( ) is called if the user returns to the page.
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Simple Applet Display Methods As we’ve mentioned, applets are displayed in a window and they use the AWT to perform input and output. Although we will examine the methods, procedures, and techniques necessary to fully handle the AWT windowed environment in subsequent chapters, a few are described here, because we will use them to write sample applets. As we described in Chapter 12, to output a string to an applet, use drawString( ), which is a member of the Graphics class. Typically, it is called from within either update( ) or paint( ). It has the following general form: void drawString(String message, int x, int y) Here, message is the string to be output beginning at x,y. In a Java window, the upper-left corner is location 0,0. The drawString( ) method will not recognize newline characters. If you want to start a line of text on another line, you must do so manually, specifying the precise X,Y location where you want the line to begin. (As you will see in later chapters, there are techniques that make this process easy.) To set the background color of an applet’s window, use setBackground( ). To set the foreground color (the color in which text is shown, for example), use setForeground( ). These methods are defined by Component, and they have the following general forms: void setBackground(Color newColor) void setForeground(Color newColor) Here, newColor specifies the new color. The class Color defines the constants shown here that can be used to specify colors: Color.black



Color.magenta



Color.blue



Color.orange



Color.cyan



Color.pink



Color.darkGray



Color.red



Color.gray



Color.white



Color.green



Color.yellow



Color.lightGray For example, this sets the background color to green and the text color to red: setBackground(Color.green); setForeground(Color.red);
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A good place to set the foreground and background colors is in the init( ) method. Of course, you can change these colors as often as necessary during the execution of your applet. The default foreground color is black. The default background color is light gray. You can obtain the current settings for the background and foreground colors by calling getBackground( ) and getForeground( ), respectively. They are also defined by Component and are shown here:



Here is a very simple applet that sets the background color to cyan, the foreground color to red, and displays a message that illustrates the order in which the init( ), start( ), and paint( ) methods are called when an applet starts up: /* A simple applet that sets the foreground and background colors and outputs a string. */ import java.awt.*; import java.applet.*; /* */ public class Sample extends Applet{ String msg; // set the foreground and background colors. public void init() { setBackground(Color.cyan); setForeground(Color.red); msg = "Inside init( ) --"; } // Initialize the string to be displayed. public void start() { msg += " Inside start( ) --"; } // Display msg in applet window. public void paint(Graphics g) { msg += " Inside paint( )."; g.drawString(msg, 10, 30); } }
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Color getBackground( ) Color getForeground( )
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This applet generates the window shown here:



The methods stop( ) and destroy( ) are not overridden, because they are not needed by this simple applet.



Requesting Repainting As a general rule, an applet writes to its window only when its update( ) or paint( ) method is called by the AWT. This raises an interesting question: How can the applet itself cause its window to be updated when its information changes? For example, if an applet is displaying a moving banner, what mechanism does the applet use to update the window each time this banner scrolls? Remember, one of the fundamental architectural constraints imposed on an applet is that it must quickly return control to the AWT run-time system. It cannot create a loop inside paint( ) that repeatedly scrolls the banner, for example. This would prevent control from passing back to the AWT. Given this constraint, it may seem that output to your applet’s window will be difficult at best. Fortunately, this is not the case. Whenever your applet needs to update the information displayed in its window, it simply calls repaint( ). The repaint( ) method is defined by the AWT. It causes the AWT run-time system to execute a call to your applet’s update( ) method, which, in its default implementation, calls paint( ). Thus, for another part of your applet to output to its window, simply store the output and then call repaint( ). The AWT will then execute a call to paint( ), which can display the stored information. For example, if part of your applet needs to output a string, it can store this string in a String variable and then call repaint( ). Inside paint( ), you will output the string using drawString( ). The repaint( ) method has four forms. Let’s look at each one, in turn. The simplest version of repaint( ) is shown here: void repaint( ) This version causes the entire window to be repainted. The following version specifies a region that will be repainted: void repaint(int left, int top, int width, int height)
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void repaint(long maxDelay) void repaint(long maxDelay, int x, int y, int width, int height) Here, maxDelay specifies the maximum number of milliseconds that can elapse before update( ) is called. Beware, though. If the time elapses before update( ) can be called, it isn’t called. There’s no return value or exception thrown, so you must be careful. It is possible for a method other than paint( ) or update( ) to output to an applet’s window. To do so, it must obtain a graphics context by calling getGraphics( ) (defined by Component) and then use this context to output to the window. However, for most applications, it is better and easier to route window output through paint( ) and to call repaint( ) when the contents of the window change.



A Simple Banner Applet To demonstrate repaint( ), a simple banner applet is developed. This applet scrolls a message, from right to left, across the applet’s window. Since the scrolling of the message is a repetitive task, it is performed by a separate thread, created by the applet when it is initialized. The banner applet is shown here: /* A simple banner applet. This applet creates a thread that scrolls the message contained in msg right to left across the applet's window. */ import java.awt.*; import java.applet.*; /* 
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Here, the coordinates of the upper-left corner of the region are specified by left and top, and the width and height of the region are passed in width and height. These dimensions are specified in pixels. You save time by specifying a region to repaint. Window updates are costly in terms of time. If you need to update only a small portion of the window, it is more efficient to repaint only that region. Calling repaint( ) is essentially a request that your applet be repainted sometime soon. However, if your system is slow or busy, update( ) might not be called immediately. Multiple requests for repainting that occur within a short time can be collapsed by the AWT in a manner such that update( ) is only called sporadically. This can be a problem in many situations, including animation, in which a consistent update time is necessary. One solution to this problem is to use the following forms of repaint( ):
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*/ public class SimpleBanner extends Applet implements Runnable { String msg = " A Simple Moving Banner."; Thread t = null; int state; boolean stopFlag; // Set colors and initialize thread. public void init() { setBackground(Color.cyan); setForeground(Color.red); } // Start thread public void start() { t = new Thread(this); stopFlag = false; t.start(); } // Entry point for the thread that runs the banner. public void run() { char ch; // Display banner for( ; ; ) { try { repaint(); Thread.sleep(250); ch = msg.charAt(0); msg = msg.substring(1, msg.length()); msg += ch; if(stopFlag) break; } catch(InterruptedException e) {} } } // Pause the banner. public void stop() {
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stopFlag = true; t = null; } // Display the banner. public void paint(Graphics g) { g.drawString(msg, 50, 30); } }



Let’s take a close look at how this applet operates. First, notice that SimpleBanner extends Applet, as expected, but it also implements Runnable. This is necessary, since the applet will be creating a second thread of execution that will be used to scroll the banner. Inside init( ), the foreground and background colors of the applet are set. After initialization, the AWT run-time system calls start( ) to start the applet running. Inside start( ), a new thread of execution is created and assigned to the Thread variable t. Then, the boolean variable stopFlag, which controls the execution of the applet, is set to false. Next, the thread is started by a call to t.start( ). Remember that t.start( ) calls a method defined by Thread, which causes run( ) to begin executing. It does not cause a call to the version of start( ) defined by Applet. These are two separate methods. Inside run( ), the characters in the string contained in msg are repeatedly rotated left. Between each rotation, a call to repaint( ) is made. This eventually causes the paint( ) method to be called and the current contents of msg is displayed. Between each iteration, run( ) sleeps for a quarter of a second. The net effect of run( ) is that the contents of msg is scrolled right to left in a constantly moving display. The stopFlag variable is checked on each iteration. When it is true, the run( ) method terminates. If a browser is displaying the applet when a new page is viewed, the stop( ) method is called, which sets stopFlag to true, causing run( ) to terminate. This is the mechanism used to stop the thread when its page is no longer in view. When the applet is brought back into view, start( ) is once again called, which starts a new thread to execute the banner.
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Following is sample output:
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Using the Status Window In addition to displaying information in its window, an applet can also output a message to the status window of the browser or applet viewer on which it is running. To do so, call showStatus( ) with the string that you want displayed. The status window is a good place to give the user feedback about what is occurring in the applet, suggest options, or possibly report some types of errors. The status window also makes an excellent debugging aid, because it gives you an easy way to output information about your applet. The following applet demonstrates showStatus( ): // Using the Status Window. import java.awt.*; import java.applet.*; /* */ public class StatusWindow extends Applet{ public void init() { setBackground(Color.cyan); } // Display msg in applet window. public void paint(Graphics g) { g.drawString("This is in the applet window.", 10, 20); showStatus("This is shown in the status window."); } }



Sample output from this program is shown here:



Chapter 19:



The Applet Class



643



The HTML APPLET Tag



< APPLET [CODEBASE = codebaseURL] CODE = appletFile [ALT = alternateText] [NAME = appletInstanceName] WIDTH = pixels HEIGHT = pixels [ALIGN = alignment] [VSPACE = pixels] [HSPACE = pixels] > [< PARAM NAME = AttributeName VALUE = AttributeValue>] [< PARAM NAME = AttributeName2 VALUE = AttributeValue>] ... [HTML Displayed in the absence of Java] Let’s take a look at each part now.



CODEBASE CODEBASE is an optional attribute that specifies the base URL of the applet code, which is the directory that will be searched for the applet’s executable class file (specified by the CODE tag). The HTML document’s URL directory is used as the CODEBASE if this attribute is not specified. The CODEBASE does not have to be on the host from which the HTML document was read. CODE CODE is a required attribute that gives the name of the file containing your applet’s compiled .class file. This file is relative to the code base URL of the applet, which is the directory that the HTML file was in or the directory indicated by CODEBASE if set. ALT The ALT tag is an optional attribute used to specify a short text message that should be displayed if the browser understands the APPLET tag but can’t currently run Java applets. This is distinct from the alternate HTML you provide for browsers that don’t support applets.
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The APPLET tag is used to start an applet from both an HTML document and from an applet viewer. (The newer OBJECT tag also works, but this book will use APPLET.) An applet viewer will execute each APPLET tag that it finds in a separate window, while web browsers like Netscape Navigator, Internet Explorer, and HotJava will allow many applets on a single page. So far, we have been using only a simplified form of the APPLET tag. Now it is time to take a closer look at it. The syntax for the standard APPLET tag is shown here. Bracketed items are optional.
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NAME NAME is an optional attribute used to specify a name for the applet instance. Applets must be named in order for other applets on the same page to find them by name and communicate with them. To obtain an applet by name, use getApplet( ), which is defined by the AppletContext interface. WIDTH AND HEIGHT WIDTH and HEIGHT are required attributes that give the size (in pixels) of the applet display area. ALIGN ALIGN is an optional attribute that specifies the alignment of the applet. This attribute is treated the same as the HTML IMG tag with these possible values: LEFT, RIGHT, TOP, BOTTOM, MIDDLE, BASELINE, TEXTTOP, ABSMIDDLE, and ABSBOTTOM. VSPACE AND HSPACE These attributes are optional. VSPACE specifies the space, in pixels, above and below the applet. HSPACE specifies the space, in pixels, on each side of the applet. They’re treated the same as the IMG tag’s VSPACE and HSPACE attributes. PARAM NAME AND VALUE The PARAM tag allows you to specify appletspecific arguments in an HTML page. Applets access their attributes with the getParameter( ) method. HANDLING OLDER BROWSERS Some very old web browsers can’t execute applets and don’t recognize the APPLET tag. Although these browsers are now nearly extinct (having been replaced by Java-compatible ones), you may need to deal with them occasionally. The best way to design your HTML page to deal with such browsers is to include HTML text and markup within your tags. If the applet tags are not recognized by your browser, you will see the alternate markup. If Java is available, it will consume all of the markup between the tags and disregard the alternate markup. Here’s the HTML to start an applet called SampleApplet in Java and to display a message in older browsers: If you were driving a Java powered browser, you'd see &quote;A Sample Applet&quote; here. 



Passing Parameters to Applets As just discussed, the APPLET tag in HTML allows you to pass parameters to your applet. To retrieve a parameter, use the getParameter( ) method. It returns the value of
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the specified parameter in the form of a String object. Thus, for numeric and boolean values, you will need to convert their string representations into their internal formats. Here is an example that demonstrates passing parameters:



public class ParamDemo extends Applet{ String fontName; int fontSize; float leading; boolean active; // Initialize the string to be displayed. public void start() { String param; fontName = getParameter("fontName"); if(fontName == null) fontName = "Not Found"; param = getParameter("fontSize"); try { if(param != null) // if not found fontSize = Integer.parseInt(param); else fontSize = 0; } catch(NumberFormatException e) { fontSize = -1; } param = getParameter("leading"); try {
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// Use Parameters import java.awt.*; import java.applet.*; /* */
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if(param != null) // if not found leading = Float.valueOf(param).floatValue(); else leading = 0; } catch(NumberFormatException e) { leading = -1; } param = getParameter("accountEnabled"); if(param != null) active = Boolean.valueOf(param).booleanValue(); } // Display parameters. public void paint(Graphics g) { g.drawString("Font name: " + fontName, 0, 10); g.drawString("Font size: " + fontSize, 0, 26); g.drawString("Leading: " + leading, 0, 42); g.drawString("Account Active: " + active, 0, 58); } }



Sample output from this program is shown here:



As the program shows, you should test the return values from getParameter( ). If a parameter isn’t available, getParameter( ) will return null. Also, conversions to numeric types must be attempted in a try statement that catches NumberFormatException. Uncaught exceptions should never occur within an applet.
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Improving the Banner Applet It is possible to use a parameter to enhance the banner applet shown earlier. In the previous version, the message being scrolled was hard-coded into the applet. However, passing the message as a parameter allows the banner applet to display a different message each time it is executed. This improved version is shown here. Notice that the APPLET tag at the top of the file now specifies a parameter called message that is linked to a quoted string.



public class ParamBanner extends Applet implements Runnable { String msg; Thread t = null; int state; boolean stopFlag; // Set colors and initialize thread. public void init() { setBackground(Color.cyan); setForeground(Color.red); } // Start thread public void start() { msg = getParameter("message"); if(msg == null) msg = "Message not found."; msg = " " + msg; t = new Thread(this); stopFlag = false; t.start(); } // Entry point for the thread that runs the banner. public void run() {
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// A parameterized banner import java.awt.*; import java.applet.*; /* */
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char ch; // Display banner for( ; ; ) { try { repaint(); Thread.sleep(250); ch = msg.charAt(0); msg = msg.substring(1, msg.length()); msg += ch; if(stopFlag) break; } catch(InterruptedException e) {} } } // Pause the banner. public void stop() { stopFlag = true; t = null; } // Display the banner. public void paint(Graphics g) { g.drawString(msg, 50, 30); } }



getDocumentBase( ) and getCodeBase( ) Often, you will create applets that will need to explicitly load media and text. Java will allow the applet to load data from the directory holding the HTML file that started the applet (the document base) and the directory from which the applet’s class file was loaded (the code base). These directories are returned as URL objects (described in Chapter 18) by getDocumentBase( ) and getCodeBase( ). They can be concatenated with a string that names the file you want to load. To actually load another file, you will use the showDocument( ) method defined by the AppletContext interface, discussed in the next section. The following applet illustrates these methods: // Display code and document bases.
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import java.awt.*; import java.applet.*; import java.net.*; /* */



URL url = getCodeBase(); // get code base msg = "Code base: " + url.toString(); g.drawString(msg, 10, 20); url = getDocumentBase(); // get document base msg = "Document base: " + url.toString(); g.drawString(msg, 10, 40); } }



Sample output from this program is shown here:



AppletContext and showDocument( ) One application of Java is to use active images and animation to provide a graphical means of navigating the Web that is more interesting than the underlined blue words used by hypertext. To allow your applet to transfer control to another URL, you must use the showDocument( ) method defined by the AppletContext interface.



THE JAVA LIBRARY



public class Bases extends Applet{ // Display code and document bases. public void paint(Graphics g) { String msg;
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AppletContext is an interface that lets you get information from the applet’s execution environment. The methods defined by AppletContext are shown in Table 19-2. The context of the currently executing applet is obtained by a call to the getAppletContext( ) method defined by Applet. Within an applet, once you have obtained the applet’s context, you can bring another document into view by calling showDocument( ). This method has no return value and throws no exception if it fails, so use it carefully. There are two showDocument( ) methods. The method showDocument(URL) displays the document



Method



Description



Applet getApplet(String appletName)



Returns the applet specified by appletName if it is within the current applet context. Otherwise, null is returned.



Enumeration getApplets( )



Returns an enumeration that contains all of the applets within the current applet context.



AudioClip getAudioClip(URL url)



Returns an AudioClip object that encapsulates the audio clip found at the location specified by url.



Image getImage(URL url)



Returns an Image object that encapsulates the image found at the location specified by url.



InputStream getStream(String key)



Returns the stream linked to key. Keys are linked to streams by using the setStream( ) method. A null reference is returned if no stream is linked to key. (Added by Java 2, version 1.4)



Iterator getStreamKeys( )



Returns an iterator for the keys associated with the invoking object. The keys are linked to streams. See getStream( ) and setStream( ). (Added by Java 2, version 1.4)



void setStream(String key, InputStream strm)



Links the stream specified by strm to the key passed in key. The key is deleted from the invoking object if strm is null. (Added by Java 2, version 1.4)



void showDocument(URL url)



Brings the document at the URL specified by url into view. This method may not be supported by applet viewers.



void showDocument(URL url, String where)



Brings the document at the URL specified by url into view. This method may not be supported by applet viewers. The placement of the document is specified by where as described in the text.



void showStatus(String str)



Displays str in the status window.



Table 19-2.



The Abstract Methods Defined by the AppletContext Interface
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/* Using an applet context, getCodeBase(), and showDocument() to display an HTML file. */ import java.awt.*; import java.applet.*; import java.net.*; /* */ public class ACDemo extends Applet{ public void start() { AppletContext ac = getAppletContext(); URL url = getCodeBase(); // get url of this applet try { ac.showDocument(new URL(url+"Test.html")); } catch(MalformedURLException e) { showStatus("URL not found"); } } }



The AudioClip Interface The AudioClip interface defines these methods: play( ) (play a clip from the beginning), stop( ) (stop playing the clip), and loop( ) (play the loop continuously). After you have loaded an audio clip using getAudioClip( ), you can use these methods to play it.
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at the specified URL. The method showDocument(URL, where) displays the specified document at the specified location within the browser window. Valid arguments for where are “_self” (show in current frame), “_parent” (show in parent frame), “_top” (show in topmost frame), and “_blank” (show in new browser window). You can also specify a name, which causes the document to be shown in a new browser window by that name. The following applet demonstrates AppletContext and showDocument( ). Upon execution, it obtains the current applet context and uses that context to transfer control to a file called Test.html. This file must be in the same directory as the applet. Test.html can contain any valid hypertext that you like.
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The AppletStub Interface The AppletStub interface provides the means by which an applet and the browser (or applet viewer) communicate. Your code will not typically implement this interface.



Outputting to the Console Although output to an applet’s window must be accomplished through AWT methods, such as drawString( ), it is still possible to use console output in your applet—especially for debugging purposes. In an applet, when you call a method such as System.out.println( ), the output is not sent to your applet’s window. Instead, it appears either in the console session in which you launched the applet viewer or in the Java console that is available in some browsers. Use of console output for purposes other than debugging is discouraged, since it violates the design principles of the graphical interface most users will expect.



Chapter 20 Event Handling
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his chapter examines an important aspect of Java that relates to applets: events. As explained in Chapter 19, applets are event-driven programs. Thus, event handling is at the core of successful applet programming. Most events to which your applet will respond are generated by the user. These events are passed to your applet in a variety of ways, with the specific method depending upon the actual event. There are several types of events. The most commonly handled events are those generated by the mouse, the keyboard, and various controls, such as a push button. Events are supported by the java.awt.event package. The chapter begins with an overview of Java’s event handling mechanism. It then examines the main event classes and interfaces, and develops several examples that demonstrate the fundamentals of event processing. This chapter also explains how to use adapter classes, inner classes, and anonymous inner classes to streamline event handling code. The examples provided in the remainder of this book make frequent use of these techniques.



T



Two Event Handling Mechanisms Before beginning our discussion of event handling, an important point must be made: The way in which events are handled by an applet changed significantly between the original version of Java (1.0) and modern versions of Java, beginning with version 1.1. The 1.0 method of event handling is still supported, but it is not recommended for new programs. Also, many of the methods that support the old 1.0 event model have been deprecated. The modern approach is the way that events should be handled by all new programs, including those written for Java 2, and thus is the method employed by programs in this book.



The Delegation Event Model The modern approach to handling events is based on the delegation event model, which defines standard and consistent mechanisms to generate and process events. Its concept is quite simple: a source generates an event and sends it to one or more listeners. In this scheme, the listener simply waits until it receives an event. Once received, the listener processes the event and then returns. The advantage of this design is that the application logic that processes events is cleanly separated from the user interface logic that generates those events. A user interface element is able to “delegate” the processing of an event to a separate piece of code. In the delegation event model, listeners must register with a source in order to receive an event notification. This provides an important benefit: notifications are sent only to listeners that want to receive them. This is a more efficient way to handle events than the design used by the old Java 1.0 approach. Previously, an event was propagated up the containment hierarchy until it was handled by a component. This required components
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to receive events that they did not process, and it wasted valuable time. The delegation event model eliminates this overhead. Java also allows you to process events without using the delegation event model. This can be done by extending an AWT component. This technique is discussed at the end of Chapter 22. However, the delegation event model is the preferred design for the reasons just cited. The following sections define events and describe the roles of sources and listeners.



In the delegation model, an event is an object that describes a state change in a source. It can be generated as a consequence of a person interacting with the elements in a graphical user interface. Some of the activities that cause events to be generated are pressing a button, entering a character via the keyboard, selecting an item in a list, and clicking the mouse. Many other user operations could also be cited as examples. Events may also occur that are not directly caused by interactions with a user interface. For example, an event may be generated when a timer expires, a counter exceeds a value, a software or hardware failure occurs, or an operation is completed. You are free to define events that are appropriate for your application.



Event Sources A source is an object that generates an event. This occurs when the internal state of that object changes in some way. Sources may generate more than one type of event. A source must register listeners in order for the listeners to receive notifications about a specific type of event. Each type of event has its own registration method. Here is the general form: public void addTypeListener(TypeListener el) Here, Type is the name of the event and el is a reference to the event listener. For example, the method that registers a keyboard event listener is called addKeyListener( ). The method that registers a mouse motion listener is called addMouseMotionListener( ). When an event occurs, all registered listeners are notified and receive a copy of the event object. This is known as multicasting the event. In all cases, notifications are sent only to listeners that register to receive them. Some sources may allow only one listener to register. The general form of such a method is this: public void addTypeListener(TypeListener el) throws java.util.TooManyListenersException
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Here, Type is the name of the event and el is a reference to the event listener. When such an event occurs, the registered listener is notified. This is known as unicasting the event. A source must also provide a method that allows a listener to unregister an interest in a specific type of event. The general form of such a method is this: public void removeTypeListener(TypeListener el) Here, Type is the name of the event and el is a reference to the event listener. For example, to remove a keyboard listener, you would call removeKeyListener( ). The methods that add or remove listeners are provided by the source that generates events. For example, the Component class provides methods to add and remove keyboard and mouse event listeners.



Event Listeners A listener is an object that is notified when an event occurs. It has two major requirements. First, it must have been registered with one or more sources to receive notifications about specific types of events. Second, it must implement methods to receive and process these notifications. The methods that receive and process events are defined in a set of interfaces found in java.awt.event. For example, the MouseMotionListener interface defines two methods to receive notifications when the mouse is dragged or moved. Any object may receive and process one or both of these events if it provides an implementation of this interface. Many other listener interfaces are discussed later in this and other chapters.



Event Classes The classes that represent events are at the core of Java’s event handling mechanism. Thus, we begin our study of event handling with a tour of the event classes. As you will see, they provide a consistent, easy-to-use means of encapsulating events. At the root of the Java event class hierarchy is EventObject, which is in java.util. It is the superclass for all events. Its one constructor is shown here: EventObject(Object src) Here, src is the object that generates this event. EventObject contains two methods: getSource( ) and toString( ). The getSource( ) method returns the source of the event. Its general form is shown here: Object getSource( ) As expected, toString( ) returns the string equivalent of the event. The class AWTEvent, defined within the java.awt package, is a subclass of EventObject. It is the superclass (either directly or indirectly) of all AWT-based events
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used by the delegation event model. Its getID( ) method can be used to determine the type of the event. The signature of this method is shown here: int getID( ) Additional details about AWTEvent are provided at the end of Chapter 22. At this point, it is important to know only that all of the other classes discussed in this section are subclasses of AWTEvent. To summarize: ■ AWTEvent is a superclass of all AWT events that are handled by the delegation event model. The package java.awt.event defines several types of events that are generated by various user interface elements. Table 20-1 enumerates the most important of these event classes and provides a brief description of when they are generated. The most commonly used constructors and methods in each class are described in the following sections.



Event Class



Description



ActionEvent



Generated when a button is pressed, a list item is double-clicked, or a menu item is selected.



AdjustmentEvent



Generated when a scroll bar is manipulated.



ComponentEvent



Generated when a component is hidden, moved, resized, or becomes visible.



ContainerEvent



Generated when a component is added to or removed from a container.



FocusEvent



Generated when a component gains or loses keyboard focus.



InputEvent



Abstract super class for all component input event classes.



ItemEvent



Generated when a check box or list item is clicked; also occurs when a choice selection is made or a checkable menu item is selected or deselected.



Table 20-1.



Main Event Classes in java.awt.event
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Event Class



Description



KeyEvent



Generated when input is received from the keyboard.



MouseEvent



Generated when the mouse is dragged, moved, clicked, pressed, or released; also generated when the mouse enters or exits a component.



MouseWheelEvent



Generated when the mouse wheel is moved. (Added by Java 2, version 1.4)



TextEvent



Generated when the value of a text area or text field is changed.



WindowEvent



Generated when a window is activated, closed, deactivated, deiconified, iconified, opened, or quit.



Table 20-1.



Main Event Classes in java.awt.event (continued)



The ActionEvent Class An ActionEvent is generated when a button is pressed, a list item is double-clicked, or a menu item is selected. The ActionEvent class defines four integer constants that can be used to identify any modifiers associated with an action event: ALT_MASK, CTRL_MASK, META_MASK, and SHIFT_MASK. In addition, there is an integer constant, ACTION_PERFORMED, which can be used to identify action events. ActionEvent has these three constructors: ActionEvent(Object src, int type, String cmd) ActionEvent(Object src, int type, String cmd, int modifiers) ActionEvent(Object src, int type, String cmd, long when, int modifiers) Here, src is a reference to the object that generated this event. The type of the event is specified by type, and its command string is cmd. The argument modifiers indicates which modifier keys (ALT, CTRL, META, and/or SHIFT) were pressed when the event was generated. The when parameter specifies when the event occurred. The third constructor was added by Java 2, version 1.4. You can obtain the command name for the invoking ActionEvent object by using the getActionCommand( ) method, shown here: String getActionCommand( ) For example, when a button is pressed, an action event is generated that has a command name equal to the label on that button. The getModifiers( ) method returns a value that indicates which modifier keys (ALT, CTRL, META, and/or SHIFT) were pressed when the event was generated. Its form is shown here:
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int getModifiers( ) Java 2, version 1.4 added the method getWhen( ) that returns the time at which the event took place. This is called the event’s timestamp. The getWhen( ) method is shown here. long getWhen( ) Timestamps were added by ActionEvent to help support the improved input focus subsystem implemented by Java 2, version 1.4.



An AdjustmentEvent is generated by a scroll bar. There are five types of adjustment events. The AdjustmentEvent class defines integer constants that can be used to identify them. The constants and their meanings are shown here: BLOCK_DECREMENT



The user clicked inside the scroll bar to decrease its value.



BLOCK_INCREMENT



The user clicked inside the scroll bar to increase its value.



TRACK



The slider was dragged.



UNIT_DECREMENT



The button at the end of the scroll bar was clicked to decrease its value.



UNIT_INCREMENT



The button at the end of the scroll bar was clicked to increase its value.



In addition, there is an integer constant, ADJUSTMENT_VALUE_CHANGED, that indicates that a change has occurred. Here is one AdjustmentEvent constructor: AdjustmentEvent(Adjustable src, int id, int type, int data) Here, src is a reference to the object that generated this event. The id equals ADJUSTMENT_VALUE_CHANGED. The type of the event is specified by type, and its associated data is data. The getAdjustable( ) method returns the object that generated the event. Its form is shown here: Adjustable getAdjustable( ) The type of the adjustment event may be obtained by the getAdjustmentType( ) method. It returns one of the constants defined by AdjustmentEvent. The general form is shown here: int getAdjustmentType( )
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The amount of the adjustment can be obtained from the getValue( ) method, shown here: int getValue( ) For example, when a scroll bar is manipulated, this method returns the value represented by that change.



The ComponentEvent Class A ComponentEvent is generated when the size, position, or visibility of a component is changed. There are four types of component events. The ComponentEvent class defines integer constants that can be used to identify them. The constants and their meanings are shown here: COMPONENT_HIDDEN



The component was hidden.



COMPONENT_MOVED



The component was moved.



COMPONENT_RESIZED



The component was resized.



COMPONENT_SHOWN



The component became visible.



ComponentEvent has this constructor: ComponentEvent(Component src, int type) Here, src is a reference to the object that generated this event. The type of the event is specified by type. ComponentEvent is the superclass either directly or indirectly of ContainerEvent, FocusEvent, KeyEvent, MouseEvent, and WindowEvent. The getComponent( ) method returns the component that generated the event. It is shown here: Component getComponent( )



The ContainerEvent Class A ContainerEvent is generated when a component is added to or removed from a container. There are two types of container events. The ContainerEvent class defines int constants that can be used to identify them: COMPONENT_ADDED and COMPONENT_REMOVED. They indicate that a component has been added to or removed from the container. ContainerEvent is a subclass of ComponentEvent and has this constructor: ContainerEvent(Component src, int type, Component comp) Here, src is a reference to the container that generated this event. The type of the event is specified by type, and the component that has been added to or removed from the container is comp.
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You can obtain a reference to the container that generated this event by using the getContainer( ) method, shown here: Container getContainer( ) The getChild( ) method returns a reference to the component that was added to or removed from the container. Its general form is shown here: Component getChild( )



A FocusEvent is generated when a component gains or loses input focus. These events are identified by the integer constants FOCUS_GAINED and FOCUS_LOST. FocusEvent is a subclass of ComponentEvent and has these constructors: FocusEvent(Component src, int type) FocusEvent(Component src, int type, boolean temporaryFlag) Focus Event(Component src, int type, boolean temporaryFlag, Component other) Here, src is a reference to the component that generated this event. The type of the event is specified by type. The argument temporaryFlag is set to true if the focus event is temporary. Otherwise, it is set to false. (A temporary focus event occurs as a result of another user interface operation. For example, assume that the focus is in a text field. If the user moves the mouse to adjust a scroll bar, the focus is temporarily lost.) The other component involved in the focus change, called the opposite component, is passed in other. Therefore, if a FOCUS_GAINED event occurred, other will refer to the component that lost focus. Conversely, if a FOCUS_LOST event occurred, other will refer to the component that gains focus. The third constructor was added by Java 2, version 1.4. You can determine the other component by calling getOppositeComponent( ), shown here. Component getOppositeComponent( ) The opposite component is returned. This method was added by Java 2, version 1.4. The isTemporary( ) method indicates if this focus change is temporary. Its form is shown here: boolean isTemporary( ) The method returns true if the change is temporary. Otherwise, it returns false.



The InputEvent Class The abstract class InputEvent is a subclass of ComponentEvent and is the superclass for component input events. Its subclasses are KeyEvent and MouseEvent.
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InputEvent defines several integer constants that represent any modifiers, such as the control key being pressed, that might be associated with the event. Originally, the InputEvent class defined the following eight values to represent the modifiers. ALT_MASK



BUTTON2_MASK



META_MASK



ALT_GRAPH_MASK



BUTTON3_MASK



SHIFT_MASK



BUTTON1_MASK



CTRL_MASK



However, because of possible conflicts between the modifiers used by keyboard events and mouse events, and other issues, Java 2, version 1.4 added the following extended modifier values. ALT_DOWN_MASK



ALT_GRAPH_DOWN_MASK



BUTTON1_DOWN_MASK



BUTTON2_DOWN_MASK



BUTTON3_DOWN_MASK



CTRL_DOWN_MASK



META_DOWN_MASK



SHIFT_DOWN_MASK



When writing new code, it is recommended that you use the new, extended modifiers rather than the original modifiers. To test if a modifier was pressed at the time an event is generated, use the isAltDown( ), isAltGraphDown( ), isControlDown( ), isMetaDown( ), and isShiftDown( ) methods. The forms of these methods are shown here: boolean isAltDown( ) boolean isAltGraphDown( ) boolean isControlDown( ) boolean isMetaDown( ) boolean isShiftDown( ) You can obtain a value that contains all of the original modifier flags by calling the getModifiers( ) method. It is shown here: int getModifiers( ) You can obtain the extended modifiers by called getModifiersEx( ), which is shown here. int getModifiersEx( ) This method was also added by Java 2, version 1.4.



The ItemEvent Class An ItemEvent is generated when a check box or a list item is clicked or when a checkable menu item is selected or deselected. (Check boxes and list boxes are described later in this book.) There are two types of item events, which are identified by the following integer constants:
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The user deselected an item.
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The user selected an item.
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In addition, ItemEvent defines one integer constant, ITEM_STATE_CHANGED, that signifies a change of state. ItemEvent has this constructor: ItemEvent(ItemSelectable src, int type, Object entry, int state)



Object getItem( ) The getItemSelectable( ) method can be used to obtain a reference to the ItemSelectable object that generated an event. Its general form is shown here: ItemSelectable getItemSelectable( ) Lists and choices are examples of user interface elements that implement the ItemSelectable interface. The getStateChange( ) method returns the state change (i.e., SELECTED or DESELECTED) for the event. It is shown here: int getStateChange( )



The KeyEvent Class A KeyEvent is generated when keyboard input occurs. There are three types of key events, which are identified by these integer constants: KEY_PRESSED, KEY_RELEASED, and KEY_TYPED. The first two events are generated when any key is pressed or released. The last event occurs only when a character is generated. Remember, not all key presses result in characters. For example, pressing the SHIFT key does not generate a character. There are many other integer constants that are defined by KeyEvent. For example, VK_0 through VK_9 and VK_A through VK_Z define the ASCII equivalents of the numbers and letters. Here are some others: VK_ENTER



VK_ESCAPE



VK_CANCEL



VK_UP



VK_DOWN



VK_LEFT



VK_RIGHT



VK_PAGE_DOWN



VK_PAGE_UP



VK_SHIFT



VK_ALT



VK_CONTROL
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Here, src is a reference to the component that generated this event. For example, this might be a list or choice element. The type of the event is specified by type. The specific item that generated the item event is passed in entry. The current state of that item is in state. The getItem( ) method can be used to obtain a reference to the item that generated an event. Its signature is shown here:
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The VK constants specify virtual key codes and are independent of any modifiers, such as control, shift, or alt. KeyEvent is a subclass of InputEvent. Here are two of its constructors: KeyEvent(Component src, int type, long when, int modifiers, int code) KeyEvent(Component src, int type, long when, int modifiers, int code, char ch) Here, src is a reference to the component that generated the event. The type of the event is specified by type. The system time at which the key was pressed is passed in when. The modifiers argument indicates which modifiers were pressed when this key event occurred. The virtual key code, such as VK_UP, VK_A, and so forth, is passed in code. The character equivalent (if one exists) is passed in ch. If no valid character exists, then ch contains CHAR_UNDEFINED. For KEY_TYPED events, code will contain VK_UNDEFINED. The KeyEvent class defines several methods, but the most commonly used ones are getKeyChar( ), which returns the character that was entered, and getKeyCode( ), which returns the key code. Their general forms are shown here: char getKeyChar( ) int getKeyCode( ) If no valid character is available, then getKeyChar( ) returns CHAR_UNDEFINED. When a KEY_TYPED event occurs, getKeyCode( ) returns VK_UNDEFINED.



The MouseEvent Class There are eight types of mouse events. The MouseEvent class defines the following integer constants that can be used to identify them: MOUSE_CLICKED



The user clicked the mouse.



MOUSE_DRAGGED



The user dragged the mouse.



MOUSE_ENTERED



The mouse entered a component.



MOUSE_EXITED



The mouse exited from a component.



MOUSE_MOVED



The mouse moved.



MOUSE_PRESSED



The mouse was pressed.



MOUSE_RELEASED



The mouse was released.



MOUSE_WHEEL



The mouse wheel was moved (Java 2, v1.4).



MouseEvent is a subclass of InputEvent. Here is one of its constructors. MouseEvent(Component src, int type, long when, int modifiers, int x, int y, int clicks, boolean triggersPopup) Here, src is a reference to the component that generated the event. The type of the event is specified by type. The system time at which the mouse event occurred is passed in
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when. The modifiers argument indicates which modifiers were pressed when a mouse event occurred. The coordinates of the mouse are passed in x and y. The click count is passed in clicks. The triggersPopup flag indicates if this event causes a pop-up menu to appear on this platform. Java 2, version 1.4 adds a second constructor which also allows the button that caused the event to be specified. The most commonly used methods in this class are getX( ) and getY( ). These return the X and Y coordinates of the mouse when the event occurred. Their forms are shown here:



Alternatively, you can use the getPoint( ) method to obtain the coordinates of the mouse. It is shown here: Point getPoint( ) It returns a Point object that contains the X, Y coordinates in its integer members: x and y. The translatePoint( ) method changes the location of the event. Its form is shown here: void translatePoint(int x, int y) Here, the arguments x and y are added to the coordinates of the event. The getClickCount( ) method obtains the number of mouse clicks for this event. Its signature is shown here: int getClickCount( ) The isPopupTrigger( ) method tests if this event causes a pop-up menu to appear on this platform. Its form is shown here: boolean isPopupTrigger( ) Java 2, version 1.4 added the getButton( ) method, shown here. int getButton( ) It returns a value that represents the button that caused the event. The return value will be one of these constants defined by MouseEvent. NOBUTTON



BUTTON1



BUTTON2



BUTTON3



The NOBUTTON value indicates that no button was pressed or released.



The MouseWheelEvent Class The MouseWheelEvent class encapsulates a mouse wheel event. It is a subclass of MouseEvent and was added by Java 2, version 1.4. Not all mice have wheels.
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If a mouse has a wheel, it is located between the left and right buttons. Mouse wheels are used for scrolling. MouseWheelEvent defines these two integer constants. WHEEL_BLOCK_SCROLL



A page-up or page-down scroll event occurred.



WHEEL_UNIT_SCROLL



A line-up or line-down scroll event occurred.



MouseWheelEvent defines the following constructor. MouseWheelEvent(Component src, int type, long when, int modifiers, int x, int y, int clicks, boolean triggersPopup, int scrollHow, int amount, int count) Here, src is a reference to the object that generated the event. The type of the event is specified by type. The system time at which the mouse event occurred is passed in when. The modifiers argument indicates which modifiers were pressed when the event occurred. The coordinates of the mouse are passed in x and y. The number of clicks the wheel has rotated is passed in clicks. The triggersPopup flag indicates if this event causes a pop-up menu to appear on this platform. The scrollHow value must be either WHEEL_UNIT_SCROLL or WHEEL_BLOCK_SCROLL. The number of units to scroll is passed in amount. The count parameter indicates the number of rotational units that the wheel moved. MouseWheelEvent defines methods that give you access to the wheel event. To obtain the number of rotational units, call getWheelRotation( ), shown here. int getWheelRotation( ) It returns the number of rotational units. If the value is positive, the wheel moved counterclockwise. If the value is negative, the wheel moved clockwise. To obtain the type of scroll, call getScrollType( ), shown next. int getScrollType( ) It returns either WHEEL_UNIT_SCROLL or WHEEL_BLOCK_SCROLL. If the scroll type is WHEEL_UNIT_SCROLL, you can obtain the number of units to scroll by calling getScrollAmount( ). It is shown here. int getScrollAmount( )



The TextEvent Class Instances of this class describe text events. These are generated by text fields and text areas when characters are entered by a user or program. TextEvent defines the integer constant TEXT_VALUE_CHANGED. The one constructor for this class is shown here: TextEvent(Object src, int type)
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Here, src is a reference to the object that generated this event. The type of the event is specified by type. The TextEvent object does not include the characters currently in the text component that generated the event. Instead, your program must use other methods associated with the text component to retrieve that information. This operation differs from other event objects discussed in this section. For this reason, no methods are discussed here for the TextEvent class. Think of a text event notification as a signal to a listener that it should retrieve information from a specific text component.



There are ten types of window events. The WindowEvent class defines integer constants that can be used to identify them. The constants and their meanings are shown here: WINDOW_ACTIVATED



The window was activated.



WINDOW_CLOSED



The window has been closed.



WINDOW_CLOSING



The user requested that the window be closed.



WINDOW_DEACTIVATED



The window was deactivated.



WINDOW_DEICONIFIED



The window was deiconified.



WINDOW_GAINED_FOCUS



The window gained input focus.



WINDOW_ICONIFIED



The window was iconified.



WINDOW_LOST_FOCUS



The window lost input focus.



WINDOW_OPENED



The window was opened.



WINDOW_STATE_CHANGED



The state of the window changed. (Added by Java 2, version 1.4.)



WindowEvent is a subclass of ComponentEvent. It defines several constructors. The first is WindowEvent(Window src, int type) Here, src is a reference to the object that generated this event. The type of the event is type. Java 2, version 1.4 adds the next three constructors. WindowEvent(Window src, int type, Window other) WindowEvent(Window src, int type, int fromState, int toState) WindowEvent(Window src, int type, Window other, int fromState, int toState)
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Here, other specifies the opposite window when a focus event occurs. The fromState specifies the prior state of the window and toState specifies the new state that the window will have when a window state change occurs. The most commonly used method in this class is getWindow( ). It returns the Window object that generated the event. Its general form is shown here: Window getWindow( ) Java 2, version 1.4, adds methods that return the opposite window (when a focus event has occurred), the previous window state, and the current window state. These methods are shown here: Window getOppositeWindow() int getOldState() int getNewState()



Sources of Events Table 20-2 lists some of the user interface components that can generate the events described in the previous section. In addition to these graphical user interface elements, other components, such as an applet, can generate events. For example, you receive key and mouse events from an applet. (You may also build your own components that generate events.) In this chapter we will be handling only mouse and keyboard events, but the following two chapters will be handling events from the sources shown in Table 20-2.



Event Source



Description



Button



Generates action events when the button is pressed.



Checkbox



Generates item events when the check box is selected or deselected.



Choice



Generates item events when the choice is changed.



List



Generates action events when an item is double-clicked; generates item events when an item is selected or deselected.



Menu Item



Generates action events when a menu item is selected; generates item events when a checkable menu item is selected or deselected.



Scrollbar



Generates adjustment events when the scroll bar is manipulated.



Text components



Generates text events when the user enters a character.



Window



Generates window events when a window is activated, closed, deactivated, deiconified, iconified, opened, or quit.



Table 20-2.



Event Source Examples
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Event Listener Interfaces As explained, the delegation event model has two parts: sources and listeners. Listeners are created by implementing one or more of the interfaces defined by the java.awt.event package. When an event occurs, the event source invokes the appropriate method defined by the listener and provides an event object as its argument. Table 20-3 lists commonly used listener interfaces and provides a brief description of the methods that they define. The following sections examine the specific methods that are contained in each interface.



Description



ActionListener



Defines one method to receive action events.



AdjustmentListener



Defines one method to receive adjustment events.



ComponentListener



Defines four methods to recognize when a component is hidden, moved, resized, or shown.



ContainerListener



Defines two methods to recognize when a component is added to or removed from a container.



FocusListener



Defines two methods to recognize when a component gains or loses keyboard focus.



ItemListener



Defines one method to recognize when the state of an item changes.



KeyListener



Defines three methods to recognize when a key is pressed, released, or typed.



MouseListener



Defines five methods to recognize when the mouse is clicked, enters a component, exits a component, is pressed, or is released.



MouseMotionListener



Defines two methods to recognize when the mouse is dragged or moved.



MouseWheelListener



Defines one method to recognize when the mouse wheel is moved. (Added by Java 2, version 1.4)



TextListener



Defines one method to recognize when a text value changes.



WindowFocusListener



Defines two methods to recognize when a window gains or loses input focus. (Added by Java 2, version 1.4)



WindowListener



Defines seven methods to recognize when a window is activated, closed, deactivated, deiconified, iconified, opened, or quit.



Table 20-3.



Commonly Used Event Listener Interfaces
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The ActionListener Interface This interface defines the actionPerformed( ) method that is invoked when an action event occurs. Its general form is shown here: void actionPerformed(ActionEvent ae)



The AdjustmentListener Interface This interface defines the adjustmentValueChanged( ) method that is invoked when an adjustment event occurs. Its general form is shown here: void adjustmentValueChanged(AdjustmentEvent ae)



The ComponentListener Interface This interface defines four methods that are invoked when a component is resized, moved, shown, or hidden. Their general forms are shown here: void componentResized(ComponentEvent ce) void componentMoved(ComponentEvent ce) void componentShown(ComponentEvent ce) void componentHidden(ComponentEvent ce) The AWT processes the resize and move events. The componentResized( ) and componentMoved( ) methods are provided for notification purposes only.



The ContainerListener Interface This interface contains two methods. When a component is added to a container, componentAdded( ) is invoked. When a component is removed from a container, componentRemoved( ) is invoked. Their general forms are shown here: void componentAdded(ContainerEvent ce) void componentRemoved(ContainerEvent ce)



The FocusListener Interface This interface defines two methods. When a component obtains keyboard focus, focusGained( ) is invoked. When a component loses keyboard focus, focusLost( ) is called. Their general forms are shown here: void focusGained(FocusEvent fe) void focusLost(FocusEvent fe)
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The ItemListener Interface This interface defines the itemStateChanged( ) method that is invoked when the state of an item changes. Its general form is shown here: void itemStateChanged(ItemEvent ie)



The KeyListener Interface



void keyPressed(KeyEvent ke) void keyReleased(KeyEvent ke) void keyTyped(KeyEvent ke)



The MouseListener Interface This interface defines five methods. If the mouse is pressed and released at the same point, mouseClicked( ) is invoked. When the mouse enters a component, the mouseEntered( ) method is called. When it leaves, mouseExited( ) is called. The mousePressed( ) and mouseReleased( ) methods are invoked when the mouse is pressed and released, respectively. The general forms of these methods are shown here: void mouseClicked(MouseEvent me) void mouseEntered(MouseEvent me) void mouseExited(MouseEvent me) void mousePressed(MouseEvent me) void mouseReleased(MouseEvent me)



The MouseMotionListener Interface This interface defines two methods. The mouseDragged( ) method is called multiple times as the mouse is dragged. The mouseMoved( ) method is called multiple times as the mouse is moved. Their general forms are shown here: void mouseDragged(MouseEvent me) void mouseMoved(MouseEvent me)
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This interface defines three methods. The keyPressed( ) and keyReleased( ) methods are invoked when a key is pressed and released, respectively. The keyTyped( ) method is invoked when a character has been entered. For example, if a user presses and releases the A key, three events are generated in sequence: key pressed, typed, and released. If a user presses and releases the HOME key, two key events are generated in sequence: key pressed and released. The general forms of these methods are shown here:
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The MouseWheelListener Interface This interface defines the mouseWheelMoved( ) method that is invoked when the mouse wheel is moved. Its general form is shown here. void mouseWheelMoved(MouseWheelEvent mwe) MouseWheelListener was added by Java 2, version 1.4.



The TextListener Interface This interface defines the textChanged( ) method that is invoked when a change occurs in a text area or text field. Its general form is shown here: void textChanged(TextEvent te)



The WindowFocusListener Interface This interface defines two methods: windowGainedFocus( ) and windowLostFocus( ). These are called when a window gains or losses input focus. Their general forms are shown here. void windowGainedFocus(WindowEvent we) void windowLostFocus(WindowEvent we) WindowFocusListener was added by Java 2, version 1.4.



The WindowListener Interface This interface defines seven methods. The windowActivated( ) and windowDeactivated( ) methods are invoked when a window is activated or deactivated, respectively. If a window is iconified, the windowIconified( ) method is called. When a window is deiconified, the windowDeiconified( ) method is called. When a window is opened or closed, the windowOpened( ) or windowClosed( ) methods are called, respectively. The windowClosing( ) method is called when a window is being closed. The general forms of these methods are void windowActivated(WindowEvent we) void windowClosed(WindowEvent we) void windowClosing(WindowEvent we) void windowDeactivated(WindowEvent we) void windowDeiconified(WindowEvent we) void windowIconified(WindowEvent we) void windowOpened(WindowEvent we)
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Using the Delegation Event Model Now that you have learned the theory behind the delegation event model and have had an overview of its various components, it is time to see it in practice. Applet programming using the delegation event model is actually quite easy. Just follow these two steps: 1. Implement the appropriate interface in the listener so that it will receive the type of event desired.



Remember that a source may generate several types of events. Each event must be registered separately. Also, an object may register to receive several types of events, but it must implement all of the interfaces that are required to receive these events. To see how the delegation model works in practice, we will look at examples that handle the two most commonly used event generators: the mouse and keyboard.



Handling Mouse Events To handle mouse events, you must implement the MouseListener and the MouseMotionListener interfaces. (You may also want to implement MouseWheelListener, but we won’t be doing so, here.) The following applet demonstrates the process. It displays the current coordinates of the mouse in the applet’s status window. Each time a button is pressed, the word “Down” is displayed at the location of the mouse pointer. Each time the button is released, the word “Up” is shown. If a button is clicked, the message “Mouse clicked” is displayed in the upper-left corner of the applet display area. As the mouse enters or exits the applet window, a message is displayed in the upper-left corner of the applet display area. When dragging the mouse, a * is shown, which tracks with the mouse pointer as it is dragged. Notice that the two variables, mouseX and mouseY, store the location of the mouse when a mouse pressed, released, or dragged event occurs. These coordinates are then used by paint( ) to display output at the point of these occurrences. // Demonstrate the mouse event handlers. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */
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public class MouseEvents extends Applet implements MouseListener, MouseMotionListener { String msg = ""; int mouseX = 0, mouseY = 0; // coordinates of mouse public void init() { addMouseListener(this); addMouseMotionListener(this); } // Handle mouse clicked. public void mouseClicked(MouseEvent me) { // save coordinates mouseX = 0; mouseY = 10; msg = "Mouse clicked."; repaint(); } // Handle mouse entered. public void mouseEntered(MouseEvent me) { // save coordinates mouseX = 0; mouseY = 10; msg = "Mouse entered."; repaint(); } // Handle mouse exited. public void mouseExited(MouseEvent me) { // save coordinates mouseX = 0; mouseY = 10; msg = "Mouse exited."; repaint(); } // Handle button pressed.
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public void mousePressed(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Down"; repaint(); }



// Handle mouse dragged. public void mouseDragged(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "*"; showStatus("Dragging mouse at " + mouseX + ", " + mouseY); repaint(); } // Handle mouse moved. public void mouseMoved(MouseEvent me) { // show status showStatus("Moving mouse at " + me.getX() + ", " + me.getY()); } // Display msg in applet window at current X,Y location. public void paint(Graphics g) { g.drawString(msg, mouseX, mouseY); } }
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// Handle button released. public void mouseReleased(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Up"; repaint(); }
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Sample output from this program is shown here:



Let’s look closely at this example. The MouseEvents class extends Applet and implements both the MouseListener and MouseMotionListener interfaces. These two interfaces contain methods that receive and process the various types of mouse events. Notice that the applet is both the source and the listener for these events. This works because Component, which supplies the addMouseListener( ) and addMouseMotionListener( ) methods, is a superclass of Applet. Being both the source and the listener for events is a common situation for applets. Inside init( ), the applet registers itself as a listener for mouse events. This is done by using addMouseListener( ) and addMouseMotionListener( ), which, as mentioned, are members of Component. They are shown here: void addMouseListener(MouseListener ml) void addMouseMotionListener(MouseMotionListener mml) Here, ml is a reference to the object receiving mouse events, and mml is a reference to the object receiving mouse motion events. In this program, the same object is used for both. The applet then implements all of the methods defined by the MouseListener and MouseMotionListener interfaces. These are the event handlers for the various mouse events. Each method handles its event and then returns.



Handling Keyboard Events To handle keyboard events, you use the same general architecture as that shown in the mouse event example in the preceding section. The difference, of course, is that you will be implementing the KeyListener interface. Before looking at an example, it is useful to review how key events are generated. When a key is pressed, a KEY_PRESSED event is generated. This results in a call to the keyPressed( ) event handler. When the key is released, a KEY_RELEASED event is generated and the keyReleased( ) handler is executed. If a character is generated by the keystroke, then a KEY_TYPED event is sent and the keyTyped( ) handler is invoked. Thus, each time the user presses a key, at least two and often three events are generated. If all you care about are actual characters, then you can ignore the information passed by the key press and release events. However, if your program needs to handle special keys, such as the arrow or function keys, then it must watch for them through the keyPressed( ) handler.
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There is one other requirement that your program must meet before it can process keyboard events: it must request input focus. To do this, call requestFocus( ), which is defined by Component. If you don’t, then your program will not receive any keyboard events. The following program demonstrates keyboard input. It echoes keystrokes to the applet window and shows the pressed/released status of each key in the status window.



public class SimpleKey extends Applet implements KeyListener { String msg = ""; int X = 10, Y = 20; // output coordinates public void init() { addKeyListener(this); requestFocus(); // request input focus } public void keyPressed(KeyEvent ke) { showStatus("Key Down"); } public void keyReleased(KeyEvent ke) { showStatus("Key Up"); } public void keyTyped(KeyEvent ke) { msg += ke.getKeyChar(); repaint(); } // Display keystrokes. public void paint(Graphics g) { g.drawString(msg, X, Y); } }
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// Demonstrate the key event handlers. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */
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Sample output is shown here:



If you want to handle the special keys, such as the arrow or function keys, you need to respond to them within the keyPressed( ) handler. They are not available through keyTyped( ). To identify the keys, you use their virtual key codes. For example, the next applet outputs the name of a few of the special keys: // Demonstrate some virtual key codes. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class KeyEvents extends Applet implements KeyListener { String msg = ""; int X = 10, Y = 20; // output coordinates public void init() { addKeyListener(this); requestFocus(); // request input focus } public void keyPressed(KeyEvent ke) { showStatus("Key Down"); int key = ke.getKeyCode(); switch(key) {
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} repaint(); } public void keyReleased(KeyEvent ke) { showStatus("Key Up"); } public void keyTyped(KeyEvent ke) { msg += ke.getKeyChar(); repaint(); } // Display keystrokes. public void paint(Graphics g) { g.drawString(msg, X, Y); } }
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case KeyEvent.VK_F1: msg += ""; break; case KeyEvent.VK_F2: msg += ""; break; case KeyEvent.VK_F3: msg += ""; break; case KeyEvent.VK_PAGE_DOWN: msg += ""; break; case KeyEvent.VK_PAGE_UP: msg += ""; break; case KeyEvent.VK_LEFT: msg += ""; break; case KeyEvent.VK_RIGHT: msg += ""; break;
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Sample output is shown here:



The procedures shown in the preceding keyboard and mouse event examples can be generalized to any type of event handling, including those events generated by controls. In later chapters, you will see many examples that handle other types of events, but they will all follow the same basic structure as the programs just described.



Adapter Classes Java provides a special feature, called an adapter class, that can simplify the creation of event handlers in certain situations. An adapter class provides an empty implementation of all methods in an event listener interface. Adapter classes are useful when you want to receive and process only some of the events that are handled by a particular event listener interface. You can define a new class to act as an event listener by extending one of the adapter classes and implementing only those events in which you are interested. For example, the MouseMotionAdapter class has two methods, mouseDragged( ) and mouseMoved( ). The signatures of these empty methods are exactly as defined in the MouseMotionListener interface. If you were interested in only mouse drag events, then you could simply extend MouseMotionAdapter and implement mouseDragged( ). The empty implementation of mouseMoved( ) would handle the mouse motion events for you. Table 20-4 lists the commonly used adapter classes in java.awt.event and notes the interface that each implements. The following example demonstrates an adapter. It displays a message in the status bar of an applet viewer or browser when the mouse is clicked or dragged. However, all other mouse events are silently ignored. The program has three classes. AdapterDemo extends Applet. Its init( ) method creates an instance of MyMouseAdapter and registers that object to receive notifications of mouse events. It also creates an instance of MyMouseMotionAdapter and registers that object to receive notifications of mouse motion events. Both of the constructors take a reference to the applet as an argument. MyMouseAdapter implements the mouseClicked( ) method. The other mouse events are silently ignored by code inherited from the MouseAdapter class. MyMouseMotionAdapter implements the mouseDragged( ) method. The other mouse motion event is silently ignored by code inherited from the MouseMotionAdapter class.
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ComponentAdapter



ComponentListener



ContainerAdapter



ContainerListener



FocusAdapter



FocusListener



KeyAdapter



KeyListener



MouseAdapter



MouseListener



MouseMotionAdapter



MouseMotionListener



WindowAdapter



WindowListener



Table 20-4.



Commonly Used Listener Interfaces Implemented by Adapter Classes



Note that both of our event listener classes save a reference to the applet. This information is provided as an argument to their constructors and is used later to invoke the showStatus( ) method. // Demonstrate an adapter. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class AdapterDemo extends Applet { public void init() { addMouseListener(new MyMouseAdapter(this)); addMouseMotionListener(new MyMouseMotionAdapter(this)); } } class MyMouseAdapter extends MouseAdapter { AdapterDemo adapterDemo; public MyMouseAdapter(AdapterDemo adapterDemo) {
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this.adapterDemo = adapterDemo; } // Handle mouse clicked. public void mouseClicked(MouseEvent me) { adapterDemo.showStatus("Mouse clicked"); } } class MyMouseMotionAdapter extends MouseMotionAdapter { AdapterDemo adapterDemo; public MyMouseMotionAdapter(AdapterDemo adapterDemo) { this.adapterDemo = adapterDemo; } // Handle mouse dragged. public void mouseDragged(MouseEvent me) { adapterDemo.showStatus("Mouse dragged"); } }



As you can see by looking at the program, not having to implement all of the methods defined by the MouseMotionListener and MouseListener interfaces saves you a considerable amount of effort and prevents your code from becoming cluttered with empty methods. As an exercise, you might want to try rewriting one of the keyboard input examples shown earlier so that it uses a KeyAdapter.



Inner Classes In Chapter 7, the basics of inner classes were explained. Here you will see why they are important. Recall that an inner class is a class defined within other class, or even within an expression. This section illustrates how inner classes can be used to simplify the code when using event adapter classes. To understand the benefit provided by inner classes, consider the applet shown in the following listing. It does not use an inner class. Its goal is to display the string “Mouse Pressed” in the status bar of the applet viewer or browser when the mouse is pressed. There are two top-level classes in this program. MousePressedDemo extends Applet, and MyMouseAdapter extends MouseAdapter. The init( ) method of MousePressedDemo instantiates MyMouseAdapter and provides this object as an argument to the addMouseListener( ) method. Notice that a reference to the applet is supplied as an argument to the MyMouseAdapter constructor. This reference is stored in an instance variable for later use by the mousePressed( ) method. When the mouse is pressed, it invokes the showStatus( ) method of the applet
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through the stored applet reference. In other words, showStatus( ) is invoked relative to the applet reference stored by MyMouseAdapter.



public class MousePressedDemo extends Applet { public void init() { addMouseListener(new MyMouseAdapter(this)); } } class MyMouseAdapter extends MouseAdapter { MousePressedDemo mousePressedDemo; public MyMouseAdapter(MousePressedDemo mousePressedDemo) { this.mousePressedDemo = mousePressedDemo; } public void mousePressed(MouseEvent me) { mousePressedDemo.showStatus("Mouse Pressed."); } }



The following listing shows how the preceding program can be improved by using an inner class. Here, InnerClassDemo is a top-level class that extends Applet. MyMouseAdapter is an inner class that extends MouseAdapter. Because MyMouseAdapter is defined within the scope of InnerClassDemo, it has access to all of the variables and methods within the scope of that class. Therefore, the mousePressed( ) method can call the showStatus( ) method directly. It no longer needs to do this via a stored reference to the applet. Thus, it is no longer necessary to pass MyMouseAdapter( ) a reference to the invoking object. // Inner class demo. import java.applet.*; import java.awt.event.*; /* */
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// This applet does NOT use an inner class. import java.applet.*; import java.awt.event.*; /* */
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public class InnerClassDemo extends Applet { public void init() { addMouseListener(new MyMouseAdapter()); } class MyMouseAdapter extends MouseAdapter { public void mousePressed(MouseEvent me) { showStatus("Mouse Pressed"); } } }



Anonymous Inner Classes An anonymous inner class is one that is not assigned a name. This section illustrates how an anonymous inner class can facilitate the writing of event handlers. Consider the applet shown in the following listing. As before, its goal is to display the string “Mouse Pressed” in the status bar of the applet viewer or browser when the mouse is pressed. // Anonymous inner class demo. import java.applet.*; import java.awt.event.*; /* */ public class AnonymousInnerClassDemo extends Applet { public void init() { addMouseListener(new MouseAdapter() { public void mousePressed(MouseEvent me) { showStatus("Mouse Pressed"); } }); } }



There is one top-level class in this program: AnonymousInnerClassDemo. The init( ) method calls the addMouseListener( ) method. Its argument is an expression that defines and instantiates an anonymous inner class. Let’s analyze this expression carefully.
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The syntax new MouseAdapter( ) { ... } indicates to the compiler that the code between the braces defines an anonymous inner class. Furthermore, that class extends MouseAdapter. This new class is not named, but it is automatically instantiated when this expression is executed. Because this anonymous inner class is defined within the scope of AnonymousInnerClassDemo, it has access to all of the variables and methods within the scope of that class. Therefore, it can call the showStatus( ) method directly. As just illustrated, both named and anonymous inner classes solve some annoying problems in a simple yet effective way. They also allow you to create more efficient code.
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he Abstract Window Toolkit (AWT) was introduced in Chapter 19 because it provides support for applets. This chapter begins its in-depth examination. The AWT contains numerous classes and methods that allow you to create and manage windows. A full description of the AWT would easily fill an entire book. Therefore, it is not possible to describe in detail every method, instance variable, or class contained in the AWT. However, this and the following two chapters explain the techniques needed to effectively use the AWT when creating your own applets or stand-alone programs. From there, you will be able to explore other parts of the AWT on your own. In this chapter, you will learn how to create and manage windows, manage fonts, output text, and utilize graphics. Chapter 22 describes the various controls, such as scroll bars and push buttons, supported by the AWT. It also explains further aspects of Java’s event-handling mechanism. Chapter 23 examines the AWT’s imaging subsystem and animation. Although the main purpose of the AWT is to support applet windows, it can also be used to create stand-alone windows that run in a GUI environment, such as Windows. Most of the examples are contained in applets, so to run them, you need to use an applet viewer or a Java-compatible Web browser. A few examples will demonstrate the creation of stand-alone, windowed programs.



T



If you have not yet read Chapter 20, please do so now. It provides an overview of event handling, which is used by many of the examples in this chapter.



AWT Classes The AWT classes are contained in the java.awt package. It is one of Java’s largest packages. Fortunately, because it is logically organized in a top-down, hierarchical fashion, it is easier to understand and use than you might at first believe. Table 21-1 lists some of the many AWT classes.



Class



Description



AWTEvent



Encapsulates AWT events.



AWTEventMulticaster



Dispatches events to multiple listeners.



BorderLayout



The border layout manager. Border layouts use five components: North, South, East, West, and Center.



Button



Creates a push button control.



Table 21-1.



Some AWT Classes
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Class



Description



Canvas



A blank, semantics-free window.



CardLayout



The card layout manager. Card layouts emulate index cards. Only the one on top is showing. Creates a check box control.



CheckboxGroup



Creates a group of check box controls.



CheckboxMenuItem



Creates an on/off menu item.



Choice



Creates a pop-up list.



Color



Manages colors in a portable, platform-independent fashion.



Component



An abstract superclass for various AWT components.



Container



A subclass of Component that can hold other components.



Cursor



Encapsulates a bitmapped cursor.



Dialog



Creates a dialog window.



Dimension



Specifies the dimensions of an object. The width is stored in width, and the height is stored in height.



Event



Encapsulates events.



EventQueue



Queues events.



FileDialog



Creates a window from which a file can be selected.



FlowLayout



The flow layout manager. Flow layout positions components left to right, top to bottom.



Font



Encapsulates a type font.



FontMetrics



Encapsulates various information related to a font. This information helps you display text in a window.



Frame



Creates a standard window that has a title bar, resize corners, and a menu bar.



Graphics



Encapsulates the graphics context. This context is used by the various output methods to display output in a window.



GraphicsDevice



Describes a graphics device such as a screen or printer.



Table 21-1.



Some AWT Classes (continued)
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Class



Description



GraphicsEnvironment



Describes the collection of available Font and GraphicsDevice objects.



GridBagConstraints



Defines various constraints relating to the GridBagLayout class.



GridBagLayout



The grid bag layout manager. Grid bag layout displays components subject to the constraints specified by GridBagConstraints.



GridLayout



The grid layout manager. Grid layout displays components in a two-dimensional grid.



Image



Encapsulates graphical images.



Insets



Encapsulates the borders of a container.



Label



Creates a label that displays a string.



List



Creates a list from which the user can choose. Similar to the standard Windows list box.



MediaTracker



Manages media objects.



Menu



Creates a pull-down menu.



MenuBar



Creates a menu bar.



MenuComponent



An abstract class implemented by various menu classes.



MenuItem



Creates a menu item.



MenuShortcut



Encapsulates a keyboard shortcut for a menu item.



Panel



The simplest concrete subclass of Container.



Point



Encapsulates a Cartesian coordinate pair, stored in x and y.



Polygon



Encapsulates a polygon.



PopupMenu



Encapsulates a pop-up menu.



PrintJob



An abstract class that represents a print job.



Rectangle



Encapsulates a rectangle.



Robot



Supports automated testing of AWT- based applications. (Added by Java 2, vl.3)



Scrollbar



Creates a scroll bar control.



Table 21-1.
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Class



Description



ScrollPane



A container that provides horizontal and/or vertical scroll bars for another component.



SystemColor



Contains the colors of GUI widgets such as windows, scroll bars, text, and others. Creates a multiline edit control.



TextComponent



A superclass for TextArea and TextField.



TextField



Creates a single-line edit control.



Toolkit



Abstract class implemented by the AWT.



Window



Creates a window with no frame, no menu bar, and no title.



Table 21-1.



Some AWT Classes (continued)



Although the basic structure of the AWT has been the same since Java 1.0, some of the original methods were deprecated and replaced by new ones when Java 1.1 was released. For backward-compatibility, Java 2 still supports all the original 1.0 methods. However, because these methods are not for use with new code, this book does not describe them.



Window Fundamentals The AWT defines windows according to a class hierarchy that adds functionality and specificity with each level. The two most common windows are those derived from Panel, which is used by applets, and those derived from Frame, which creates a standard window. Much of the functionality of these windows is derived from their parent classes. Thus, a description of the class hierarchies relating to these two classes is fundamental to their understanding. Figure 21-1 shows the class hierarchy for Panel and Frame. Let’s look at each of these classes now.



Component At the top of the AWT hierarchy is the Component class. Component is an abstract class that encapsulates all of the attributes of a visual component. All user interface elements that are displayed on the screen and that interact with the user are subclasses of Component. It defines over a hundred public methods that are responsible for managing events, such as mouse and keyboard input, positioning and sizing the window, and repainting. (You already used many of these methods when you created applets in Chapters 19 and 20.) A Component object is responsible for remembering the current foreground and background colors and the currently selected text font.
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Figure 21-1.



The class hierarchy for Panel and Frame



Container The Container class is a subclass of Component. It has additional methods that allow other Component objects to be nested within it. Other Container objects can be stored inside of a Container (since they are themselves instances of Component). This makes for a multileveled containment system. A container is responsible for laying out (that is, positioning) any components that it contains. It does this through the use of various layout managers, which you will learn about in Chapter 22.



Panel The Panel class is a concrete subclass of Container. It doesn’t add any new methods; it simply implements Container. A Panel may be thought of as a recursively nestable, concrete screen component. Panel is the superclass for Applet. When screen output is directed to an applet, it is drawn on the surface of a Panel object. In essence, a Panel is a window that does not contain a title bar, menu bar, or border. This is why you don’t see these items when an applet is run inside a browser. When you run an applet using an applet viewer, the applet viewer provides the title and border. Other components can be added to a Panel object by its add( ) method (inherited from Container). Once these components have been added, you can position and resize them manually using the setLocation( ), setSize( ), or setBounds( ) methods defined by Component.
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Window The Window class creates a top-level window. A top-level window is not contained within any other object; it sits directly on the desktop. Generally, you won’t create Window objects directly. Instead, you will use a subclass of Window called Frame, described next.



Frame



Canvas Although it is not part of the hierarchy for applet or frame windows, there is one other type of window that you will find valuable: Canvas. Canvas encapsulates a blank window upon which you can draw. You will see an example of Canvas later in this book.



Working with Frame Windows After the applet, the type of window you will most often create is derived from Frame. You will use it to create child windows within applets, and top-level or child windows for applications. As mentioned, it creates a standard-style window. Here are two of Frame’s constructors: Frame( ) Frame(String title) The first form creates a standard window that does not contain a title. The second form creates a window with the title specified by title. Notice that you cannot specify the dimensions of the window. Instead, you must set the size of the window after it has been created. There are several methods you will use when working with Frame windows. They are examined here.
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Frame encapsulates what is commonly thought of as a “window.” It is a subclass of Window and has a title bar, menu bar, borders, and resizing corners. If you create a Frame object from within an applet, it will contain a warning message, such as “Java Applet Window,” to the user that an applet window has been created. This message warns users that the window they see was started by an applet and not by software running on their computer. (An applet that could masquerade as a host-based application could be used to obtain passwords and other sensitive information without the user’s knowledge.) When a Frame window is created by a program rather than an applet, a normal window is created.
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Setting the Window’s Dimensions The setSize( ) method is used to set the dimensions of the window. Its signature is shown here: void setSize(int newWidth, int newHeight) void setSize(Dimension newSize) The new size of the window is specified by newWidth and newHeight, or by the width and height fields of the Dimension object passed in newSize. The dimensions are specified in terms of pixels. The getSize( ) method is used to obtain the current size of a window. Its signature is shown here: Dimension getSize( ) This method returns the current size of the window contained within the width and height fields of a Dimension object.



Hiding and Showing a Window After a frame window has been created, it will not be visible until you call setVisible( ). Its signature is shown here: void setVisible(boolean visibleFlag) The component is visible if the argument to this method is true. Otherwise, it is hidden.



Setting a Window’s Title You can change the title in a frame window using setTitle( ), which has this general form: void setTitle(String newTitle) Here, newTitle is the new title for the window.



Closing a Frame Window When using a frame window, your program must remove that window from the screen when it is closed, by calling setVisible(false). To intercept a window-close event, you must implement the windowClosing( ) method of the WindowListener interface. Inside windowClosing( ), you must remove the window from the screen. The example in the next section illustrates this technique.
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Creating a Frame Window in an Applet



// Create a child frame window from within an applet. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ // Create a subclass of Frame. class SampleFrame extends Frame { SampleFrame(String title) { super(title); // create an object to handle window events MyWindowAdapter adapter = new MyWindowAdapter(this); // register it to receive those events
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While it is possible to simply create a window by creating an instance of Frame, you will seldom do so, because you will not be able to do much with it. For example, you will not be able to receive or process events that occur within it or easily output information to it. Most of the time, you will create a subclass of Frame. Doing so lets you override Frame’s methods and event handling. Creating a new frame window from within an applet is actually quite easy. First, create a subclass of Frame. Next, override any of the standard window methods, such as init( ), start( ), stop( ), and paint( ). Finally, implement the windowClosing( ) method of the WindowListener interface, calling setVisible(false) when the window is closed. Once you have defined a Frame subclass, you can create an object of that class. This causes a frame window to come into existence, but it will not be initially visible. You make it visible by calling setVisible( ). When created, the window is given a default height and width. You can set the size of the window explicitly by calling the setSize( ) method. The following applet creates a subclass of Frame called SampleFrame. A window of this subclass is instantiated within the init( ) method of AppletFrame. Notice that SampleFrame calls Frame’s constructor. This causes a standard frame window to be created with the title passed in title. This example overrides the applet window’s start( ) and stop( ) methods so that they show and hide the child window, respectively. This causes the window to be removed automatically when you terminate the applet, when you close the window, or, if using a browser, when you move to another page. It also causes the child window to be shown when the browser returns to the applet.
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addWindowListener(adapter); } public void paint(Graphics g) { g.drawString("This is in frame window", 10, 40); } } class MyWindowAdapter extends WindowAdapter { SampleFrame sampleFrame; public MyWindowAdapter(SampleFrame sampleFrame) { this.sampleFrame = sampleFrame; } public void windowClosing(WindowEvent we) { sampleFrame.setVisible(false); } } // Create frame window. public class AppletFrame extends Applet { Frame f; public void init() { f = new SampleFrame("A Frame Window"); f.setSize(250, 250); f.setVisible(true); } public void start() { f.setVisible(true); } public void stop() { f.setVisible(false); } public void paint(Graphics g) { g.drawString("This is in applet window", 10, 20); } }



Sample output from this program is shown here:
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Since Frame is a subclass of Component, it inherits all the capabilities defined by Component. This means that you can use and manage a frame window that you create just like you manage your applet’s main window. For example, you can override paint( ) to display output, call repaint( ) when you need to restore the window, and override all event handlers. Whenever an event occurs in a window, the event handlers defined by that window will be called. Each window handles its own events. For example, the following program creates a window that responds to mouse events. The main applet window also responds to mouse events. When you experiment with this program, you will see that mouse events are sent to the window in which the event occurs. // Handle mouse events in both child and applet windows. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ // Create a subclass of Frame. class SampleFrame extends Frame implements MouseListener, MouseMotionListener { String msg = ""; int mouseX=10, mouseY=40; int movX=0, movY=0;
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SampleFrame(String title) { super(title); // register this object to receive its own mouse events addMouseListener(this); addMouseMotionListener(this); // create an object to handle window events MyWindowAdapter adapter = new MyWindowAdapter(this); // register it to receive those events addWindowListener(adapter); } // Handle mouse clicked. public void mouseClicked(MouseEvent me) { } // Handle mouse entered. public void mouseEntered(MouseEvent evtObj) { // save coordinates mouseX = 10; mouseY = 54; msg = "Mouse just entered child."; repaint(); } // Handle mouse exited. public void mouseExited(MouseEvent evtObj) { // save coordinates mouseX = 10; mouseY = 54; msg = "Mouse just left child window."; repaint(); } // Handle mouse pressed. public void mousePressed(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Down"; repaint(); } // Handle mouse released.
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public void mouseReleased(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Up"; repaint(); }



// Handle mouse moved. public void mouseMoved(MouseEvent me) { // save coordinates movX = me.getX(); movY = me.getY(); repaint(0, 0, 100, 60); } public void paint(Graphics g) { g.drawString(msg, mouseX, mouseY); g.drawString("Mouse at " + movX + ", " + movY, 10, 40); } } class MyWindowAdapter extends WindowAdapter { SampleFrame sampleFrame; public MyWindowAdapter(SampleFrame sampleFrame) { this.sampleFrame = sampleFrame; } public void windowClosing(WindowEvent we) { sampleFrame.setVisible(false); } }
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// Handle mouse dragged. public void mouseDragged(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); movX = me.getX(); movY = me.getY(); msg = "*"; repaint(); }
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// Applet window. public class WindowEvents extends Applet implements MouseListener, MouseMotionListener { SampleFrame f; String msg = ""; int mouseX=0, mouseY=10; int movX=0, movY=0; // Create a frame window. public void init() { f = new SampleFrame("Handle Mouse Events"); f.setSize(300, 200); f.setVisible(true); // register this object to receive its own mouse events addMouseListener(this); addMouseMotionListener(this); } // Remove frame window when stopping applet. public void stop() { f.setVisible(false); } // Show frame window when starting applet. public void start() { f.setVisible(true); } // Handle mouse clicked. public void mouseClicked(MouseEvent me) { } // Handle mouse entered. public void mouseEntered(MouseEvent me) { // save coordinates mouseX = 0; mouseY = 24; msg = "Mouse just entered applet window."; repaint();
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}



// Handle button pressed. public void mousePressed(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Down"; repaint(); } // Handle button released. public void mouseReleased(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); msg = "Up"; repaint(); } // Handle mouse dragged. public void mouseDragged(MouseEvent me) { // save coordinates mouseX = me.getX(); mouseY = me.getY(); movX = me.getX(); movY = me.getY(); msg = "*"; repaint(); } // Handle mouse moved. public void mouseMoved(MouseEvent me) {
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// Handle mouse exited. public void mouseExited(MouseEvent me) { // save coordinates mouseX = 0; mouseY = 24; msg = "Mouse just left applet window."; repaint(); }
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// save coordinates movX = me.getX(); movY = me.getY(); repaint(0, 0, 100, 20); } // Display msg in applet window. public void paint(Graphics g) { g.drawString(msg, mouseX, mouseY); g.drawString("Mouse at " + movX + ", " + movY, 0, 10); } }



Sample output from this program is shown here:



Creating a Windowed Program Although creating applets is the most common use for Java’s AWT, it is possible to create stand-alone AWT-based applications, too. To do this, simply create an instance of the window or windows you need inside main( ). For example, the following program creates a frame window that responds to mouse clicks and keystrokes: // Create an AWT-based application. import java.awt.*;
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import java.awt.event.*; import java.applet.*; // Create a frame window. public class AppWindow extends Frame { String keymsg = "This is a test."; String mousemsg = ""; int mouseX=30, mouseY=30;



public void paint(Graphics g) { g.drawString(keymsg, 10, 40); g.drawString(mousemsg, mouseX, mouseY); } // Create the window. public static void main(String args[]) { AppWindow appwin = new AppWindow(); appwin.setSize(new Dimension(300, 200)); appwin.setTitle("An AWT-Based Application"); appwin.setVisible(true); } } class MyKeyAdapter extends KeyAdapter { AppWindow appWindow; public MyKeyAdapter(AppWindow appWindow) { this.appWindow = appWindow; } public void keyTyped(KeyEvent ke) { appWindow.keymsg += ke.getKeyChar(); appWindow.repaint(); }; } class MyMouseAdapter extends MouseAdapter {
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public AppWindow() { addKeyListener(new MyKeyAdapter(this)); addMouseListener(new MyMouseAdapter(this)); addWindowListener(new MyWindowAdapter()); }
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AppWindow appWindow; public MyMouseAdapter(AppWindow appWindow) { this.appWindow = appWindow; } public void mousePressed(MouseEvent me) { appWindow.mouseX = me.getX(); appWindow.mouseY = me.getY(); appWindow.mousemsg = "Mouse Down at " + appWindow.mouseX + ", " + appWindow.mouseY; appWindow.repaint(); } } class MyWindowAdapter extends WindowAdapter { public void windowClosing(WindowEvent we) { System.exit(0); } }



Sample output from this program is shown here:



Once created, a frame window takes on a life of its own. Notice that main( ) ends with the call to appwin.setVisible(true). However, the program keeps running until you close the window. In essence, when creating a windowed application, you will use main( ) to launch its top-level window. After that, your program will function as a GUI-based application, not like the console-based programs used earlier.



Displaying Information Within a Window In the most general sense, a window is a container for information. Although we have already output small amounts of text to a window in the preceding examples, we have
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not begun to take advantage of a window’s ability to present high-quality text and graphics. Indeed, much of the power of the AWT comes from its support for these items. For this reason, the remainder of this chapter discusses Java’s text-, graphics-, and font-handling capabilities. As you will see, they are both powerful and flexible.



Working with Graphics



■ It is passed to an applet when one of its various methods, such as paint( ) or update( ), is called. ■ It is returned by the getGraphics( ) method of Component. For the remainder of the examples in this chapter, we will be demonstrating graphics in the main applet window. However, the same techniques will apply to any other window. The Graphics class defines a number of drawing functions. Each shape can be drawn edge-only or filled. Objects are drawn and filled in the currently selected graphics color, which is black by default. When a graphics object is drawn that exceeds the dimensions of the window, output is automatically clipped. Let’s take a look at several of the drawing methods.



Drawing Lines Lines are drawn by means of the drawLine( ) method, shown here: void drawLine(int startX, int startY, int endX, int endY) drawLine( ) displays a line in the current drawing color that begins at startX,startY and ends at endX,endY. The following applet draws several lines: // Draw lines import java.awt.*; import java.applet.*; /* 
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The AWT supports a rich assortment of graphics methods. All graphics are drawn relative to a window. This can be the main window of an applet, a child window of an applet, or a stand-alone application window. The origin of each window is at the top-left corner and is 0,0. Coordinates are specified in pixels. All output to a window takes place through a graphics context. A graphics context is encapsulated by the Graphics class and is obtained in two ways:
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*/ public class Lines extends Applet { public void paint(Graphics g) { g.drawLine(0, 0, 100, 100); g.drawLine(0, 100, 100, 0); g.drawLine(40, 25, 250, 180); g.drawLine(75, 90, 400, 400); g.drawLine(20, 150, 400, 40); g.drawLine(5, 290, 80, 19); } }



Sample output from this program is shown here:



Drawing Rectangles The drawRect( ) and fillRect( ) methods display an outlined and filled rectangle, respectively. They are shown here: void drawRect(int top, int left, int width, int height) void fillRect(int top, int left, int width, int height) The upper-left corner of the rectangle is at top,left. The dimensions of the rectangle are specified by width and height. To draw a rounded rectangle, use drawRoundRect( ) or fillRoundRect( ), both shown here: void drawRoundRect(int top, int left, int width, int height, int xDiam, int yDiam)
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void fillRoundRect(int top, int left, int width, int height, int xDiam, int yDiam) A rounded rectangle has rounded corners. The upper-left corner of the rectangle is at top,left. The dimensions of the rectangle are specified by width and height. The diameter of the rounding arc along the X axis is specified by xDiam. The diameter of the rounding arc along the Y axis is specified by yDiam. The following applet draws several rectangles:



public class Rectangles extends Applet { public void paint(Graphics g) { g.drawRect(10, 10, 60, 50); g.fillRect(100, 10, 60, 50); g.drawRoundRect(190, 10, 60, 50, 15, 15); g.fillRoundRect(70, 90, 140, 100, 30, 40); } }



Sample output from this program is shown here:
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// Draw rectangles import java.awt.*; import java.applet.*; /* */
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Drawing Ellipses and Circles To draw an ellipse, use drawOval( ). To fill an ellipse, use fillOval( ). These methods are shown here: void drawOval(int top, int left, int width, int height) void fillOval(int top, int left, int width, int height) The ellipse is drawn within a bounding rectangle whose upper-left corner is specified by top,left and whose width and height are specified by width and height. To draw a circle, specify a square as the bounding rectangle. The following program draws several ellipses: // Draw Ellipses import java.awt.*; import java.applet.*; /* */ public class Ellipses extends Applet { public void paint(Graphics g) { g.drawOval(10, 10, 50, 50); g.fillOval(100, 10, 75, 50); g.drawOval(190, 10, 90, 30); g.fillOval(70, 90, 140, 100); } }



Sample output from this program is shown here:
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Drawing Arcs Arcs can be drawn with drawArc( ) and fillArc( ), shown here: void drawArc(int top, int left, int width, int height, int startAngle, int sweepAngle) void fillArc(int top, int left, int width, int height, int startAngle, int sweepAngle)



// Draw Arcs import java.awt.*; import java.applet.*; /* */ public class Arcs extends Applet { public void paint(Graphics g) { g.drawArc(10, 40, 70, 70, 0, 75); g.fillArc(100, 40, 70, 70, 0, 75); g.drawArc(10, 100, 70, 80, 0, 175); g.fillArc(100, 100, 70, 90, 0, 270); g.drawArc(200, 80, 80, 80, 0, 180); } }
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The arc is bounded by the rectangle whose upper-left corner is specified by top,left and whose width and height are specified by width and height. The arc is drawn from startAngle through the angular distance specified by sweepAngle. Angles are specified in degrees. Zero degrees is on the horizontal, at the three o’clock position. The arc is drawn counterclockwise if sweepAngle is positive, and clockwise if sweepAngle is negative. Therefore, to draw an arc from twelve o’clock to six o’clock, the start angle would be 90 and the sweep angle 180. The following applet draws several arcs:
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Sample output from this program is shown here:



Drawing Polygons It is possible to draw arbitrarily shaped figures using drawPolygon( ) and fillPolygon( ), shown here: void drawPolygon(int x[ ], int y[ ], int numPoints) void fillPolygon(int x[ ], int y[ ], int numPoints) The polygon’s endpoints are specified by the coordinate pairs contained within the x and y arrays. The number of points defined by x and y is specified by numPoints. There are alternative forms of these methods in which the polygon is specified by a Polygon object. The following applet draws an hourglass shape: // Draw Polygon import java.awt.*; import java.applet.*; /* */ public class HourGlass extends Applet { public void paint(Graphics g) { int xpoints[] = {30, 200, 30, 200, 30}; int ypoints[] = {30, 30, 200, 200, 30}; int num = 5; g.drawPolygon(xpoints, ypoints, num);
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} }



Sample output from this program is shown here:
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Sizing Graphics Often, you will want to size a graphics object to fit the current size of the window in which it is drawn. To do so, first obtain the current dimensions of the window by calling getSize( ) on the window object. It returns the dimensions of the window encapsulated within a Dimension object. Once you have the current size of the window, you can scale your graphical output accordingly. To demonstrate this technique, here is an applet that will start as a 200×200-pixel square and grow by 25 pixels in width and height with each mouse click until the applet gets larger than 500×500. At that point, the next click will return it to 200×200, and the process starts over. Within the window, a rectangle is drawn around the inner border of the window; within that rectangle, an X is drawn so that it fills the window. This applet works in appletviewer, but it may not work in a browser window. // Resizing output to fit the current size of a window. import java.applet.*; import java.awt.*; import java.awt.event.*; /* */
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public class ResizeMe extends Applet { final int inc = 25; int max = 500; int min = 200; Dimension d; public ResizeMe() { addMouseListener(new MouseAdapter() { public void mouseReleased(MouseEvent me) { int w = (d.width + inc) > max?min :(d.width + inc); int h = (d.height + inc) > max?min :(d.height + inc); setSize(new Dimension(w, h)); } }); } public void paint(Graphics g) { d = getSize(); g.drawLine(0, 0, d.width-1, d.height-1); g.drawLine(0, d.height-1, d.width-1, 0); g.drawRect(0, 0, d.width-1, d.height-1); } }



Working with Color Java supports color in a portable, device-independent fashion. The AWT color system allows you to specify any color you want. It then finds the best match for that color, given the limits of the display hardware currently executing your program or applet. Thus, your code does not need to be concerned with the differences in the way color is supported by various hardware devices. Color is encapsulated by the Color class. As you saw in Chapter 19, Color defines several constants (for example, Color.black) to specify a number of common colors. You can also create your own colors, using one of the color constructors. The most commonly used forms are shown here: Color(int red, int green, int blue) Color(int rgbValue) Color(float red, float green, float blue) The first constructor takes three integers that specify the color as a mix of red, green, and blue. These values must be between 0 and 255, as in this example: new Color(255, 100, 100); // light red.
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The second color constructor takes a single integer that contains the mix of red, green, and blue packed into an integer. The integer is organized with red in bits 16 to 23, green in bits 8 to 15, and blue in bits 0 to 7. Here is an example of this constructor: int newRed = (0xff000000 | (0xc0 d.width ) { drawString(g, line, wordCount, fm.stringWidth(line), y+bl); line = ""; wordCount = 0; x = 0; y = y + fh; } if(x!=0) {sp = " ";} else {sp = "";} line = line + sp + word; x = x + space + w; wordCount++; }
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int nudge = d.width - lineW - (toFill*wc); int s = fm.stringWidth(" "); StringTokenizer st = new StringTokenizer(line); int x = 0; while(st.hasMoreTokens()) { String word = st.nextToken(); g.drawString(word, x, y); if(nudge>0) { x = x + fm.stringWidth(word) + space + toFill + 1; nudge--; } else { x = x + fm.stringWidth(word) + space + toFill; } } } break; } } } class MyMouseAdapter extends MouseAdapter { TextLayout tl; public MyMouseAdapter(TextLayout tl) { this.tl = tl; } public void mouseClicked(MouseEvent me) { tl.align = (tl.align + 1) % 4; tl.repaint(); } }



Let’s take a closer look at how this applet works. The applet first creates several constants that will be used to determine the alignment style, and then declares several variables. The init( ) method obtains the text that will be displayed. It then initializes the font size in a try-catch block, which will set the font size to 14 if the fontSize parameter is missing from the HTML. The text parameter is a long string of text, with the HTML tag 
 as a paragraph separator. The update( ) method is the engine for this example. It sets the font and gets the baseline and font height from a font metrics object. Next, it creates a StringTokenizer and uses it to retrieve the next token (a string separated by whitespace) from the string specified by text. If the next token is 
, it advances the vertical spacing. Otherwise, update( ) checks to see if the length of this token in the current font will go beyond the
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width of the column. If the line is full of text or if there are no more tokens, the line is output by a custom version of drawString( ). The first three cases in drawString( ) are simple. Each aligns the string that is passed in line to the left or right edge or to the center of the column, depending upon the alignment style. The LEFTRIGHT case aligns both the left and right sides of the string. This means that we need to calculate the remaining whitespace (the difference between the width of the string and the width of the column) and distribute that space between each of the words. The last method in this class advances the alignment style each time you click the mouse on the applet’s window.



Although this chapter covers the most important attributes and common techniques that you will use when displaying text or graphics, it only scratches the surface of Java’s capabilities. This is an area in which further refinements and enhancements are expected as Java and the computing environment continue to evolve. For example, Java 2 added a subsystem to the AWT called Java 2D. Java 2D supports enhanced control over graphics, including such things as coordinate translations, rotation, and scaling. It also provides advanced imaging features. If advanced graphics handling is of interest to you, then you will definitely want to explore Java 2D in detail.
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his chapter continues our exploration of the Abstract Window Toolkit (AWT). It examines the standard controls and layout managers defined by Java. It also discusses menus and the menu bar. The chapter includes a discussion of two high-level components: the dialog box and the file dialog box. It concludes with another look at event handling. Controls are components that allow a user to interact with your application in various ways—for example, a commonly used control is the push button. A layout manager automatically positions components within a container. Thus, the appearance of a window is determined by a combination of the controls that it contains and the layout manager used to position them. In addition to the controls, a frame window can also include a standard-style menu bar. Each entry in a menu bar activates a drop-down menu of options from which the user can choose. A menu bar is always positioned at the top of a window. Although different in appearance, menu bars are handled in much the same way as are the other controls. While it is possible to manually position components within a window, doing so is quite tedious. The layout manager automates this task. For the first part of this chapter, which introduces the various controls, the default layout manager will be used. This displays components in a container using left-to-right, top-to-bottom organization. Once the controls have been covered, the layout managers will be examined. There you will see how to better manage the positioning of your controls.



T



Control Fundamentals The AWT supports the following types of controls: ■ Labels ■ Push buttons ■ Check boxes ■ Choice lists ■ Lists ■ Scroll bars ■ Text editing These controls are subclasses of Component.



Adding and Removing Controls To include a control in a window, you must add it to the window. To do this, you must first create an instance of the desired control and then add it to a window by calling add( ),
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which is defined by Container. The add( ) method has several forms. The following form is the one that is used for the first part of this chapter: Component add(Component compObj)



void remove(Component obj) Here, obj is a reference to the control you want to remove. You can remove all controls by calling removeAll( ).



Responding to Controls Except for labels, which are passive controls, all controls generate events when they are accessed by the user. For example, when the user clicks on a push button, an event is sent that identifies the push button. In general, your program simply implements the appropriate interface and then registers an event listener for each control that you need to monitor. As explained in Chapter 20, once a listener has been installed, events are automatically sent to it. In the sections that follow, the appropriate interface for each control is specified.



Labels The easiest control to use is a label. A label is an object of type Label, and it contains a string, which it displays. Labels are passive controls that do not support any interaction with the user. Label defines the following constructors: Label( ) Label(String str) Label(String str, int how) The first version creates a blank label. The second version creates a label that contains the string specified by str. This string is left-justified. The third version creates a label that contains the string specified by str using the alignment specified by how. The value of how must be one of these three constants: Label.LEFT, Label.RIGHT, or Label.CENTER.
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Here, compObj is an instance of the control that you want to add. A reference to compObj is returned. Once a control has been added, it will automatically be visible whenever its parent window is displayed. Sometimes you will want to remove a control from a window when the control is no longer needed. To do this, call remove( ). This method is also defined by Container. It has this general form:
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You can set or change the text in a label by using the setText( ) method. You can obtain the current label by calling getText( ). These methods are shown here: void setText(String str) String getText( ) For setText( ), str specifies the new label. For getText( ), the current label is returned. You can set the alignment of the string within the label by calling setAlignment( ). To obtain the current alignment, call getAlignment( ). The methods are as follows: void setAlignment(int how) int getAlignment( ) Here, how must be one of the alignment constants shown earlier. The following example creates three labels and adds them to an applet: // Demonstrate Labels import java.awt.*; import java.applet.*; /* */ public class LabelDemo extends Applet { public void init() { Label one = new Label("One"); Label two = new Label("Two"); Label three = new Label("Three"); // add labels to applet window add(one); add(two); add(three); } }



Following is the window created by the LabelDemo applet. Notice that the labels are organized in the window by the default layout manager. Later, you will see how to control more precisely the placement of the labels.
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The most widely used control is the push button. A push button is a component that contains a label and that generates an event when it is pressed. Push buttons are objects of type Button. Button defines these two constructors: Button( ) Button(String str) The first version creates an empty button. The second creates a button that contains str as a label. After a button has been created, you can set its label by calling setLabel( ). You can retrieve its label by calling getLabel( ). These methods are as follows: void setLabel(String str) String getLabel( ) Here, str becomes the new label for the button.



Handling Buttons Each time a button is pressed, an action event is generated. This is sent to any listeners that previously registered an interest in receiving action event notifications from that component. Each listener implements the ActionListener interface. That interface defines the actionPerformed( ) method, which is called when an event occurs. An ActionEvent object is supplied as the argument to this method. It contains both a reference to the button that generated the event and a reference to the string that is the label of the button. Usually, either value may be used to identify the button, as you will see. Here is an example that creates three buttons labeled “Yes,” “No,” and “Undecided.” Each time one is pressed, a message is displayed that reports which button has been
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pressed. In this version, the label of the button is used to determine which button has been pressed. The label is obtained by calling the getActionCommand( ) method on the ActionEvent object passed to actionPerformed( ). // Demonstrate Buttons import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class ButtonDemo extends Applet implements ActionListener { String msg = ""; Button yes, no, maybe; public void init() { yes = new Button("Yes"); no = new Button("No"); maybe = new Button("Undecided"); add(yes); add(no); add(maybe); yes.addActionListener(this); no.addActionListener(this); maybe.addActionListener(this); } public void actionPerformed(ActionEvent ae) { String str = ae.getActionCommand(); if(str.equals("Yes")) { msg = "You pressed Yes."; } else if(str.equals("No")) { msg = "You pressed No."; } else { msg = "You pressed Undecided."; }
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repaint(); } public void paint(Graphics g) { g.drawString(msg, 6, 100); } }



// Recognize Button objects. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */



Figure 22-1.



Sample output from the ButtonDemo applet



THE JAVA LIBRARY



Sample output from the ButtonDemo program is shown in Figure 22-1. As mentioned, in addition to comparing button labels, you can also determine which button has been pressed, by comparing the object obtained from the getSource( ) method to the button objects that you added to the window. To do this, you must keep a list of the objects when they are added. The following applet shows this approach:
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public class ButtonList extends Applet implements ActionListener { String msg = ""; Button bList[] = new Button[3]; public void init() { Button yes = new Button("Yes"); Button no = new Button("No"); Button maybe = new Button("Undecided"); // store bList[0] bList[1] bList[2]



references = (Button) = (Button) = (Button)



to buttons as added add(yes); add(no); add(maybe);



// register to receive action events for(int i = 0; i < 3; i++) { bList[i].addActionListener(this); } } public void actionPerformed(ActionEvent ae) { for(int i = 0; i < 3; i++) { if(ae.getSource() == bList[i]) { msg = "You pressed " + bList[i].getLabel(); } } repaint(); } public void paint(Graphics g) { g.drawString(msg, 6, 100); } }



In this version, the program stores each button reference in an array when the buttons are added to the applet window. (Recall that the add( ) method returns a reference to the button when it is added.) Inside actionPerformed( ), this array is then used to determine which button has been pressed. For simple applets, it is usually easier to recognize buttons by their labels. However, in situations in which you will be changing the label inside a button during the execution of
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your program, or using buttons that have the same label, it may be easier to determine which button has been pushed by using its object reference.



Applying Check Boxes



Checkbox( ) Checkbox(String str) Checkbox(String str, boolean on) Checkbox(String str, boolean on, CheckboxGroup cbGroup) Checkbox(String str, CheckboxGroup cbGroup, boolean on) The first form creates a check box whose label is initially blank. The state of the check box is unchecked. The second form creates a check box whose label is specified by str. The state of the check box is unchecked. The third form allows you to set the initial state of the check box. If on is true, the check box is initially checked; otherwise, it is cleared. The fourth and fifth forms create a check box whose label is specified by str and whose group is specified by cbGroup. If this check box is not part of a group, then cbGroup must be null. (Check box groups are described in the next section.) The value of on determines the initial state of the check box. To retrieve the current state of a check box, call getState( ). To set its state, call setState( ). You can obtain the current label associated with a check box by calling getLabel( ). To set the label, call setLabel( ). These methods are as follows: boolean getState( ) void setState(boolean on) String getLabel( ) void setLabel(String str) Here, if on is true, the box is checked. If it is false, the box is cleared. The string passed in str becomes the new label associated with the invoking check box.



Handling Check Boxes Each time a check box is selected or deselected, an item event is generated. This is sent to any listeners that previously registered an interest in receiving item event notifications from that component. Each listener implements the ItemListener interface. That interface
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A check box is a control that is used to turn an option on or off. It consists of a small box that can either contain a check mark or not. There is a label associated with each check box that describes what option the box represents. You change the state of a check box by clicking on it. Check boxes can be used individually or as part of a group. Check boxes are objects of the Checkbox class. Checkbox supports these constructors:
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defines the itemStateChanged( ) method. An ItemEvent object is supplied as the argument to this method. It contains information about the event (for example, whether it was a selection or deselection). The following program creates four check boxes. The initial state of the first box is checked. The status of each check box is displayed. Each time you change the state of a check box, the status display is updated. // Demonstrate check boxes. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class CheckboxDemo extends Applet implements ItemListener { String msg = ""; Checkbox Win98, winNT, solaris, mac; public void init() { Win98 = new Checkbox("Windows 98/XP", null, true); winNT = new Checkbox("Windows NT/2000"); solaris = new Checkbox("Solaris"); mac = new Checkbox("MacOS"); add(Win98); add(winNT); add(solaris); add(mac); Win98.addItemListener(this); winNT.addItemListener(this); solaris.addItemListener(this); mac.addItemListener(this); } public void itemStateChanged(ItemEvent ie) { repaint(); } // Display current state of the check boxes. public void paint(Graphics g) {
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} }



Sample output is shown in Figure 22-2.



CheckboxGroup It is possible to create a set of mutually exclusive check boxes in which one and only one check box in the group can be checked at any one time. These check boxes are often called radio buttons, because they act like the station selector on a car radio—only one station can



Figure 22-2.



Sample output from the CheckboxDemo applet
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msg = "Current state: "; g.drawString(msg, 6, 80); msg = " Windows 98/XP: " + Win98.getState(); g.drawString(msg, 6, 100); msg = " Windows NT/2000: " + winNT.getState(); g.drawString(msg, 6, 120); msg = " Solaris: " + solaris.getState(); g.drawString(msg, 6, 140); msg = " MacOS: " + mac.getState(); g.drawString(msg, 6, 160);
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be selected at any one time. To create a set of mutually exclusive check boxes, you must first define the group to which they will belong and then specify that group when you construct the check boxes. Check box groups are objects of type CheckboxGroup. Only the default constructor is defined, which creates an empty group. You can determine which check box in a group is currently selected by calling getSelectedCheckbox( ). You can set a check box by calling setSelectedCheckbox( ). These methods are as follows: Checkbox getSelectedCheckbox( ) void setSelectedCheckbox(Checkbox which) Here, which is the check box that you want to be selected. The previously selected check box will be turned off. Here is a program that uses check boxes that are part of a group: // Demonstrate check box group. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class CBGroup extends Applet implements ItemListener { String msg = ""; Checkbox Win98, winNT, solaris, mac; CheckboxGroup cbg; public void init() { cbg = new CheckboxGroup(); Win98 = new Checkbox("Windows 98/XP", cbg, true); winNT = new Checkbox("Windows NT/2000", cbg, false); solaris = new Checkbox("Solaris", cbg, false); mac = new Checkbox("MacOS", cbg, false); add(Win98); add(winNT); add(solaris); add(mac); Win98.addItemListener(this);
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winNT.addItemListener(this); solaris.addItemListener(this); mac.addItemListener(this); } public void itemStateChanged(ItemEvent ie) { repaint(); }



}



Output generated by the CBGroup applet is shown in Figure 22-3. Notice that the check boxes are now circular in shape.



Figure 22-3.



Sample output from the CBGroup applet
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// Display current state of the check boxes. public void paint(Graphics g) { msg = "Current selection: "; msg += cbg.getSelectedCheckbox().getLabel(); g.drawString(msg, 6, 100); }
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Choice Controls The Choice class is used to create a pop-up list of items from which the user may choose. Thus, a Choice control is a form of menu. When inactive, a Choice component takes up only enough space to show the currently selected item. When the user clicks on it, the whole list of choices pops up, and a new selection can be made. Each item in the list is a string that appears as a left-justified label in the order it is added to the Choice object. Choice only defines the default constructor, which creates an empty list. To add a selection to the list, call add( ). It has this general form: void add(String name) Here, name is the name of the item being added. Items are added to the list in the order in which calls to add( ) occur. To determine which item is currently selected, you may call either getSelectedItem( ) or getSelectedIndex( ). These methods are shown here: String getSelectedItem( ) int getSelectedIndex( ) The getSelectedItem( ) method returns a string containing the name of the item. getSelectedIndex( ) returns the index of the item. The first item is at index 0. By default, the first item added to the list is selected. To obtain the number of items in the list, call getItemCount( ). You can set the currently selected item using the select( ) method with either a zero-based integer index or a string that will match a name in the list. These methods are shown here: int getItemCount( ) void select(int index) void select(String name) Given an index, you can obtain the name associated with the item at that index by calling getItem( ), which has this general form: String getItem(int index) Here, index specifies the index of the desired item.



Handling Choice Lists Each time a choice is selected, an item event is generated. This is sent to any listeners that previously registered an interest in receiving item event notifications from that component. Each listener implements the ItemListener interface. That interface defines the itemStateChanged( ) method. An ItemEvent object is supplied as the argument to this method.
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Here is an example that creates two Choice menus. One selects the operating system. The other selects the browser.



public class ChoiceDemo extends Applet implements ItemListener { Choice os, browser; String msg = ""; public void init() { os = new Choice(); browser = new Choice(); // add items to os list os.add("Windows 98/XP"); os.add("Windows NT/2000"); os.add("Solaris"); os.add("MacOS"); // add items to browser list browser.add("Netscape 3.x"); browser.add("Netscape 4.x"); browser.add("Netscape 5.x"); browser.add("Netscape 6.x"); browser.add("Internet Explorer 4.0"); browser.add("Internet Explorer 5.0"); browser.add("Internet Explorer 6.0"); browser.add("Lynx 2.4"); browser.select("Netscape 4.x"); // add choice lists to window add(os);
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// Demonstrate Choice lists. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */
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add(browser); // register to receive item events os.addItemListener(this); browser.addItemListener(this); } public void itemStateChanged(ItemEvent ie) { repaint(); } // Display current selections. public void paint(Graphics g) { msg = "Current OS: "; msg += os.getSelectedItem(); g.drawString(msg, 6, 120); msg = "Current Browser: "; msg += browser.getSelectedItem(); g.drawString(msg, 6, 140); } }



Sample output is shown in Figure 22-4.



Figure 22-4.



Sample output from the ChoiceDemo applet
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Using Lists The List class provides a compact, multiple-choice, scrolling selection list. Unlike the Choice object, which shows only the single selected item in the menu, a List object can be constructed to show any number of choices in the visible window. It can also be created to allow multiple selections. List provides these constructors:



The first version creates a List control that allows only one item to be selected at any one time. In the second form, the value of numRows specifies the number of entries in the list that will always be visible (others can be scrolled into view as needed). In the third form, if multipleSelect is true, then the user may select two or more items at a time. If it is false, then only one item may be selected. To add a selection to the list, call add( ). It has the following two forms: void add(String name) void add(String name, int index) Here, name is the name of the item added to the list. The first form adds items to the end of the list. The second form adds the item at the index specified by index. Indexing begins at zero. You can specify –1 to add the item to the end of the list. For lists that allow only single selection, you can determine which item is currently selected by calling either getSelectedItem( ) or getSelectedIndex( ). These methods are shown here: String getSelectedItem( ) int getSelectedIndex( ) The getSelectedItem( ) method returns a string containing the name of the item. If more than one item is selected or if no selection has yet been made, null is returned. getSelectedIndex( ) returns the index of the item. The first item is at index 0. If more than one item is selected, or if no selection has yet been made, –1 is returned. For lists that allow multiple selection, you must use either getSelectedItems( ) or getSelectedIndexes( ), shown here, to determine the current selections: String[ ] getSelectedItems( ) int[ ] getSelectedIndexes( ) getSelectedItems( ) returns an array containing the names of the currently selected items. getSelectedIndexes( ) returns an array containing the indexes of the currently selected items.



THE JAVA LIBRARY



List( ) List(int numRows) List(int numRows, boolean multipleSelect)
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To obtain the number of items in the list, call getItemCount( ). You can set the currently selected item by using the select( ) method with a zero-based integer index. These methods are shown here: int getItemCount( ) void select(int index) Given an index, you can obtain the name associated with the item at that index by calling getItem( ), which has this general form: String getItem(int index) Here, index specifies the index of the desired item.



Handling Lists To process list events, you will need to implement the ActionListener interface. Each time a List item is double-clicked, an ActionEvent object is generated. Its getActionCommand( ) method can be used to retrieve the name of the newly selected item. Also, each time an item is selected or deselected with a single click, an ItemEvent object is generated. Its getStateChange( ) method can be used to determine whether a selection or deselection triggered this event. getItemSelectable( ) returns a reference to the object that triggered this event. Here is an example that converts the Choice controls in the preceding section into List components, one multiple choice and the other single choice: // Demonstrate Lists. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ public class ListDemo extends Applet implements ActionListener { List os, browser; String msg = ""; public void init() { os = new List(4, true); browser = new List(4, false);
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// add items to os list os.add("Windows 98/XP"); os.add("Windows NT/2000"); os.add("Solaris"); os.add("MacOS");



browser.add("Internet Explorer 4.0"); browser.add("Internet Explorer 5.0"); browser.add("Internet Explorer 6.0"); browser.add("Lynx 2.4"); browser.select(1); // add lists to window add(os); add(browser); // register to receive action events os.addActionListener(this); browser.addActionListener(this); } public void actionPerformed(ActionEvent ae) { repaint(); } // Display current selections. public void paint(Graphics g) { int idx[]; msg = "Current OS: "; idx = os.getSelectedIndexes(); for(int i=0; i 0) add(new Button("" + k)); } } } }



Following is the output generated by the GridLayoutDemo applet:
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// Demonstrate GridLayout import java.awt.*; import java.applet.*; /* */
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You might try using this example as the starting point for a 15-square puzzle.



CardLayout The CardLayout class is unique among the other layout managers in that it stores several different layouts. Each layout can be thought of as being on a separate index card in a deck that can be shuffled so that any card is on top at a given time. This can be useful for user interfaces with optional components that can be dynamically enabled and disabled upon user input. You can prepare the other layouts and have them hidden, ready to be activated when needed. CardLayout provides these two constructors: CardLayout( ) CardLayout(int horz, int vert) The first form creates a default card layout. The second form allows you to specify the horizontal and vertical space left between components in horz and vert, respectively. Use of a card layout requires a bit more work than the other layouts. The cards are typically held in an object of type Panel. This panel must have CardLayout selected as its layout manager. The cards that form the deck are also typically objects of type Panel. Thus, you must create a panel that contains the deck and a panel for each card in the deck. Next, you add to the appropriate panel the components that form each card. You then add these panels to the panel for which CardLayout is the layout manager. Finally, you add this panel to the main applet panel. Once these steps are complete, you must provide some way for the user to select between cards. One common approach is to include one push button for each card in the deck. When card panels are added to a panel, they are usually given a name. Thus, most of the time, you will use this form of add( ) when adding cards to a panel: void add(Component panelObj, Object name); Here, name is a string that specifies the name of the card whose panel is specified by panelObj. After you have created a deck, your program activates a card by calling one of the following methods defined by CardLayout: void first(Container deck) void last(Container deck) void next(Container deck) void previous(Container deck) void show(Container deck, String cardName) Here, deck is a reference to the container (usually a panel) that holds the cards, and cardName is the name of a card. Calling first( ) causes the first card in the deck to be
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shown. To show the last card, call last( ). To show the next card, call next( ). To show the previous card, call previous( ). Both next( ) and previous( ) automatically cycle back to the top or bottom of the deck, respectively. The show( ) method displays the card whose name is passed in cardName. The following example creates a two-level card deck that allows the user to select an operating system. Windows-based operating systems are displayed in one card. Macintosh and Solaris are displayed in the other card.



public class CardLayoutDemo extends Applet implements ActionListener, MouseListener { Checkbox Win98, winNT, solaris, mac; Panel osCards; CardLayout cardLO; Button Win, Other; public void init() { Win = new Button("Windows"); Other = new Button("Other"); add(Win); add(Other); cardLO = new CardLayout(); osCards = new Panel(); osCards.setLayout(cardLO); // set panel layout to card layout Win98 = new Checkbox("Windows 98/XP", null, true); winNT = new Checkbox("Windows NT/2000"); solaris = new Checkbox("Solaris"); mac = new Checkbox("MacOS"); // add Windows check boxes to a panel Panel winPan = new Panel();
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// Demonstrate CardLayout. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */
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winPan.add(Win98); winPan.add(winNT); // Add other OS check boxes to a panel Panel otherPan = new Panel(); otherPan.add(solaris); otherPan.add(mac); // add panels to card deck panel osCards.add(winPan, "Windows"); osCards.add(otherPan, "Other"); // add cards to main applet panel add(osCards); // register to receive action events Win.addActionListener(this); Other.addActionListener(this); // register mouse events addMouseListener(this); } // Cycle through panels. public void mousePressed(MouseEvent me) { cardLO.next(osCards); } // Provide empty implementations for the other MouseListener methods. public void mouseClicked(MouseEvent me) { } public void mouseEntered(MouseEvent me) { } public void mouseExited(MouseEvent me) { } public void mouseReleased(MouseEvent me) { } public void actionPerformed(ActionEvent ae) { if(ae.getSource() == Win) {
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cardLO.show(osCards, "Windows"); } else { cardLO.show(osCards, "Other"); } } }



Menu Bars and Menus A top-level window can have a menu bar associated with it. A menu bar displays a list of top-level menu choices. Each choice is associated with a drop-down menu. This concept is implemented in Java by the following classes: MenuBar, Menu, and MenuItem. In general, a menu bar contains one or more Menu objects. Each Menu object contains a list of MenuItem objects. Each MenuItem object represents something that can be selected by the user. Since Menu is a subclass of MenuItem, a hierarchy of nested submenus can be created. It is also possible to include checkable menu items. These are menu options of type CheckboxMenuItem and will have a check mark next to them when they are selected.
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Following is the output generated by the CardLayoutDemo applet. Each card is activated by pushing its button. You can also cycle through the cards by clicking the mouse.
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To create a menu bar, first create an instance of MenuBar. This class only defines the default constructor. Next, create instances of Menu that will define the selections displayed on the bar. Following are the constructors for Menu: Menu( ) Menu(String optionName) Menu(String optionName, boolean removable) Here, optionName specifies the name of the menu selection. If removable is true, the pop-up menu can be removed and allowed to float free. Otherwise, it will remain attached to the menu bar. (Removable menus are implementation-dependent.) The first form creates an empty menu. Individual menu items are of type MenuItem. It defines these constructors: MenuItem( ) MenuItem(String itemName) MenuItem(String itemName, MenuShortcut keyAccel) Here, itemName is the name shown in the menu, and keyAccel is the menu shortcut for this item. You can disable or enable a menu item by using the setEnabled( ) method. Its form is shown here: void setEnabled(boolean enabledFlag) If the argument enabledFlag is true, the menu item is enabled. If false, the menu item is disabled. You can determine an item’s status by calling isEnabled( ). This method is shown here: boolean isEnabled( ) isEnabled( ) returns true if the menu item on which it is called is enabled. Otherwise, it returns false. You can change the name of a menu item by calling setLabel( ). You can retrieve the current name by using getLabel( ). These methods are as follows: void setLabel(String newName) String getLabel( ) Here, newName becomes the new name of the invoking menu item. getLabel( ) returns the current name.
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You can create a checkable menu item by using a subclass of MenuItem called CheckboxMenuItem. It has these constructors: CheckboxMenuItem( ) CheckboxMenuItem(String itemName) CheckboxMenuItem(String itemName, boolean on)



boolean getState( ) void setState(boolean checked) If the item is checked, getState( ) returns true. Otherwise, it returns false. To check an item, pass true to setState( ). To clear an item, pass false. Once you have created a menu item, you must add the item to a Menu object by using add( ), which has the following general form: MenuItem add(MenuItem item) Here, item is the item being added. Items are added to a menu in the order in which the calls to add( ) take place. The item is returned. Once you have added all items to a Menu object, you can add that object to the menu bar by using this version of add( ) defined by MenuBar: Menu add(Menu menu) Here, menu is the menu being added. The menu is returned. Menus only generate events when an item of type MenuItem or CheckboxMenuItem is selected. They do not generate events when a menu bar is accessed to display a drop-down menu, for example. Each time a menu item is selected, an ActionEvent object is generated. Each time a check box menu item is checked or unchecked, an ItemEvent object is generated. Thus, you must implement the ActionListener and ItemListener interfaces in order to handle these menu events. The getItem( ) method of ItemEvent returns a reference to the item that generated this event. The general form of this method is shown here: Object getItem( )
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Here, itemName is the name shown in the menu. Checkable items operate as toggles. Each time one is selected, its state changes. In the first two forms, the checkable entry is unchecked. In the third form, if on is true, the checkable entry is initially checked. Otherwise, it is cleared. You can obtain the status of a checkable item by calling getState( ). You can set it to a known state by using setState( ). These methods are shown here:
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Following is an example that adds a series of nested menus to a pop-up window. The item selected is displayed in the window. The state of the two check box menu items is also displayed. // Illustrate menus. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ // Create a subclass of Frame class MenuFrame extends Frame { String msg = ""; CheckboxMenuItem debug, test; MenuFrame(String title) { super(title); // create menu bar and add it to frame MenuBar mbar = new MenuBar(); setMenuBar(mbar); // create the menu items Menu file = new Menu("File"); MenuItem item1, item2, item3, item4, item5; file.add(item1 = new MenuItem("New...")); file.add(item2 = new MenuItem("Open...")); file.add(item3 = new MenuItem("Close")); file.add(item4 = new MenuItem("-")); file.add(item5 = new MenuItem("Quit...")); mbar.add(file); Menu edit = new Menu("Edit"); MenuItem item6, item7, item8, item9; edit.add(item6 = new MenuItem("Cut")); edit.add(item7 = new MenuItem("Copy")); edit.add(item8 = new MenuItem("Paste")); edit.add(item9 = new MenuItem("-")); Menu sub = new Menu("Special");
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MenuItem item10, sub.add(item10 = sub.add(item11 = sub.add(item12 = edit.add(sub);
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item11, item12; new MenuItem("First")); new MenuItem("Second")); new MenuItem("Third"));



mbar.add(edit); // create an object to handle action and item events MyMenuHandler handler = new MyMenuHandler(this); // register it to receive those events item1.addActionListener(handler); item2.addActionListener(handler); item3.addActionListener(handler); item4.addActionListener(handler); item5.addActionListener(handler); item6.addActionListener(handler); item7.addActionListener(handler); item8.addActionListener(handler); item9.addActionListener(handler); item10.addActionListener(handler); item11.addActionListener(handler); item12.addActionListener(handler); debug.addItemListener(handler); test.addItemListener(handler); // create an object to handle window events MyWindowAdapter adapter = new MyWindowAdapter(this); // register it to receive those events addWindowListener(adapter); } public void paint(Graphics g) { g.drawString(msg, 10, 200);
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// these are checkable menu items debug = new CheckboxMenuItem("Debug"); edit.add(debug); test = new CheckboxMenuItem("Testing"); edit.add(test);
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if(debug.getState()) g.drawString("Debug is on.", 10, 220); else g.drawString("Debug is off.", 10, 220); if(test.getState()) g.drawString("Testing is on.", 10, 240); else g.drawString("Testing is off.", 10, 240); } } class MyWindowAdapter extends WindowAdapter { MenuFrame menuFrame; public MyWindowAdapter(MenuFrame menuFrame) { this.menuFrame = menuFrame; } public void windowClosing(WindowEvent we) { menuFrame.setVisible(false); } } class MyMenuHandler implements ActionListener, ItemListener { MenuFrame menuFrame; public MyMenuHandler(MenuFrame menuFrame) { this.menuFrame = menuFrame; } // Handle action events public void actionPerformed(ActionEvent ae) { String msg = "You selected "; String arg = (String)ae.getActionCommand(); if(arg.equals("New...")) msg += "New."; else if(arg.equals("Open...")) msg += "Open."; else if(arg.equals("Close")) msg += "Close."; else if(arg.equals("Quit...")) msg += "Quit."; else if(arg.equals("Edit")) msg += "Edit.";
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} // Handle item events public void itemStateChanged(ItemEvent ie) { menuFrame.repaint(); } } // Create frame window. public class MenuDemo extends Applet { Frame f; public void init() { f = new MenuFrame("Menu Demo"); int width = Integer.parseInt(getParameter("width")); int height = Integer.parseInt(getParameter("height")); setSize(new Dimension(width, height)); f.setSize(width, height); f.setVisible(true); } public void start() {
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else if(arg.equals("Cut")) msg += "Cut."; else if(arg.equals("Copy")) msg += "Copy."; else if(arg.equals("Paste")) msg += "Paste."; else if(arg.equals("First")) msg += "First."; else if(arg.equals("Second")) msg += "Second."; else if(arg.equals("Third")) msg += "Third."; else if(arg.equals("Debug")) msg += "Debug."; else if(arg.equals("Testing")) msg += "Testing."; menuFrame.msg = msg; menuFrame.repaint();
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f.setVisible(true); } public void stop() { f.setVisible(false); } }



Sample output from the MenuDemo applet is shown in Figure 22-8. There is one other menu-related class that you might find interesting: PopupMenu. It works just like Menu but produces a menu that can be displayed at a specific location. PopupMenu provides a flexible, useful alternative for some types of menuing situations.



Dialog Boxes Often, you will want to use a dialog box to hold a set of related controls. Dialog boxes are primarily used to obtain user input. They are similar to frame windows, except that dialog boxes are always child windows of a top-level window. Also, dialog boxes don’t have menu bars. In other respects, dialog boxes function like frame windows. (You can add controls to them, for example, in the same way that you add controls to a frame window.) Dialog boxes may be modal or modeless. When a modal dialog box is active,



Figure 22-8.



Sample output from the MenuDemo applet
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all input is directed to it until it is closed. This means that you cannot access other parts of your program until you have closed the dialog box. When a modeless dialog box is active, input focus can be directed to another window in your program. Thus, other parts of your program remain active and accessible. Dialog boxes are of type Dialog. Two commonly used constructors are shown here: Dialog(Frame parentWindow, boolean mode) Dialog(Frame parentWindow, String title, boolean mode)



// Demonstrate Dialog box. import java.awt.*; import java.awt.event.*; import java.applet.*; /* */ // Create a subclass of Dialog. class SampleDialog extends Dialog implements ActionListener { SampleDialog(Frame parent, String title) { super(parent, title, false); setLayout(new FlowLayout()); setSize(300, 200); add(new Label("Press this button:")); Button b; add(b = new Button("Cancel")); b.addActionListener(this); } public void actionPerformed(ActionEvent ae) { dispose(); }
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Here, parentWindow is the owner of the dialog box. If mode is true, the dialog box is modal. Otherwise, it is modeless. The title of the dialog box can be passed in title. Generally, you will subclass Dialog, adding the functionality required by your application. Following is a modified version of the preceding menu program that displays a modeless dialog box when the New option is chosen. Notice that when the dialog box is closed, dispose( ) is called. This method is defined by Window, and it frees all system resources associated with the dialog box window.
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public void paint(Graphics g) { g.drawString("This is in the dialog box", 10, 70); } } // Create a subclass of Frame. class MenuFrame extends Frame { String msg = ""; CheckboxMenuItem debug, test; MenuFrame(String title) { super(title); // create menu bar and add it to frame MenuBar mbar = new MenuBar(); setMenuBar(mbar); // create the menu items Menu file = new Menu("File"); MenuItem item1, item2, item3, item4; file.add(item1 = new MenuItem("New...")); file.add(item2 = new MenuItem("Open...")); file.add(item3 = new MenuItem("Close")); file.add(new MenuItem("-")); file.add(item4 = new MenuItem("Quit...")); mbar.add(file); Menu edit = new Menu("Edit"); MenuItem item5, item6, item7; edit.add(item5 = new MenuItem("Cut")); edit.add(item6 = new MenuItem("Copy")); edit.add(item7 = new MenuItem("Paste")); edit.add(new MenuItem("-")); Menu sub = new Menu("Special", true); MenuItem item8, item9, item10; sub.add(item8 = new MenuItem("First")); sub.add(item9 = new MenuItem("Second")); sub.add(item10 = new MenuItem("Third")); edit.add(sub);
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// these are checkable menu items debug = new CheckboxMenuItem("Debug"); edit.add(debug); test = new CheckboxMenuItem("Testing"); edit.add(test); mbar.add(edit);



// create an object to handle window events MyWindowAdapter adapter = new MyWindowAdapter(this); // register it to receive those events addWindowListener(adapter); } public void paint(Graphics g) { g.drawString(msg, 10, 200); if(debug.getState()) g.drawString("Debug is on.", 10, 220); else g.drawString("Debug is off.", 10, 220); if(test.getState()) g.drawString("Testing is on.", 10, 240); else
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// create an object to handle action and item events MyMenuHandler handler = new MyMenuHandler(this); // register it to receive those events item1.addActionListener(handler); item2.addActionListener(handler); item3.addActionListener(handler); item4.addActionListener(handler); item5.addActionListener(handler); item6.addActionListener(handler); item7.addActionListener(handler); item8.addActionListener(handler); item9.addActionListener(handler); item10.addActionListener(handler); debug.addItemListener(handler); test.addItemListener(handler);
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g.drawString("Testing is off.", 10, 240); } } class MyWindowAdapter extends WindowAdapter { MenuFrame menuFrame; public MyWindowAdapter(MenuFrame menuFrame) { this.menuFrame = menuFrame; } public void windowClosing(WindowEvent we) { menuFrame.dispose(); } } class MyMenuHandler implements ActionListener, ItemListener { MenuFrame menuFrame; public MyMenuHandler(MenuFrame menuFrame) { this.menuFrame = menuFrame; } // Handle action events public void actionPerformed(ActionEvent ae) { String msg = "You selected "; String arg = (String)ae.getActionCommand(); // Activate a dialog box when New is selected. if(arg.equals("New...")) { msg += "New."; SampleDialog d = new SampleDialog(menuFrame, "New Dialog Box"); d.setVisible(true); } // Try defining other dialog boxes for these options. else if(arg.equals("Open...")) msg += "Open."; else if(arg.equals("Close")) msg += "Close."; else if(arg.equals("Quit...")) msg += "Quit."; else if(arg.equals("Edit")) msg += "Edit."; else if(arg.equals("Cut")) msg += "Cut.";
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} public void itemStateChanged(ItemEvent ie) { menuFrame.repaint(); } } // Create frame window. public class DialogDemo extends Applet { Frame f; public void init() { f = new MenuFrame("Menu Demo"); int width = Integer.parseInt(getParameter("width")); int height = Integer.parseInt(getParameter("height")); setSize(width, height); f.setSize(width, height); f.setVisible(true); } public void start() { f.setVisible(true); } public void stop() {
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else if(arg.equals("Copy")) msg += "Copy."; else if(arg.equals("Paste")) msg += "Paste."; else if(arg.equals("First")) msg += "First."; else if(arg.equals("Second")) msg += "Second."; else if(arg.equals("Third")) msg += "Third."; else if(arg.equals("Debug")) msg += "Debug."; else if(arg.equals("Testing")) msg += "Testing."; menuFrame.msg = msg; menuFrame.repaint();
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f.setVisible(false); } }



Here is sample output from the DialogDemo applet:



On your own, try defining dialog boxes for the other options presented by the menus.



FileDialog Java provides a built-in dialog box that lets the user specify a file. To create a file dialog box, instantiate an object of type FileDialog. This causes a file dialog box to be displayed. Usually, this is the standard file dialog box provided by the operating system. FileDialog provides these constructors: FileDialog(Frame parent, String boxName) FileDialog(Frame parent, String boxName, int how) FileDialog(Frame parent) Here, parent is the owner of the dialog box, and boxName is the name displayed in the box’s title bar. If boxName is omitted, the title of the dialog box is empty. If how is FileDialog.LOAD, then the box is selecting a file for reading. If how is FileDialog.SAVE, the box is selecting a file for writing. The third constructor creates a dialog box for selecting a file for reading.
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FileDialog( ) provides methods that allow you to determine the name of the file and its path as selected by the user. Here are two examples: String getDirectory( ) String getFile( ) These methods return the directory and the filename, respectively. The following program activates the standard file dialog box:



This is an application, not an applet. */ import java.awt.*; import java.awt.event.*; // Create a subclass of Frame class SampleFrame extends Frame { SampleFrame(String title) { super(title); // create an object to handle window events MyWindowAdapter adapter = new MyWindowAdapter(this); // register it to receive those events addWindowListener(adapter); } } class MyWindowAdapter extends WindowAdapter { SampleFrame sampleFrame; public MyWindowAdapter(SampleFrame sampleFrame) { this.sampleFrame = sampleFrame; } public void windowClosing(WindowEvent we) { sampleFrame.setVisible(false); } } // Create frame window. class FileDialogDemo { public static void main(String args[]) { Frame f = new SampleFrame("File Dialog Demo"); f.setVisible(true); f.setSize(100, 100);
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/* Demonstrate File Dialog box.
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FileDialog fd = new FileDialog(f, "File Dialog"); fd.setVisible(true); } }



The output generated by this program is shown here. (The precise configuration of the dialog box may vary.)



Handling Events by Extending AWT Components Before concluding our look at the AWT, one more topic needs to be discussed: handling events by extending AWT components. The delegation event model was introduced in Chapter 20, and all of the programs in this book so far have used that design. But Java also allows you to handle events by subclassing AWT components. Doing so allows you to handle events in much the same way as they were handled under the original 1.0 version of Java. Of course, this technique is discouraged, because it has the same disadvantages of the Java 1.0 event model, the main one being inefficiency. Handling events by extending AWT components is described in this section for completeness. However, this technique is not used in any other sections of this book. To extend an AWT component, you must call the enableEvents( ) method of Component. Its general form is shown here: protected final void enableEvents(long eventMask)
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The eventMask argument is a bit mask that defines the events to be delivered to this component. The AWTEvent class defines int constants for making this mask. Several are shown here: KEY_EVENT_MASK



ADJUSTMENT_EVENT_MASK



MOUSE_EVENT_MASK



COMPONENT_EVENT_MASK



MOUSE_MOTION_EVENT_MASK



CONTAINER_EVENT_MASK



MOUSE_WHEEL_EVENT_MASK



FOCUS_EVENT_MASK



TEXT_EVENT_MASK



INPUT_METHOD_EVENT_MASK



WINDOW_EVENT_MASK



ITEM_EVENT_MASK You must also override the appropriate method from one of your superclasses in order to process the event. Table 22-1 lists the methods most commonly used and the classes that provide them. The following sections provide simple programs that show how to extend several AWT components.



Class



Processing Methods



Button



processActionEvent( )



Checkbox



processItemEvent( )



CheckboxMenuItem processItemEvent( ) Choice



processItemEvent( )



Component



processComponentEvent( ), processFocusEvent( ), processKeyEvent( ), processMouseEvent( ), processMouseMotionEvent( ), processMouseWheelEvent ( )



List



processActionEvent( ), processItemEvent( )



MenuItem



processActionEvent( )



Scrollbar



processAdjustmentEvent( )



TextComponent



processTextEvent( )



Table 22-1.



Event Processing Methods
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ACTION_EVENT_MASK
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Extending Button The following program creates an applet that displays a button labeled “Test Button”. When the button is pressed, the string “action event: ” is displayed on the status line of the applet viewer or browser, followed by a count of the number of button presses. The program has one top-level class named ButtonDemo2 that extends Applet. A static integer variable named i is defined and initialized to zero. This records the number of button pushes. The init( ) method instantiates MyButton and adds it to the applet. MyButton is an inner class that extends Button. Its constructor uses super to pass the label of the button to the superclass constructor. It calls enableEvents( ) so that action events may be received by this object. When an action event is generated, processActionEvent( ) is called. That method displays a string on the status line and calls processActionEvent( ) for the superclass. Because MyButton is an inner class, it has direct access to the showStatus( ) method of ButtonDemo2. /* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class ButtonDemo2 extends Applet { MyButton myButton; static int i = 0; public void init() { myButton = new MyButton("Test Button"); add(myButton); } class MyButton extends Button { public MyButton(String label) { super(label); enableEvents(AWTEvent.ACTION_EVENT_MASK); } protected void processActionEvent(ActionEvent ae) { showStatus("action event: " + i++); super.processActionEvent(ae); } } }
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Extending Checkbox



/* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class CheckboxDemo2 extends Applet { MyCheckbox myCheckbox1, myCheckbox2, myCheckbox3; public void init() { myCheckbox1 = new MyCheckbox("Item 1"); add(myCheckbox1); myCheckbox2 = new MyCheckbox("Item 2"); add(myCheckbox2); myCheckbox3 = new MyCheckbox("Item 3"); add(myCheckbox3); } class MyCheckbox extends Checkbox { public MyCheckbox(String label) { super(label); enableEvents(AWTEvent.ITEM_EVENT_MASK); } protected void processItemEvent(ItemEvent ie) { showStatus("Checkbox name/state: " + getLabel() + "/" + getState()); super.processItemEvent(ie); }
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The following program creates an applet that displays three check boxes labeled “Item 1”, “Item 2”, and “Item 3”. When a check box is selected or deselected, a string containing the name and state of that check box is displayed on the status line of the applet viewer or browser. The program has one top-level class named CheckboxDemo2 that extends Applet. Its init( ) method creates three instances of MyCheckbox and adds these to the applet. MyCheckbox is an inner class that extends Checkbox. Its constructor uses super to pass the label of the check box to the superclass constructor. It calls enableEvents( ) so that item events may be received by this object. When an item event is generated, processItemEvent( ) is called. That method displays a string on the status line and calls processItemEvent( ) for the superclass.
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} }



Extending a Check Box Group The following program reworks the preceding check box example so that the check boxes form a check box group. Thus, only one of the check boxes may be selected at any time. /* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class CheckboxGroupDemo2 extends Applet { CheckboxGroup cbg; MyCheckbox myCheckbox1, myCheckbox2, myCheckbox3; public void init() { cbg = new CheckboxGroup(); myCheckbox1 = new MyCheckbox("Item 1", cbg, true); add(myCheckbox1); myCheckbox2 = new MyCheckbox("Item 2", cbg, false); add(myCheckbox2); myCheckbox3 = new MyCheckbox("Item 3", cbg, false); add(myCheckbox3); } class MyCheckbox extends Checkbox { public MyCheckbox(String label, CheckboxGroup cbg, boolean flag) { super(label, cbg, flag); enableEvents(AWTEvent.ITEM_EVENT_MASK); } protected void processItemEvent(ItemEvent ie) { showStatus("Checkbox name/state: " + getLabel() + "/" + getState()); super.processItemEvent(ie); } } }
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Extending Choice



/* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class ChoiceDemo2 extends Applet { MyChoice choice; public void init() { choice = new MyChoice(); choice.add("Red"); choice.add("Green"); choice.add("Blue"); add(choice); } class MyChoice extends Choice { public MyChoice() { enableEvents(AWTEvent.ITEM_EVENT_MASK); } protected void processItemEvent(ItemEvent ie) { showStatus("Choice selection: " + getSelectedItem()); super.processItemEvent(ie); } } }



Extending List The following program modifies the preceding example so that it uses a list instead of a choice menu. There is one top-level class named ListDemo2 that extends Applet. Its init( ) method creates a list element and adds it to the applet. MyList is an inner class



THE JAVA LIBRARY



The following program creates an applet that displays a choice list with items labeled “Red”, “Green”, and “Blue”. When an entry is selected, a string that contains the name of the color is displayed on the status line of the applet viewer or browser. There is one top-level class named ChoiceDemo2 that extends Applet. Its init( ) method creates a choice element and adds it to the applet. MyChoice is an inner class that extends Choice. It calls enableEvents( ) so that item events may be received by this object. When an item event is generated, processItemEvent( ) is called. That method displays a string on the status line and calls processItemEvent( ) for the superclass.
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that extends List. It calls enableEvents( ) so that both action and item events may be received by this object. When an entry is selected or deselected, processItemEvent( ) is called. When an entry is double-clicked, processActionEvent( ) is also called. Both methods display a string and then hand control to the superclass. /* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class ListDemo2 extends Applet { MyList list; public void init() { list = new MyList(); list.add("Red"); list.add("Green"); list.add("Blue"); add(list); } class MyList extends List { public MyList() { enableEvents(AWTEvent.ITEM_EVENT_MASK | AWTEvent.ACTION_EVENT_MASK); } protected void processActionEvent(ActionEvent ae) { showStatus("Action event: " + ae.getActionCommand()); super.processActionEvent(ae); } protected void processItemEvent(ItemEvent ie) { showStatus("Item event: " + getSelectedItem()); super.processItemEvent(ie); } } }
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Extending Scrollbar



/* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class ScrollbarDemo2 extends Applet { MyScrollbar myScrollbar; public void init() { myScrollbar = new MyScrollbar(Scrollbar.HORIZONTAL, 0, 1, 0, 100); add(myScrollbar); } class MyScrollbar extends Scrollbar { public MyScrollbar(int style, int initial, int thumb, int min, int max) { super(style, initial, thumb, min, max); enableEvents(AWTEvent.ADJUSTMENT_EVENT_MASK); } protected void processAdjustmentEvent(AdjustmentEvent ae) { showStatus("Adjustment event: " + ae.getValue()); setValue(getValue()); super.processAdjustmentEvent(ae); } } }
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The following program creates an applet that displays a scroll bar. When this control is manipulated, a string is displayed on the status line of the applet viewer or browser. That string includes the value represented by the scroll bar. There is one top-level class named ScrollbarDemo2 that extends Applet. Its init( ) method creates a scroll bar element and adds it to the applet. MyScrollbar is an inner class that extends Scrollbar. It calls enableEvents( ) so that adjustment events may be received by this object. When the scroll bar is manipulated, processAdjustmentEvent( ) is called. When an entry is selected, processAdjustmentEvent( ) is called. It displays a string and then hands control to the superclass.
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Exploring the Controls, Menus, and Layout Managers This chapter has discussed the classes that comprise the AWT controls, menus, and layout managers. However, the AWT provides a rich programming environment that you will want to continue exploring on your own. Here are some suggestions: ■ Try nesting a canvas inside an applet panel. ■ Explore the FileDialog component. ■ Experiment with manual positioning of components by using setBounds( ). ■ Try nesting controls within panels to gain more control over layouts. ■ Create your own layout manager by implementing the LayoutManager interface. ■ Explore PopupMenu. The more you know about the AWT components, the more control you will have over the look, feel, and performance of your applets and applications. In the next chapter, we will examine one more of the AWT’s classes: Image. This class is used to support imaging and animation.



Chapter 23 Images
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his chapter examines the AWT’s Image class and the java.awt.image package. Together, they provide support for imaging (the display and manipulation of graphical images). An image is simply a rectangular graphical object. Images are a key component of web design. In fact, the inclusion of the  tag in the Mosaic browser at NCSA (National Center for Supercomputer Applications) is what caused the Web to begin to grow explosively in 1993. This tag was used to include an image inline with the flow of hypertext. Java expands upon this basic concept, allowing images to be managed under program control. Because of its importance, Java provides extensive support for imaging. Images are objects of the Image class, which is part of the java.awt package. Images are manipulated using the classes found in the java.awt.image package. There are a large number of imaging classes and interfaces defined by java.awt.image and it is not possible to examine them all. Instead, we will focus on those that form the foundation of imaging. Here are the java.awt.image classes discussed in this chapter:



T



CropImageFilter



MemoryImageSource



FilteredImageSource



PixelGrabber



ImageFilter



RGBImageFilter



These are the interfaces that we will use. ImageConsumer



ImageObserver



ImageProducer



Also examined is the MediaTracker class, which is part of java.awt.



File Formats Originally, web images could only be in GIF format. The GIF image format was created by CompuServe in 1987 to make it possible for images to be viewed while online, so it was well suited to the Internet. GIF images can have only up to 256 colors each. This limitation caused the major browser vendors to add support for JPEG images in 1995. The JPEG format was created by a group of photographic experts to store full-colorspectrum, continuous-tone images. These images, when properly created, can be of much higher fidelity as well as more highly compressed than a GIF encoding of the same source image. In almost all cases, you will never care or notice which format is being used in your programs. The Java image classes abstract the differences behind a clean interface.
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Image Fundamentals: Creating, Loading, and Displaying There are three common operations that occur when you work with images: creating an image, loading an image, and displaying an image. In Java, the Image class is used to refer to images in memory and to images that must be loaded from external sources. Thus, Java provides ways for you to create a new image object and ways to load one. It also provides a means by which an image can be displayed. Let’s look at each.



You might expect that you create a memory image using something like the following: Image test = new Image(200, 100); // Error -- won't work



Not so. Because images must eventually be painted on a window to be seen, the Image class doesn’t have enough information about its environment to create the proper data format for the screen. Therefore, the Component class in java.awt has a factory method called createImage( ) that is used to create Image objects. (Remember that all of the AWT components are subclasses of Component, so all support this method.) The createImage( ) method has the following two forms: Image createImage(ImageProducer imgProd) Image createImage(int width, int height) The first form returns an image produced by imgProd, which is an object of a class that implements the ImageProducer interface. (We will look at image producers later.) The second form returns a blank (that is, empty) image that has the specified width and height. Here is an example: Canvas c = new Canvas(); Image test = c.createImage(200, 100);



This creates an instance of Canvas and then calls the createImage( ) method to actually make an Image object. At this point, the image is blank. Later you will see how to write data to it.



Loading an Image The other way to obtain an image is to load one. To do this, use the getImage( ) method defined by the Applet class. It has the following forms: Image getImage(URL url) Image getImage(URL url, String imageName)
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Creating an Image Object
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The first version returns an Image object that encapsulates the image found at the location specified by url. The second version returns an Image object that encapsulates the image found at the location specified by url and having the name specified by imageName.



Displaying an Image Once you have an image, you can display it by using drawImage( ), which is a member of the Graphics class. It has several forms. The one we will be using is shown here: boolean drawImage(Image imgObj, int left, int top, ImageObserver imgOb) This displays the image passed in imgObj with its upper-left corner specified by left and top. imgOb is a reference to a class that implements the ImageObserver interface. This interface is implemented by all AWT components. An image observer is an object that can monitor an image while it loads. ImageObserver is described in the next section. With getImage( ) and drawImage( ), it is actually quite easy to load and display an image. Here is a sample applet that loads and displays a single image. The file seattle.jpg is loaded, but you can substitute any GIF or JPG file you like (just make sure it is available in the same directory with the HTML file that contains the applet). /* * * * */ import java.awt.*; import java.applet.*; public class SimpleImageLoad extends Applet { Image img; public void init() { img = getImage(getDocumentBase(), getParameter("img")); } public void paint(Graphics g) { g.drawImage(img, 0, 0, this); } }
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ImageObserver ImageObserver is an interface used to receive notification as an image is being generated. ImageObserver defines only one method: imageUpdate( ). Using an image observer allows you to perform other actions, such as show a progress indicator or an attract screen, as you are informed of the progress of the download. This kind of



Figure 23-1.



Sample output from SimpleImageLoad
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In the init( ) method, the img variable is assigned to the image returned by getImage( ). The getImage( ) method uses the string returned by getParameter(“img”) as the filename for the image. This image is loaded from a URL that is relative to the result of getDocumentBase( ), which is the URL of the HTML page this applet tag was in. The filename returned by getParameter(“img”) comes from the applet tag . This is the equivalent, if a little slower, of using the HTML tag . Figure 23-1 shows what it looks like when you run the program. When this applet runs, it starts loading img in the init( ) method. Onscreen you can see the image as it loads from the network, because Applet’s implementation of the ImageObserver interface calls paint( ) every time more image data arrives. Seeing the image load is somewhat informative, but it might be better if you use the time it takes to load the image to do other things in parallel. That way, the fully formed image can simply appear on the screen in an instant, once it is fully loaded. You can use ImageObserver, described next, to monitor loading an image while you paint the screen with other information.
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notification is very useful when an image is being loaded over the network, where the content designer rarely appreciates that people are often trying to load applets over a slow modem. The imageUpdate( ) method has this general form: boolean imageUpdate(Image imgObj, int flags, int left, int top, int width, int height) Here, imgObj is the image being loaded, and flags is an integer that communicates the status of the update report. The four integers left, top, width, and height represent a rectangle that contains different values depending on the values passed in flags. imageUpdate( ) should return false if it has completed loading, and true if there is more image to process. The flags parameter contains one or more bit flags defined as static variables inside the ImageObserver interface. These flags and the information they provide are listed in Table 23-1.



Flag



Meaning



WIDTH



The width parameter is valid and contains the width of the image.



HEIGHT



The height parameter is valid and contains the height of the image.



PROPERTIES The properties associated with the image can now be obtained using imgObj.getProperty( ). SOMEBITS



More pixels needed to draw the image have been received. The parameters left, top, width, and height define the rectangle containing the new pixels.



FRAMEBITS



A complete frame that is part of a multiframe image, which was previously drawn, has been received. This frame can be displayed. The left, top, width, and height parameters are not used.



ALLBITS



The image is now complete. The left, top, width, and height parameters are not used.



ERROR



An error has occurred to an image that was being tracked asynchronously. The image is incomplete and cannot be displayed. No further image information will be received. The ABORT flag will also be set to indicate that the image production was aborted.



ABORT



An image that was being tracked asynchronously was aborted before it was complete. However, if an error has not occurred, accessing any part of the image’s data will restart the production of the image.



Table 23-1.



Bit Flags of the imageUpdate( ) flags Parameter



Chapter 23:



Images



805



The Applet class has an implementation of the imageUpdate( ) method for the ImageObserver interface that is used to repaint images as they are loaded. You can override this method in your class to change that behavior. Here is a simple example of an imageUpdate( ) method:



ImageObserver Example Now let’s look at a practical example that overrides imageUpdate( ) to make a version of the SimpleImageLoad applet that doesn’t flicker as much. The default implementation of imageUpdate( ) in Applet has several problems. First, it repaints the entire image each time any new data arrives. This causes flashing between the background color and the image. Second, it uses a feature of Applet.repaint( ) to cause the system to only repaint the image every tenth of a second or so. This causes a jerky, uneven feel as the image is painting. Finally, the default implementation knows nothing about images that may fail to load properly. Many beginning Java programmers are frustrated by the fact that getImage( ) always succeeds even when the image specified does not exist. You don’t find out about missing images until imageUpdate( ) occurs. If you use the default implementation of imageUpdate( ), then you’ll never know what happened. Your paint( ) method will simply do nothing when you call g.drawImage( ). The example that follows fixes all three of these problems in ten lines of code. First, it eliminates the flickering with two small changes. It overrides update( ) so that it calls paint( ) without painting the background color first. The background is set via setBackground( ) in init( ), so the initial color is painted just once. Also, it uses a version of repaint( ) that specifies the rectangle in which to paint. The system will set the clipping area such that nothing outside of this rectangle is painted. This reduces repaint flicker and improves performance. Second, it eliminates the jerky, uneven display of the incoming image by painting every time it receives an update. These updates occur on a scan line-by-scan line basis, so an image that is 100 pixels tall will be “repainted” 100 times as it loads. Note that this is not the fastest way to display an image, just the smoothest.
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public boolean imageUpdate(Image img, int flags, int x, int y, int w, int h) { if ((flags & ALLBITS) == 0) { System.out.println("Still processing the image."); return true; } else { System.out.println("Done processing the image."); return false; } }
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Finally, it handles the error caused by the desired file not being found by examining the flags parameter for the ABORT bit. If it is set, the instance variable error is set to true and then repaint( ) is called. The paint( ) method is modified to print an error message over a bright red background if error is true. Here is the code. /* * * * */ import java.awt.*; import java.applet.*; public class ObservedImageLoad extends Applet { Image img; boolean error = false; String imgname; public void init() { setBackground(Color.blue); imgname = getParameter("img"); img = getImage(getDocumentBase(), imgname); } public void paint(Graphics g) { if (error) { Dimension d = getSize(); g.setColor(Color.red); g.fillRect(0, 0, d.width, d.height); g.setColor(Color.black); g.drawString("Image not found: " + imgname, 10, d.height/2); } else { g.drawImage(img, 0, 0, this); } } public void update(Graphics g) { paint(g); }
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}



Figure 23-2 shows two separate screens of this applet running. The top screen shows the image half loaded, and the bottom screen displays a filename that has been mistyped in the applet tag. Here is an interesting variation of imageUpdate( ) you might want to try. It waits until the image is completely loaded before snapping it onto the screen in a single repaint. public boolean imageUpdate(Image img, int flags, int x, int y, int w, int h) { if ((flags & ALLBITS) != 0) { repaint(); } else if ((flags & (ABORT|ERROR)) != 0) { error = true; // file not found repaint(); } return (flags & (ALLBITS|ABORT|ERROR)) == 0; }



Double Buffering Not only are images useful for storing pictures, as we’ve just shown, but you can also use them as offscreen drawing surfaces. This allows you to render any image, including text and graphics, to an offscreen buffer that you can display at a later time. The advantage to doing this is that the image is seen only when it is complete. Drawing a complicated image could take several milliseconds or more, which can be seen by the user as flashing or flickering. This flashing is distracting and causes the user to perceive your rendering as slower than it actually is. Use of an offscreen image to reduce flicker
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public boolean imageUpdate(Image img, int flags, int x, int y, int w, int h) { if ((flags & SOMEBITS) != 0) { // new partial data repaint(x, y, w, h); // paint new pixels } else if ((flags & ABORT) != 0) { error = true; // file not found repaint(); // paint whole applet } return (flags & (ALLBITS|ABORT)) == 0; }
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Figure 23-2.



Sample output from ObservedImageLoad



is called double buffering, because the screen is considered a buffer for pixels, and the offscreen image is the second buffer, where you can prepare pixels for display. Earlier in this chapter, you saw how to create a blank Image object. Now you will see how to draw on that image rather than the screen. As you recall from earlier chapters, you need a Graphics object in order to use any of Java’s rendering methods. Conveniently, the Graphics object that you can use to draw on an Image is available via the getGraphics( ) method. Here is a code fragment that creates a new image, obtains its graphics context, and fills the entire image with red pixels:
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Canvas c = new Canvas(); Image test = c.createImage(200, 100); Graphics gc = test.getGraphics(); gc.setColor(Color.red); gc.fillRect(0, 0, 200, 100);



/* * * */ import java.awt.*; import java.awt.event.*; import java.applet.*; public class DoubleBuffer extends Applet { int gap = 3; int mx, my; boolean flicker = true; Image buffer = null; int w, h; public void init() { Dimension d = getSize(); w = d.width; h = d.height; buffer = createImage(w, h); addMouseMotionListener(new MouseMotionAdapter() { public void mouseDragged(MouseEvent me) { mx = me.getX(); my = me.getY(); flicker = false; repaint(); } public void mouseMoved(MouseEvent me) { mx = me.getX(); my = me.getY(); flicker = true;
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Once you have constructed and filled an offscreen image, it will still not be visible. To actually display the image, call drawImage( ). Here is an example that draws a time-consuming image, to demonstrate the difference that double buffering can make in perceived drawing time:
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repaint(); } }); } public void paint(Graphics g) { Graphics screengc = null; if (!flicker) { screengc = g; g = buffer.getGraphics(); } g.setColor(Color.blue); g.fillRect(0, 0, w, h); g.setColor(Color.red); for (int i=0; i operator.



Here are a few more of the most important “omissions”: ■ Java does not include structures or unions. These were felt to be redundant since the class encompasses them. ■ Java does not support operator overloading. Operator overloading is sometimes a source of ambiguity in a C++ program, and the Java design team felt that it causes more trouble than benefit.



■ Java does not perform any automatic type conversions that result in a loss of precision. For example, a conversion from long integer to integer must be explicitly cast. ■ All the code in a Java program is encapsulated within one or more classes. Therefore, Java does not have what you normally think of as global variables or global functions. ■ Java does not allow default arguments. In C++, you may specify a value that a parameter will have when there is no argument corresponding to that parameter when the function is invoked. This is not allowed in Java. ■ Java does not support the inheritance of multiple superclasses by a subclass. ■ Although Java supports constructors, it does not have destructors. It does, however, add the finalize( ) function. ■ Java does not support typedef. ■ It is not possible to declare unsigned integers in Java. ■ Java does not allow the goto. ■ Java does not have the delete operator. ■ The > in Java are not overloaded for I/O operations. ■ In Java, objects are passed by reference only. In C++, objects may be passed by value or by reference.



SOFTWARE DEVELOPMENT USING JAVA



■ Java does not include a preprocessor nor does it support the preprocessor directives. The preprocessor plays a less important role in C++ than it does in C. The designers of Java felt that it was time to eliminate it entirely.
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New Features Added by Java There are a number of features in Java that have no equivalent in C++. Perhaps the three most important are multithreading, packages, and interfaces, but there are several others that enrich the Java programming environment as well. ■ As explained earlier, multithreading allows two or more pieces of the same program to execute concurrently. Further, this approach to concurrence is supported at the language level. There is no parallel for this in C++. If you need to multithread a C++ program, you will need to do so manually, using operating system functions. While both methods allow for concurrent execution of two or more threads, Java’s approach is cleaner and easier to use. ■ There is no feature in C++ that directly corresponds to a Java package. The closest similarity is a set of library functions that use a common header file. However, constructing and using a library in C++ is completely different from constructing and using a package in Java. ■ The Java interface is somewhat similar to a C++ abstract class. (An abstract class in C++ is a class that contains at least one pure virtual function.) For example, it is impossible to create an instance of a C++ abstract class or a Java interface. Both are used to specify a consistent interface that subclasses will implement. The main difference is that an interface more cleanly represents this concept. ■ Java has a streamlined approach to memory allocation. Like C++, it supports the new keyword. However, it does not have delete. Instead, when the last reference to an object is destroyed, the object, itself, is automatically deleted the next time that garbage collection occurs. ■ Java “removes” the C++ standard library, replacing it with its own set of API classes. While there is substantial functional similarity, there are significant differences in the names and parameters. Also, since all of the Java API library is object-oriented, and only a portion of the C++ library is, there will be differences in the way library routines are invoked. ■ The break and continue statements have been enhanced in Java to accept labels as targets. ■ The char type in Java declares 16-bit-wide Unicode characters. This makes them similar to C++’s wchar_t type. The use of Unicode helps ensure portability. ■ Java adds the >>> operator, which performs an unsigned right shift. ■ In addition to supporting single-line and multiline comments, Java adds a third comment form: the documentation comment. Documentation comments begin with a /** and end with a */.
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■ Java contains a built-in string type called String. String is somewhat similar to the standard string class type provided by C++. Of course, in C++ string is only available if you include its class declarations in your program. It is not a built-in type.



Features That Differ There are some features common to both C++ and Java that each language handles a bit differently: ■ While both C++ and Java support a Boolean data type, Java does not implement true and false in the same way as C++. In C++, true is any nonzero value. False is zero. In Java, true and false are predefined literals, and these are the only values that a boolean expression may have. While C++ also defines true and false, which may be assigned to a bool variable, C++ automatically converts nonzero values into true and zero values into false. This does not occur in Java.



■ C++ supports exception handling that is fairly similar to Java’s. However, in C++ there is no requirement that a thrown exception be caught. With these additions, deletions, and differences as a backdrop, the rest of this chapter will look closely at a few of the key issues that you must deal with when converting code from C++ to Java.



Eliminating Pointers When you convert a C++ program into Java, perhaps the greatest number of changes will be caused by pointers. Most C++ code is heavily dependent upon pointers for its operation. You can’t program anything very significant in C++ without using a pointer. There are four general categories of pointer usage that you will encounter in C++ code: ■ As parameters to functions. Although C++ supports the reference parameter, there is a large base of legacy code that was originally written in C. C does not support reference parameters. In C, if a function needs to change the value of an argument, it is necessary to explicitly pass a pointer to that argument. Therefore, it is still common to find pointer parameters used in C++ code that was originally ported from C. Also, in some cases the same function library will need to be shared by both C and C++ code, which prevents the use of reference parameters.



SOFTWARE DEVELOPMENT USING JAVA



■ When you create a C++ class, the access specifiers apply to groups of statements. In Java, access specifiers apply only to the declarations that they immediately precede.
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Additionally, many of the standard library functions supported by C++ are holdovers from C. When one of these C-based functions requires the address of an argument, a pointer to the argument is used. Inside the function, the argument is then accessed through its pointer. ■ To provide a more efficient means of implementing certain constructs— especially array indexing. For example, it is often more efficient to sequentially move through an array using a pointer rather than an array index. While modern compilers implement highly efficient optimizations, pointers can still provide a significant performance boost. Thus, the use of pointers to access arrays is ubiquitous in C++ code. ■ To support memory allocation. In C++, when you allocate memory, an address (that is, a pointer) to that memory is returned. This address must be assigned to a pointer variable. Once this has been done, the pointer can point to any part of the allocated memory—or anywhere else, for that matter—by means of pointer arithmetic. In Java, when an object is allocated by new, a reference to the object is returned. This reference must be assigned to a reference variable of a compatible type. While Java reference variables do implicitly point to the object that was allocated by the new operator, they cannot be manipulated in the same way as C++ pointers. And they cannot point to memory outside of the Java run-time context. ■ To provide access to any arbitrary machine address, possibly to call a ROM routine or to read/write directly to memory. Since Java purposely disallows such actions, this use of pointers has no direct parallel. If you are writing applications, not applets, you can always use Java’s native capabilities (described in Part One) to gain access to native code routines that would be allowed access to such system resources. Let’s look at two situations in which pointer-based C++ code is converted to Java.



Converting Pointer Parameters For the most part, it is quite easy to convert a C++ function that uses pointer parameters into its equivalent Java method. Since Java passes all objects by reference, sometimes the conversion simply requires the removal of C++’s pointer operators. For example, consider this C++ program that reverses the signs of a Coord object, which stores a pair of Cartesian coordinates. The function reverseSign( ) is passed a pointer
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to the Coord object that will be reversed. As you can see, C++’s *, &, and -> pointer operators are used to perform the operation. // Reverse the signs of a coordinate - C++ version. #include using namespace std; class Coord { public: int x; int y; };



int main() { Coord ob; ob.x = 10; ob.y = 20; cout = 0 && x = 0 && y >, 80, 87–89 >=, 91 ; (semicolon), 29, 38, 110 ~, 80, 82
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and applet architecture, 631–632 classes, table of, 688–691 components, extending, 790–797 creating stand-alone windows with, 702–704 AbstractButton class, 927 AbstractCollection class, 448 AbstractList class, 448 AbstractMap class, 466, 467 AbstractSequentialList class, 448 AbstractSet class, 449 accept( ), 543, 545, 602 Access control, 172–176 example program, 229–232 and packages, 224, 227–228 Access specifiers, 28, 172, 227–228 Accessibility API, 948 acos( ), 420 ActionEvent class, 657, 658–659, 739, 752, 777 ActionListener interface, 669, 670, 739, 752, 777 actionPerformed( ), 670, 739 Adapter classes, 680–682 add( ), 443, 445, 446, 447, 454, 455, 692, 736–737, 748, 751, 767, 772, 777 addAll( ), 443, 445, 446
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addCookie( ), 965, 967, 975 addElement( ), 486, 488 addFirst( ), 453 addImage( ), 811 addLast( ), 453, 454 addMouseListener( ), 676 addMouseMotionListener( ), 676 addTypeListener( ), 655–656 AdjustmentEvent class, 657, 659–660, 756 AdjustmentListener interface, 669, 670, 756 adjustmentValueChanged( ), 670 after( ), 512, 514 Algorithms, collection, 441, 475–480 ALIGN, 644 allocate( ), 850, 851–852 ALT, 643 AND operator bitwise (&), 80, 82 Boolean logical (&), 92, 94 short-circuit (&&), 92, 93–94 Animation, cell, 837–841 Apache Software Foundation, 951 append( ), 372–373, 762 Applet, 10, 328–331 architecture, 632 basics, 628–629 colors, setting and obtaining, 636–638 executing, 330–331 and the Internet, 10 and main( ), 29, 131, 329, 331 outputting to console, 652 passing parameters to, 644–649 request for repaint, 638–641 skeleton, 632–635 and socket connections, 595 string output to, 636 versus application, 10 viewer, 330–331 Applet class, 329, 628–652, 692 methods, table of, 629–631 applet package, 314, 328 applet tag, 16 APPLET tag, HTML, 330–331, 628–629 full syntax for, 643–644 AppletContext interface, 628, 649–651, 1048 methods, table of, 650 AppletStub interface, 628, 652 appletviewer, 330, 628 status window, using, 642



Application builder tools, 887–888 Application versus applet, 10 AreaAveragingScaleFilter class, 821 areFieldsSet, 514 Arguments, 138, 143 command-line, 188 passing, 165–167 Arithmetic operators, 74–80 ArithmeticException, 252, 253, 265 Array(s), 28, 61–70 boundary checks, 64 copying, 408, 411 declaration syntax, alternative, 70 dynamic, 449–451, 485 initializing, 63–64, 68–69 length instance variable of, 179–181 multidimensional, 64–70 one-dimensional, 61–64 of strings, 187 and strings, 52, 70 arraycopy( ), 408, 411 ArrayIndexOutOfBoundsExceptio n, 256, 265, 482, 483 ArrayList class, 448, 449–452, 462 Arrays class, 480–484 ArrayStoreException, 265 ASCII character set, 47, 48, 51 and the Internet, 350, 356 asin( ), 420 asList( ), 480 Assembly language, 4, 5 assert( ), 16, 39, 340–343 Assertion, 340–344 AssertionError, 340 Assignment operator(s) =, 31, 94–95 arithmetic (op=), 74, 76–78 bitwise, 80, 89–90 Boolean, 92 atan( ), 420 atan2( ), 420 AudioClip interface, 628, 651 available( ), 548 AWT. See Abstract Window Toolkit AWTEvent class, 656–657 bit mask constants, 791



B B, 4, 5 BASIC, 5 BCPL, 5 Bean Builder, 888, 911–920 Bean Developer Kit (BDK), 888–891



BeanBox, 888 BeanDescriptor class, 907, 909–911 BeanInfo interface, 903–904, 907, 910–911 Beans, Java. See Java Beans before( ), 512, 514 Bell curve, 525 Berkeley Software Distribution (BSD), 588 Berners-Lee, Tim, 597 Beyond Photography, The Digital Darkroom (Holzmann), 816 binarySearch( ), 481 BitSet class, 508–511 methods, table of, 508–510 Bitwise operators, 80–90 Blocks, code. See Code blocks Boolean literals, 51 logical operators, 92–94 Boolean class, 401 methods, table of, 401 boolean data type, 42, 48–49 and relational operators, 91 BorderLayout class, 766–768 Borenstein, Nat, 602 break statement, 100, 104, 105–107, 120–124 as form of goto, 122–124 Buffer class, 847–850 methods, table of, 848 Buffer(s), NIO, 847–850 BufferedInputStream class, 316, 555–557 BufferedOutputStream class, 316, 557 BufferedReader class, 318–319, 320, 321, 569–570 BufferedWriter class, 570–571 Buffering, double, 807–811 Button class, 739 extending, 792 Buttons, Swing, 927–934 Byte class, 387, 396, 397 methods defined by, table of, 387–389 byte data type, 42, 43, 44, 50 ByteArrayInputStream class, 552–553 ByteArrayOutputStream class, 553–554 ByteBuffer class, 848–850, 851, 852 get( ) and put( ) methods, table of, 849 Bytecode, 11–12, 14, 26, 422 byteValue( ), 381
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C C, history of, 4–6 and Java, 4, 6, 8, 13 C Programming Language, The (Kernighan and Ritchie), 5 C++ code, converting to Java, 985–1003 features not in Java, 982–983 history of, 6–7 and Java, 4, 7, 8, 9, 13 Java features not in, 984–985 C# and Java, 9 Calendar class, 514–518, 524 methods defined by, table of, 515–517 Call-by-reference, 165, 166–167 Call-by-value, 165–166, 167 cancel( ), 532, 533 Canvas class, 693 capacity( ), 369–370 capacityIncrement Vector data member, 485–486 CardLayout class, 772–775 Case-sensitivity and Java, 26, 28, 37 case statement, 104, 105, 107, 108 Casts, 57–59, 60 using instanceof with, 332–335 catch block(s), 250, 253–254 displaying exception description within, 254–255 using multiple, 255–257 CGI (Common Gateway Interface), 950 Channel(s), 550, 551, 562, 596, 602, 847, 850–851 char data type, 42, 47–48, 74 Character(s), 42, 47–48 changing case of, 367–368 classes (regular expressions), 861, 866 escape sequences, table of, 51 extracting, 355–356 literals, 51 Character class, 397–401 methods, table of, 399–400 Character.Subset class, 380, 401 Character.Unicode class, 380, 401 CharArrayReader class, 566–567 CharArrayWriter class, 567–568 charAt( ), 186–187, 355, 371 CharBuffer class, 436 Charsets, 851



CharSequence interface, 345, 380, 436, 860 charValue( ), 397 Check boxes, 743–747 Swing, 930–932 checkAll( ), 812 Checkbox class, 743 extending, 793 CheckboxGroup class, 745–747 extending, 794 CheckboxMenuItem class, 775, 777 checkID( ), 812 Choice class, 748 extending, 795 Choice controls, 748–750 Class(es), 130–154 abstract, 216–219, 220, 239 access levels of, 228 adapter, 680–682 and code, 26, 228 in collections, storing user-defined, 460–462 constructor. See Constructor definition of, 20 final, 220 general form of, 130–131 inner, 181–184, 682–685 and interfaces, 235, 236–237 libraries, 25, 39 member. See Member, class name and source file name, 26 nested, 181 packages as containers for, 224, 227 public, 228 scope, 54 Class class, 416–419, 869, 872 methods, table of, 416–417 .class file, 26, 133 class keyword, 27, 130 ClassCastException, 265, 400, 443, 445, 447, 463, 465, 471, 475, 481, 482, 483 ClassLoader class, 419 methods, table of, 419 ClassNotFoundException, 266 CLASSPATH, 226, 227 clear( ), 443, 445 Client/server model, 589 clone( ), 221, 412–415 Cloneable interface, 380, 412–415, 508 CloneNotSupportedException, 266, 412



close( ), 314, 325 COBOL, 5 CODE, 643 Code blocks, 35–37 CODEBASE, 643 Collection(s), 440–504 algorithms, 475–480 classes, 448–457 framework overview, 441–442 interfaces, 440, 441–448 and legacy classes and interfaces, 484 modifiable vs unmodifiable, 442–443 storing user-defined classes in, 460–462 and synchronization, 475, 484 when to use, 504 Collection interface, 442, 443–445 methods defined by, table of, 443–444 Collections class, 441, 475–480 algorithms defined by, table of, 476–479 Collection-view, 442, 464 Color class, 712–715 constants 636 ColorsBeanInfo class, 903 Combo boxes, Swing, 934–936 Comment, 27–28 documentation, 38, 1134–1140 Common Gateway interface (CGI), 950 Comparable interface, 380, 436, 512, 514, 542 Comparator(s), 471–475 Comparator interface, 442, 471–472 compare( ), 471, 472–475 compareTo( ), 359–361, 400–401, 436, 514, 542 compareToIgnoreCase( ), 361 Compilation unit, 25 compile( ), 859–860 Compiler, Java, 26 Compiler class, 423 Component class, 629, 654, 691, 736, 801 componentAdded( ), 670 ComponentEvent class, 657, 660 componentHidden( ), 670 ComponentListener interface, 669, 670 componentMoved( ), 670 componentRemoved( ), 670
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componentResized( ), 670 componentShown( ), 670 concat( ), 364 Constants, 37 Constructor(s), 145–149 in class hierarchy, order of calling, 207–208 default, 136, 147 object parameters for, 163–165 overloading, 159–162 parameterized, 147–149 and super, 197–202, 206 Constructor class, 869–870 Container class, 629, 692, 763 ContainerEvent class, 657, 660 ContainerListener interface, 669, 670 contains( ), 443, 445, 455 containsAll( ), 443, 445 Content pane, 923 contentEquals( ), 368 Context switching, 311 rules for, 275–276 continue statement, 100, 124–126 Control statements, 100–127 Controls, 736–775 fundamentals, 736–737 Convolution filters, 824, 831–837 Cookie class, 963, 967–968 methods, table of, 968–969 Cookies, example servlet using, 975–977 cos( ), 420 countStackFrames( ), 424 createImage( ), 801 CropImageFilter class, 821–823 Currency class, 534–535 methods, table of, 535 currentThread( ), 278 currentTimeMillis( ), 408, 410–411



D Data type(s) casting, 57–59, 60 class as, 130, 131 conversion, automatic, 42, 57, 157–159 conversion into string representation, 353–354, 366–367, 397 promotion of, 44, 59–61 simple, 42–43 wrappers for simple, 380–398



DatagramPacket class, 624 Datagrams, 623–626 server/client example, 624–626 DatagramSocket class, 624, 626 DataInput interface, 561 DataInputStream class, 316 DataOutput interface, 561 DataOutputStream class, 316 Date class, 512–514 methods, table of, 512–513 object comparisons, 514 DateFormat class, 524, 878–879 Decrement operator (– –), 35, 74, 78–80 default statement, 104 DefaultMutableTreeNode class, 942 Delegation event model, 654–656 and Beans, 896–897 event listeners, 654, 656, 669–672 event sources, 654, 655–656, 668–669 using, 673–680 delete operator, 150 delete( ), 374–375, 541 deleteCharAt( ), 374–375 deleteOnExit( ), 541 destroy( ), 407, 632, 634, 635, 951, 955, 956 Destructors versus finalize( ), 151, 1003–1007 Dialog boxes, 782–790 file, 788–790 Dialog class, 783 Dictionary class, 492–494 abstract methods, table of, 493 digit( ), 400 Dimension class, 689, 694, 711 Directories as File objects, 539, 542–543 creating, 545 dispose( ), 783 DLL, 339, 340 do-while loop, 111–114 Document/view, 531 Domain Naming Service (DNS), 591 DOS and Java, 25 Dot operator (.), 132, 140, 177–178 Double buffering, 807–811 Double class, 381–382, 386 methods, table of, 384–385 double data type, 42, 46–47, 50 doubleValue( ), 381 Drag-and-Drop API, 948



drawArc( ), 709–710 drawImage( ), 802, 809 drawLine( ), 705–706 drawOval( ), 708 drawPolygon( ), 710–711 drawRect( ), 706 drawRoundRect( ), 706–707 drawString( ), 329, 628, 636, 724 Dynamic link library (DLL), 339, 340 Dynamic method dispatch, 211–216 DynamicBillboard applet, 1012–1046



E E (double constant), 420 Early binding, 220 echoCharIsSet( ), 759 Edit control, 758 elementAt( ), 486, 488 elementCount Vector data member, 485–486 elementData[ ] Vector data member, 485–486 elements( ), 493 else, 100–104 empty( ), 490, 491 EMPTY_LIST static variable, 479 EMPTY_MAP static variable, 479 EMPTY_SET static variable, 479 EmptyStackException, 490, 492 enableEvents( ), 790–791 Encapsulation, 19–20, 24–25, 151–152 and access control, 172 end( ), 860 Endian format, 44 endsWith( ), 358 ensureCapacity( ), 370, 451 entrySet( ), 463, 464, 466, 468 enumerate( ), 427, 432 Enumeration interface, 484–485 program demonstrating, 488–490 Environment properties, list of, 412 eolIsSignificant( ), 575 equals( ), 186–187, 221, 357, 401, 443, 445, 471, 472, 482, 494, 513, 514, 594 versus = =, 349 equalsIgnoreCase( ), 357 err, 318, 407 Error class, 251, 261, 270 Errors, run-time, 13, 14, 250 Event, definition of, 655
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Event handling, 654–685 and adapter classes, 680–682 event classes, 656–668 by extending AWT components, 655, 790–797 See also Delegation event model EventListener interface, 440 EventListenerProxy class, 441 EventObject class, 656, 657 EventSetDescriptor class, 908, 910–911 Exception class, 251, 267–269, 270 Exception handling, 13, 14, 114, 120, 250–271, 328 block, general form of, 250–251 and chained exceptions, 16, 250, 269–271 and creating custom exceptions, 267–269 and default exception handler, 251–252 Exceptions, built-in run-time, 250, 251, 265 checked, table of, 266 constructors for, 261 unchecked RuntimeException, table of, 265–266 exec( ), 402, 403, 406–407 exists( ), 540 exitValue( ), 407 exp( ), 420 Expressions, regular. See Regular expressions extends, 190, 246 Externalizable interface, 578



F false, 39, 48, 51, 91 FALSE, 401 Field class, 869–870 fields, 514 File(s) I/O, 324–328, 539–545 pointer, 561 source, 25–26, 131, 224 File class, 539–545 methods, demonstration of some, 540–541 FileChannel class, 850–851 FileDialog class, 788–789 FileFilter interface, 539, 545 FileInputStream class, 316, 324, 325, 548–550



FilenameFilter interface, 539, 543–544 FileNotFoundException, 325, 548, 550, 563 FileOutputStream, 316, 324, 325, 326, 550–551 FileReader class, 562–565 FileWriter class, 565–566 fill( ), 482–483 fillArc( ), 709–710 fillOval( ), 708 fillPolygon( ), 710–711 fillRect( ), 706 fillRoundRect( ), 706–707 FilteredImageSource class, 815, 821 FilterInputStream class, 555 FilterOutputStream class, 555 final to prevent class inheritance, 220 to prevent method overriding, 219–220 variables, 178–179 finalize( ), 150–151, 221 versus C++ destructors, 1003–1007 finally block, 250, 263–264 find( ), 860, 863–864, 865 Firewall, 10, 1070 first( ), 447, 772–773 firstElement( ), 486, 488 firstKey( ), 465 Float class, 381–382, 386 methods, table of, 382–383 float data type, 42, 46, 50 Floating-point(s), 42, 45–47 literals, 50 floatValue( ), 381 FlowLayout class, 764–766 flush( ), 557, 570 FocusEvent class, 657, 661 focusGained( ), 670 FocusListener interface, 669, 670 focusLost( ), 670 Font class, 717–718, 720 methods, table of, 718 FontMetrics class, 724–733 methods, table of, 724–725 Fonts, 717–733 creating and selecting, 720–722 determining available, 719–720 information, obtaining, 722–723 terminology to describe, 724
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G Garbage collection, 150, 151, 405, 437 gc( ), 404, 405–406 GenericServlet class, 953, 955, 960 get( ), 445, 446, 454, 464, 493 and buffers, 849–850 getActionCommand( ), 658, 740, 752 getAddress( ), 594, 624 getAdjustable( ), 659 getAdjustmentType( ), 659, 756 getAlignment( ), 738 getAllByName( ), 593 getAllFonts( ), 719 getAppletContext( ), 650 getAscent( ), 724, 725 getAttribute, 966, 978 getAttributeNames( ), 966, 978 getAudioClip( ), 651 getAvailableFontFamilyNames( ), 719 getBackground( ), 637 getBlue( ), 713–714 getByName( ), 593 getBytes( ), 356, 550 getCause( ), 267, 270 getChannel( ), 550, 551, 562, 596, 602, 850, 851, 853 getChars( ), 355–356, 371–372, 565 getChild( ), 661 getClass( ), 221, 416, 418–419, 872 getClickCount( ), 665 getCodeBase( ), 648–649 getColor( ), 714 getComponent( ), 660 getConstructors( ), 869 getContainer( ), 661 getCookies( ), 963, 976 getData( ), 624 getDateInstance( ), 878 getDateTimeInstance( ), 880
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getNewState( ), 668 GetObjectClass( ), 339 getOldState( ), 668 getOppositeComponent( ), 661 getOppositeWindow( ), 668 getOutputStream( ), 407, 595 getParameter( ), 645, 646, 803 getParent( ), 540 getPoint( ), 665 getPort( ), 595, 624 getPreferredSize( ), 764 getPriority( ), 277, 290 getProperties( ), 408, 498 getProperty( ), 409, 412, 499, 500, 501 getPropertyDescriptors( ), 903 getRed( ), 713–714 getRGB( ), 714 getRuntime( ), 403, 404 getScrollAmount( ), 666 getScrollType( ), 666 getSelectedCheckbox( ), 746 getSelectedIndex( ), 748, 751 getSelectedIndexes( ), 751 getSelectedItem( ), 748, 751 getSelectedItems( ), 751 getSelectedText( ), 759 getServletConfig( ), 956 getServletInfo( ), 956 getSession( ), 971, 978 getSize( ), 694, 711 getSource( ), 656, 741 getStackTrace( ), 267, 435 getState( ), 743, 777 getStateChange( ), 663, 752 getSuperclass( ), 417, 418–419 getText( ), 738, 758 getTime( ), 513, 514 getTimeInstance( ), 879–880 getValue( ), 468, 660, 755, 968, 971, 976 getWheelRotation( ), 666 getWhen( ), 659 getWindow( ), 668 getWriter( ), 954 getX( ), 665 getY( ), 665 GIF image format, 800 Gosling, James, 7, 8 Goto statement, using labeled break as form of, 122–124 grabPixels( ), 818, 819 Graphics class, 329, 636, 705 drawing methods, 705–711 Graphics context, 705 sizing, 711–712
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H hashCode( ), 221, 401, 494 Hashing, 455 HashMap class, 466, 467–468 HashSet( ), 449, 454–456 Hashtable class, 494–498 and iterators, 497 legacy methods, table of, 495–496 hasMoreElements( ), 485, 506, 507 hasMoreTokens( ), 506, 507 hasNext( ), 459 Header file, creating, 337–338 headMap( ), 465 headSet( ), 447 HEIGHT, 644 Hexadecimals, 50 as character values, 51 Hierarchical abstraction and classification, 18–19 and inheritance, 20, 190 Histogram, 819 Hoare, C.A.R., 276 Holzmann, Gerard J., 816 HSB color model, 713 HSBtoRGB( ), 713 HSPACE, 644 HTML (Hypertext Markup Language), 597, 950 file, 330 HTTP, 597, 950 GET requests, handling, 971–973 POST requests, handling, 971, 973–974 server example, caching proxy, 602–623 server example transaction, 589–590 socket, 589 and URLConnection class, 599–601 HttpServlet class, 963, 969, 971 methods, table of, 969–970 HttpServletRequest interface, 962, 963, 978 methods, table of, 963–964
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HttpServletResponse interface, 962, 965, 978 methods, table of, 965–966 HttpSession interface, 962, 966 methods, table of, 966–967 HttpSessionBindingEvent class, 963, 971 HttpSessionBindingListener interface, 962, 967 HttpSessionEvent class, 963, 970–971



I Icon interface, 924 Icon, rollover, 927 Identifiers, 27, 37 IdentityHashMap class, 466, 471 IEEEremainder( ), 422 if statement, 31–33, 35, 100–104, 170 and boolean variables, 101 nested, 102 switch statement versus, 108 if-else-if ladder, 102–104 IllegalAccessException, 262, 266 IllegalArgumentException, 265, 482, 483 IllegalMonitorStateException, 265 IllegalStateException, 265, 860, 966 IllegalThreadStateException, 265 Image class, 800, 801 ImageConsumer interface, 800, 817–820 ImageFilter class, 821–837 ImageIcon class, 923–924 ImageMenu applet, 1048–1056 ImageObserver interface, 800, 802, 803–807 ImageProducer interface, 800, 801, 815–817 imageUpdate( ), 803, 804–805, 807 flags, table of, 804 Images, 800–841 animation of, 837–841 creating, loading, displaying, 801–803 double buffering and, 807–811 implements clause, 236 import statement, 232–233 in, 318, 407 Increment operator (++), 34–35, 74, 78–80 indexOf( ), 361–363, 376–377, 445, 446, 486, 488 IndexOutOfBoundsException, 265 Inet4Address class, 592, 626
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Internet, 4, 7, 8, 9, 11 addresses, obtaining, 594 addressing, 590–591 and portability, 10, 11 and security, 10–11, 1070–1071 Internet Protocol (IP) addresses, 590–591 definition of, 588–589 InterNIC (Internet root server), 594, 596 Interpreter, Java, 26 and main( ), 28, 29 InterruptedException, 266, 278 Introspection, 894–897 Introspector class, 908, 909–911 I/O, 314–328, 538–585 channel-based, 16, 847 classes, list of, 538 console, 29, 114, 314, 318–324 error handling, 328 file, 324–328, 539–545 interfaces, list of, 539 new. See New I/O (NIO) streams. See Streams io package. See java.io package IOException, 319, 325, 326, 546, 547, 548, 558, 562, 565, 571, 578, 580, 581, 595, 599, 601, 851 isAbsolute( ), 541 isAlive( ), 277, 286–289 isAltDown( ), 662 isAltGraphDown( ), 662 isControlDown( ), 662 isDirectory( ), 542 isEditable( ), 759 isEmpty( ), 444, 445, 493 isEnabled( ), 776 isFile( ), 541 isHidden( ), 541 isInfinite( ), 386 isLeapYear( ), 519 isMetaDown( ), 662 isMulticastAddress( ), 594 isN( ), 895 isNaN( ), 386 isPopupTrigger( ), 665 isSet, 514 isShiftDown( ), 662 isTemporary( ), 661 isTimeSet, 514 ItemEvent class, 657, 662–663, 744, 748, 777 ItemListener interface, 669, 671, 743, 748, 777 ItemSelectable interface, 663
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itemStateChanged( ), 671, 744, 748 Iteration statements, 109–119 Iterator interface, 441, 442, 457–460 methods, table of, 458 iterator( ), 444, 445, 457, 459



J Jakarta Project, 951 JAR files, 536, 891–894 JApplet class, 923 Java API packages, table of core, 844–846 and C, 4, 6, 13 and C++, 4, 7, 8, 9, 13 and C#, 9 design features, 12–15 and DOS and Windows 3.1, 26 history of, 4, 7–9, 15–16 and the Internet, 4, 7, 11, 15 as interpreted language, 11, 14 keywords, 38–39 as strongly typed language, 42 versions of, 15 and Windows 95/98 and Windows NT, 26 and the World Wide Web, 7, 8, 13 Java 2 SDK (Software Development Kit), 25 Java 2D API, 733, 948 Java Archive (JAR) files, 536, 891–894 Java Beans, 418, 437, 869, 886–920 advantages of, 887 API, 906–911 and constrained properties, 905 customizers, 906 introspection, 894–897 using the BDK to develop, 897–901 using Bean Builder to develop, 911–920 using bound property of, 902–903 .java file, 25 Java Foundation Classes (JFC), 948 java (Java interpreter), 26 Java Native Interface (JNI), 336 java package, 234



Java Virtual Machine (JVM), 11, 12, 14, 403 java.applet package, 628 java.awt package, 628, 656, 688 classes, tables of, 688–691 java.awt.Dimension class, 869 java.awt.event package, 654, 656, 669, 680 classes, table of, 657–658 java.awt.image package, 800, 840–841 java.beans package, 906–911 classes, table of, 907–909 interfaces, tables of, 907 java.io package, 314, 538–539 java.io.IOException, 114 java.lang package, 234, 318, 380–437 java.lang.image, 818 java.lang.ref package, 437 java.lang.reflect package, 437, 844, 845, 869 classes, table of, 870 java.net package, 588 classes and interfaces, list of, 592 java.nio package, 436, 538, 550, 551, 562, 596, 602, 844, 845, 847 java.nio.channels package, 845, 847, 850, 851 java.nio.channles.spi package, 845, 847 java.nio.charset package, 846, 847, 851 java.nio.charset.spi package, 846, 847 java.rmi package, 844, 846, 874 java.text package, 844, 846, 878 java.util package, 440–441, 506, 656 java.util.jar package, 506, 536 java.util.regex package, 846, 859 java.util.zip package, 506, 536, 892 javac (Java compiler), 26 javadoc utility program, 1134, 1138–1139 javah.exe, 337, 339 JavaSoft, 888 javax.imageio package, 841 javax.servlet package, 953, 954–960 interfaces and classes, list of, 955 javax.servlet.http package, 954, 962–971 interfaces and classes, list of, 962–963 javax.swing package, 923 javax.swing.tree package, 923



JButton class, 927–929 JCheckBox class, 930–932 JComboBox class, 934–936 JComponent class, 924 JFrame class, 913 JLabel class, 914, 924–925 jni.h, 339 jni_md.h, 339 join( ), 277, 286–289 Joy, Bill, 7, 588 JPanel class, 940 JPEG image format, 800 JRadioButton class, 932–934 JscrollBar class, 915 JScrollPane class, 939–940 JSlider class, 914, 915 JTabbedPane class, 936–939 JTable class, 946–948 JTextCompenent class, 925–926 JTextField class, 926 JToggleButton class, 930, 932 JTree class, 941–942 Jump statements, 119–127 Just In Time (JIT) compiler, 12



K Kernighan, Brian, 5 KeyAdapter class, 681 Keyboard events, handling, 676–680 KeyEvent class, 658, 663–664 KeyListener interface, 669, 671, 676 keyPressed( ), 671, 676, 678 keyReleased( ), 671, 676 keys( ), 493 keySet( ), 464 keyTyped( ), 671, 676, 678 Keywords, table of Java, 39



L Label, 123, 125 Swing, 924 Label class, 737–739 last( ), 447, 772, 773 lastElement( ), 487, 488 lastIndexOf( ), 361–363, 376–377, 445, 446, 487, 488 lastKey( ), 465 Late binding, 220 LaVallée, David, 1048, 1058 Lavatron applet, 1058–1067 Layout managers, 763–775 LayoutManager interface, 763–764 length( ), 186–187, 351, 369–370
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length instance variable of arrays, 179–181 Lexer, 506 Libraries, class, 25, 39 Lindholm, Tim, 7 LinkedHashMap class, 466, 470–471 LinkedHashSet class, 449, 456 LinkedList class, 448, 452–454 list( ) and directories, 539, 542–544 List class, 751 extending, 795–796 List controls, 751–754 List interface, 442, 445–447 methods, table of, 446 listFiles( ), 544–545 ListIterator interface, 442, 457–460 methods, table of, 458 ListResourceBundle class, 441 Literals, 37, 50–52 regular expression, 861 load( ), 404, 499, 502–504 loadLibrary( ), 337, 404 Locale class, 523–524, 878, 880 log( ), 420, 960 Logical operators, Boolean, 92–94 long, 42, 43, 45 literal, 50 Long class, 387, 396, 397 methods, table of, 393–395 lookup( ), 875 loop( ), 651 Loops do-while, 111–114 for. See for loop infinite, 118–119 nested, 119 and polling, event, 275, 297 while, 109–111



M main( ), 28, 29, 131, 176 and applets, 329, 331 and command-line arguments, 188 main (default name of main thread), 279 MalformedURLException, 597 Manifest files, 892 Map interface, 463–464 methods, table of, 463–464 map( ), 851, 853–854, 856 Map.Entry interface, 466 methods, table of, 466 MappedByteBuffer class, 848, 854 Maps, 441, 462–471



mark( ), 546, 548, 552, 556, 557, 559, 569 markSupported( ), 556, 559, 569 Matcher class, 859, 860–861 matcher( ), 860 matches( ), 368, 860, 862–863, 868–869 Math class, 53, 159, 420–422 rounding methods, table of, 421 max( ), 476, 480 MAX_PRIORITY, 289, 423–424 MAX_RADIX, 398 MAX_VALUE, 382, 387, 398 MediaTracker class, 811–815 Member, class, 20, 158 access, table of, 228 Member interface, 869 Memory allocation using new, 62, 63, 134–136 management, 13–14 and Runtime class, 405–406 MemoryImageSource class, 815–817 Menu applet, Image-based, 1048–1056 Menu bars and menus, 775–782 Menu class, 775, 776 MenuBar class, 775, 776, 777 MenuItem class, 775, 776, 777 Messaging system, 276–277 Method(s), 20, 131, 138–145 abstract, 216–219 calling, 140, 142 dispatch, dynamic, 211–216 factory, 593 final, 219–220 general form, 138 interface, 236, 237 native, 335–340 overloading, 156–162 overriding, 208–216 and parameters, 138, 142–145 passing object to, 166–167 recursive, 169–172 returning object from, 168–169 returning a value from, 140–142 scope defined by, 54–56 static, 176–178 synchronized, 276, 292–295 and throws clause, 261–262 Method class, 869–870, 872 MIME types, 602, 950 min( ), 477, 480



minimumLayoutSize( ), 764 MIN_PRIORITY, 289, 423–424 MIN_RADIX, 398 MIN_VALUE, 382, 387, 398 mkdir( ), 545 mkdirs( ), 545 Modifier class, 872 methods, table of, 872 Modulus operator (%), 74–76 Molecule Bean, 889–890 Monitor, 276, 292 Mouse events, handling, 673–676 MouseAdapter class, 680, 681 mouseClicked( ), 671, 680 mouseDragged( ), 671, 680 mouseEntered( ), 671 MouseEvent class, 658, 664–665 mouseExited( ), 671 MouseListener interface, 669, 671, 673 MouseMotionAdapter class, 680, 681 MouseMotionListener interface, 656, 669, 671, 673 mouseMoved( ), 671, 680 mousePressed( ), 671 mouseReleased( ), 671 MouseWheelEvent class, 658, 665–666 MouseWheelListener interface, 669, 672, 673 mouseWheelMoved( ), 672 Multitasking, 274, 276 Multithreaded programming, 14, 274–311 context switching rules for, 275–276 effectively using, 311 Observable class, Observer interface and, 531 and synchronization. See Synchronization and threads. See Thread(s) versus single-threaded system, 275 MutableTreeNode interface, 942 Mutex, 292



N NAME, 644 Name-space collisions instance variables and local variables, 149–150 packages and, 224 Naming class, 875
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NaN, 382, 385 native modifier, 336, 339 Naughton, Patrick, 7 Negative numbers in Java, representation of, 81 NEGATIVE_INFINITY, 382 NegativeArraySizeException, 265 .Net Framework, 9 Networking, 588–626 new, 62, 63, 134–136, 145, 147, 260, 261 New I/O (NIO), 844, 847–859 copying a file using, 857–859 reading a file using, 851–855 writing to a file using, 855–857 next( ), 459, 772, 773 nextBoolean( ), 525 nextBytes( ), 525 nextDouble( ), 245, 525 nextElement( ), 485, 506, 507 nextFloat( ), 525 nextGaussian( ), 525 nextInt( ), 525 nextLong( ), 525 nextToken( ), 506, 507, 575 NIO. See New I/O (NIO) NORM_PRIORITY, 289, 423–424 NoSuchElementException, 447, 463, 465 NoSuchFieldException, 266 NoSuchMethodException, 266 NOT operator bitwise unary (~), 80, 82 Boolean logical unary (!), 92 notepad, 406–407 notify( ), 221, 297–298, 300–302 notifyAll( ), 221, 297–298 notifyObservers( ), 527, 528 null, 39 Null statement, 110 NullPointerException, 261, 266, 447, 463, 465 Number class, 381 NumberFormatException, 266



O Oak, 7, 15 Object(s), 20, 130, 136 bitwise copy (clone) of, 412–415 creating, 132, 134–136 initialization with constructor, 145, 147 to method, passing, 166–167 as parameters, 162–165



returning, 168–169 serialization of. See Serialization type at run time, determining, 332–335 Object class, 220–221, 323, 412 methods, table of, 413 Object reference variables assigning, 137 declaring, 134–136 and dynamic method dispatch, 211–212 interface, 237–239 to superclass reference variable, assigning subclass, 196–197 OBJECT tag, 643 Object-oriented programming (OOP), 6, 18–25 model in Java, 13 ObjectInput interface, 580 methods defined by, table of, 580–581 ObjectInputStream class, 581 methods defined by, table of, 581–583 ObjectOutput interface, 578 methods defined by, table of, 578 ObjectOutputStream class, 579 methods defined by, table of, 579–580 Observable class, 527–531 methods, table of, 527 Observer interface, 527, 528 Octals, 50 as character values, 51 openConnection( ), 598–599 Operator(s) arithmetic, 74–80 assignment, 31, 94–95 bitwise, 80–90 Boolean logical, 92–94 parentheses and, 96–98 precedence, table of, 97 relational, 48, 90–91 ternary, 95–96 OR operator (|) bitwise, 80, 82 Boolean, 92 OR operator, short-circuit (||), 92, 93–94 OurButton Bean, 890, 891 out output stream, 29, 318, 407 OutputStream class, 315, 316, 322, 323, 545, 547–548 methods, table of, 547



Overloading methods, 156–162, 210–211 Overriding, method, 208–211 and dynamic method dispatch, 211–216 using final to prevent, 219–220



P Package(s), 172, 224–235, 247 access to classes contained in, 227–228 core Java API, table of, 844–846 defining, 225 importing, 232–235 Package class, 380, 432–434 methods, table of, 433–434 package statement, 225, 232 paint( ), 329, 632, 634–635, 637, 638, 639, 705, 803 Paint mode, setting, 715–717 Panel class, 629, 691, 692, 772 PARAM NAME, 644 Parameters, 28, 138, 142–145 applets and, 645–648 objects as, 162–165 and overloaded constructors, 160 and overloaded methods, 156 reference, C++ versus Java, 991–994 parseByte( ), 396 parseInt( ), 396 parseLong( ), 396 parseShort( ), 396 Parsing, 506 Pascal, 5 Pattern class, 859–860 Payne, Jonathan, 7 peek( ), 490, 491 Persistence (Java Beans), 905–896 PI (double constant), 420 PixelGrabber class, 818–820 play( ), 651 Pointers, 71, 136, 982, 985–991 Polling, 275, 297 Polymorphism, 22–25 and dynamic method dispatch, 211–216 and interfaces, 235, 238–239, 243 and overloaded methods, 156, 159 pop( ), 490, 491
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PopupMenu class, 782 Port, 589 Portability problem, 8, 10, 11, 14 and data types, 43 and native methods, 340 POSITIVE_INFINITY, 382 pow( ), 421 preferredLayoutSize( ), 764 previous( ), 772, 773 print( ), 31, 322, 323, 354, 561, 572 println( ), 29, 31, 322, 323, 354, 561, 572 PrintStream class, 316, 318, 322, 561 PrintWriter class, 317, 323, 572 private access specifier, 28, 172, 228 and inheritance, 192–193 Process class, 402 methods, table of, 402 Process-based versus thread-based multitasking, 274 processActionEvent( ), 791, 792, 796 processAdjustmentEvent( ), 791, 797 processComponentEvent( ), 791 processFocusEvent( ), 791 processItemEvent( ), 791, 793, 795, 796 processKeyEvent( ), 791 processMouseEvent( ), 791 processMouseMotionEvent( ), 791 processMouseWheelEvent( ), 791 processTextEvent( ), 791 Programming multithreaded. See Multithreaded programming object-oriented. See Object-oriented programming structured, 6 Properties, environment, 412 Properties class, 498–504 legacy methods, table of, 499 PropertyChangeEvent, 902, 905, 908 PropertyDescriptor class, 903, 909, 910–911 PropertyResourceBundle class, 441 protected access specifier, 151, 172, 228 public access specifier, 28, 172, 228 push( ), 490, 491 Push buttons, 739–743 Pushback, 558



PushbackInputStream, 316, 558–559 PushbackReader class, 317, 571–572 put( ), 464, 468, 471, 493 and buffers, 849–850, 856 putAll( ), 464, 471 PutField inner class, 579



R Radio buttons, 745 Swing, 932–934 random( ), 422 Random class, 245, 422, 524–526 methods, table of, 525 RandomAccess interface, 442, 462 RandomAccessFile class, 316, 561–562 read( ), 315, 319, 325–326, 328, 556, 558, 571. 850, 852 and end-of-file condition, 328 Reader class, 315, 319, 545, 562 methods defined by, table of, 563 readLine( ), 320, 396, 581, 960 readObject( ), 580, 581 rebind( ), 875 Recursion, 169–172 Reference parameters, C++ versus Java, 991–994 Reflection, 437, 869–872 regionMatches( ), 358 Regular expressions, 844, 859–869 syntax, 861 wildcards and quantifiers, 861, 864–866 Relational operators, 48, 90–91 Remote interface, 874 Remote method invocation (RMI), 15, 577, 844, 874–878 RemoteException, 874 remove( ), 444, 445, 455, 493, 737 removeAll( ), 444, 445, 737 removeAttribute( ), 967, 978 removeEldestEntry( ), 471 removeElement( ), 487, 488 removeElementAt( ), 487, 488 removeFirst( ), 453 removeLast( ), 453 removeTypeListener( ), 656 renameTo( ), 541 repaint( ), 638–639 demonstration program, 639–641 replace( ), 364–365, 375 replaceAll( ), 368, 861, 867



replaceFirst( ), 368 replaceRange( ), 762 ReplicateScaleFilter class, 821 requestFocus( ), 677 reset( ), 547, 548, 552, 554, 556, 559, 569 resetSyntax( ), 574 ResourceBundle class, 441 resume( ), 15, 305–308, 424, 426 retainAll( ), 444, 445 return statement, 126–127, 138 reverse( ), 373–374 reverseOrder( ), 477, 479 rewind( ), 853, 856 RGB color model, default, 815–816 RGBImageFilter class, 821, 823–837 RGBtoHSB( ), 713 Richards, Martin, 5 Ritchie, Dennis, 5, 588 RMI compiler (rmic), 876–877 rmiregistry (RMI registry), 877 run( ), 277, 280, 423, 531, 532 overriding, 282, 284, 531 using flag variable with, 308–310 runFinalizersOnExit( ), 403, 408 Runnable interface, 277, 380, 423, 531 implementing, 280–282, 284 Run-time system, Java, 11 type information, 15, 333, 418 Runtime class, 402, 403–407 executing other programs and, 406–407 memory management and, 405–406 methods, table of, 403–404 RuntimeException class, 251, 261, 265, 270 RuntimePermission class, 380, 434



S save( ), 498 scanf( ) C function, 318 schedule( ), 532, 533 Scientific notation, 50 Scope(s) in Java, 54–56 Scrabblet applet, 1070–1132 Scroll bars, 754–758 Scroll panes, 939–941 Scrollbar class, 755 extending, 797 search( ), 490, 491
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Security problem, 10–11, 1070–1071 and native methods, 340 and servlets, 950–951, 979 SecurityException, 266, 403, 408 SecurityManager class, 434 seek( ), 561 select( ), 748, 752, 759 Selection statements, 100–108 Selectors, 851 Semaphore, 292 SequenceInputStream class, 316, 559–560 Serializable interface, 577 Serialization, 577–585 example program, 583–585 and static variables, 577 and transient variables, 577 Server, 589 proxy, 590 ServerSocket class, 595, 601–602 service( ), 951, 953, 955, 956 Servlet(s), 950–979 advantages of, 950–951 example of simple, 953–954 life cycle of, 951 parameters, reading, 960–962 and security, 950–951, 979 and session tracking, 977–979 using Tomcat to develop, 951–952 Servlet interface, 955–956 methods, table of, 956 ServletConfig interface, 955, 956 ServletContext interface, 955–957 methods, table of, 957 ServletException class, 955, 960 ServletInputStream class, 955, 960 ServletOutputStream class, 955, 960 ServletRequest interface, 953, 955, 957, 960 methods, table of, 958–959 ServletResponse interface, 953, 955, 957 methods, table of, 959 Session tracking, 977–979 Set interface, 442, 447 Set-view, obtaining, 497 set( ), 445, 446, 454 setAlignment( ), 738 setAttribute( ), 967, 978 setBackground( ), 636, 713 setBlockIncrement( ), 755 setBounds( ), 692, 764



setChanged( ), 527 setCharAt( ), 371 setColor( ), 714 setContentType( ), 953 setDefault( ), 524 setEchoCharacter( ), 759 setEditable( ), 759 setEnabled( ), 776 setFont( ), 720 setForeground( ), 636, 713 SetIntField( ), 339 setLabel( ), 739, 743, 776 setLastModified( ), 542 setLayout( ), 763–764 setLength( ), 370–371, 562 setLocation( ), 692 setMaxAge( ), 969, 977 setN( ), 894, 895, 896 setName( ), 278, 279 setPaintMode( ), 715 setPriority( ), 289 setReadOnly( ), 542 setSelectedCheckbox( ), 746 setSize( ), 692, 694, 695 setState( ), 743, 777 setText( ), 738, 758 setTitle( ), 704 setUnitIncrement( ), 755 setValue( ), 755 setValues( ), 755 setVisible( ), 694, 695 setXORMode( ), 715 Sheridan, Mike, 7 Shift operators, bitwise, 80, 84–89 Short class, 387, 396, 397 methods defined by, table of, 389–390 short data type, 42, 43, 44, 50 show( ), 772, 773 showDocument( ), 649, 650–651, 1048, 1056 showStatus( ), 642, 681 shuffle( ), 477, 479 Sign extension, 87 SimpleBeanInfo class, 903, 909 SimpleDateFormat class, 524, 880–882 SimpleTimeZone class, 522–523 sin( ), 420 SingleThreadModel interface, 955, 957 size( ), 444, 445, 455, 493, 851 Skeletons (RMI), 876–877 skip( ), 548, 556, 558 sleep( ), 277, 278, 279 slice( ), 850



Socket(s) example program of client/server, 602–623 overview, 588–589 reserved, 589–590 TCP/IP client, 594–597 TCP/IP server, 601 Socket class, 595–596 SocketChannel class, 850 sort( ), 482 SortedMap interface, 465 methods, table of, 465 SortedSet interface, 442, 447–448 methods, table of, 447–448 Source code, 25–26 split( ), 368, 867–868 sqrt( ), 53, 421 Stack, definition of, 152 Stack class, 490–492 methods, table of, 491 Stack trace, 252, 435 StackTraceElement class, 435 methods, table of, 435 Standard Template Library (STL), 442 start( ), 277, 280, 282, 632, 634, 637, 860, 864 startsWith( ), 358–359 Statements, 29 null, 110 Statements, control iteration, 100, 109–119 jump, 100, 119–127 selection, 100–108 static, 28, 176–178 stop( ), 15, 308, 632, 634, 635, 651 store( ), 498, 499, 502–504 Stream(s) benefits, 585 buffered, 555–559 classes, byte, 315, 316, 545–562 classes, character, 315, 317, 545, 562–577 definition of, 314, 538 filtered, 555 predefined, 318 StreamTokenizer class, 574–577 strictfp, 39, 335 StrictMath class, 422 String(s) arrays of, 187, 188 changing case of characters in, 367 comparison, 356–361
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concatenating, 185–186, 352–353. 364, 372–373 creating, 348–351 extracting characters from, 355–356 length, obtaining, 186–187, 351 literals, 52, 351 modifying, 363–366 as objects, 52, 70–71, 181–182, 348 parsing formatted input, 506 reading, 320–322 representations of numbers, converting, 392–393, 396 searching, 361–363 String class, 28, 185, 348 constructors, 348–350 StringBuffer class, 185, 348, 361, 369–377 StringBufferInputStream class, 539 StringIndexOutOfBounds exception, 266 StringTokenizer class, 506–508 methods, table of, 507 stringWidth( ), 725, 726 Stroustrup, Bjarne, 7 Stubs (RMI), 876–877 Subclass, 190, 192 subList( ), 446, 447 subMap( ), 465 subSequence( ), 368, 376 subSet( ), 447, 448 substring( ), 363–364, 375 Sun Microsystems, 7, 588 super, 176, 197–203 and superclass constructors, 197–202, 206 and instance variables, 202–203 Superclass, 190, 192 suspend( ), 15, 305–307, 308, 424, 426 Swing, 922–948 and Bean Builder, 891 component classes, list of some, 922 switch statement, 104–108 Synchronization, 276, 292–297 and collections, 475 and deadlock, 302–304 race condition and, 294 via synchronized block, 295–297 via synchronized method, 292–295



synchronized modifier, 292 used with method, 292, 295 used with object, 295–297 synchronizedList( ), 475, 478 synchronizedSet( ), 475, 478 System class, 29, 318, 407 methods, table of, 408–410 System.err standard error stream, 318 System.in standard input stream, 318, 319 System.in.read( ), 114 System.out standard output stream, 318, 322, 323, 324



T Tabbed panes, 936–939 Tables, Swing, 946–948 tailMap( ), 465 tailSet( ), 447, 448 tan( ), 420 TCP/IP, 15, 588, 1070 client sockets, 594–597 disadvantages of, 623 reserved sockets, 589–590 server sockets, 601–602 See also Transmission Control Protocol (TCP) Temple, Robert, 1012 Ternary operator (?:), 92, 95–96 Text fields, 758–761 Swing, 925–926 Text formatting, 878–882 Text output, managing, 723–733 TextArea class, 761–763 textChanged( ), 672 TextComponent class, 758, 761 TextEvent class, 658, 666–667 TextField class, 758, 759 TextListener interface, 669, 672 this, 149–150, 176 Thompson, Ken, 5, 588 Thread(s) creating, 280–286 daemon, 532 and deadlock, 302–304, 308 definition of, 274 group, 279, 426–432 main, 277, 282, 286 messaging, 276–277, 297–302 possible states of, 275 priorities, 275–276, 289–292, 423 resuming, 305–310, 426



stopping, 305–310 suspending, 277, 278, 279, 305–310, 426 synchronization. See Synchronization Thread class, 15, 277, 423–426, 531 constructors, 280, 284, 423 extending, 282–284 methods, table of, 424–426 ThreadGroup class, 426–432 methods, table of, 427–428 ThreadLocal class, 380, 432 throw, 250, 260–261 Throwable class, 251, 254, 267, 269–270, 434 methods defined by, table of, 267 obtaining object of, 260–261 throws, 250, 261–262, 265 TickTock Bean, 902–903 Time. See Date class Timer class, 531–534 TimerTask class, 531–534 Timestamps, 659 TimeZone class, 521–522 methods defined by, table of, 521–522 toArray( ), 444, 445, 451–452 toBinaryString( ), 397 toCharArray( ), 356 toDegrees( ), 422 toHexString( ), 397 Tokens, 506 toLowerCase( ), 367 Tomcat, 951–952 toOctalString( ), 397 Toolkit class, 720 toRadians( ), 422 toString( ), 221, 254, 268, 323, 353–354, 366, 387, 456, 510, 511, 656 totalMemory( ), 404, 405–406 toUpperCase( ), 367 transient modifier, 331–332 translatePoint( ), 665 Transmission Control Protocol (TCP) definition of, 589 and stream-based I/O, 592 See also TCP/IP TreeExpansionEvent class, 942 TreeExpansionListener interface, 942 TreeMap class, 466, 468–470, 504 TreeNode class, 942
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Trees, Swing, 941–946 TreeSet class, 449, 455, 456–457, 504 TreePath class, 942 trim( ), 365–366 trimToSize( ), 451 true, 39, 48, 51, 91 TRUE, 401 True and false in Java, 51, 91 try block(s), 250, 253–254 nested, 257–259 Two's complement, 81 TYPE, 382, 387, 398, 401, 402 Type casting, 57–59, 60 checking, 42 conversion, automatic, 42, 57, 157–159 promotion, 44, 59–61 Types, data. See Data types



U UDP protocol, 589, 591–592, 624 UnavailableException class, 955, 960 unhand( ) macro, 342 UnicastRemoteObject, 874 Unicode, 47, 48, 51, 315, 350, 356, 401, 562 Uniform Resource Identifier (URI), 626 UNIX, 5, 588 UnknownHostException, 593, 595 unmodifiable, 475 unread( ), 558, 571 UnsupportedOperationException, 266, 442–443, 445, 463, 475 update( ), 527, 528, 638, 639, 705 overriding, 635 URI class, 592, 626 URL (Uniform Resource Locator), 597 specification format, 597 URL class, 597–599, 601 URLConnection class, 599–601 User Datagram Protocol (UDP), 589, 591–592, 624



V valueBound( ), 967 valueOf( ), 353, 366–367 values( ), 464 valueUnbound( ), 967 van Hoff, Arthur, 7 Variable(s), 52–56 declaration, 30–31, 52–53 definition of, 29, 52 dynamic initialization of, 53 final, 178–179 instance. See Instance variables interface, 236 object reference. See Object reference variables scope and lifetime of, 54–56 Vector class, 462, 485–490 methods, table of, 486–488 Virtual functions (C++), 213 Virtual machine, Java, 400 void, 28, 138 Void class, 401 volatile modifier, 291–292, 331, 332 VSPACE 644



W wait( ), 221, 297–298, 300–302 waitFor( ), 407 Warth, Chris, 7 wc( ), 572–577 WeakHashMap class, 466, 467 Web browser executing applet in, 330, 331, 628 handling older, 644 using status window of, 642 Web server and servlets, 950, 951 while loop, 109–111 Whitespace, 37 from string, removing, 365 whitespaceChars( ), 575 Whois, 596–597 WIDTH, 644 Window displaying information in, 704–705



frame. See Frame window fundamentals, 691–693 status, using, 642 Window class, 693, 783 windowActivated( ), 672 windowClosed( ), 672 windowClosing( ), 672, 694, 695 windowDeactivated( ), 672 windowDeiconified( ), 672 WindowEvent class, 658, 667–668 WindowFocusListener interface, 669, 672 windowGainedFocus( ), 672 windowIconified( ), 672 WindowListener interface, 669, 672, 694 windowLostFocus( ), 672 windowOpened( ), 672 Windows 3.1 and Java, 26 Windows 95/98 and Windows NT and Java, 26 wordChars( ), 575 World Wide Web, 7, 8, 597 wrap( ), 850 Wrappers, simple type, 380–401 write( ), 315, 322–323, 326–328, 850, 855–856 Writer class, 315, 545, 562 methods defined by, table of, 564 writeObject( ), 578 writeTo( ), 554



X XOR (exclusive OR) operator (^) bitwise, 80, 82, 83 Boolean, 92



Y Yellin, Frank, 7



Z Zero crossing, 81 ZIP file format, 536 ZLIB file format, 536



INTERNATIONAL CONTACT INFORMATION AUSTRALIA McGraw-Hill Book Company Australia Pty. Ltd. TEL +61-2-9415-9899 FAX +61-2-9415-5687 http://www.mcgraw-hill.com.au [email protected]



SINGAPORE (Serving Asia) McGraw-Hill Book Company TEL +65-863-1580 FAX +65-862-3354 http://www.mcgraw-hill.com.sg [email protected]



CANADA McGraw-Hill Ryerson Ltd. TEL +905-430-5000 FAX +905-430-5020 http://www.mcgrawhill.ca



SOUTH AFRICA McGraw-Hill South Africa TEL +27-11-622-7512 FAX +27-11-622-9045 [email protected]



GREECE, MIDDLE EAST, NORTHERN AFRICA McGraw-Hill Hellas TEL +30-1-656-0990-3-4 FAX +30-1-654-5525



UNITED KINGDOM & EUROPE (Excluding Southern Europe) McGraw-Hill Education Europe TEL +44-1-628-502500 FAX +44-1-628-770224 http://www.mcgraw-hill.co.uk [email protected]



MEXICO (Also serving Latin America) McGraw-Hill Interamericana Editores S.A. de C.V. TEL +525-117-1583 FAX +525-117-1589 http://www.mcgraw-hill.com.mx [email protected]



ALL OTHER INQUIRIES Contact: Osborne/McGraw-Hill TEL +1-510-549-6600 FAX +1-510-883-7600 http://www.osborne.com [email protected]



Complete References



Herbert Schildt 0-07-213485-2



Jeffery R. Shapiro 0-07-213381-3



Chris H. Pappas & William H. Murray, III 0-07-212958-1



Herbert Schildt 0-07-213084-9



Ron Ben-Natan & Ori Sasson 0-07-222394-4



Arthur Griffith 0-07-222405-3



For the answers to everything related to your technology, drill as deeply as you please into our Complete Reference series. Written by topical authorities, these comprehensive resources offer a full range of knowledge, including extensive product information, theory, step-by-step tutorials, sample projects, and helpful appendixes.



For more information on these and other Osborne books, visit our Web site at www.osborne.com




























des documents recommandant







[image: alt]





Using Java - Encode Explorer 

Using the sample JMS applet to verify the TCP/IP client . ...... solutions. Here, Internet technology provides low cost easy access to global communications ...... The applet connects to a given queue manager, exercises all the WebSphere MQ calls, an










 


[image: alt]





Java Swing 2Nd Edition - Encode Explorer 

Jan 3, 2011 - the columns of a table containing stock market data rendered with custom icons and colors. .... ship with Java 2â€”it must be downloaded separately. ...... We start with the basics, the concepts needed to work with Swing labels, ...










 


[image: alt]





Ivor Horton's Beginning Java 2, JDK 5 Edition - Encode Explorer 

xi. Introduction xxxvii. Chapter 1: Introducing Java. 1. What Is Java All About? ..... of function provided by the standard core Java has grown incredibly. ... use in Greece or Japan as you can for English-speaking countries, always ...... You can do










 


[image: alt]





Ivor Horton's Beginning Java 2, JDK 5 Edition - Encode Explorer 

For general information on our other products and services or to obtain technical support, please ... tutorial books on programming in C, C++, and Java. ...... Transforming the User Coordinate System ..... download a free copy from http://www.jcreato










 


[image: alt]





OS Basics - Encode Explorer 

Basic concepts of the mainframe, including its usage, and architecture ... New York. Bill Ogden is a retired IBM Senior Technical Staff Member. He holds ...... mainframe systems make it possible for banks and other financial institutions to ..... Wid










 


[image: alt]





Manning - Java Persistence With Hibernate(2009).pdf - Encode Explorer 

Custom SQL names and datatypes 365 â–¡. Ensuring data ..... The result, Hibernate, is a practical solution, emphasizing devel- oper productivity ...... We now have quite a list of object/relational mismatch problems, and it will be costly (in time ..










 


[image: alt]





Hibernate Quickly.pdf - Encode Explorer 

email: [email protected] ... have the books they publish printed on acid-free paper, and we exert our best efforts to ..... the list of properties the tag accepts (). ..... To address the drawbacks of traditional application persistence with.










 


[image: alt]





JUnit Recipes - Encode Explorer 

5.8 Use Ant's task to work with a database 157. 5.9 Use JUnitPP .... wisdom, knowledge, and practical advice about JUnit and unit testing into a single volume. ...... Tests involves writing code to exercise individual objects by invoking their meth-










 


[image: alt]





VSAM Demystified - Encode Explorer 

Jan 3, 2013 - Note to U.S Government Users â€“ Documentation related to restricted rights â€“ Use, ... IBM Corporation, International Technical Support Organization ...... teaching, from S/360 to S/390. He has a Chemistry Engineer degree from the ...










 


[image: alt]





SQL: The Complete Reference 

The next four chapters start with the simplest SQL queries, and ..... SQL is an interactive query language that gives users ad hoc access to stored data.










 


[image: alt]





Professional Java User Interfaces (2006).pdf - Encode Explorer 

Mar 8, 2006 - Manual synchronization of SDS and data, for simple, small GUIs. â€“ Data binding ... Wiley also publishes its books in a variety of electronic formats. ...... the task is a critical one, such as managing a chemical plant, and there are 










 


[image: alt]





Ubuntu Linux - Encode Explorer 

pieces of software you have to install once your computer is up and running for it ... to reboot (although most desktop Ubuntu users shut down their PCs when they ..... approach. In addition, the configuration software in distributions like Ubuntu ..










 


[image: alt]





XML Development - Encode Explorer 

Available. All the essential techniques you need to know to develop ...... â–¡DEEPAK VOHRA is an independent consultant and a founding member of. NuBean ...










 


[image: alt]





Code Complete Second Edition By Steve ... - Encode Explorer 

Jan 13, 2004 - If you have any comments, please feel free to contact me care of Microsoft ...... have chosen to represent the list of IDs using a sequential-access list, the docu- ...... Archive a copy of the email in the project's public email folde










 


[image: alt]





Manning - Spring In Action, 2nd Ed (2008).pdf - Encode Explorer 

Software developers need to have a number of traits in order to practice their craft well. ...... Spring doesn't attempt to implement its own ORM solution, but does provide hooks into ... tence API, Java Data Objects, and iBATIS SQL Maps. Spring's ..










 


[image: alt]





[Java] Log4j The Complete Manual.pdf 

This manual describes the log4j API in considerable detail, including its features and design rationale. ...... In future log4j releases, the level field will be ..... character. Although discouraged, appender names can contain dots which do not pos-










 


[image: alt]





Selected Performance Topics - Encode Explorer 

This information contains sample application programs in source language, .... you'll develop a network of contacts in IBM development labs, and increase ...... Java Cryptography Extension using CCA hardware cryptography (IBMJCE4758).










 


[image: alt]





Hibernate in Action - Encode Explorer 

5.4 Caching theory and practice 175. Caching strategies and .... Hibernate is an ambitious project that aims to be a complete solution to the problem of ... applications and discuss the relationship of SQL, JDBC, and Java, the underlying ...... We di










 


[image: alt]





LDAP and OpenLDAP - Encode Explorer 

Directory servers are typically optimized for a very high ..... DSA without having access to the actual configuration files. A small part of an ...... These migration scripts are provided in the openldap-servers package on the ..... If, when trying t










 


[image: alt]





Manning - Struts 2 in Action (2009). - Encode Explorer 

After you install a database, you just need to do the prerequisite admin stuff to ...... This visitor now seeks out the admin validations defined at the domain object ...










 


[image: alt]





Manning - Hibernate In Action (2005). - Encode Explorer 

queries 289 â–¡. Caching queries 290. 7.7 Summary 292. 8 Writing Hibernate applications 294. 8.1 Designing layered applications 295. Using Hibernate in a ...










 


[image: alt]





Hibernate Search in Action.pdf - Encode Explorer 

It is recommended to have basic knowledge of Hibernate Core or Java ... Chapter 11 describes ways to access the native Lucene APIs when working with ... nate Search distribution but you can download additional contributions, documenta ...... class, w










 


[image: alt]





UNIX-The Complete Reference, Second Edition 

Internet Mailing Lists . ...... Chapter 26 lists and describes a number of free and commercial ... Electronic mail address, USENET newsgroups, and URLs of web ...... view the file in Acrobat, or print it in .pdf format using Print Manager as just ...










 


[image: alt]





Oracle Database 10g The Complete Reference 

Sep 8, 2014 - Using Materialized Views to Alter Query Execution Paths . ...... created in the Oracle 10g database based on queries of data from a separate ...










 














×
Report Java 2 The Complete Reference 5Th Ed - Herbert ... - Encode Explorer





Your name




Email




Reason
-Select Reason-
Pornographic
Defamatory
Illegal/Unlawful
Spam
Other Terms Of Service Violation
File a copyright complaint





Description















Close
Save changes















×
Signe






Email




Mot de passe







 Se souvenir de moi

Vous avez oublié votre mot de passe?




Signe




 Connexion avec Facebook












 

Information

	A propos de nous
	Règles de confidentialité
	TERMES ET CONDITIONS
	AIDE
	DROIT D'AUTEUR
	CONTACT
	Cookie Policy





Droit d'auteur © 2024 P.PDFHALL.COM. Tous droits réservés.








MON COMPTE



	
Ajouter le document

	
de gestion des documents

	
Ajouter le document

	
Signe









BULLETIN



















Follow us

	

Facebook


	

Twitter



















Our partners will collect data and use cookies for ad personalization and measurement. Learn how we and our ad partner Google, collect and use data. Agree & Close



