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Introduction Overview Our goal in writing this second edition has been to provide an up-to-date comprehensive treatment of UNIX for users of all of its major variants, including Linux, HP-UX, Solaris, AIX, and Mac OS X. (People new to the UNIX world should be aware that for all practical purposes Linux is really just a variant of UNIX, differing from other UNIX variants only deep within its kernel.) From the overwhelming success of the first edition of this book, we know that many people have found this first edition invaluable for getting started with UNIX while more advanced users have found this book an important resource for learning about new topics. The previous edition of this book and its predecessor, UNIX System V Release 4: An Introduction (which only covered one particular UNIX variant) have sold more than 150,000 copies. We have explicitly designed this book to be useful to both new and experienced users. If you are new to UNIX, this book will help you quickly start using UNIX effectively; if you are a Windows user who wants to learn about UNIX, this book can help you migrate to the UNIX environment or use UNIX and Windows together; and if you are an experienced UNIX user, you’ll find a wealth of material on advanced topics, including security, administration, networking, tools, and development in the UNIX environment. Among the many currently available books on UNIX (and Linux), this book is unique in the breadth of coverage, its applicability to all UNIX variants, and its inclusion of both material for new UNIX users and for those already experienced with UNIX. This book can be the only complete book on UNIX that you will need, no matter what variant you are using. Also, we have included material for people working in a wide range of computing environments-from personal desktops to corporate networks-from environments using just one UNIX variant, to those using more than one UNIX variant and/or Windows. In particular, we explain how to obtain, install, configure, run, and maintain UNIX systems on both personal computers and large multiuser environments. Note that although we have provided comprehensive coverage of an extremely wide variety of aspects of UNIX, it would take a vast library to cover everything about UNIX! In this book we have selected the core information needed to get started and to tell you where to find additional resources, both books and web sites, to go much further. Unfortunately, many books on UNIX, and other operating systems, are only cookbooks that show how to use a variety of different commands or carry out specific tasks. Unlike those books, this book not only shows how to use particular commands, but it also explains the ideas and concepts behind them, providing the reader a deeper understanding that makes it easier to learn how to become an effective UNIX user, and how to start becoming a UNIX administrator or developer.
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About This Book This book provides a comprehensive introduction to UNIX and its variants-especially Linux, HP-UX, Solaris, AIX, and Mac OS X. It starts with the basics needed by a new user to log in and begin using a UNIX System computer effectively, and goes on to cover many important topics for both new and sophisticated users. The wide range of facilities covered throughout this book include



Basic commands, needed in daily work, including variations in the versions of these commands, if any, in Linux, HP-UX, Solaris, AIX, and Mac OS X Graphical user interfaces (analogous to the Windows interface), which let you use your computer more effectively by providing an alternative to the traditional command-line interface Files and directories used to organize data of all types, including how to create and manage them The shell (including the Korn Shell, Bash, and the C Shell), which is your command interpreter, and the programming capabilities it provides, which you can use to create shell scripts



Editors used for creating and managing files and documents Utilities and tools for solving problems and building customized solutions Capabilities that let you integrate Windows and UNIX Utilities for management and administration of your machine, as well as for ensuring its security Commands and tools for program development



Networking utilities, that permit you to send and receive electronic mail, transfer files, share files, remotely execute commands on other machines, and access the Internet Software you can use for building your own web server and tools for developing a web site



What’s New in the Second Edition This second edition is a major revision of the first edition published in 1999. In preparing this new edition we updated all topics. Suggestions from reviewers and from many users of the first edition helped guide our revision work. In this new edition we have added many new topics that have become important in the last few years, while relegating outdated content to the web site, where it can be accessed by legacy users. Among the most important changes in this new edition are Details about the continued evolution of UNIX in recent years In-depth coverage of widely used desktop graphical user interfaces for UNIX, including GNOME, CDE, and KDE Expanded coverage of the particularities of the most widely used variants of the UNIX System, including Linux, Solaris, HP-UX, AIX, and Mac OS X Expanded coverage of the newest web browser, how to install and run a web server, and how to create web applications Thorough coverage of development tools for the UNIX environment, including Python Expanded material on security, system administration, and network administration The latest information on using UNIX and Windows together 9 / 877
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Up-to-date coverage of important applications for UNIX-both free and commercial Extensive pointers to books and web sites where readers can find out more about key topics Up-to-date pointers where to find and how to use many useful UNIX utilities and programs in all areas covered by this book that you can download and use free of charge



How This Book Is Organized This book is organized into seven parts. The first six contain chapters on related topics. They are followed by an appendix. Part I introduces “Basics,” the material a new user needs to get started and begin using UNIX effectively, including how to work with files and directories, how to use command shells, how to edit files, and how to use graphical user interfaces. Part II introduces “User Networking”-from the perspective of a user-including electronic mail, TCP/IP, and how to use the Internet. Part III introduces “System Administration” including how processes work and how to schedule them, basic and advanced administrative tasks, and system security Part IV introduces “Network Administration” including how to run client/server environments, how to install and maintain an Apache web server, how to administer networks, and how to create and manage an environment that integrates UNIX and Windows. Part V introduces “Tools and Programming” which includes a powerful collection of tools, filters, and programming language techniques. These include basic UNIX tools, shell scripting, the awk and sed utilities, and the Perl, Python, Java, and C/C++ programming languages. Part VI introduces “Enterprise Solutions” which includes important classes of applications available for UNIX and ties much of the book together in its explanation how to build and maintain a web site in the UNIX environment. The book concludes with the Appendix, which provides detailed information on how to use the man (Manual) pages for your UNIX variant. Part I: Basics for UNIX/Linux Chapters 1 through 7 introduce the UNIX System. They are designed to orient a new user and explain how to carry out basic tasks. Chapter 1 provides an overview of the evolution of UNIX and answers the question of what UNIX really is. This chapter also describes each widely used UNIX variantincluding Linux, HP-UX, Solaris, AIX, and Mac OS X. Read Chapters 2 through 5 if you are a new or relatively inexperienced UNIX user. You’ll learn what you need to get started in Chapter 2, so you can begin using UNIX on whatever configuration you have. In Chapter 3 you will learn how to organize your files and how to carry out commands for working with files and directories. Chapter 4 introduces the shell, the UNIX command interpreter, and shows you how to use it. Chapter 5 describes the basic features and capabilities of text editing using vi and emacs editors, and the Linux vim editor. Chapters 6 and 7 describe the three most heavily used graphical user interfaces in the UNIX environment. Chapter 6 covers the GNOME desktop, how to use it, and many of the built-in tools available with it. Chapter 7 covers the CDE and KDE desktops, how to use them, and their tools. Both of these chapters illustrate how the UNIX environment has evolved from only supporting a commandline interface to supporting a rich-featured graphical user interface-which resembles the environment familiar to users of Windows and the Apple Macintosh. Part II: User Networking Chapters 8 through 10 introduce user communications and networking facilities in the UNIX environment. Chapter 8 describes how users can send and receive electronic mail; it covers the basic 10 / 877
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facilities for handling mail, as well as widely used mail programs, such as Elm and Pine. Chapter 9 describes how users can access remote machines, copy information to and from them, execute tasks on remote machines, and find out information about remote users, using the TCP/IP system. Chapter 10 provides an introduction to using the Internet as a UNIX user, including reading and posting netnews, chatting using the Internet Relay Chat, and using web browsers. Part III: System Administration Chapters 11 through 14 introduce the tasks needed to manage and administer UNIX systems. Chapter 11 explains the concept of a process and describes how to monitor and manage processes. Chapter 12 covers UNIX security In this chapter you can learn how the UNIX System handles passwords, how to encrypt and decrypt files, how to ensure the security of your system, how to control access to resources, and how the UNIX System can be adapted to meet government security requirements. Chapter 13 covers basic system administration. It describes how to add and delete users, how to manage file systems, add software packages, administer printers, and perform general maintenance tasks. Chapter 14 covers advanced system administration capabilities, including managing disks, managing the file system structure, data backup and restore, and managing system services. Part IV: Network Administration Chapters 15 through 18 explain the key tasks needed to create and administer networks. Chapter 15 deals with client/server environments and includes coverage of file sharing. Chapter 16 shows you how to install and run an Apache web server. Chapter 17 describes how to manage and administer the networking utilities provided under UNIX, including the sendmail application, the TCP/IP System, the Network File system (NFS), and the Domain Name System (DNS), and provides basic security measures for all of these. Chapter 18 demonstrates how to use the UNIX and Windows systems together effectively in a networked environment using a number of techniques. Part V: Tools and Programming Chapters 19 through 25 cover a suite of useful tools for solving problems and carrying out a wide range of tasks. Chapter 19 covers important tools and utilities that let you manage, edit, compare, and format file content, as well as general tools such as mathematical tools. Chapter 20 discusses shell scripting, including what shell scripts are, their syntax and structure, and shows you how to build your own shell scripts. In Chapter 21 you’ll learn how to use the powerful awk language as well as the sed stream editor to solve a variety of problems. Chapter 22 covers the Perl scripting language and its syntax, showing how it combines shell scripting, awk and sed into a powerful tool that is used for many applications, including web applications. Chapter 23 introduces the Python scripting language. Chapter 24 shows you how to use the C/C++ programming language to develop, compile, debug, and manage software programs under UNIX. Chapter 25 provides an overview of the Java object-oriented programming language, including its syntax and use. Part VI: Enterprise Solutions Chapters 26 and 27 provide solutions for the enterprise environment and for users running UNIX in a professional environment. Chapter 26 lists and describes a number of free and commercial applications that are available for use, including a wide range of horizontal (general-purpose) applications such as office applications, word processors, graphics tools, databases, and multimedia tools. Chapter 27 describes in detail how to develop web-based applications and how to maintain a web site. Appendix The Appendix helps the user understand how to use the key source of information about UNIX facilities, the man (manual) pages, and how to use and create permuted index, so that finding a needed command is easier.



About the Companion Web Site There is a web site that contains additional content for this edition, located at http://books.mcgrawhill.com/getbook.php?isbn=0072263369&template=computing, and referred to as the companion 11 / 877
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web site. This web site-in addition to providing information about this edition of the book-contains links to documents that cover additional topics, including some topics covered in the first edition or in UNIX System V Release 4, An Introduction that are now primarily of interest to users of legacy versions of UNIX. You will find the following material on the web site: Glossary Text Processing Advanced Text Processing The UUCP System Text Editing with ed The Tcl Family of Tools The X Window System Additional URL references for topics of interest about UNIX



Course Use The first edition of this book has been extensively used for courses at schools, including universities and colleges. To make this second edition more useful for instructors and students, we have included a collection of exercises on the companion web site. Instructors interested in using this book as a text should consult their McGraw-Hill sales representative.
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How to Use This Book We designed this book so that it can be used by different kinds of users. Use the following guidelines to find what is right for your needs. If you are a new user, begin with Chapter 1, where you can read about the UNIX philosophy, what the UNIX System is, and what it does. Then read Chapter 2 to learn how to get started on your system including sending electronic mail. Chapters 3 and 4 will help you master basic UNIX System concepts, including files, directories, and command shells. Move on to Chapter 5 to learn how to use text editing on your files, and then continue with other chapters corresponding to your interests and needs. If you have used command-line interfaces up until now and want to understand how to use graphical user interfaces (GUIs) such as GNOME, CDE, or KDE, read either Chapter 6 or 7 depending on which GUI you want to use. If you want to understand basic user networking, read Chapters 8 through 10. These will help you to send mail, communicate with other systems, and use the Internet. If you are either a new or experienced system administrator, read Chapters 11 through 14. These chapters will help you to perform your job more effectively. If you are a network administrator, or a system administrator who also needs to administer networks, read Chapters 15 through 18. These chapters will help you manage your network, and help you to build a web server for your users. If you are a developer, read Chapters 19 through 25. These chapters are designed to help you use tools, scripting, and programming languages to create useful applications for your environment. If you manage a UNIX installation, want to use UNIX for professional work, or plan to develop a web site, read Chapters 26 and 27. Chapter 26 will help you locate and acquire some useful applications for your system, and Chapter 27 will help you develop web applications.



Conventions Used in This Book The notation used in a technical book should be consistent and uniform. Unfortunately, the notation used by authors of books and manuals on UNIX varies widely. In this book we have adopted a consistent and uniform set of notations. For easy reference, we summarize these notation conventions here: Commands, options, arguments, and user input appear in bold-for example ls. Names of variables to which values must be assigned are in italics. Directory and filenames are also shown in italics. Electronic mail address, USENET newsgroups, and URLs of web sites are also in italics-for example, filename1. Information displayed on your terminal screen is shown in constant width font. This includes command lines and responses from UNIX. Input that you type in a command line, but that does not appear on the screen, for example, passwords, is shown within angle brackets-for example, < >. Keys and key combinations are represented in small capitals-for example, CTRL-D, ESC, and ENTER. In command-line and shell script illustrations, comments are set off by a # (pound sign)-for example, # THIS IS A COMMENT. User input that is optional, such as command options and arguments, is enclosed in square brackets-for example, [option]. 13 / 877
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Part I: Basic Chapter List Chapter 1: Background Chapter 2: Getting Started Chapter 3: Working with Files and Directories Chapter 4: The Command Shell Chapter 5: Text Editing Chapter 6: The GNOME Desktop Chapter 7: The CDE and KDE Desktops
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Chapter 1: Background Overview The UNIX computer operating system has had a fascinating history and evolution. Starting as a research project begun by a handful of people, it has become an important product used extensively in business, academia, and government. Today, people use operating systems with many different names that are variants of UNIX. Many of the commands and utilities in these different variants are identical and others are extremely similar. The differences between these variants often lie in the inner workings of the operating system, not seen by the user, as well as in special added capabilities for advanced users or system administrations. This chapter provides a foundation for understanding what UNIX is and how it has evolved. It describes the structure of UNIX and introduces its major components, including the shell, the file system, and the kernel. You will see how the applications and commands you use relate to this structure. Understanding the relationships among these components will help you read the rest of this book and use any version of UNIX effectively. To gain an insight into how the relationships between the different components of UNIX evolved, you should learn something about the history of UNIX from its birth at Bell Laboratories to the early twentyfirst century Understanding this history will also help you understand the origins of different UNIX variants and help you see how they are related. The chapter also describes the standards that have been developed and are now used as the yardstick for determining whether an operating system can be called “UNIX.” This chapter also includes a description of the most widely used UNIX variants. In particular, you will read about the history and philosophy of Linux, an open-source version of UNIX that has become exceedingly popular. You will also learn about the most widely used UNIX variants, including Solaris, AIX, and HP-UX, as well as FreeBSD, NetBSD, OpenBSD, Mac OS X, UnixWare, and IRIX. You will also find an extensive timeline that displays how the important variants of UNIX have evolved. Important contributors to the development of UNIX are also noted. Because UNIX variants often compete with versions of Windows NT, this chapter compares these two operating systems. The chapter concludes with a discussion of the future of UNIX and some words of advice about which UNIX version you might want to choose.
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What Is UNIX? UNIX once referred to a specific operating system. However, today it is not a single operating system, but rather a large family of closely related operating systems. These different operating systems are sometimes known as UNIX variants, or UNIX-like operating systems. All these operating systems are built using a collection of enabling technologies that were originally developed in the 1970s at AT&T Bell Laboratories and at the University of California, Berkeley They have much in common and share a set of utilities and programs. However, each variant has its own peculiarities and differs from other variants particularly in its kernel, or inner code, and in specialized features.
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Why Is UNIX Important? During the past 35 years, the operating system known as UNIX has evolved into a powerful, flexible, and versatile operating system. The different variants of UNIX conform to a variety of standards and are closely related. To understand how to use any or all of them, you need to only understand the basic conceptual model upon which UNIX is built. Once this conceptual model is understood, it is straightforward to learn the peculiarities of a variant of UNIX or to learn how to use a new variant of UNIX if you already know how to use another. UNIX, as it is implemented in its many variants, serves as the operating system for all types of computers, including personal computers and engineering workstations, multiuser microcomputers, minicomputers, mainframes, and supercomputers, as well as special-purpose devices. The number of computers running a variant of UNIX has grown explosively with more than 40 million computers now running a variant of UNIX and more than 300 million people using these systems. This rapid growth, especially for computers running Linux, is expected to continue, according to most computer industry experts. The success of UNIX is due to many factors, including its portability to a wide range of machines, its adaptability and simplicity, the wide range of tasks that it can perform, its multiuser and multitasking nature, and its suitability for networking, which has become increasingly important as the Internet has blossomed. What follows is a description of the features that have made UNIX so popular.



Open Source Code The source code for key variants of UNIX, and not just the executable code, has been made available to users and programmers. Because of this, many people have been able to adapt UNIX in different ways. This openness has led to the introduction of a wide range of new features and versions customized to meet special needs. It has been easy for developers to adapt to UNIX, because the computer code for UNIX is straightforward, modular, and compact. This has fostered the evolution of UNIX. New features are constantly being developed for various versions of UNIX, with most of these features compatible with earlier versions.



Cooperative Tools and Utilities The UNIX System provides users with many different tools and utilities that can be leveraged to perform an amazing variety of jobs. Some of these tools are simple commands that you can use to carry out specific tasks. Other tools and utilities are really small programming languages that you can use to build scripts to solve your own problems. Most important, the tools are intended to work together, like machine parts or building blocks. Not only are many tools and utilities included with UNIX, but many others are available as add-ons, including many that are available free of charge from archives on the Internet.



Multiuser and Multitasking Abilities The UNIX operating system can be used for computers with many users or a single user, because it is a multiuser system. It is also a multitasking operating system, because a single user can carry out more than one task at once. For instance, you can run a program that checks the spelling of words in a text file while you simultaneously read your electronic mail.



Excellent Networking Environment The UNIX operating system provides an excellent environment for networking. It offers programs and utilities that provide the services needed to build networked applications-the basis for distributed, networked computing. With networked computing, information and processing is shared among different computers in a network. The UNIX system has proved to be useful in client/server computing where machines on a network can be both clients and servers at the same time. UNIX also has been the base system for the development of Internet services and for the growth of the Internet. UNIX 18 / 877
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provides an excellent platform for web servers. Consequently, with the growing importance of distributed computing and the Internet, the popularity of UNIX has grown.



Portability It is far easier to port UNIX to new machines than other operating systems-that is, far less work is needed to adapt it to run on a new hardware platform. The portability of UNIX results from its being written almost entirely in the C programming language. The portability to a wide range of computers makes it possible to move applications from one system to another. The preceding brief description shows some of the important attributes of UNIX that have led to its explosive growth. More and more people are using UNIX variants, especially Linux, as they realize that it provides a computing environment that supports their needs. Also, many people use UNIX without even knowing it, such as people using the desktop environment of Mac OS X without knowing that it is built on UNIX, and people who use devices running a UNIX variant designed to support embedded systems. Moreover, many people now use computers running a variety of operating systems, with clients, servers, and special-purpose computers running different operating systems. UNIX plays an important role in this mix of operating systems. Many people run both a variety of Windows and one of UNIX on the same personal computer; some of these machines even ask the user which operating system to boot when the machine is turned on.
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The Structure of the UNIX Operating System To understand how UNIX works, you need to understand its structure. The UNIX operating system is made up of several major components. These components include the kernel, the shell, the file system, and the commands (or user programs ). The relationship among the user, the shell, the kernel, and the underlying hardware is displayed in Figure 1–1.



Figure 1–1: The structure of the UNIX System



The Kernel The kernel is the part of the operating system that interacts directly with the hardware of a computer, through device drivers that are built into the kernel. It provides sets of services that can be used by programs, insulating these programs from the underlying hardware. The major functions of the kernel are to manage computer memory, to control access to the computer, to maintain the file system, to handle interrupts (signals to terminate execution), to handle errors, to perform input and output services (which allow computers to interact with terminals, storage devices, and printers), and to allocate the resources of the computer (such as the CPU or input/output devices) among users. Programs interact with the kernel through system calls. System calls tell the kernel to carry out various tasks for the program, such as opening a file, writing to a file, obtaining information about a file, executing a program, terminating a process, changing the priority of a process, and getting the time of day Different implementations of a variant of the UNIX system may have compatible system calls, with each call having the same functionality However, the internals, programs that perform the functions of system calls (usually written in the C language), and the system architecture in two different UNIX variants or even two different implementations of a particular UNIX variant may bear little resemblance to one another.



Utilities The UNIX System contains several hundred utilities or user programs. Commands are also known as tools, because they can be used separately or put together in various ways to carry out useful tasks. You execute these utilities by invoking them by name through the shell; this is why they are called commands. A critical difference between UNIX and earlier operating systems is the ease with which new programs can be installed-the shell need only be told where to look for commands, and this is user-definable. You can perform many tasks using the standard utilities supplied with UNIX. There are utilities for text editing and processing, for managing information, for electronic communications and networking, for performing calculations, for developing computer programs, for system administration, and for many other purposes. Much of this book is devoted to a discussion of utilities. In particular, Chapters 3, 4, 20 / 877



UNIX-The Complete Reference, Second Edition



and 19 cover a variety of tools of interest to users. Specialized tools, including both those included with UNIX and others available as add-ons, and are introduced throughout the book. One of the nice, but not unique, features of UNIX is the availability of a wide variety of add-on utilities, either free of charge or by purchase from software vendors.



The File System The basic unit used to organize information in UNIX is called a file. The UNIX file system provides a logical method for organizing, storing, retrieving, manipulating, and managing information. Files are organized into a hierarchical file system, with files grouped together into directories. An important simplifying feature of UNIX is the general way it treats files. For example, physical devices are treated as files; this permits the same commands to work for ordinary files and for physical devices; for instance, printing a file (on a printer) is treated similarly to displaying it on the terminal screen.



The Shell The shell reads your commands and interprets them as requests to execute a program or programs, which it then arranges to have carried out. Because the shell plays this role, it is called a command interpreter. Besides being a command interpreter, the shell is also a programming language. As a programming language, it permits you to control how and when commands are carried out. The shell (and its major variants) is discussed in Chapters 4 and 20.
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Applications You can use applications built using UNIX commands, tools, and programs. Application programs carry out many different types of tasks. Some perform general functions that can be used by a variety of users in government, industry, and education. These are known as horizontal applications and include such programs as word processors, compilers, database management systems, spreadsheets, statistical analysis programs, and communications programs. Others are industryspecific and are known as vertical applications. Examples include software packages used for managing a hotel, running a bank, and operating point-of-sale terminals. UNIX application software is discussed in Chapter 26. UNIX text processing software packages are covered on the companion web site (http://books.mcgraw-hill.com/getbook.php?isbn=0072263369&template=computing). Several classes of applications have experienced explosive growth in the past few years. The first of these involves network applications, including those that let people make use of the wide range of services available on the Internet. Chief among these are web browsers and web server applications. Another important class of applications deals with multimedia. Such applications let users create and view multimedia files, including audio, images, and video.
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The UNIX Philosophy As it has evolved, UNIX has developed a characteristic, consistent approach that is sometimes referred to as the UNIX philosophy. This philosophy has deeply influenced the structure of the system and the way it works. Keeping this philosophy in mind helps you understand the way UNIX treats files and programs, the kinds of commands and programs it provides, and the way you use it to accomplish a task. The UNIX philosophy is based on the idea that a powerful and complex computer system should still be simple, general, and extensible, and that making it so provides important benefits for both users and program developers. Another way to express the basic goals of the UNIX philosophy is to note that, for all its size and complexity, UNIX still reflects the idea that “small is beautiful.” This approach is especially reflected in the way UNIX treats files and in its focus on software tools. UNIX views files in an extremely simple and general way within a single model. It views directories, ordinary files, devices such as printers and disk drives, and your keyboard and terminal screen all in the same way The file system hides details of the underlying hardware from you; for example, you do not need to know which drive a file is on. This simplicity allows you to concentrate on what you are really interested in-the data and information the file contains. In a local area network, the concept of a remote file system even saves you from needing to know which machine your files are on. The fact that your screen and keyboard are treated as files enables you to use the same programs or commands that deal with ordinary stored files for taking input from your terminal or displaying information on it. A unique characteristic of UNIX is the large collection of commands or software tools that it provides. This is another expression of the basic philosophy These tools are small programs, each designed to perform a specific function, and all designed to work together. Instead of a few large programs, each trying to do many things, UNIX provides many simple tools that can be combined to do a wide range of things. Some tools carry out one basic task and have mnemonic names. Others are programming languages in their own right with their own complicated syntaxes. A good example of the tools approach is the sort command, which takes a file, sorts it according to one of several possible rules, and outputs the result. It can be used with any text file. It is often used together with other programs to sort their output. A separate program for sorting means that other programs do not have to include their own sorting operations. This has obvious benefits for developers, but it also helps you. By using a single, generic, sorting program, you avoid the need to learn the different commands, options, and conventions that would be necessary if each program had to provide its own sorting. The emphasis on modular tools is supported by one of the most characteristic features of UNIX-the pipe. This feature, important for both users and programmers, is a general mechanism that enables you to use the output of one command as the input of another. It is the “glue” used to join tools together to perform the tasks you need. UNIX treats input and output in a simple and consistent way, using standard input and standard output. For instance, input to a command can be taken either from a terminal or from the output of another command without using a different version of the command.
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The Birth of the UNIX System The history of the UNIX System dates back to the late 1960s when MIT, AT&T Bell Labs, and thencomputer manufacturer GE (General Electric) worked on an experimental operating system called Multics. Multics, from Multi plexed Information and Computing System, was designed to be an interactive operating system for the GE 645 mainframe computer, allowing information sharing while providing security Development met with many delays, and production versions turned out to be slow and required extensive memory For a variety of reasons, Bell Labs dropped out of the project. However, the Multics system implemented many innovative features and produced an excellent computing environment. In 1969, Ken Thompson, one of the Bell Labs researchers involved in the Multics project, wrote a game for the GE computer called Space Travel. This game simulated the solar system and a space ship. Thompson found that the game ran jerkily on the GE machine and was costly-approximately $75 per run! With help from Dennis Ritchie, Thompson rewrote the game to run on a spare DEC PDP-7. This initial experience gave him the opportunity to write a new operating system on the PDP-7, using the structure of a file system Thompson, Ritchie, and Rudd Canaday had designed. Thompson, Ritchie, and their colleagues created a multitasking operating system, including a file system, a command interpreter, and some utilities for the PDP-7. Later, after the new operating system was running, Space Travel was revised to run under it. Many things in the UNIX System can be traced back to this simple operating system. Because the new multitasking operating system for the PDP-7 could support two simultaneous users, it was humorously called UNICS for the Uniplexed Information and Computing System; the first use of this name is attributed to Brian Kernighan. The name was changed slightly to UNIX in 1970, and that has stuck ever since. The Computer Science Research Group wanted to continue to use the UNIX System, but on a larger machine. Ken Thompson and Dennis Ritchie managed to get a DEC PDP11/20 in exchange for a promise of adding text processing capabilities to the UNIX System; this led to a modest degree of financial support from Bell Laboratories for the development of the UNIX System project. The UNIX operating system, with the text formatting program runoff, both written in assembly language, was ported to the PDP-11/20 in 1970. This initial text processing system, consisting of the UNIX operating system, an editor, and runoff, was adopted by the Bell Laboratories Patent Department for text processing. runoff evolved into troff, the first electronic publishing program with typesetting capability. In 1972, the second edition of the UNIX Programmer’s Manual mentioned that there were exactly ten computers using the UNIX System, but that more were expected. In 1973, Ritchie and Thompson rewrote the kernel in the C programming language, a high-level language unlike most systems for small machines, which were generally written in assembly language. Writing the UNIX operating system in C made it much easier to maintain and to port to other machines. The UNIX System’s popularity grew because it was innovative and was written compactly in a high-level language with code that could be modified to individual preferences. AT&T did not offer the UNIX System commercially because, at that time, AT&T was not in the computer business. However, AT&T did make the UNIX System available to universities, commercial firms, and the government for a nominal cost. UNIX System concepts continued to grow. Pipes, originally suggested by Doug McIlroy, were developed by Ken Thompson in the early 1970s. The introduction of pipes made possible the development of the UNIX philosophy, including the concept of a toolbox of utilities. Using pipes, tools can be connected, with one taking input from another utility and passing output to a third. By 1974, the fourth edition of the UNIX System had become widely used inside Bell Laboratories. (Releases of the UNIX System produced by research groups at Bell Laboratories have traditionally been known as editions.) By 1977, the fifth and sixth editions had been released; these contained many new tools and utilities. The number of machines running the UNIX System, primarily at Bell Laboratories and universities, increased to more than 600 by 1978. The seventh edition, the direct ancestor of the UNIX operating system available today, was released in 1979. 24 / 877
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UNIX System III, based on the seventh edition, became AT&T’s first commercial release of the UNIX System in 1982. However, after System III was released, AT&T, through its Western Electric manufacturing subsidiary, continued to sell versions of the UNIX System. UNIX System III, the various research editions, and experimental versions were distributed to colleagues at universities and other research laboratories. It was often impossible for a computer scientist or developer to know whether a particular feature was part of the mainstream UNIX System or just part of one of the variants that might fade away. To foster the success of UNIX, AT&T needed to clarify what constituted mainstream UNIX, which they did when they released UNIX System V, discussed in the next subsection.



UNIX System V To eliminate the confusion over varieties of the UNIX System, AT&T introduced UNIX System V Release 1 in 1983. (UNIX System IV existed only as an internal AT&T release.) With UNIX System V Release 1, for the first time, AT&T promised to maintain upward compatibility in its future releases of the UNIX System. This meant that programs built on Release 1 would continue to work with future releases of System V. Release 1 incorporated some features from the version of the UNIX System developed at the University of California, Berkeley, including the screen editor vi and the screenhandling library curses. AT&T offered UNIX System V Release 2 in 1985. Release 2 introduced protection of files during power outages and crashes, locking of files and records for exclusive use by a program, job control features, and enhanced system administration. Release 2.1 introduced two additional features of interest to programmers: demand paging, which allows processes to run that require more memory than is physically available, and enhanced file and record locking. In 1987, AT&T introduced UNIX System V Release 3.0; it included a simple, consistent approach to networking. These capabilities include STREAMS, used to build networking software, the Remote File System, used for file sharing across networks, and the Transport Level Interface (TLI), used to build applications that use networking. Release 3.1 made UNIX System V adaptable internationally, by supporting wider character sets and date and time formats. It also provided for several important performance enhancements for memory use and for backup and recovery of files. Release 3.2 provided enhanced system security, including displaying a user’s last login time, recording unsuccessful login attempts, and a shadow password file that prevents users from reading encrypted passwords. Release 3.2 also introduced the Framed Access Command Environment (FACE), which provides a menu-oriented user interface. Release 4 unified various versions of UNIX that were developed inside and outside AT&T, including the BSD System, the SunOS, and XENIX, each discussed later in this chapter. These variants were all merged into UNIX System V Release 4. UNIX System V Release 4 met its goal of providing a single UNIX System environment, meeting the needs of a broad array of computer users. Because of this, SVR4 has served as the basis for much of the further evolution of UNIX. After releasing UNIX System V Release 4, AT&T split off its UNIX System Laboratories (USL) as a separate subsidiary AT&T held a majority stake in USL, selling off portions of USL to other companies. USL developed UNIX System V Release 4.2, also known as Destiny, to address the market for running UNIX on the desktop. Release 4.2 included a graphical user interface that helps users manage their desktop environment and simplifies many administrative tasks. In July 1993, AT&T sold its UNIX System Laboratories to Novell. Companies competing with Novell in the UNIX market, including the Santa Cruz Operation (SCO) and Sun Microsystems, objected to Novell’s control of UNIX System V; they felt that this control would give Novell an advantage over competing products in the UNIX marketplace. To counter this perception, in October 1993, Novell transferred trademark rights to the UNIX operating system to X/Open (which is now part of the Open Group-discussed later in this chapter). Under this agreement, any company could use the name UNIX for an operating system, as long as the operating system complied with X/Open’s specifications, with a royalty fee going to X/Open. Novell continued to license System V Release 4 source code to other companies, either taking royalty payments or making a lumpsum sale. Novell also developed its own version of System V Release 4, called UnixWare. 25 / 877



UNIX-The Complete Reference, Second Edition



UnixWare.



In 1995, Novell sold its ownership of UNIX System V Release 4 and its version of UNIX System V Release 4, UnixWare, to the Santa Cruz Operation. SCO became the owner of the UNIX System V Release 4 source code and continued the development of UNIX System V Release 4 (and in 1997 introduced UNIX System V Release 5 under the name SCO UnixWare 7-see later in this chapter for more information). Unlike UNIX System V Release 4, which was licensed by many computer companies, this newer release of UNIX System V was not licensed by other computer companies. In 2000 SCO sold the rights to its UnixWare operating system, including its ownership of the source code for UNIX System V, as well as parts of its company, to Caldera Systems, a company whose original product was a distribution of Linux (see later in this chapter of a discussion of Linux). Caldera later changed its name to the SCO Group. (The old SCO company had changed the name to the part of its company not sold to Caldera to Tarantella.) The SCO Group (the company formerly called Caldera) has instituted some extremely controversial legal actions asserting its intellectual property rights from its ownership of the UNIX System V source code. These legal actions (discussed later in this chapter) have caused uproar in the UNIX/Linux communities, and the ultimate disposition of these legal actions is still up in the air.



The Berkeley Software Distribution (BSD) Many important innovations to UNIX have been made at the University of California, Berkeley. Some of these enhancements had been made part of UNIX System V in earlier releases, and many more were introduced in UNIX System V Release 4. Furthermore, several important UNIX variants are primarily based on earlier versions of UNIX developed at the University of California, Berkeley. U.C. Berkeley became involved with UNIX in 1974, starting with the fourth edition. The development of Berkeley’s version of UNIX was fostered by Ken Thompson’s 1975 sabbatical at the Department of Computer Science. While at Berkeley, Thompson ported the sixth edition to a PDP-11/70, making UNIX available to a large number of users. Graduate students Bill Joy and Chuck Haley did much of the work on the Berkeley version. They put together an editor called ex and produced a Pascal compiler. Joy put together a package that he called the “Berkeley Software Distribution.” He also made many other valuable innovations, including the C shell and the screen-oriented editor vi-an expansion of ex. In 1978, the Second Berkeley Software Distribution was made; this was abbreviated as 2BSD. In 1979, 3BSD was distributed; it was based on 2BSD and the seventh edition, providing virtual memory features that allowed programs larger than available memory to run. 3BSD was developed to run on the DEC VAX-11/780. In the late 1970s, the United States Department of Defense’s Advanced Research Projects Agency (DARPA) decided to base their universal computing environment on UNIX. DARPA decided that the development of their version of UNIX should be carried out at Berkeley Consequently, DARPA provided funding for 4BSD. In 1983, 4.1BSD was released; it contained performance enhancements. The 4.2BSD operating systems, also released in 1983, introduced networking features, including TCP/IP networking, which can be used for file transfer and remote login, and a new file system that sped access to files. Release 4.3BSD came out in 1987, with minor changes to 4.2BSD. Many computer vendors have used the BSD System as a foundation for the development of their variants of UNIX. One of the most important of these variants is the Sun Operating System (SunOS, which has evolved into Solaris, discussed later in this chapter), developed by Sun Microsystems, a company cofounded by Joy SunOS added many features to 4.2BSD, including networking features such as the Network File System (NFS). The SunOS was one of the UNIX variants that were merged to create UNIX System V Release 4. Although the BSD System played an important role in the creation of UNIX System V Release 4, it continued to evolve independently The latest version of BSD was 4.4 BSD, which included a wide variety of enhancements, many involving networking capabilities. Furthermore, both the source code and the binary code for a variant of 4.4BSD, known as 4.4 BSD-Lite, were freely distributed, encumbered by licenses for earlier AT&T developed versions of UNIX. Many UNIX variants are based on BSD releases, including 386BSD, a free version of BSD developed in the early 1990s for the Intel 80836 processor. FreeBSD, a widely used free UNIX variant, is based 26 / 877
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on 386BSD and 4.4 BSD-Lite. FreeBSD, and several other important UNIX variants based on BSD, including NetBSD and OpenBSD, are discussed later in this chapter.



XENIX In 1980, Microsoft introduced XENIX, a variant of UNIX designed to run on microcomputers. The introduction of XENIX brought UNIX capabilities to desktop machines; previously these capabilities were available only on larger computers. XENIX was originally based on the Seventh Edition, with some utilities borrowed from 4.1BSD. In Release 3.0 of XENIX, Microsoft incorporated new features from AT&T’s UNIX System III, and in 1985 XENIX was moved to a UNIX System V base. In 1987 XENIX was ported to 80386-based machines by the Santa Cruz Operation, a company that had worked with Microsoft on XENIX development. In 1987, Microsoft and AT&T began joint development efforts to merge XENIX with UNIX System V, and they accomplished this in UNIX System V Release 3.2. This effort provided a unified version of the UNIX System that runs on systems ranging from desktop personal computers to supercomputers. Of all the early variants of UNIX, the XENIX System achieved the largest installed base of machines. This position was only surpassed by Linux in 2000, the widely used free variant of UNIX which we next discuss.
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GNU and Linux In 1984 Richard Stallman began work on a free operating system called GNU (a reverse acronym, that is, an acronym that refers to itself, for GNU is Not UNIX). Stallman founded the Free Software Foundation, a nonprofit organization supporting the creation and sharing of free software, and in particular, the GNU project. The goal of the GNU project was to make GNU like UNIX, without using any UNIX source code. Stallman wanted to develop an operating system that could evolve through the work of a community, with users free to study the source code and to modify and publish enhancements to it. Because constructing an entire operating system, including the kernel and user utilities, is a daunting task, GNU was designed to be modular so that different people could develop different parts of the operating system and so that it could easily incorporate already existing free software. By 1990 GNU had its own versions of the almost all the utilities, tools, and core libraries of UNIX, as well as the emacs text editor and a C compiler, GCC. However, it lacked a kernel, and initial efforts to develop one were not entirely successful. Meanwhile, in 1991 Linus Torvalds, then a student at the University of Helsinki, Finland, decided to build a kernel for a new UNIX-like operating system for PCs. Torvalds had been working with the Minix operating system built by Andrew Tannenbaum to illustrate features of UNIX. Torvalds wanted a UNIX version for PCs that captured the features of Minix. He considered his work on this new kernel, which was eventually named Linux, to be a hobby and thought his new operating system would never become anything remotely like a professional-quality operating system. Torvalds invited other people to download a copy of his new kernel over the Internet and to improve and add to it. Many people decided to take up Torvalds’s offer, relating to his goals and the inherent technical challenges. They worked alone, and in teams, to improve Linux. All this work was, and continues to be, done under the direction of Linus Torvalds, with communication and collaboration done over the Internet. A key goal of the developers of Linux kernel is not to use any proprietary code. The kernel is legally protected by the GNU Public License; it is packaged with many executables making up a fully functional version of UNIX. Combined with GNU software, containing UNIX-like utilities, tools, core libraries, compilers, text editors, desktop environments, and other components, Linux (sometimes called GNU/Linux) provides a complete UNIX environment. The latest major release of the Linux kernel is Linux 2.6, which was introduced in 2003; minor releases are frequently made. The Linux 2.6 kernel supports 64-bit computing (that is, computing that supports addressing up to 264 bytes of virtual memory, which far exceeds the amount needed to support even 4 GB of RAM) and hyperthreading (which allows multiple threads of computer code to run at the same time on Intel Pentium IV processors, providing improved performance and allowing more users to be supported on a server). It provides performance improvements for database applications and for networking and offers increased levels of security. Linux has become increasingly popular and receives wide attention in the computer industry Linux has become popular because, among other reasons, it is free, a large community of developers is constantly adding new features and capabilities to Linux, and many people relate to the philosophy behind Linux. This philosophy, which endorses the notion that software should be open and free, runs counter to the way Microsoft has done most of its business. (For example, Microsoft has long kept the code for its Windows operating system closed.) To use Linux, you need to obtain a Linux distribution. We will discuss Linux distributions later in this chapter when we discuss widely used UNIX variants. The SCO Lawsuit Although Linux has been designed to be free of commercial code, in 2003 the SCO Group filed a lawsuit against IBM. The SCO Group claimed that IBM had contributed some code that was protected by an SCO Group copyright to Linux, violating the license IBM holds to use UNIX. Also, the SCO Group filed suits against other companies. This controversy has not yet been settled, although most experts feel that the SCO Group is incorrect in their assertions of copyright infringement. These experts feel that these SCO Group lawsuits will ultimately be dismissed. 28 / 877
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UNIX Standards Standards also steer the evolution of the UNIX System. First, features are developed for a particular variety of UNIX, and then sometimes these features become part of a standards process. Once a feature is standardized, different versions of UNIX include a compliant version of this feature. The use of different versions of UNIX led to problems for applications developers who wanted to build programs for a range of computers running UNIX. To solve these problems, various standards have been developed. These standards define the characteristics a system should have so that applications can be built to work on any system conforming to the standard. The System V Interface Definition (SVID) For UNIX System V to become an industry standard, other vendors needed to be able to test their versions of the UNIX System for conformance to System V functionality In 1983, AT&T published the System V Interface Definition (SVID). The SVID specifies how an operating system should behave for it to comply with the standard. Developers could build programs that are guaranteed to work on any machine running a SVID-compliant version of the UNIX System. Furthermore, the SVID specifies features of the UNIX System that were guaranteed not to change in future releases, so that applications were guaranteed to run on all releases of UNIX System V. Vendors could check whether their versions of UNIX were SVID-compliant by running the System V Verification Suite developed by AT&T. The SVID evolved with new releases of UNIX System V. A newer version of the SVID was prepared in conjunction with UNIX System V Release 4. POSIX An independent effort to define a standard operating system environment was begun in 1981 by/usr/group, an organization made up of UNIX System users who wanted to ensure the portability of applications. They published a standard in 1984. Because of the magnitude of the job, in 1985 the committee working on standards merged with the Institute for Electrical and Electronics Engineers (IEEE) Project 1003 (P1003). The goal of P1003 was to establish a set of American National Standards Institute (ANSI) standards. The standards that the various working groups in P1003 are establishing are called the Portable Operating System Interface for Computer Environments (POSIX). POSIX is a family of standards that defines the way applications interact with an operating system. Among the areas covered by POSIX standards are system calls, libraries, tools, interfaces, verification and testing, real-time features, and security The POSIX standard that has received the most attention is P1003.1 (also known as POSIX.1), which defines the system interface. Another important POSIX standard is P1003.2 (also known as POSIX.2), which deals with shells and utilities. POSIX 1003.3 covers testing methods for POSIX compliance; POSIX 1003.4 covers real-time extensions. Many additional POSIX standards have been developed besides these four standards. POSIX has been endorsed by the National Institute of Standards and Technology (NIST), previously known as the National Bureau of Standards (NBS), as part of the Federal Information-Processing Standard (FIPS). The FIPS must be met by computers purchased by the U.S. federal government.



The Open Software Foundation (OSF) In 1988 a group of computer vendors, including IBM, DEC, and Hewlett-Packard, formed a consortium called the Open Software Foundation (OSF) to develop a version of the UNIX System to compete with UNIX System V Release 4. Their version of the UNIX System, called OSF/1, never really has played much of a role in the UNIX marketplace. Of all the major vendors in this consortium, only the Digital Equipment Corporation (DEC, later bought by Compaq, which in turn was bought by HP) based its core strategy on an OSF version of UNIX. OSF also sponsored its own graphical user interface, called MOTIF, which was created as a composite of graphical user interfaces from several vendors in OSF. Unlike OSF/1, MOTIF saw wide marketplace acceptance. After 1990, the OSF changed direction; instead of developing new technology, it acted as a clearinghouse for open systems technology. In 1996 OSF merged with the X/OPEN Consortium to form the Open Group. (See later in this chapter for 30 / 877
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discussions of X/OPEN and the Open Group.)



The X/OPEN Consortium Another way that vendors addressed the problem posed by competing versions of UNIX was to set standards that an operating system could meet to be “UNIX.” One such set standard was provided by X/Open, an international consortium of computer vendors established in 1984. X/Open adopted existing standards and interfaces, without developing its own standards. X/Open was begun by European computer vendors and grew to include most U.S. computer companies. The goal of X/Open was to standardize software interfaces. They did this by publishing their Common Applications Environment (CAE). The CAE was based on the SVID and contained the POSIX standards. UNIX System V Release 4 conformed to XPG3, the third edition of the X/Open Portability Guide. In 1992 X/Open announced XPG4, the fourth edition of their portability guide. XPG4 includes updates to specifications in XPG3 and many new interface specifications, with a strong emphasis on interoperability between systems. In 1996 X/Open merged with the OSF to form the Open Group (discussed later in this chapter).



The X/OPEN API One of the major problems in the UNIX (and open systems) industry is that a software vendor must devote a great deal of effort to porting a particular software product to different UNIX systems. In 1993, to help mitigate this problem, X/Open assumed the responsibility for managing the evolution of a common application programming interface (API) specification. This specification allowed a vendor of UNIX System software to develop applications that will work on all UNIX platforms supporting this specification. The original name for this specification was Spec 1170, for the 1,170 different application programming interfaces originally in it. These 1,170 APIs came from X/Open’s XPG4, from the System V Interface Definition, from the OSF’s Application Environment Specification (AES) Full Use Interface, and from user-based routines derived from a source code analysis of leading UNIX System application programs. When X/Open took over responsibility for this specification, it made some additions and changes, defining what is now called the Single UNIX Specification. Systems demonstrating conformance to the Single UNIX Specification received the mark UNIX 95. Among the vendors that registered UNIX 95 systems with X/Open were HP, DEC (which was purchased by Compaq, which was later purchased by HP), IBM, NCR, SCO, SGI, and Sun.



The Common Open Software Environment (COSE) In 1993, some of the major UNIX vendors created the Common Open Software Environment consortium. Among these vendors were Hewlett-Packard, IBM, SunSoft, SCO, Novell, and the UNIX System Laboratories. The goal of this consortium was to define industry standards for UNIX systems in six areas: graphical user interface, multimedia, networking, object technology, graphics, and system management. The first of these areas to be implemented was the graphical user interface. COSE began work on the Common Desktop Environment (CDE), which was designed to be the industrystandard graphical user interface for UNIX systems. Later COSE went out of existence; work on the CDE was taken over by the OSF (which later merged into the Open Group-see the text that follows). Implementations of the CDE first appeared in 1994; it is now included in all major UNIX variants.



The Open Group and the Single UNIX Specification The Open Group was formed in 1996 when the Open Software Foundation, which had outlived its original charter, and X/Open merged. The Open Group is a consortium whose members include computer vendors, software companies, and end-user organizations. Their vision, considerably expanded from that of X/Open and the OSF, is to foster “boundary-less information flow” that “will enable access to integrated information, within and among enterprises, based on open standards and global interoperability” Their specification of UNIX is only part of this broad mission. For more information on the Open Group, go to http://www.opengroup.org/ . Version 2 of the Single UNIX Specification 31 / 877
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In 1997 the Open Group developed an enhanced version of the Single UNIX Specification, called Version 2. The Open Group stated that this specification was developed to ensure that UNIX remains the best platform for enterprise mission-critical systems and for high-performance graphical applications. Version 2 builds upon the original Single UNIX Specification, updating it with new standards and industry advances. Version 2 includes the following: Large file extensions, permitting UNIX systems to support files of arbitrary size, of particular relevance for database applications Dynamic linking extensions that permit applications to share common code across applications, yielding simplified software maintenance and performance enhancements for applications Changes known as the N-bit cleanup, removing hardware data-length dependencies and restrictions, enabling the move to 64-bit processors Changes known as Year 2000 Alignment, designed to minimize the impact of the millennium rollover Extended threads functions, allowing significant performance gains on multiprocessor hardware and increased application throughput Alignment with the latest POSIX standards, including real-time features The Single UNIX Specification Version 2 contains 1,434 programming interfaces, while the original Single UNIX Specification had 1,170. UNIX 98 The Open Group has specified UNIX 98 as the mark for systems that conform to Version 2 of the Single UNIX Specification. UNIX 98 is a family of standards for different types of computers, such as basic systems, workstations, and servers:



UNIX 98, the base product standard UNIX 98 Workstation, the base product standard together with the Common Desktop Environment UNIX 98 Server, the base product standard together with the Internet Protocol Suite, Java support, and Internet capabilities that support network computing The UNIX 98 Server is designed to meet the needs for highly reliable Internet applications. HP, IBM, Sun Microsystems, and Fujitsu all had UNIX 98 registered products. Version 3 of the Single UNIX Specification Version 3 of the Single UNIX specification was released in 2003. It was developed by the Austin Group, a joint working group of members of the IEEE Portable Applications Standards Committee, the Open Group, and the ISO/IEC Joint Technical Committee 1. The Austin Group created the Single UNIX Specification Version 3 by revising, combining, and updating a collection of diverse UNIX standards, including ISO/IEC 9945–1 and 9945–2, IEEE Standards 1003.1 and 1003.2, and the Base Specifications of The Open Group Single UNIX Specification. The revision of the Base Specifications were made with the goal of minimizing the number of changes needed to existing implementations conforming to the earlier versions of the standards to bring them into conformance with the new standard. Besides the Base Specifications, the Single UNIX Specification, Version 3 includes an updated X/Open Curses specification. UNIX 03 32 / 877
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The UNIX 98 Product Standard has been enhanced to produce the UNIX 03 Product Standard. The most important enhancement is alignment with the Single UNIX Specification, Version 3, including new issue of The Open Group Base Specifications (identical to IEEE Std 1003.1– 2001 and ISO/IEC 9945:2002). The mandatory enhancements beyond the UNIX 98 Product Standard include the alignment of interfaces with ISO/IEC 9899:1999 (relating to the C language) and the addition of new functionality for this alignment, the addition of new networking functionality with the latest issue of XNS and IEEE Standard 1003.1g-2000, and the incorporation of additions and corrections to the core POSIX system interfaces and utilities. These additions and corrections are derived from the P1003.1a and P1003.2b standards. Optional enhancements included in the UNIX 03 product standard are networking functionality with optional support for Internet Protocol Version 6 (IPv6), additional sets of APIs for real-time support, and the Batch Utilities extension, derived from IEEE Standard 1003.2d-1994. IBM and Sun both have products that have been certified to meet the UNIX 03 product standard.
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Widely Used UNIX Variants As mentioned before, there is no single operating UNIX operating system. Instead, there is a large collection of UNIX variants. All these variants share a large number of features. Furthermore, porting software between the widely used variants is relatively straightforward. Many of the differences between variants are hidden to the user, and other difference result from the way these variants have evolved. The most significant differences are in the areas of add-ons that help make particular UNIX variants well suited for particular purposes and tasks. We will briefly describe some of the most important variants here. Subsequent chapters will address the common features shared by different variants of UNIX as well as some of their differences. They will also address some of the specific aspects of some of the most widely used UNIX variants, including Linux, Solaris, HP-UX, Mac OS X, and AIX.



Linux Linux is an extremely popular variant of the UNIX System. Among the reasons for this popularity is that it can be used free of charge, as well as the depth and breadth of its capabilities and the large amount of software that runs on Linux, made possible by the expertise and dedication of the large Linux development community. This popularity has also been helped by the support for Linux by many commercial computer companies, including IBM, HP, Sun, and Novell. Linux is covered by a copyright under the terms of the GNU General Public License, which prevents people from selling it without allowing the buyer to freely copy and distribute it. The Linux kernel is available on the Internet at hundreds of FTP sites. Linux is now available for many different processors, including the Intel x86 family, Motorola 68k, Sparc, and Power PC. Today, Linux is widely used both on the desktop and on servers, in the homes, small businesses, and enterprises. Although Linux is not compliant with the POSIX.1 standard, it exhibits a high degree of POSIX compliance. The goal of its developers is to make it as compliant as possible with standards from the Open Group. Linux shares many features of UNIX System V and has many enhancements. It has become a widely popular version of UNIX for use on personal computers. Several desktop environments, including GNOME and KDE, run on Linux, making it easy for users to use Linux if they are used to Windows PCs. Also, application software is readily available for Linux. In the past five years it has become widely used for server applications and is now extensively run on web servers, mail servers, file servers, and firewalls. To begin using Linux, you will need to obtain a Linux distribution. (You can also buy a PC that is preconfigured with a Linux distribution.) A Linux distribution contains the Linux kernel, a collection of programs and applications that run on Linux, and an installation program. Linux distributions are available from commercial vendors, from nonprofit organizations, from teams of people, and from individuals. Linux distributions can be sold as long as they do not limit the redistribution of their software. There are many different Linux distributions (one count lists more than 450-see http://en.wikipedia.org/wiki/List_of_Linux_distributions). Some Linux distributions are general purpose for desktops or for servers, and some are designed for specific purposes ranging from embedded systems to real-time computing. Although most people speak of Linux as one single operating system, each distribution is really a separate operating system. That is, the many different Linux distributions are really distinct variants of UNIX. Among the more popular general-purpose Linux distributions (available either via Internet downloading or on CD-ROM) are those from Red Hat (http://www.redhat.com/ ), Caldera (owned by the SCO Group) (http://www.caldera.com/ ), Debian (http://www.debian.org/ ), SuSE (now owned by Novell) (http://www.novell.com/linux/suse/ ), Mandriva (http://www.mandriva.com/ ), TurboLinux (http://www.turbolinux.org/ ), and Slackware (http://www.slackware.org/ ). Sometimes, vendors of Linux distributions offer a free version of their distribution via Internet download and also sell their distribution on media and with support. Linux distributions may vary in many ways, including the version of the Linux kernel, the programs they include along with the kernel, and their installation programs. Among the applications included with many Linux distributions are web browsers, the 34 / 877
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Apache web server, security tools, and office applications such as Open Office, a complete office suite. Because of the differences between Linux distributions, applications that run on one distribution may not run on a different distribution. To remedy potential incompatibilities, an effort is underway called the Linux Standard Base (LSB) to develop and promote standards that will increase compatibility among Linux distributions with the goal that applications will be able to run on any compliant Linux system. To learn more about the LSB, go to http://www.linuxbase.org/ . Most of the material in this book is relevant for Linux users, and special attention has been taken to explain some of the most important variations found in Linux. A good starting place for more information about Linux is http://www.linuxresources.com/ .



BSD Variants: FreeBSD, NetBSD, and OpenBSD The Berkeley Software Distribution has been used a base for the development for several widely used UNIX variants, including FreeBSD, NetBSD, and OpenBSD. Surveys show that among users of variants of BSD, FreeBSD is by far the most commonly used, followed by OpenBSD, and then NetBSD. FreeBSD FreeBSD 1.0 was introduced in 1993. It was originally based on 4.3BSD-Lite and 386BSD, with many GNU components. Because of legal concerns regarding 386BSD source code, FreeBSD 2.0, released in 1994, was based on 4.4BSD-Lite. FreeBSD runs on a wide range of processors, including Intel x86 processors. The developers of FreeBSD maintain two branches of simultaneous development, the STABLE branch and the CURRENT branch, which offers an aggressive new kernel and features for users. FreeBSD 5.0 was released in early 2003. It introduced support for application threads, advanced multiprocessors, and new platforms, including the IA-64 platform. FreeBSD 5 introduced improved symmetric multiprocessor (SMP) support. FreeBSD 5 also includes new security features that were developed as part of the TrustedBSD project, a project whose purpose is to add trusted operating system functionality to FreeBSD. This functionality includes an extensible access control framework, access control lists, and a new file system. FreeBSD 6.0 was released in late 2005, and 7.0CURRENT is under development. These versions continue the work on SMP and threading optimization, as well as additional work in the area of advanced 802.11 functionality and added security functionality. FreeBSD provides an easy way to install software that has been ported to FreeBSD, called the Ports Collection. Using the Ports Collection, software can be installed using the make command, with little extra work. In particular, most applications are automatically downloaded from the Internet, patched and configured if necessary, compiled, installed, and registered in the package database. Over 14,000 pieces of software are currently available in the Ports Collection. FreeBSD also provides binary compatibility with Linux so that FreeBSD users can run applications developed for Linux that are distributed only in binary form. To learn more about FreeBSD go to http://www.freebsd.org/ . NetBSD NetBSD was born in 1993; its first multiplatform release, NetBSD 1.0, was introduced in 1994. NetBSD replaced source code based on 4.3BSD NET/2 with source code based on 4.4BSD-lite, making it freely redistributable without restriction. NetBSD is noted for the quality of its design and implementation. It was developed using 4.3BSD NET/2 and 386BSD as the base. The name NetBSD comes from the importance of the Internet in the distributed way it was developed. NetBSD is noted for its portability, as well as for the ease of this portability. To emphasize this, the motto for NetBSD is “Of course it runs NetBSD.” Currently, NetBSD runs on more than 50 different hardware platforms, ranging from 64-bit machines, to desktop systems, to handheld devices and embedded systems. 35 / 877
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In 1998, NetBSD 1.3 introduced a Package Collection (pkgsrc), which provides the changes needed so that a large collection of freely available software can be run on NetBSD. NetBSD 2.0 was released in 2004. With this release NetBSD introduced support for symmetric multiprocessing (SMP) for several CPU architectures, as well as a native threads implementation. With release 2.0, approximately 50 different platforms were supported. The current release, NetBSD 3.0, was released at the end of 2005. NetBSD 3.0 supports the Xen Virtual Machine Monitor, which allows NetBSD to support execution of multiple guest operating systems at high level of performance and with resource isolation. Because of the portability of NetBSD, it was long said that NetBSD is portable to every type of machine except perhaps a kitchen toaster. However, with this new release, NetBSD now can control a kitchen toaster through the porting of the operating system to an embedded-system single-board computer that can be housed in the empty space of a toaster. Over 5,700 third-party packages are now supported in pkgrc. NetBSD also provides system-call level binary compatibility with Linux, FreeBSD, Darwin, Solaris, HPUX, Solaris, and UnixWare. This allows NetBSD users to run many applications that are distributed only in binary form for other UNIX variants. For more information about NetBSD, go to http://www.NetBSD.org/ . OpenBSD OpenBSD was split off from NetBSD by its founder Theo de Raadt in 1994. The initial release of OpenBSD was made in 1996. The project introduces a new release every six months, maintained and supported for one year. It is noted for strong support of security, offering security features and capabilities not found in most other UNIX variants. OpenBSD is based entirely on open-source code that can be licensed free of restrictions. The developers of OpenBSD make extra efforts to audit the source code for bugs and for security problems. As in other BSD-based variants of UNIX, the kernel and user programs of NetBSD are developed together in a single source repository. The latest release is OpenBSD 3.8, which was released in late 2005. OpenBSD currently runs on 16 different hardware platforms. Third-party software is available as binary packages or may be built from source using its ports collection. For more information about OpenBSD, go to http://www.openbsd.org/ .



Solaris The original operating system of Sun Microsystems was called the SunOS. It was based on UNIX System V Release 2 and 4.3BSD. In 1991, Sun Microsystems set up SunSoft as a separate subsidiary for the development and marketing of software, including operating systems. At its inception, SunSoft began the task of migrating from the SunOS to a new version of UNIX based on UNIX SVR4. SunSoft’s first version of UNIX, Solaris 1.0, was an enhanced version of the SunOS. With Solaris 2.0, SunSoft moved to an operating system based on SVR4. Although Solaris 2.0 was the first “official” version of Solaris, it was not widely used due to the limited number of workstations it supported. The first version of Solaris to run on all Sun SPARC-based workstations and Intel x86based workstations was Solaris 2.1, released in late 1992. The next significant version was Solaris 2.3, released in November 1993, which introduced many changes to the Solaris environment, included the latest version of the X Window System and began using Display PostScript for some of its graphics subsystems. Solaris 2.3 was also POSIX compliant. Solaris 2.4 was released in 1994; it included support for Motif. Solaris 2.5 was released in 1995 and included many new features such as the Common Desktop Environment (CDE), POSIX Threads, and NFS over TCP. Solaris 2.6, the first version of Solaris to add support for Java, was released in late 1997. Solaris 2.6 also conformed to the UNIX 95 standard from X/OPEN and contained Y2K fixes. Solaris 7 (the designation 2.7 was dropped in favor of simply 7) was released in 1998; it included many new features for improved usability and reliability. Some of the improvements are support for 6436 / 877
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bit applications and web-based administration and configuration. Solaris 8 was introduced in 2000. It includes many performance and administration enhancements, including a network cache accelerator for serving web pages, support for clustering of processors, automatic dynamic reconfiguration for reallocating system resources, hot-patching capabilities, live updating for the operating system, and centralized management capabilities. It also provides security enhancements, including a built-in firewall, support for Kerberos, role-based access control, and support for IPsec (IP security) which enables secure, authenticated connections over the Internet. It introduced support for IP version 6, integrated into its NFS/RPC (Network File System/Remote Procedure Call) and NIS/NIS+ (Network Information Services). Solaris 8 also includes the StarOffice 5.1 Productivity Suite, which provides a word processor, a spreadsheet program, a presentation program, a database program, and so on. With this release, Sun began offering its Solaris software free of charge. Solaris 9 was released in 2002; it includes enhancements to system administration that gave administrators the ability to allocate resources on a system, to monitor usage of resources, and to generate accounting information about system usage. It introduced a new graphical user interface, called Web Start, for system administrations. Solaris 9 also supports the Secure Shell, used for secure connections. Solaris 9 also supports a new fixed-priority scheduling class for processes and a directory server for enterprise-wide users and resources. In 2005 Sun released its most recent version of Solaris, Solaris 10. Solaris 10 on Sparc-based systems has been registered as a certified UNIX 03 product by the Open Group. Furthermore, to counter the popularity of Linux, Sun has engineered Solaris 10 for use on Intel x86 and AMD 64based systems. Sun has introduced performance enhancements for these lower-end platforms. For server and for enterprise use, Solaris 10 provides enhancements to resource management. Limits can now be placed on resource use by applications so that systems are not overwhelmed by out-of-control applications. It allows systems to be logically partitioned into zones, each with its own specific functionality using NI containers. Solaris 10 also supports authentication using smart cards. Binary compatibility between Solaris 10 and Linux has been introduced. In 2005, Sun also released OpenSolaris, an open-source version of Solaris, so that outside contributions could help Solaris evolve. Consult the Sun Microsystems web site, http://www.sun.com/solaris/ , for more information about Solaris. For information on obtaining Solaris free of charge, go to http://www.sun.com/software/solaris/get.jsp. Additional information about OpenSolaris can be found at http://www.opensolaris.org.



MAC OS X The Mac OS, the operating system developed by Apple Computer for its Macintosh computers, was first developed in 1984. The original versions of this operating system were very different from other operating systems, including UNIX. In particular, the Mac OS had an entirely graphical user interface with no command-line interface. However, the original Mac OS hindered the development of more modern versions of the Mac OS. The original architecture of the Mac OS was used up until Mac OS 9. Apple Computer decided to build new versions of the Mac OS, beginning with Mac OS X, on a UNIX-like operating system. To accomplish this, they developed Darwin, first released in 2000, which is a free, open-source variant of UNIX and the core upon which Mac OS X is built. The kernel of Darwin, called XNU, is based on the kernels of FreeBSD 5 and Mach 3, developed at Carnegie Mellon University. As an aside, Apple Computer’s first variant of UNIX was A/UX (from Apple’s UNIX). A/UX 3 merged the functionality of the UNIX System with the Macintosh System 7 operating system. A/UX 3 was based on UNIX System V Release 2.2 but included many extensions from System V Releases 3 and 4 and from 4.2BSD and 4.3BSD. The initial release of Mac OS X, Version 10.0, called Cheetah, was introduced in early 2001. (Versions of Mac OS X are named after big cats.) This release was incomplete and slow, and few applications ran on it. However, it was a release upon which future versions could be built. Version 10.1, called Puma, was released in late 2001, which improved system performance and provided missing features. Mac OS X version 10.2, called Jaguar, was introduced in 2002. Jaguar was considered to be the first 37 / 877
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solid release of Mac OS X; it provides performance enhancements, an improved user interface, and over 150 separate enhancements. The next release, Mac OS X version 10.3, called Panther, was introduced in 2003. Panther provided further performance enhancements, an extensive update to the user interface, and greater interoperability with Microsoft Windows. Mac OS version 10.4, called Tiger, was introduced in 2005. Among the new features introduced in Jaguar are Spotlight, a fast content and metadata-based file search tool, and support for 64-bit platforms and Intel x86 platforms. Mac OS Version 10.5, named Leopard, will be released in early 2007. Although Mac OS X is not open source, Darwin, the operating system upon which it is built, is open source. Furthermore, in 2002, Apple and the Internet Systems Corporation founded OpenDarwin, a community set up to enable the cooperative development of new versions of Darwin. OpenDarwin develops new releases of the Darwin operating system. This group also offers DarwinPorts, which provides an easy way to install various open-source software on versions of Darwin and Mac OS X systems. For more about OpenDarwin, go to http://www.opendarwin.org/ , and for more on DarwinPorts, go to http://darwinports.opendarwin.org/ .



AIX IBM’s version of UNIX is called AIX (short for Advanced Interactive eXchangeI) and is primarily developed for use on IBM workstations. IBM has invested billions of dollars in the development of its UNIX servers, both for hardware development and development of AIX. The fruits of this investment can be seen in the increasing power and added capabilities of AIX that make AIX an extremely competitive version of UNIX for servers. AIX Version 1 was released in 1986 and was based on UNIX System V Release 3. In subsequent releases, source code from BSD 4.2 and BSD 4.3 was introduced into AIX. Version 2 was released in 1987. AIX Version 3 was released in 1990 as a developer release licensed only to OSF. Release 1 of AIX Version 3 introduced the Journaled File System (JFS). Version 4 of AIX, denoted by AIX 4, was introduced in 1994. In 1995, the CDE desktop environment replaced the Motif X Window Manager in AIX 4. Support for 64-bit architectures was introduced in AIX 4.3 in 1997. AIX 4.3 was registered with the UNIX 98 mark by the Open Group and conforms with the POSIX 1 and POSIX 2 standards. The latest version of AIX is AIX 5L, released in 2001. The letter L in AIX 5L indicates a strong affinity of this operating system to Linux; AIX 5L incorporates libraries of Linux routines and application programming interfaces that enable almost all Linux applications to run on AIX 5L. The current release, AIX 5L Version 5.3, supports as many as 64 central processing units and a total of two terabytes of RAM. The JFS2 file system has been introduced to AIX 5L. It supports files and partitions as large as 16 terabytes. Many other enhancements have been made to AIX in AIX 4 and AIX 5L, especially in the areas of scalability, security, performance, server capabilities, networking, and administration. Some versions of AIX 5L are UNIX 03-registered products. For more information about AIX, including features, consult the following page on the IBM web site: http://www.austin.ibm.com/software/aix_os.html.



HP-UX The variant of the UNIX operating system developed and sold by Hewlett-Packard for use on its computers and workstations is called HP-UX. The first version of HP-UX was introduced in 1986. HPUX was originally based on UNIX System V Release 2.0, but many enhancements have been introduced through the years. Significant advances were made with the introduction of HP-UX 9.0 in 1992, which provided support for workstations. HP-UX 9.0 met many standards, including POSIX 1003.1 and 1003.2, XPG4, and the SVID 2 and 3. It incorporated many features of 4.3BSD and a graphical user interface, called the Visual User Environment (VUE). In 1995 HP-UX 10.0 was introduced, providing enhancements in networking, system management, security, and many other areas. It incorporated the SVR4 File System Directory Layout structure. HP-UX 10.0 added conformance to the Single UNIX Specification and POSIX 1003.1b (Real Time Standard). Furthermore, HP-UX 10.0 included support for the Common Desktop Environment (CDE). It also met the C2 level of security (controlled access protection) specified by the National Computer Security 38 / 877
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Center. HP-UX 11.0, released in 1997, provides a 64-bit operating environment and includes many features needed for servers running mission-critical applications, as well as many new features for workstations, including increasing networking and 3-D graphics support. Of the many subsequent substantial releases, HP-UX 11.11, released in 2000, is the most noteworthy. This release, also known as HP 11 i, introduced the notion of operating environments, which are bundled groups of layered applications designed for specific types of use. Available types include Foundation (designed for use by web servers and content servers), Enterprise (designed for use by database servers), Mission Critical (designed for use for back-end application servers and transaction processing), Minimal Technical (designed for use on general-purpose workstations), and Technical Computing (designed for use on compute-intensive workstations). You can obtain more information about HP-UX at the HP web site; start with the page at http://www.hp.com/unixwork/ .



UNIXWARE The Santa Cruz Operation originally based its operating systems on UNIX System V/386 Release 3.2, a version of UNIX System V Release 3 designed for use on Intel 80386 processors. SCO has evolved this original version of UNIX into a family of operating system in its OpenServer product line. The Santa Cruz Operation also offered UnixWare, a UNIX variant jointly developed by the AT&T UNIX Systems Laboratory and Novell, following the sale of all UnixWare products by Novell to SCO. UnixWare 2, based on an integration of UNIX System V Release 4.2 and Novell NetWare, which supports client/server computing, was released in 1995. The Santa Cruz Operation, as the owner of UNIX System V, developed System V Release 5, concentrating on further developing the technology of the UNIX kernel. The SVR5 kernel was optimized for large-scale server applications. Among the areas of improvement in SVR5 were system performance, system capacity and scalability, and reliability and availability. Performance gains resulted from improved process synchronization, scheduling, and memory management. System capacity and enhanced scalability result from support of up to 64 GB of main memory, up to 1TB file and file systems, and 512 logical disks. The higher availability and reliability result from support for server clustering and built-in device fail-over capabilities. SVR5 also provides support for 64-bit file systems and implements 64-bit commands, libraries, and APIs. The Santa Cruz Operation based its subsequent UnixWare products on the System V Release 5 kernel. Their latest release of UnixWare was UnixWare 7. Because it is based on the SVR5 kernel, UnixWare 7 supports 64-bit files systems and operations and includes development tools that support 64-bit integer operations. UnixWare 7 includes the Common Desktop Environment (CDE). It also includes an integrated Netscape browser and web server. It provides Java-based administration and support with a web interface and access and management of applications over a network. UnixWare 7 also includes support for Java. The Santa Cruz Operation also evolved the original version of UNIX into a family of operating systems in its OpenServer product line. In 2000 the Santa Cruz Operation sold the rights to UnixWare to Caldera Systems. Caldera later changed its name to the SCO Group. (The Santa Cruz Operation was originally known as SCO; they changed their name to Tarantella when they sold UnixWare and the part of their company dealing with operating systems to Caldera.) The SCO Group has continued to develop further releases of UnixWare; the latest release is UnixWare 7.1.4. New features in this release include added security functionality, including support for IPsec and support for OpenSSH and OpenSSL, and advanced hyperthreading capabilities. Also, the SCO Group has continued to evolve the OpenServer product line; in 2005, the SCO Group released SCO OpenServer 6, which is bundled with many open-source applications, including Apache, Samba, MySQL, OpenSSH, Firefox, and KDE. OpenServer 6 provides many improvements over OpenServer 5, including vastly improved SMP support, with support for as many as 32 x86-family processors on a single server and support for files larger than one terabyte on a partition. Go to http://www.sco.com/products/unix/ for more information about OpenServer and UnixWare 39 / 877
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operating systems.



Tru64 UNIX For many years the Digital Equipment Corporation (DEC) sold computers running their version of UNIX, which was called ULTRIX and was based on 4.2BSD. Later, with the advent of their Alpha processor-based computers, they focused on a different UNIX variant, DEC OSF/1, based on the OSF/1 operating system developed by the Open Systems Foundation. DEC OSF/1 included extensive enhancements beyond what is included in OSF/1. In particular, it provided 64-bit support, real-time support, enhanced memory management, symmetric multiprocessing, and a fast-recovery file system. DEC OSF/1 integrated OSF/1, System V, and BSD components, ran under a Mach kernel, and provided backward compatibility for ULTRIX applications. DEC OSF/1 was compliant with Spec 1170 (except for curses support) and with POSIX 1003.1, POSIX 1003.2, and X/Open XPG4. DEC OSF/1 was renamed Digital UNIX. In January 1998, Compaq Computer Corporation purchased DEC and continued the development of Digital UNIX. They have renamed Digital UNIX, giving it the new name Tru64 UNIX, highlighting that it is a 64-bit operating system that can take advantage of 64-bit hardware. This UNIX variant includes a wide range of features designed to support highly reliable networked applications running on servers. In 2002, HP purchased Compaq. HP announced its intention to migrate many of Tru64 UNIX’s more unique features to HP-UX. The current release is Tru64 UNIX 5.1; HP has committed to support this operating system until at least 2011. For more information about Tru64 UNIX, consult the HP Tru64 web pages at http://h30097.www3.hp.com/ .



IRIX IRIX is a proprietary version of UNIX System V Release 4 provided by Silicon Graphics for use on its MIPS-based workstations. IRIX is a 64-bit operating system, which is one of its features that optimize its performance for graphics applications requiring intensive CPU processing. The current release of IRIX, IRIX 6.5, offers scalability, large-scale data management, real-time 3-D visualization capability, and middleware platforms. IRIX has been designed so that it provides functionality in many areas, including server support, applications launching, and digital media support. IRIX is compliant with many UNIX standards. Consult the Silicon Graphics web site, http://www.sgi.com/ , for more information about IRIX.
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A UNIX System Timeline The following timeline summarizes the development of UNIX from its beginning to 2006. For an incredibly detailed timeline of releases of different UNIX variants, go to http://www.levenez.com/unix/ . Year



UNIX Variant or Standard



Comments



1969



UNICS (later called UNIX)



A new operating system invented by Ken Thompson and Dennis Ritchie for the PDP-7



1973



Fourth Edition



Written in C programming language; widely used inside Bell Laboratories



1975



Sixth Edition



First version widely available outside of Bell Labs; more than 600 machines ran it



1978



3BSD



Virtual memory



1979



Seventh Edition



Included the Bourne shell, UUCP, and C; the direct ancestor or modern UNIX



1980



Xenix



Introduced by Microsoft



1980



4BSD



Introduced by UC Berkeley



1982



System III



First public release outside of Bell Labs



1983



System V Release 1



First supported release



1983



4.1BSD



UC Berkeley release with performance enhancements



1984



4.2BSD



UC Berkeley release with many networking capabilities



1984



System V Release 2



Protection and locking of files, enhanced system administration, and job control features added



1986



HP-UX



First version of HP-UX released for HP Precision Architecture



1986



AIX Version 1



First version of IBM’s proprietary version of UNIX, based on SVR3



1987



System V Release 3



STREAMS, RFS, TLI added



1987



4.3BSD



Minor enhancements to 4.2BSD



1988



POSIX



POSIX.1 published



1989



System V Release 4



Unified System V, BSD, and Xenix



1990



XPG3



X/Open specification set



1990



OSF/1



Open Software Foundation release designed to compete with SVR4



1991



386BSD



Based on BSD for Intel 80386



1991



Linux 0.01



Linus Torvalds started development of Linux



1992



SVR4.2



USL-developed version of SVR4 for the desktop



1992



HP-UX 9.0



Supported workstations, including a GUI



1993



Solaris 2.3



POSIX compliant



1993



4.4BSD



Final Berkeley release



1993



FreeBSD 1.0



Initial release based on 4.3BSD and 386BSD 41 / 877
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1993



SVR4.2MP



Last version of UNIX developed by USL



1994



Linux 1.0



First version of Linux not considered a “beta”



1994



NetBSD 1.0



First multiplatform release



1994



Solaris 2.4



Motif supported



1994



AIX4



Introduced CDE support



1994



FreeBSD 2.0



Based on 4.4BSD-Lite to allow free distribution



1995



UNIX 95



X/Open mark for systems registered under the Single UNIX Specification



1995



Solaris 2.5



CDE supported



1995



HP-UX 10.0



Conformed to the Single UNIX Specification and the Common Desktop Environment (CDE)



1996



Linux 2.0



Performance improvements and networking software added



1996



OpenBSD 1.2



Initial release with strong support of security



1997



Solaris 2.6



UNIX 95 compliant, JAVA supported



1997



Single UNIX Specification, Version 2



Open Group specification set



1997



System V Release 5



Enhanced SV kernel, including 64-bit support, increased reliability, and performance enhancements



1997



UnixWare 7



SCO UNIX based on SVR5 kernel



1997



HP-UX 11.0



64-bit operating system



1997



AIX 4.3



Support for 64-bit architectures, registered with UNIX 98 mark



1998



UNIX 98



Open Group mark for systems registered under the Single UNIX Specification, Version 2



1998



FreeBSD 3.0



Kernel changes and security fixes



1998



Solaris 7



Support for 64-bit applications, free for noncommercial users



1999



Linux 2.2



Device drivers added



1999



Darwin



Apple developed UNIX-like OS, basis for Mac OS X



2000



Solaris 8



Performance and application support enhancements



2000



HP-UX 11i



Introduces operating environments



2000



FreeBSD 4.0



Networking and security enhancements



2001



Linux 2.4



Enhanced device support, scalability enhancements



2001



AIX 5L



Introduced affinity for Linux



2001



Mac OS X 10.0 “Cheetah”



First Mac OS release based on Darwin. Incomplete and slow, but with basic OS features, device support, and software development environment



2001



Mac OS X 10.1 “Puma”



More complete than Cheetah, with performance enhancements and support for additional device drivers



2002



Solaris 9



Manageability, security, and performance enhancements



2002



Mac OS X 10.2 “Jaguar”



First solid release of Mac OS X



2003



Linux 2.6



Scalability for operation on embedded systems to large servers, 42 / 877
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human interface, networking, and security enhancements 2003



Mac OS X 10.3 “Panther”



Performance enhancements, an extensive update to the user interface, and greater interoperability with MS Windows



2003



Single UNIX Specification, Version 3



Developed by the Austin Group



2003



FreeBSD 5.0



Improved SMP support, TrustedBSD security features



2004



Solaris 10



Advanced security, performance, and availability enhancements



2004



NetBSD 2.0



Support for SMP



2005



OpenServer 6



Improved SMP support and support for extremely large files



2005



Mac X 10.4 “Tiger”



New features include Spotlight, a fast content and metadata-based file search tool, and support for 64-bit platforms and Intel x86 platforms



2005



Net BSD 3.0



Suppose Xen Virtual Machine Monitor
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UNIX Contributors The following table summarizes important contributors to evolution of UNIX: Aho, Alfred



Coauthor of the AWK programming language and author of egrep



Bourne, Steven



Author of the Bourne shell, the ancestor of the standard shell in UNIX System V



Canaday, Rudd



Developer of the UNIX System file system, along with Dennis Ritchie and Ken Thompson



Cherry, Lorinda



Author of the Writer’s Workbench (WWB), coauthor of the eqn preprocessor, and coauthor of the bc and dc utilities



Honeyman, Peter



Developer of HoneyDanBer UUCP at Bell Laboratories in 1983 with David Nowitz and Brian Redman



Horton, Mark



Author of curses and terminfo, and a major contributor to the UUCP Mapping Project and the development of USENET



Joy, William



Creator of the vi editor and the C shell, as well as many BSD enhancements. Cofounder of Sun Microsystems



Kernighan, Brian



Coauthor of the C programming language and of the AWK programming language. Rewrote troff in the C language



Korn, David



Author of the Korn shell, a superset of the standard System V shell with many enhanced features, including command histories



Lesk, Mike



Developer of the UUCP System at Bell Laboratories in 1976 and author of the tbl preprocessor, ms macros, and lex



Mashey, John



Author of the early versions of the shell, which were later merged into the Bourne shell



Mcllroy, Doug



Developed the concept of pipes and wrote the spell and diff commands



Morris, Robert



Coauthor of the utilities bc and dc



Nowitz, David



Developer of HoneyDanBer UUCP at Bell Laboratories in 1983 with Peter Honeyman and Brian Redman



Ossanna, Joseph



Creator of the troff text formatting processor



Ousterhout, John



Developer of Tcl command language



Redman, Brian



Developer of HoneyDanBer UUCP at Bell Laboratories in 1983 with Peter Honeyman and David Nowitz



Ritchie, Dennis



Inventor of the UNIX Operating System, along with Ken Thompson, at Bell Laboratories. Inventor of the C language, along with Brian Kernighan



Scheifler, Robert



Mentor of the X Window System



Stallman, Richard



Developer of the programmable visual text editor emacs, and founder of GNU project and the Free Software Foundation



Stroustrup, Bjarne



Developer of the object-oriented C++ programming language



Tannenbaum,



Creator of Minix, a program environment that led to the development of Linux 44 / 877
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Andrew Thompson, Ken



Inventor of the UNIX operating system, along with Dennis Ritchie, at Bell Laboratories



Torek, Chris



Developer from the University of Maryland who was one of the pioneers of BSD UNIX



Torvalds, Linus



Creator of the Linux operating system, an Intel personal computer-based variant of UNIX



Wall, Larry



Developer of the Perl programming language



Weinberger, Peter



Coauthor of the AWK programming language
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The UNIX System and Microsoft Windows NT Versions Microsoft’s Windows NT operating system has been positioned as an alternative to UNIX, particularly in the server and network operating system arenas. However, it fails to equal UNIX in many areas, including adaptability, efficient use of resources, and reliability Also, as a proprietary system (unlike open-source versions of UNIX such as Linux and FreeBSD) it lacks the flexibility and readiness to incorporate new features that UNIX offers, as you will learn in this section.



Windows NT Windows NT is a multitasking operating system designed by Microsoft to have many of the features of UNIX and other advanced capabilities not found in Microsoft Windows. Microsoft began work on NT in 1988, when it hired one of the leaders in the development of the Digital VMS operating system, David Cutler, to head this project. Windows NT was designed to compete with UNIX as the operating system for servers. Early versions of Windows NT had many problems, including a large number of bugs, poor performance, problems with memory, and a lack of application software. Release 3.5 of Windows NT eliminated many of the problems of earlier releases. Since then, many different releases of Windows NT have been introduced. In particular, Windows XP marketed by Microsoft as a desktop operating system, is really just a version of Windows NT, and was referred internally at Microsoft as Windows NT 5.1. Similarly, Windows Server 2003 is referred to internally at Microsoft as Windows NT 5.2. Windows NT accomplished POSIX compliance using what Microsoft calls an environment subsystem. An environment subsystem is a protected subsystem of NT running in a nonprivileged processor mode that provides an application programming interface specific to an operating system. Besides the POSIX environment subsystem, Windows NT has Win32, 16-bit Windows, MS-DOS, and OS/2 environment subsystems that allow Windows, DOS, and OS/2 programs to run under Windows NT. Reviewers of NT have found many deficiencies in the Windows NT POSIX environment subsystem.



Differences Between Windows NT and UNIX Windows NT was designed to share many of the features of UNIX, but there are many substantial differences. UNIX is a case-sensitive operating system, whereas NT often ignores case. This can cause problems, since a user may really want to have two files in the same directory that differ only by the cases of their names (such as DRA and Dra). Both Windows NT and UNIX System V are multitasking operating systems. However, Windows NT supports only one user at a time (although applications on servers may allow concurrent use by multiple users even though the operating system only deals with one user at a time), whereas the UNIX System can support many simultaneous users. There is only one Windows NT, controlled by Microsoft, but there are many versions of UNIX, but with standardization efforts, different versions of UNIX share features and interfaces. For example, both Windows NT and UNIX support a user-friendly graphical user interface. With the standardization and adoption of the CDE by essentially all UNIX vendors, the graphical user interface for UNIX is compatible across different UNIX variants. One of the major advantages of UNIX is its capability to be adapted to new hardware. For example, Windows NT is a 32-bit or 64-bit operating system, whereas most versions of UNIX are now 64-bit operating systems, with 128-bit versions now available. This allows UNIX to support complex computing applications that require a large address space, such as applications that arise in DNA research, and to take advantage of the performance gains produced when 128-bit processors are used. There is a fundamental difference in the system design of UNIX and NT. Windows is an eventdriven operating system, whereas UNIX is a process-driven operating system. You can run Windows programs using either Windows NT or a version of UNIX with a Windows emulation package. Windows NT is only partially compliant with POSIX standards, by contrast with the most widely used variants of UNIX. Windows NT complies with the POSIX 1003.1 specification, but only within its POSIX environment subsystem. Windows applications are not POSIX compliant. On the other hand, many widely used UNIX variants are POSIX 1003.1 compliant. Unlike many versions of 46 / 877
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UNIX, Windows NT is not compliant with the POSIX.2 specification that defines command processor and command interfaces for standard applications. NT also does not comply to the POSIX.4 specification for a threads interface. Windows NT runs on a limited set of processors. UNIX, on the other hand, runs on just about every processor in use today. Windows NT requires 12 MB of memory to run on a computer, whereas UNIX requires much less memory, with some versions requiring as little as 2 MB. One reason for this is that variants of UNIX can be run without a graphical user interface (GUI), unlike Windows. Comparing UNIX and NT for Servers The Microsoft Corporation has been developing Windows NT to compete head to head with UNIX for use on servers. The vast marketing effort undertaken by Microsoft has made inroads in this market, and Windows NT has become suitable for some, but not all, server applications. However, UNIX is continuing to evolve more quickly than Windows, primarily because of its openness and the large community of developers working on UNIX. Many differences distinguish Windows NT and UNIX in the server area. UNIX is considered much more scalable than Windows NT for large applications, such as those that use extremely large databases, with systems that use as many as 128 processors. Windows NT is limited to 32 processors and two gigabytes of addressable memory on all the architectures it supports; the same is not true of UNIX. UNIX-based systems have run more than 100,000 transactions per minute. Reliability is another important area where UNIX outshines Windows NT. Several UNIX vendors have developed sophisticated clustering capabilities that permit a large number of UNIX systems to run as a single unit. Windows NT does not support this capability for more than two systems. Load balancing across machines in a cluster is another area in which UNIX has outpaced Microsoft’s NT operating system. Considerable cost savings can also result from the use of open-source variants of UNIX instead of Windows NT, especially when it is possible to clone servers. With Windows NT, additional costs are incurred for each server closed. Furthermore, you can obtain open-source application software for variants of UNIX, such as web server software, mail server software, database software, and integrated office software. Although analogous open-source software is also available for Windows, it often does not run as well on Windows platforms. To obtain application software of similar quality for Windows NT, you would need to spend a considerable amount of money. How the Evolution of UNIX Differs from That of NT Unlike UNIX, NT is not an open operating system. You cannot gain access to the source code for NT as you can for many important variants of UNIX. Source code for these variants of UNIX is readily available, either free of charge or for a fee from a vendor. NT is also a proprietary operating system, so that Microsoft controls its evolution. Some versions of UNIX are proprietary, but others are not, and no one can control the evolution of UNIX (although such people as Linus Torvalds can influence it). The openness and lack of central control makes it possible for UNIX to evolve as people develop new features, which may find their way into future versions. The only way for NT to evolve is for Microsoft to develop enhancements-and this is a severe limitation, even with the large technical staff employed by Microsoft.
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The Future of UNIX The UNIX System continues to evolve. An abiding virtue of UNIX is its capability to grow and incorporate new features as technology progresses. Undoubtedly, many new features, tools, utilities, and networking capabilities will be developed in the next few years. New capabilities are continually being developed as communities of developers add features and capabilities to Linux and other UNIX variants, including FreeBSD, NetBSD, and OpenBSD, Darwin, and OpenSolaris. Many developers will continue to volunteer their efforts to create enhancements to UNIX that can be used free of charge. Concurrently, vendors who want to offer the most robust version of UNIX for particular types of applications will continue to develop new features for their proprietary versions of UNIX, including IBM, HP, Sun, Apple, and the SCO Group, with emphasis from IBM, HP, and Sun on increasing the capabilities of UNIX for server and enterprise applications, and Sun and Apple furthering the utility of UNIX on the desktop. The unification of UNIX that began with the development of UNIX SVR4 has been furthered by the Single UNIX Specification from the Open Group. After wide testing and use, some of the features introduced in different UNIX variants will find their way into later versions of the Single UNIX Specification. The vast number of creative people working on new capabilities for UNIX assures that it has an interesting and exciting future. There will also probably be many different variants of UNIX, especially those with community of developers and offered free of charge. However, the number of different variants offered by large computer companies will probably decrease as these vendors either work together to unify versions of UNIX or adopt an open-source variant. More UNIX variants will develop to meet specific application and platform needs. Although these different versions of UNIX will generally conform to some base set of standards, such as the Single UNIX Specification, each will contain its own unique set of enhancements. More and more applications will run on an ever-wider range of UNIX platforms through porting collections, binary compatibility and the use of the APIs described in the Single UNIX Specification. Some people believe that UNIX variants will be increasingly used for desktop computing, as well as portable computing. The pace at which this happens depends on the development of a robust collection of easy-to-use applications that run on UNIX variants, analogous or identical to those running on Windows. UNIX, as implemented in the many variants of UNIX, including those called Linux, will thrive as the operating system of choice for demanding applications on servers, especially for networked environments. It will also be adapted for new hardware platforms of all types. In both of these areas, it will most likely outpace proprietary offerings, including those from Microsoft. The future development of the UNIX System will also be furthered by collaboration over the Internet, and the Internet itself will benefit from new features of UNIX that have been developed to enable networked applications. Finally, UNIX will continue to be used for enterprise and transaction-intensive applications, as vendors ensure that their UNIX platforms meet the needs of these computing intensive applications.
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Choosing a UNIX Variant As you have seen, there are a multitude of UNIX variants. Picking a variant that meets your needs depends on how you plan to use UNIX. For example, you may want to run UNIX on your desktop or your laptop computer. If you want to use UNIX this way, you have many choices. You can buy a computer with a UNIX variant already installed, such as a Macintosh computer with Mac OS X or a computer with Linux, FreeBSD, or some other UNIX variant already preinstalled. If you are a more experienced user and would like to configure your own machine, you can select a free or low-cost UNIX variant from the many available choices, including a large collection of different Linux distributions, FreeBSD, OpenBSD, NetBSD, Solaris, and many other UNIX variants. Although you can get many of these variants free via Internet download, you may prefer to purchase a supported version of one of these variants. Instead of downloading such a variant, you will be provided with media containing the operating system. Before selecting a UNIX variant, you should examine how well each of these variants meets your particular computing needs. You should also research how easy it is to install each variant on the hardware platform you have. Many people relate their experiences and problems installing and running different UNIX variants on web sites that you can find using a search engine. You also need to consider the software you want to run on your machine on top of your UNIX variant. For each UNIX variant, there are thousands of software programs that have been ported to run on it. However, you should make sure that the particular software programs you would like to run have been ported to the variant of UNIX you are considering, or that they are already included in your distribution. Choosing a UNIX variant to run a low-end server, such as a web server, involves some of the same considerations as choosing a UNIX variant to run on the desktop. If you want to run Linux on your server, you should select a Linux variant that includes a full suite of system administration capabilities and strong support for security, such as Red Hat, Slackware, or Debian. Among the most common BSD variants, many people consider FreeBSD to be an excellent choice for running a variety of server applications, including a web server, a file server, or a mail server. OpenBSD is considered to be the best choice for security applications, including running a firewall or an authentication server. NetBSD is considered the best choice for running servers on unusual machines, such as computers salvaged from other uses. Different considerations apply when choosing a UNIX variant for running a high-end server, an enterprise or mission-critical application, or computing-intensive applications. For such uses, you could examine supported UNIX variants that include additional capabilities to ensure reliability and availability, excellent performance, scalability, supportability, interoperability, adequate security, and other features important for this type of computing. You should examine the proprietary UNIX variants that major computer companies such as HP, IBM, and Sun Microsystems offer, as well as their supported Linux distributions, which include add-ons needed for enterprise applications.
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Summary You have learned about the structure and components of UNIX. You will find this background information useful as you move on to Chapters 2, 3, and 4, where you will learn how to use the basic features and capabilities of UNIX, such as files and directories, basic commands, and the shell. This chapter has described the birth, history, and evolution of UNIX. In particular, you learned about the evolution of UNIX System V, the Berkeley Software Distribution, GNU, and Linux. Then you became acquainted with the modern history of UNIX, including descriptions of the important standards in the UNIX world. This chapter then covered the origins and features of many important UNIX variants, including Linux, Solaris, FreeBSD, AIX, Mac OS X, HP-UX, and others. The chapter also compared and contrasted the UNIX System and Windows NT. (Chapter 18 will tell you how to use UNIX and Windows together.) Finally, this chapter briefly explored the possible future of UNIX and proffered advice on selecting a UNIX variant that can meet your needs.
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How to Find Out More You can learn more about the history and evolution of UNIX by consulting these books: Dunphy, Ed. The UNIX Industry and Open Systems in Transition . 2nd ed. New York: Wiley, 1994. Libes, Don, and Sandy Ressler. Life with UNIX. Englewood Cliffs, NJ: Prentice Hall, 1989. Lucent Technologies. “The Creation of the UNIX Operating System.” http://www.belllabs.com/history/unix/ Ritchie, D.M. “The Evolution of the UNIX Time-Sharing System.” AT&T Bell Laboratories Technical Journal, vol. 63, no. 8, part 2, October 1984. Salus, Peter. A Quarter Century of UNIX . Reading, Massachusetts, 1994.



The UNIX System Oral History Project . Edited and transcribed by Michael S. Mahoney. AT&T Bell Laboratories.
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Chapter 2: Getting Started Overview Chapter 1 gave you an overview of UNIX, including a history of the UNIX operating system and the UNIX variants available today. This chapter introduces you to the things you need to know to start using your UNIX system. In this chapter, you will learn: How to access and log in to a UNIX system How to select and change your password How to run basic commands How to communicate with other users How to use a simple e-mail program By the end of this chapter, you should be able to log in to the system, get some work done, and log out.
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Starting Out You can access a UNIX system in one of two general ways: either locally (that is, while sitting at the computer you are connected to), or remotely (by connecting to the computer over a network). Most of what you will learn in this book applies equally well to either case. In particular, the basic UNIX commands will work in exactly the same way Before you can start using those commands, however, you will need to know how to access your UNIX system.



Connecting Locally To connect to a UNIX machine locally, you need to be physically at the computer. If that computer is a UNIX workstation, all you need to do is log in with your username and password. If you are using Mac OS X, you just need to run the Terminal application, available under Applications | Utilities, in order to access the UNIX command line that is built in to the operating system. You can also run a version of UNIX, such as Linux, FreeBSD, or Solaris, on a PC. The next section describes where you can find one of these UNIX variants and how to get it running on your computer. Once it is installed, you just need to log in to the system, as on a UNIX workstation. Installing a UNIX Variant on a PC The process of installing a UNIX variant on a PC has become surprisingly straightforward. You will need a Pentium PC (or equally powerful machine), and you will probably want a CD-ROM drive so that you can install from a CD. Ideally, you will have a hard disk with at least 1 gigabyte free, but it is possible to run some versions of Linux (such as Knoppix) directly from the CD-ROM without installing to a hard drive at all. You will also need to choose which UNIX variant to install. Chapter 1 discusses the different versions of UNIX that can be run on a PC. These include variants of Linux and BSD, as well as Solaris. Most of these variants can be purchased on a CD or downloaded for free. The downloads are typically in the form of an .iso file. This is a disk image that can be burned to a CD if you have a CD burner. Many of the UNIX variants listed in the next sections have guides on their web sites explaining exactly how to create an installation CD. Once you have a CD with your UNIX variant on it, you can install by booting directly from the CD. If your computer does not boot from a CD, you have a few options. You may be able to get it to boot from a CD by changing a BIOS setting. If you are not comfortable modifying your BIOS, you can create a floppy boot disk that will allow you to install from a CD. Many of the UNIX variants have a “Getting Started” or “How to Install” section in their online documentation that explains how to do this. You could also try to find a variant that can be installed from floppy disks (such as FreeBSD, which has instructions on its web site for setting up the disks). Once the installation program is running, you will be able to follow the directions on screen to complete the installation. The installation process will include setting up your hard drive and selecting which components of the operating system to install. You will also set up an account for system administration (often called the root account), and choose a separate login name and password for everyday use. For most of the variants listed in this chapter, this process is fairly straightforward. Even if you do not know much about installing an operating system, the installation program will suggest default settings that should work well for most users. In addition, the web sites for the UNIX variants include installation guides to step you through this process. You can see examples of the installation process for many UNIX variants, including the versions of Linux discussed here, FreeBSD, and Solaris, at http://shots.osdir.com/ . This web site, which also includes screenshots after installation is complete, can help you compare the feel of different versions before you choose which one to install. Linux Distributions If you decide to install Linux, you should know that there is no single “official” version of Linux. Instead, there are many distributions of Linux, each produced by a different 53 / 877
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organization. In general, these distributions have more similarities than differences. The differences between distributions have to do with the target audience (beginner or advanced users), the installation process (simple or complex), the applications that are included by default (for example, which desktop environments the distribution comes with), and the package management systems (how new applications are installed). In addition, some distributions are known for being particularly up-to-date, or especially stable, or very well supported. A good starting point for choosing a Linux distribution is http://distrowatch.com/ . This web site tracks the different distributions of Linux that are currently available. For each distribution, it includes information on where to get an installation CD, or how to download the distribution so that you can create your own CD. It also has a “Major Distributions” page listing the distributions that are currently most popular, with comments indicating which are best suited for a beginning user. At the time of this writing, these are some of the most common and highly recommended Linux distributions, according to DistroWatch: Ubuntu (http://www.ubuntu.com/ ) is a relatively new Linux distribution, but it has become one of the most popular. Ubuntu is known for including up-to-date software and for being accessible even to new users. The variant Kubuntu includes the KDE desktop environment instead of GNOME (see Chapters 6 and 7 for information about desktop environments). Canonical, the sponsor of Ubuntu, has a policy of shipping free installation CDs on request. In addition to the installation CD, Ubuntu can be downloaded as a “Live CD” that allows you to run Ubuntu without installing it to the hard drive. Xandros Desktop (http://www.xandros.com/ ) is highly recommended for Windows users who want to start using Linux. It is considered one of the most easy-to-use distributions for beginners. Besides the Open Circulation Edition, which can be downloaded for free, Xandros sells boxed versions of its operating system, including the Deluxe Edition, which can run Microsoft Office and certain other Windows applications. Fedora Core (http://fedoraproject.org/ ) is sponsored by Red Hat, which is one of the most famous Linux brand names. It is one of the most widely used Linux variants, and is considered especially reliable. SUSE Linux (http://www.opensuse.org/ ) is another very popular distribution. Mandriva Linux (http://www.mandrivalinux.com/ ) is also popular and easy to use. Debian GNU/Linux (http://www.debian.org/ ) is popular among advanced users, but it may be more challenging to install than the other distributions on this list. Many other Linux distributions are actually based on Debian, including Ubuntu, MEPIS, and Knoppix. MEPIS Linux (http://www.mepis.org/ ) is a beginner-friendly distribution that can be run from a CD as well as installed on a hard drive. This allows new users to test the operating system before installing it, and to use the CD as a recovery disk if something goes wrong. BSD Variants The BSD variants include FreeBSD, OpenBSD, and NetBSD. Of these, FreeBSD is the most popular. It can be downloaded from http://www.freebsd.org/ . FreeBSD has a reputation for being a remarkably stable operating system, and is very popular for servers. It is highly compatible with Linux applications. Installing FreeBSD may be more challenging for a beginner than installing some of the Linux distributions listed above. Solaris The Solaris 10 operating system, by Sun Microsystems, is now available as a free download. To download Solaris, go to http://www.sun.com/software/solaris/get.jsp. To buy Solaris 10 on CD for approximately $30, go to http://store.sun.com/ and click Operating Systems. Solaris is now largely open source and is mostly compatible with applications written for Linux.
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that is running UNIX. Typically, this system supports many users at once. For example, many large universities offer a UNIX account to all their students. The students log in to the system from their own computers, either through the Internet or over the university network. In order to connect to a UNIX system like this, you will need Internet access from your own computer. (In some cases, you may be able to dial in directly to the UNIX system, but the details for how to do this depend on the specific system configuration.) You will also need a terminal emulator application. This is a program that allows you to interact with the UNIX system. Finally, you will need to know the hostname of the system you are going to connect to (for example, amber.university.edu), and your login name and password. You can get this information from the administrator of the UNIX system. Accessing a UNIX System from a PC Microsoft Windows comes with a terminal application called HyperTerminal. HyperTerminal allows you to use telnet to connect to a remote system. However, HyperTerminal does not support ssh, a secure method of connecting that prevents hackers from stealing your passwords or data when they are sent over the network. Many UNIX systems are configured to allow only ssh connections. Two of the most commonly used terminal emulators for Windows are PuTTY and SecureCRT. Both of these support ssh, in addition to telnet. PuTTY is freely downloadable from http://www.chiark.greenend.org.uk/~sgtatham/putty/ . SecureCRT has more features but is a commercial product. To download a trial version or buy the full version, go to http://www.vandyke.com/products/securecrt/ . When you first run your terminal application, you will need to create a new connection. Your application should explain how to do this. For example, when you run PuTTY, it automatically opens a dialog box so that you can enter your connection information. You will enter the hostname of the UNIX system, and your login name and password. Once you are connected, you will be able to enter and run commands, just as you would if you were physically at the remote computer. Accessing a UNIX System from Mac OS X The Terminal application in Mac OS X allows you to connect to a remote system. Just type ssh followed by the hostname of your system, as in ssh amber.university.edu You will be prompted to enter your login name and password. Once you are connected, you can enter commands as though you were sitting at the remote machine.
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Logging In Once you have access to your UNIX system, you will need to log in with your username and password. The UNIX operating system was designed for multiple users. Requiring each user to log in ensures that the system remains secure, and that each user’s files remain private.



Selecting a Login Name Every UNIX system has at least one person, called the system administrator, whose job is to maintain the system. The system administrator is also responsible for adding new users to the system, and for setting up the initial work environment. If you are on a multiuser system, you will have to ask the system administrator to set up a login for you. If you are the only user on the system, you will be the system administrator. During the installation of your UNIX variant, you will be asked to select a login name and password. In general, your login name can be almost any combination of letters and numbers, although there are a few constraints: Your login name must be more than two characters long. If it is longer than eight, only the first eight characters are relevant. It must contain only lowercase letters and numbers and must begin with a lowercase letter. No symbols or spaces are allowed. It cannot be the same as another login name already in use. Some login names are customarily reserved for certain uses; for example, root is often a login name for the system administrator (sometimes called the superuser ). Choosing a login name is similar to choosing an e-mail address. In fact, your login name will become your e-mail address on the UNIX system. Try to pick a login name that is easy to spell and type, and that other users will associate with you. Names (nate), initials (raf), and combinations of names and initials (susanl, jfarber) are common. For example, a user named Marissa Silverman might choose marissa, msilver, mars, or mls as a login name. Of course, you could also choose something unrelated to your name, such as yoda01. Keep in mind that your login name is how you will be known on the system, so it is important to choose something that won’t become embarrassing or confusing later. In some cases the system administrator may select a login name for you.



Choosing a Password If you begin by installing a UNIX variant on your own system, it will ask you to choose a password when you select a login name. If your account is on a remote system, your system administrator will probably assign you a temporary password, which you should change the first time you log in. UNIX places some requirements on passwords, typically including the following: Passwords must have at least six characters. Passwords must contain at least two alphabetic characters (uppercase or lowercase letters), and at least one number or symbol. Note that UNIX is sensitive to case, so WIZARD is a different password than w1zard. Your login name with its letters reversed or shifted cannot be used as a password. For example, if your login name is msilver, you cannot choose silverm or revlism as a password. The passwords 3hrts&3lyonz and R0wkS+@r are both valid, but kilipuppy (no numeric or special characters) and Red1 (too short) are not. UNIX System Password Security Your first contact with security on your UNIX system is choosing a password. Simple passwords are 56 / 877
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Your first contact with security on your UNIX system is choosing a password. Simple passwords are easily guessed. A large commercial dictionary contains about 250,000 words, which can be checked as passwords in less than two minutes of computer time. All dictionary words spelled backward takes about another minute. All dictionary words preceded or followed by the digits 0–99 can be checked in just a few more minutes. Similar lists can be used for other guesses. Here are some guidelines: Avoid easily guessed passwords, such as your name or the names of family members or pets. Also avoid your address, your car’s license plate, and any other phrase that someone might associate with you. Avoid words or names that exist in a dictionary (in any language, not just English). Avoid trivial modifications of dictionary words. For example, normal words with replacement of certain letters with numbers: mid5umm3r, sn0wball, and so forth. Pronounceable nonsense words can make good passwords, such as 38fizwik, 6nogbuf7, or met04ikal. These passwords are very difficult to guess, but because they can be pronounced, they are often easy for you to remember. Resist the temptation to write your password down. In particular, do not stick it to your screen or leave it on your desk. If you have to write it down, keep it in a safe place. If someone gains access to the UNIX system with your password, they will have access to all of your work-they may even be able to find a way to access restricted parts of the system once they are logged in. Caution If you do forget your password, there is no way to retrieve it. Because it is encrypted, even your system administrator cannot look up your password. If you cannot remember it, the administrator will have to give you a new temporary password.



A Successful Login When you successfully enter your login name and password, the UNIX system responds with a set of messages, similar to this: login: corwin Password: Last login: Tues June 27 09:55:17 on tty1 ****************************************************************** * Welcome to amber! * * Red Hat Linux release 9 (Shrike) Kernel 2.4.20–8 on an 1686 * * Report system problems to action@amber * * * * amber will be coming down on Sunday Aug 28, 2006 from * * 8:00am until 12:00pm (noon) for system maintenance. * * Please schedule your work accordingly. Thank you. * ****************************************************************** You have new mail $ At the top is a line that tells you when you last logged in. This is a security feature. If the time of your last login seems wrong, call your system administrator. This discrepancy could be an indication that someone has broken into the system and is using your login name. This is followed by the message of the day (motd). Because every user has to log in, the login sequence is a natural place for your system administrator to put important messages. This sometimes includes general system information, such as the e-mail address for system problems, and often includes important announcements, such as system changes or shutdowns. In some cases, you may also see other messages when you log in, like the line “You have mail” shown above. In Chapter 4, you will learn how to configure your account to display custom 57 / 877
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information, such as a list of other users who are currently logged in. An Incorrect Login If you make a mistake in typing either your login name or your password, the UNIX system will respond this way: login: corwin Password: Login incorrect login: The system will prompt you to enter a password even if you type an incorrect login name. This prevents someone from guessing login names and learning which ones are valid by discovering the ones that yield the “Password:” prompt. If you repeatedly type your login or password incorrectly (three to five times, depending on how your system administrator has set the default), the UNIX system may disconnect you, although you will not get locked out of your account. On some systems, the system administrator will be notified of erroneous login attempts as a security measure. If you have problems logging in, you might check to make sure that your CAPS LOCK key has not been set. If CAPS LOCK has been turned on, you will inadvertently enter an incorrect login name or password, because in UNIX uppercase and lowercase letters are treated differently



The UNIX System Prompt After you successfully log in, you will see the UNIX System command prompt at the far left side of the current line. The default prompt on many UNIX systems is the dollar sign: $ This $ is the indication that the UNIX system is waiting for you to enter a command. Note In the examples in this book, you will see the $ or other prompt at the beginning of a line as it would be seen on the screen, but you are not supposed to type it. The default prompt may be different on your system. You may see a percent sign (%), or a string of characters, such as ~>, -bash-2.05b$, or corwin@amber:~%. The command prompt is frequently changed by users. In Chapter 4, you will learn how to customize the prompt for yourself. Graphical Environments On some systems, when you first log in you may be sent directly to the X Window environment. This is a graphical environment for UNIX. Chapters 6 and 7 of this book describe how to use and configure the most common versions of the X Window System. It is also possible to set up X when you are using a remote connection to a UNIX system. To do this, you will need a tool like Cygwin/X or VNC (on a PC), or X11 (in Mac OS X). Chapter 18 has information on configuring these to run on your machine. Many of the most powerful features of UNIX are best accessed through text commands. If you are using a graphical environment, you will need to open a terminal window to see the command prompt so that you can enter these commands. The name of the terminal program varies according to which environment you are using. One very common program is called xterm; others include konsole and gnome-terminal.
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Entering Commands The UNIX System makes hundreds of programs available to the user. To run one of these programs you issue a command. When you type date, for example, you are really instructing the UNIX System command interpreter to execute a program with the name date, and to display the results on your screen. The different variants of UNIX share a large common set of commands, but each variant also provides commands that are unique to that particular version of UNIX. In addition, sometimes different UNIX variants have slightly different versions of the same command-for example, the mailx command discussed later in this chapter varies slightly depending on which UNIX system you are using. The most commonly used commands, however, are typically constant across versions.



Command Options and Arguments The UNIX System has a standardized command syntax that applies to almost all commands. Understanding these patterns makes it easier to learn new UNIX commands. Some commands are used alone, some require arguments that describe what the command is to operate on, and some provide options that let you specify certain choices. Here is an example of each type of command. The date command is usually used alone: $ date Fri Apr 27 22:14:05 EDT 2007 As you can see, entering the command date prints the current day and time. Many commands take arguments (typically filenames) that specify what the command operates on. For example, to view a file, you can type $ cat notes This tells the cat command to display the file notes. Commands often allow you to specify options that influence the operation of the command. You specify options for UNIX System commands by using a minus sign followed by a letter or word. For example, the command ls by itself lists all the files in a directory If you enter $ ls -l the -l option says to print a long version of the list with details about each file.



Stopping a Command You can stop a command by hitting CTRL-C. The UNIX System will halt the command and return to the system prompt. You can do this either while typing or after running a command. For example, you could use CTRL-C if you were in the middle of entering a command and realized that it was misspelled. Or you could use it to cancel ls if it were taking too long to list the contents of a very large directory CTRL-C is an example of a control character. Control characters are entered by pressing CTRL (the CONTROL key, usually located in the lower-left corner of the keyboard), together with another key For example, CTRL-C is entered by holding down the CTRL key and pressing c. Many control characters do not appear on the screen when typed. When control characters do appear, they are represented using the caret symbol-for example, ^z is used to represent CTRL-Z.



The passwd Command On some UNIX systems, you are forced to change your password after a certain length of time (determined by the system administrator) for security reasons. Even if your system doesn’t enforce 59 / 877



UNIX-The Complete Reference, Second Edition



this, you should remember to change it periodically You can do this with the passwd command. When you issue the command, it asks for your current password, and a new password, and then requires you to retype the new password to confirm it. $ passwd passwd: changing password for corwin Old password: New password: Re-enter new password: $ The new password is effective the next time you log in. Ordinarily you can change your password whenever you want, but on some systems you must wait for a specific period of time after you change your password before you can change it again. Note that when changing passwords, the new password must be significantly different from the old one. For example, the system will not allow you to change a password just by making lowercase characters uppercase, or by changing one or two of the characters.



The cal Command The cal command prints a calendar for any month or year. If you do not give it an argument, it prints the current month. For example, on March 27, 2007, you would get the following: $ cal March 2007 Su Mo Tu We Th Fr Sa 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 If you give cal a single number, it is treated as a year, and cal prints the calendar for that year. So, for example, cal 2007 will display a calendar for all of 2007. If you want to print a specific month other than the current month, enter the month number first, then the year. To get the calendar for April 2008, use the following command: $ cal 4 2008 Do not abbreviate the year (by entering 97 for 1997, for example). If you do, cal will give you the calendar for a year in the first century



The who Command On a multiuser system among friends or coworkers, you may wonder who else is currently logged in. The UNIX System provides a standard command for getting this information: $ who dbp pts/10 Apr 2 09 52 etch pts/15 Apr 2 16 13 a-liu pts/16 Mar 29 23 21 corwin pts/18 Apr 2 06 33 raf pts/27 Apr 1 22 04 smullyan pts/31 Apr 2 16 48 For each user who is currently logged into this system, the who command provides one line of output. The first field is the user’s login name, the second is that user’s terminal ID number, and the third is the date and time when the user logged in.



The finger Command The finger command provides you with more complete information about other users on the system. The command 60 / 877
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$ finger corwin



will print out information about the user corwin. For example, Login name: corwin Name: Eric Kruger Directory:/home/corwin Shell:/usr/bin/bash Last login Sun Aug 28 20:13:05 on pts/17 Project: Currently, I'm writing up my summer research project. The last line of the output from finger is the contents of a file called .project. To create your own .project, type the command $ cat > .project My research is complete, and the results are up on my website. ctrl-d and enter your own text. To end the command, enter CTRL-D on a line by itself. If finger is used without an argument, one line of information will be printed out for each user currently logged in, similar to the who command. Note that finger can also be used to query remote computers for information about users on these remote computers. This will be discussed in Chapter 9.



The write Command Once you know who is logged in, UNIX provides you with commands to communicate directly with other users. You can send a short message directly to another user with the write command. The write command copies the text you type to the screen of another user who is logged in. If your login name is raf, the command $ write corwin Hey, are you busy? CTRL-D will display the following message on corwin’s screen: Message from raf Hey, are you busy? EOF Note that corwin will see each line as you type it, rather than seeing the whole message at once. This means that you don’t have to type CTRL-D at the end of every line to send the message. In fact, if corwin responds with $ write raf after you begin to write, you can take turns entering lines of text until you both end the conversation with CTRL-D.



The talk Command A problem with write is that your messages can overlap each other, which is awkward to read. The talk command is an enhanced communication program. If your login name is raf, and you type $ talk corwin the talk command notifies corwin that you wish to speak with him and asks him to approve. Corwin sees the following on his screen: Message from Talk_Daemon@amber at 20:15 ... talk: connection requested by raf@amber talk: respond with: talk raf@amber If corwin responds with talk raf@amber, talk splits your screen into upper and lower halves. The lines that you type appear in the top half, and the lines that corwin types appear in the lower half. Both of you can type simultaneously and see each other’s output on the screen without interrupting each other. When you wish to end the session, press CTRL-D. 61 / 877
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An enhanced version of talk, ytalk, enables you to hold conversations among three or more people. If ytalk is not installed on your system, you can download it for free from the web site http://www.impul.se/ytalk/ . Be aware, however, that installing a new program on a UNIX system can be rather tricky. You will learn how to install programs in Chapter 13.



The mesg Command Both the write and talk commands allow someone to type a message that will be displayed on your screen. You may find it disconcerting to have messages appear unexpectedly while you are working. In order to control this, the UNIX System provides the mesg command, which allows you to accept or refuse messages sent via write and talk. Type $ mesg n to prohibit programs run by other people from writing to your screen. Anyone who tries to write you get the error message Permission denied Typing mesg n after someone has sent you a message will stop the conversation. The sender will see the message “Can no longer write to user.” The command $ mesg y reinstates permission to write to your screen. The command mesg by itself will report the current status (whether you are permitting others to write to your terminal or not). You can determine whether another user has denied permission for messages by using finger to obtain information about the user.



Getting Command Details It can be hard to remember all the commands and how to use them. The UNIX operating system comes with a built-in manual so that you can look up the details for how to use each command. To view the manual page for a command, just type man followed by the command name. For example, $ man ls will display the man page for ls. In addition, many commands have some amount of built-in help. For example, ls --help will display a shorter version of the man page. Unfortunately, the man pages contain a very large amount of information about each commandusually far more than you need. This can make them hard to read for a new user, although as you become more experienced with the UNIX System they will become easier to interpret. On some systems the command info (as in info ls) or apropos will give you better help. Some man pages also include examples at the bottom that may be helpful, but in many cases you will find it more useful to look up commands in a book or on the Internet.
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Getting Started with Electronic Mail UNIX allows you to use electronic mail to communicate with anyone on your system. If you are connected to the Internet, you can also use the UNIX mail programs to send e-mail to any e-mail address. This chapter covers only the simplest uses of e-mail. For a full discussion of e-mail in the UNIX System, including coverage of graphical mail applications, see Chapter 8. A basic mail program is mail. Most systems also include an enhanced version of mail called mailx, or sometimes Mail. All three of these applications work in pretty much the same way This chapter will use the command mailx in the examples, but if you get an error message when you try to run mailx you can use Mail or mail instead. It is easy to use mailx for simple tasks, such as reading and replying to mail messages, but doesn’t provide many advanced features (for example, it is very hard to send attachments in mailx). Although you will probably switch to a more complex mail program once you are comfortable using UNIX, mailx makes a good introduction to using e-mail on the UNIX System.



Notification of New Mail When new mail arrives, you are notified by a simple announcement that is displayed on the command line. $ You have new mail This message is displayed when you first log in, if you have mail that has been delivered since your last session. It can also show up when the prompt is printed, after you enter a command. If you haven’t entered a command recently, you can press ENTER to see if you have new mail.



Reading Mail To view your messages, just type the mailx command, like this: $ mailx Mail version 8.1 6/6/93 Type ? for help. "/var/spool/mail/raf": 8 messages 5 unread >U 1 corwin Tue Oct 24 09 15 21/857 2 [email protected] Tue Oct 24 11 23 29/930 U 3 [email protected] Wed Oct 25 23 10 234/10953 N 4 [email protected] Fri Oct 27 02 27 16/733 N 5 [email protected] Fri Oct 27 12 08 83/2558 N 6 etch Fri Oct 27 13 25 15/629 N 7 dbp Fri Oct 27 13 27 16/634 N 8 [email protected] Fri Oct 27 17 05 20/812 ?



"concert this weekend" "interesting math prob" "Online Gaming Article" "Re: lunch next week?" "flight info" "Meeting" "Re: Meeting" "Re: dinner plans"



The mailx program will show you each message as a one-line heading with the following structure: A single character that tells you the status of the message: N for new messages, U for unread messages (messages whose headers have been displayed before, but that you haven’t yet read), and O or a blank space for old messages (messages you have read before). The message number. The date and time of delivery. The size of the message, in lines and characters. The subject of the message. The current message is marked by a carat (>). After this list, you will see a ? or & prompting you to enter a mail command. To see a list of all the commands you can enter, type in a question mark. 63 / 877
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To read the current message, type p (for print) or t (for type). To read the next message, press ENTER or type n (next). To read other messages, type the message number, as in ? 4 Message 4: Date: Fri, 27 Oct 2006 02:27:42 −0700 From: D Kraut To: [email protected] Subject: Re: lunch next week? Panda Cage sounds great. See you Tues.



If a message is very long, you may have to press the SPACEBAR to make it scroll. After viewing a message, you can type h (header) to display the list of messages again.



Disposing of Messages To delete the current message, type d. To delete any message, type d followed by the message number. You can delete several messages at once by entering a range: ? d 5–7 To restore a message, type u (for undelete) followed by the message number (or by a range of message numbers). The command to save the current message is s followed by the name of a file to save it to. You can specify the message or messages to save by including the message numbers. So, for example, ? s 2 savemail saves message 2 in the file savemail. To view the messages you have saved in this file, type $ mailx -f savemail from the command line.



Sending Messages To send a message, you use the mailx command with the address of the recipient as an argument. If you are sending mail to someone on your system, you can simply use the person’s login name as the address. The command $ mailx dbp tells mailx to deliver the message to user dbp on your system. To send mail to someone via the Internet, you have to enter their full e-mail address, as in $ mailx [email protected] This will only work if your system is configured correctly See Chapters 8 and 17 for more details about sending remote mail. If you are already in mailx, you can send a message by typing m followed by the address at the prompt: ? m [email protected] To send mail to many users at once, type all of the addresses separated by spaces. After you enter the address, mailx will prompt you for a subject and then allow you to type in the body of the message. After you are finished, tell mailx to send the message by entering a line that contains only a single period. $ mailx [email protected] Subject: checking in Thanks for taking care of Kili while we're gone. I left a salad in the fridge for you. See you next week! 64 / 877
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If you prefer, you can use CTRL-D instead of the period to terminate your input and send the message. To cancel a message without sending it, type CTRL-C (you may have to enter it twice). The mailx program also enables you to reply to messages. To reply to the sender, type R. This takes the address from the current message and puts you into message creation mode. To include all the recipients of the message in your reply, type a lowercase r, instead. On some systems, the system administrator may have switched these two commands, so that R replies to all recipients. Be sure to check which addresses have been included in your mail before you send it.



Quitting mailx To quit the mailx program, type q at the prompt. Any messages that you have read will be moved to the file mbox. To keep messages in your inbox, type the command pre followed by the message numbers before quitting mailx. To exit without saving any of your changes, type x.
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Logging Out When you finish your work session and wish to leave the UNIX system, type exit (or CTRL-D) to log out. After a few seconds, your UNIX system will display the “login:” prompt: $ exit login: This shows that you have logged out, and that the system is ready for another user to log in using your terminal. Always log out when you finish your work session or when leaving your computer. An unattended session allows a passing stranger to access your work and possibly the work of others. If you have a single-user system, it is important to remember that logging out is not the same as turning off your computer. To avoid problems, run the shutdown command (or on some systems, poweroff) before logging out in order to make it safe to turn off the machine. If you just turn the computer off without running shutdown, you run a real risk of damaging files or loosing data. Shutting down the system is described in Chapter 13.
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Summary In this chapter you have learned how to access and log in to a UNIX system. You now know how to use passwords, run basic commands, and communicate with other users on the system. Table 2–1 summarizes the commands covered in this chapter. Table 2–1: Command Summary Command



Use



passwd



Change your password



date



Get the current date and time



cal



Display a calendar



who



List all users who are currently logged in



finger username



Get information about username



write username



Send a chat message to username



talk username



Open a chat session with username



mesg y mesg n



Accept or block incoming messages



man command



Get information about command



mailx mailx address



Read e-mail messages, or send an e-mail to address



exit



Log out of the system



shutdown poweroff



Turn off the machine
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How to Find Out More There are many resources for information about UNIX systems. Some universities have web sites designed to help their students get up and running with UNIX. Although these often include details about the particular systems at the university, they can still be very helpful for a new user. These sites include http://unixdocs.stanford.edu/



http://helpdesk.princeton.edu/kb/search.plx?browseid=34 http://www.cs.rutgers.edu/LCSR-Computing/ http://www.apl.jhu.edu/Misc/Unix-info/ As mentioned, the UNIX man pages can be difficult to interpret. This book is similar in style to the man pages but is a bit easier to read. It covers all the common UNIX commands: Robbins, Arnold. UNIX in a Nutshell 4th ed. Sebastopol, CA: O’Reilly Media, 2006. In addition, the following web sites were mentioned in this chapter. Terminal applications for the PC (to connect to remote systems) can be downloaded from http://www. chiark.greenend.org. uk/~sgtatham/putty/



http://www.vandyke.com/products/securecrt/ You can find out about different Linux distributions at http://distrowatch.com/ You can view screenshots of many UNIX variants at http://shots.osdir.com/ Popular Linux distributions include http://www.ubuntu.com/



http://www. xandros. com/ http://www.opensuse.org/ http://fedoraproject. org/ http://www.mandrivalinux.com/ http://www. debian. org/ http://www.mepis.org/ The homepage for FreeBSD is http://www.freebsd.org/ You can acquire Solaris from http://www.sun.com/software/solaris/get.jsp



http://store.sun.com/
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Chapter 3: Working with Files and Directories The UNIX file system provides a powerful and flexible way to organize and manage your information. This chapter introduces the basic concepts of the file system and explains the most important commands for manipulating files and directories. In particular, the commands that provide the basic file manipulation operations-viewing files, changing directories, deleting and moving files-are among the UNIX commands you will use most often. By the end of this chapter, you will know how to display the contents of files and directories, and how to create, delete, and manage them. You will also be able to search for specific files, control user access to files by using permissions, and use the UNIX commands for printing files. Files A file is the basic structure that stores information on the UNIX System (and on Windows systems, as well). Conceptually, a computer file is similar to a paper document. Technically a file is a sequence of bytes that is stored somewhere on a storage device, such as a hard drive. A file can contain any kind of information that can be represented as a sequence of bytes. Word processing documents, bitmap images, and computer programs are all examples of files.



Filenames Every file has a title, called a filename. A filename can be almost any sequence of characters, and up to 255 characters long. (On some older versions of UNIX, two filenames are considered the same if the first 14 characters are identical, so be careful if you use long filenames on these systems.) You can use any ASCII character in a filename except for the null character (ASCII NUL) or the slash (/), which has a special meaning in the UNIX file system. The slash acts as a separator between directories and files. Even though UNIX allows you to choose filenames with special characters, it is a good idea to stick with alphanumeric characters (letters and numbers) when naming files. You may encounter problems when you use or display the names of files containing nonalphanumeric characters. In particular, although the following characters can be used in filenames, it is better to avoid them. Many of these characters have special meanings in the command shell, which makes them difficult to work with in filenames. ! (exclamation point)



* (asterisk)



{,} (brackets)



# (pound sign)



? (question mark)



; (semicolon)



& (ampersand)



\ (backslash)



^ (caret)



| (pipe)



(,) (parentheses)



tab



@ (at sign)



‘,” (single or double quotes)



space



$ (dollar sign)



< , > (left or right arrow)



backspace



Capitalization Windows does not distinguish between uppercase and lowercase letters in filenames. You could save a file with the name Notes.DOC and find it by searching for notes.doc. The UNIX file system, however, is case-sensitive, meaning that uppercase and lowercase letters are distinct. In UNIX, NOTES, Notes, and notes would be three different files. If you save a file with the name Music, you will not find it by searching for music. This also applies to commands in UNIX. If you are trying to log out with the exit command, typing EXIT will not work. By the way, this explains why URLs (web addresses) can be case-sensitive, since the first web server was created on a UNIX-based platform, and many web servers still run UNIX. 69 / 877
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Filename Extensions In Windows, filenames typically consist of a basename, followed by a period and a short filename extension. Many Windows programs depend on the extension to determine how to use the file. For example, a file named solitaire.exe is considered to be a file named solitaire with the extension .exe, where the .exe extension tells Windows that it is an executable program. If the file extension is altered or deleted, it will be more difficult to work with the file in Windows. In UNIX, file extensions are conveniences, rather than a necessary part of the filename. They can help you remember the content of files, or help you organize your files, but they are usually optional. In fact, many UNIX filenames do not have an extension. For example, an executable program would typically have a name like solitaire rather than solitaire.exe. In addition, filename extensions in UNIX can be longer than three characters. For example, some people use .backup to indicate a backup copy of a file, so notes.backup would be an extra copy of the file notes. Some programs either produce or expect a file with a particular filename extension. For example, files that contain C source code have the extension .c, so sorting.c would be a C language file. Similarly, web browsers expect that HTML files will have the extension .html, such as index.html. Table 3–1 displays some of the most commonly used filename extensions. Table 3–1: Common File Extensions Extension



File Type



Extension



File Type



.au



Audio



.mpg, .mpeg



MPEG video



.c



C language source code



.o



Object file (compiled and assembled code)



.cc



C++ source code



.pl



Perl script



.class



Compiled Java file



.ps



PostScript file



.conf



Configuration file



.py



Python script



.d



Directory



.sh



Bourne shell script



.gif



GIF image



.tar



tar archive



.gz



Compressed with gzip



.tar.Z, .tar.gz



Files that have been archived with tar and then compressed



.h



Header file for a C program



.tex



Text formatted with Tex/LaTeX



.html



Webpage



.txt



ASCII text



.jar



Java archive



.uu, .uue



Uuencoded file



.java



Java source code



.wav



Wave audio



.jpg, .jpeg



JPEG image



.z



Compressed with pack



.log



Log file



.Z



Compressed with compress



UNIX files can have more than one extension. For example, the file book.tar.Z is a file that has first been archived using the tar command (which adds the extension .tar ) and then compressed using the compress command (which adds the .Z). This enables a single script to both decompress the file and untar it, using the filename as input and parsing each of the extensions to perform the appropriate task. The flexibility of filename conventions in UNIX allow for some variation in filenames. A program written in Perl could have the filename program.perl, the more frequently used program.pl, or even just the name program. You can even create your open file extensions. A text file containing research notes 70 / 877
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might be called res_nov, ResearchNovember, or research.notes.nov. In the last case, the extension .nov is just to remind you that the notes are from November. It will not change the way you work with the file.
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Directories Files contain the information you work with. Directories provide a way to organize your files. A directory is just a container for as many files as you care to put in it. If you think of a file as analogous to a document in your office, then a directory is like a file folder. In fact, directories in UNIX are exactly like folders in Windows. For example, you may decide to create a directory to hold all of your notes. You could name it Notes and use it to hold only files that are your notes, keeping them separated from your e-mail, programs, and other files.



Subdirectories A directory can also contain other directories. A directory inside another directory is called a subdirectory. You can create as many subdirectories inside a particular directory as you wish.



Choosing Directory Names It is a good idea to adopt a convention for naming directories so that they can be easily distinguished from ordinary files. Some people give directories names that are all uppercase letters, some use directory names that begin with an uppercase letter, and others distinguish directories using the extension .d or .dir. For example, if you decide to use names beginning with an uppercase letter for directories and avoid naming ordinary files this way, you will know that Notes, Misc, Multimedia, and Programs are all directories, whereas note3, misc.note, mm_5, and progmmA are all ordinary files.
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The Hierarchical File Structure Because directories can contain other directories, which can in turn contain other directories, the UNIX file system is called a hierarchical file system. Within the UNIX System, there is no limit to the number of files and directories you can create in a directory that you own. File systems of this type are often called tree-structured file systems, because each directory allows you to branch off into other directories and files. Tree-structured file systems are usually depicted upside-down, with the root of the tree at the top of the drawing. Figure 3–1 depicts a typical hierarchical tree structure.



Figure 3–1: A sample directory structure On every UNIX system, the root is a directory called /. In Figure 3–1, root contains a subdirectory called home. Inside home you have three subdirectories, each for a different user on the system. One of these subdirectories is for the user whose login name is raf; in that directory are two subdirectories (Email, Work) and a file (notes.august); and in those directories are other subdirectories or files (inbox, save, sent,final, save). The directory in which you are placed when you log in is called your home directory. Generally, every user on a UNIX system has a unique home directory, often with the same name as their login name. In every login session, you start in your home directory and move up and down the directory tree. (Sometimes users have several home directories, each used for specific purposes, but beginning users do not need to worry about this.) There is a maximum number of directories a user can have; this number is set by the system administrator to prevent a user from ruining a file system.



Pathnames Notice in Figure 3–1 that there are two files with the same name, but in different locations in the file system. There is a save file in the Email directory, and another file called save in the Work directory. In order to distinguish files with the same name, the UNIX System allows you to specify filenames by including the location of the file in the directory tree. This type of name is called a pathname, because it is a listing of the directories you travel through along the path you take to get to the file. The path through the file system starts at root (/), and the names of directories and files in a pathname are separated by slashes. For example, the pathname for one of the save files is /home/raf/Email/save and the pathname for the other is /home/raf/Work/save Pathnames that trace the path from root to a file are called full (or absolute) pathnames. Specifying a full pathname provides a complete and unambiguous name for a file. In a full pathname, the first slash (/) refers to the root of the file system. All the other slashes separate the names of directories, until the last slash separates the filename from the name of the directory it’s in. Using full pathnames can be awkward when there are many levels of directories, as in this filename: /home/dkraut/Work/cs106x/Proj_1/lib/Source/strings.c In cases like this, using the full pathname requires a good memory and a lot of typing. In Chapter 4 73 / 877
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you will learn how to use shell variables as a shortcut to specify pathnames. Relative Pathnames You do not always have to specify the full pathnames when you refer to files. As a convenient shorthand, you can also specify a path to a file relative to your present directory Such a pathname is called a relative pathname. Instead of starting with a / for root, the relative pathname starts with the name of a subdirectory For example, suppose you are in your home directory, /home/raf. The relative path for the save file in the Email subdirectory is Email/save, and the relative path for the other save file is Work/save. Specifying the Current Directory A single dot (.) is used as a shortcut to refer to the directory you are currently in. This directory is known as the current directory. Specifying the Parent Directory Two dots (.., pronounced “dot-dot”) refer to the parent directory of the one you are currently in. The parent directory is the one at the next higher level in the directory tree. Because the file system is hierarchical, all directories have a parent directory The dot-dot references can be used many times to refer to things far up in the file system. The following sequence, for example, ../.. refers to the parent of the parent of the current directory. If you are in Work, then ../.. is the same thing as the home directory, since home is the parent of raf, which is the parent of Work. Specifying a Home Directory A tilde (~) can be used to refer to your home directory (Strictly speaking, this is a feature of the shell, which will be discussed in the next chapter. It will work on most modern UNIX systems.) These shortcuts can be combined. For example, if your home directory is /home/raf, then ~/../liz refers to the home directory for the user liz. You can also use a tilde followed by a login name to refer to another user’s home directory For example, the shortcut ~nate refers to the user nate’s home directory



UNIX and Windows File Structure The Windows file system was patterned after the UNIX hierarchical file system structure, but with some important differences. On a UNIX System, the root of the file system is depicted as / (slash). The root is the base of the entire system file structure, including files that may be on a different physical disk. In Windows, each drive or partition has a different root. On the main hard drive, the root is usually called C:\. A CD-ROM drive would have a different root than the hard drive (it might be D:\, for example). In addition, Windows uses a \ (backslash) instead of the / (forward slash) that separates directories in UNIX. For example, this UNIX pathname /home/raf would look like this in Windows: C:\home\raf Note that the forward slashes in the UNIX pathname have become backslashes in the Windows pathname. You may have noticed that a UNIX pathname looks a lot like part of a web address. That’s because the web inherited this style of pathname from the UNIX file system. The shortcuts for pathnames just 74 / 877



UNIX-The Complete Reference, Second Edition



described, such as .. for the parent directory, can be used in HTML code for web pages.
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UNIX System File Types The file is the basic unit of the UNIX System. Within UNIX, there are four different types of files: ordinary files, directories, symbolic links, and special files.



Ordinary Files As a user, most of the information that you work with will be stored as an ordinary file. An ordinary file can contain data, such as text for documents or programs. Image files and binary executables are also examples of ordinary files. Links Sometimes it is useful to have a file that is accessible from several directories, without making separate copies of the file. For example, suppose you are working with someone else, and you need to share information contained in a single data file that each of you can update. It would be convenient for each of you to have a copy in your home directory However, you do not want to make separate copies of the file, because it will be hard to keep them in sync. A link is not a kind of file but instead is a second name for a file. With a link, only one file exists on the disk, but it may appear in two places in the directory structure. This can allow two users to share the same file. Any changes that are made to the file will be seen by both users. This type of link is sometimes called a hard link, to distinguish it from a symbolic link.



Symbolic Links Hard links can be used to assign more than one name to a file, but they have some important limitations. They cannot be used to give a directory more than one name, and they cannot be used to link files on different computers. These limitations can be eliminated by using symbolic links (sometimes called symlinks). A symbolic link is a file that only contains the name (including the full pathname) of another file. When the operating system operates on a symbolic link, it is directed to the file that the symbolic link points to. Essentially, the symbolic link is a pointer to the other file. If you are familiar with the Windows operating system, you may be reminded of shortcuts, which are very similar to symbolic links. Symbolic links can be used to assign more than one name to a file or directory, or to make it possible to access a file from several locations. (For example, you could use a symbolic link to give a short name, like ff , to a file with a long pathname, like /usr/bin/firefox/firefox.) Symbolic links can also be used for files or directories that reside on a different physical file system, such as files on different computers that are connected by a network. (File systems are discussed in detail in Chapter 14.) Using Links: An Example Suppose that Rebecca and Nathan are working on a project together, and they need to share the file project.index, which is in Nathan’s home directory Rebecca could make a copy of the file for herself, but then if she makes any changes to the file, Nathan won’t see them in his copy So instead, Rebecca makes a link (a hard link) to that file. Now she has a file called project.index in her home directory, too, even though there is only one copy of the information in that file saved on the disk. This means that if Rebecca makes any changes in the file, Nathan will see those changes, too. However, the file can be found in two different places in the file system-in Nathan’s home directory, and in Rebecca’s. If Nathan deletes the file from his home directory, Rebecca will still have the file in her directory If she deletes her file, too, then it will really be gone. Now, suppose there is another file in Nathan’s directory they need to share, called project.data. This time, Rebecca makes a symbolic link to the file, and calls it project.data.symlink. Rebecca can still make changes to the file, and Nathan will be able to see them. However, if Nathan deletes the project.data, Rebecca won’t have the file anymore, either. If she tries to use project.data.symlink after 76 / 877
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the original file is deleted, she will get an error message.



Directories A directory is actually a type of file too, a file that holds other files. For each directory, the UNIX file system stores a list of all the files and subdirectories that it contains, as well as their file types (whether they are ordinary files, symbolic links, directories, or special files) and other attributes.



Special Files Special files are an unusual feature of the UNIX file system. A special file represents a physical device, such as a printer or a CD-ROM drive. From the user’s perspective, the file system treats special files just as it does ordinary files. This means that the commands that work on ordinary files also work on special files, so you can read or write to devices exactly the way you read and write to ordinary files. For example, you can use a command to take the characters typed at your keyboard and write them to a text file, or you could use the same command to send them to a printer. The UNIX System causes these read and write commands to activate the hardware connected to the device.
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Common Commands for Files and Directories This section discusses the basic UNIX file system commands. If you are working in a graphical environment, you will have to open a terminal window to enter these commands.



Listing the Contents of a Directory Assume that you are in the directory called /home/raf from the example in Figure 3–1. To see all the files in this directory, you enter the ls (l ist) command: $ ls Email notes.august Work The ls command lists the contents of the current directory on your screen in multiple columns. (The precise behavior of the ls command varies in different releases of UNIX. For example, on most systems, it will list filenames in alphabetical order, but on some it will list all filenames that start with an uppercase character before listing filenames in lowercase. This is sometimes called ASCII order .) Notice that ls without arguments simply lists the contents by name. It does not tell you whether the names refer to files or directories. If you want to view the contents of a subdirectory of your current directory, you can issue the ls command with an argument that is the name of the subdirectory For example, $ ls Email inbox save sent If the object (file or directory) does not exist, ls gives you an error message, such as $ ls Emial Emial not found You can see whether a file exists by supplying the pathname of the file, in relation to your current directory, as the argument to ls. If the file does exist, it will echo the name back to you. $ ls Email/save Email/save Listing Directory Contents with Marks When you use the ls command, you do not know whether a name refers to an ordinary file, a program that you can run, or a directory Running the ls command with the -F option produces a list in which the names are marked with symbols that indicate the kind of file that each name refers to. Names of directories are listed with / (a slash) following their names. Executable files (those that can be run as programs) are listed with * (an asterisk) following their names. Symbolic links are listed with @ (an “at” sign) following their names. For instance, suppose that you run ls with the -F option to list the contents of a directory, producing the following result: $ ls -F Email/ notes Projects@ This example shows that the directory contains the ordinary file notes, the directory Email, and a symbolic link Projects. Another way to get information about file types and contents is with the file command, described later in this chapter. Listing Files in the Current Directory Tree You can add the -R (r ecursive) option to the ls command to list all the files in your current directory, along with all the files in each of its subdirectories, and so on. For example, $ ls -R Email notes.august Work ./Email 78 / 877
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inbox save ./Work final save



sent



shows the contents of the current directory as well as the contents of its subdirectories Email and Work.



Viewing Files The simplest and most basic way to view a file is with the cat command. cat (short for concatenate) takes any files you specify and displays them on the screen. For example, you could use cat to display on your screen the contents of the file review: $ cat review I recommend publication of this article. It provides a good overview of the topic and is appropriate for the lead article of this issue. The cat command shows you everything in the file but nothing else: no header, title, file-name, size, or other information. Viewing Files with Special Characters The cat command recognizes eight-bit characters. In earlier versions of UNIX, it only recognized seven-bit characters. This enhancement permits cat to display characters from extended character sets, such as the kanji characters used to represent Japanese words. If you try to display a binary file, such as an executable program, the output to your screen will usually be a mess. To better view files that contain nonprinting ASCII characters, you can use the -v option. For example, if the file output contains a line that includes the ASCII BEL character (CTRL-G), the command cat output will cause the computer to beep. Using the -v option, however, will replace the BEL character with the symbol ^G, as shown. $ cat -v output The ASCII control character ^G (007) will ring a bell ^G^G^G^G on the user's terminal. $ Directing the Output of cat You can send the output of cat to a file as well as to the screen. For instance, $ cat physics > physics.backup copies the contents of physics to physics.backup, instead of displaying the contents on the screen. The > provides a general way to redirect the output of a command to a file. This is explained in detail in the section “Standard Input and Output” of Chapter 4. In the preceding example, if there is no file named physics.backup in the current directory, the system creates one. If a file with that name already exists, the output of cat overwrites it-its original contents are replaced. (Note that this can be prevented by using the noclobber features of some shells.) Sometimes this is what you want, but sometimes you want to add information from one file to the end of another. In order to add information to the end of a file, do the following: $ cat notes.august >> notes The >> in the preceding example appends the contents of the file named notes.august to the end of the file named notes, without making any other changes to notes. It’s okay if notes does not exist; the system will create it if necessary The capability to append output to an existing file is another form of file redirection. Like simple redirection, it works with almost all commands, not just cat. Combining Files and Using Wildcards You can use cat to combine a number of files into one. For example, consider a directory that contains material being used in writing a chapter, as follows: 79 / 877
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$ ls Chapter1 chapter.1 chapter.2



macros names section1



section2 section3 sed_info



You can combine all of the sections into a chapter with cat: $ cat section1 section2 section3 > chapter.3 This copies each of the files, section1, section2, and section3, in order into the new file chapter.3. This can be described as concatenating the files into one, hence the name cat. To make commands like this easier, the shell provides a wildcard symbol, * (asterisk), that allows you to specify a number of files with similar names. An asterisk by itself matches all filenames in the current directory When the * is part of a word, it stands for or matches any string of characters. For example, the pattern section* matches any file whose name begins with section. So the command $ cat section* > chapter.3 would have had the same effect as the command in the preceding example. When you use the wildcard symbol * as part of a filename in a command, that pattern is replaced by the names of all files in the current directory that match the pattern, listed in alphabetical order. In the preceding example, section* matches section1, section2, and section3, and so would sect*. But se* would also match the file sed_info. A* (star, or asterisk) by itself matches all filenames in the current directory When using wildcards, you can use ls to make sure that the wildcard pattern matches the files you want. For example, $ ls se* section1 section2 section3 sed_info indicates that it would be a mistake to use se* unless you want to include sed_info. You can also use * to simplify typing commands, even when you are not using it to match more than one file. The command $ cat *1 *2 > temp is a lot easier to type than $ cat section1 section2 > temp Chapter 4 describes the use of * and other wildcard characters in detail. Note that there is an important difference between the UNIX System’s use of * and the similar use of it in Windows. In Windows, * does not match a . (dot), so section* would match section1 but not match section.txt. In Windows, you would have to use the pattern section*.* to match every file beginning with section. Creating a File So far, all the examples you have seen involved using cat to copy one or more normal files, either to another file or to your screen. But other possibilities exist. Just as your screen is the default output for cat and other commands, your keyboard is the default input. If you do not specify a file to use as input, cat will simply copy everything you type to its output. This provides a way to create simple files without using an editor. The command $ cat > names Nate [email protected] Rebecca [email protected] CTRL-D sends everything you type to the file names. It sends the text one line at a time, after you hit ENTER. You can use BACKSPACE to correct your typing on the current line, but you cannot back up across 80 / 877
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lines. When you are finished typing, you must type CTRL-D (hold down the Ctrl key and press d) on a line by itself. This terminates cat and closes the file names. (CTRL-D is the end of file [EOF] mark in the UNIX System.) Using cat in this way (cat > names) creates the file names if it does not already exist and overwrites (replaces) its contents if it does exist. You can use cat to add material to a file as well. For example, $ cat >> names Dan [email protected] CTRL-D will take everything you type at the keyboard and append it at the end of the file names. Again, you need to end by typing CTRL-D alone on a line. Another command, touch, can also be used to create a file. $ touch notes will create an empty file called notes, if that file does not already exist. Unlike cat, touch can also be used to change the creation time or last accessed time of an existing file. This is discussed in further detail in Chapter 19.



Moving Around in Directories Since many UNIX commands operate on the current directory it is useful to know what your current directory is. The command pwd (present w orking directory) tells you which directory you are currently in. For example, $ pwd /home/raf tells you that the current directory is /home/raf. You can move between directories by using the cd (change directory) command. If you are in your home directory, /home/raf, and wish to change to the subdirectory Work, type $ cd Work If you know where certain information is kept in a UNIX system, you can move directly there by specifying the full pathname of that directory: $ cd /home/raf/Email $ pwd /home/raf/Email $ ls inbox save sent You can also change to a directory by using its relative pathname. Since .. (dot-dot) refers to the parent directory (the one above the current directory in the tree), $ cd . . $ pwd /home/raf moves you to that directory To go a step further, $ cd ../.. $ pwd / changes directories to the parent of the parent of the current directory, or in our example, to the / (root) directory Moving to Your Home Directory If you issue cd by itself, you will be moved to your home directory, the directory in which you are placed when you log in. This is an especially effective use of shorthand if you are somewhere deep in 81 / 877
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the file system. For instance, you can use the following sequence of commands to list the contents of your home directory when you are in the directory /home/dkmut/iuork/cs106x/proj1/lib/Source: $ pwd /home/dkraut/work/cs106x/proj1/lib/Source $ cd $ pwd /home/raf $ ls Email notes.august Work In the preceding example, the first pwd command shows that you are nested seven layers below the root directory The cd command moves you to your home directory as confirmed by the pwd command, which shows that the current working directory is /home/raf. The ls command shows the contents of that directory Since ~ is a shortcut that refers to your home directory, $ cd ~ does exactly the same thing. Returning to Your Previous Directory The command cd-will return you to your previous directory For example, after moving to your home directory as shown above, you can return to the directory Source with: $ cd $ pwd /home/dkraut/work/cs106x/proj1/lib/Source Like the ~ shortcut for your home directory, using cd-to return to the previous directory is a feature of the shell. Some shells also have the commands pushd and popd to allow you to save, and later return to, your current directory



Moving and Renaming Files and Directories To keep your file system organized, you will need to move and rename files. You move a file from one directory to another with mv (from move). For example, the following moves the file names from the current directory to the directory /home/jmf/Info: $ mv names /home/jmf/Info If you use ls to check, it confirms that a file with that name is now in Info: $ ls /home/jmf/Info/names /home/jmf/Info/names You can move several files at once to the same destination directory by first naming all of the files to be moved, and giving the name of the destination last. For example, the following command moves three files to the subdirectory called TermPaper: $ mv section1 section2 section3 TermPaper Of course you could make this easier by using the wildcard symbol, *. If the three files in the preceding example are the only files in the current directory with names beginning with sec, the following command has the same effect: $ mv sec* TermPaper UNIX has no separate command for renaming a file. Renaming is just part of moving. To rename a file in the current directory, you use mv, but with the new filename as the destination. For example, the following renames overview to intro: $ mv overview intro You can rename a file when you move it to a new directory by including the new filename as part of the destination. The following command puts notes in the directory Music and gives it the new name notes4: 82 / 877
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$ mv notes Music/notes4



Compare with this, which moves notes to Research but keeps the old name, notes: $ mv notes Music To summarize, when you use mv, you first name the file or files to be moved, and then the destination. The destination can be a directory name, in which case the file is simply moved, or it can be a filename, in which case the file is renamed. The destination can be a full pathname, or a name relative to the current directory-for example, one of its subdirectories. Moving files is very fast in UNIX. The actual contents of a file are not moved; you’re really only moving an entry in a table that tells the system what directory the data is in. So the size of the file being moved has no bearing on the time taken by the mv command. Avoiding Mistakes with mv When using mv, you should watch out for a few common mistakes. If you make a mistake in typing when you specify a destination directory, you may end up renaming the file in the current directory For example, suppose you meant to move a file to Info but made a mistake in typing. $ mv names Ifno In this case, you end up with a new file named Ifno in the current directory A similar mistake can happen if you try to move a file to a directory that does not exist. Again, the file will be renamed instead. When you move a file to a new directory, it is a good idea to check first to make sure the directory does not already contain a file with that name. If it does, mv will simply overwrite it with the new file. The same thing will happen if you try to rename a file using a filename that already exists. Newer versions of UNIX provide an option to the mv command that helps prevent accidentally overwriting files. The -i (interactive) option causes mv to inform you when a move would overwrite an existing file. It displays the filename followed by a question mark. If you want to continue the move, type y. Any other entry (including n) stops that move. The following shows what happens if you try to use mv -i to rename the file totals to data when the data file already exists: $ mv -i totals data mv: overwrite data? In Chapter 4, you will see how to use an alias to change the mv command so that it always uses the i option, if you choose. This can be very helpful for new users. Moving Directories Another feature not present in earlier versions of UNIX is the capability to use mv to move directories. You can use a single mv command to move a directory and all of its files and subdirectories just as you’d use it to move a single file. For example, if the directory Final contains all of your finished work on a document, you can move it to a directory in which you keep all of the versions of that document, Project, as shown here: $ ls Project Drafts $ mv Final Project $ ls Project Drafts Final



Copying Files The cp command is similar to mv, except that it copies files rather than moving or renaming them. cp follows the same model as mv: you name the files to be copied first and then give the destination. The destination can be a directory, a pathname for a file, or a new file in the current directory. The following command makes a backup copy of seattle and names the copy seattle.bk: $ cp seattle seattle.bk 83 / 877
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After you use this cp command, there are two separate copies of that file in the same directory The original is unchanged, and the contents of the copied file are identical to the original. The files are not linked in any way, so if you edit one of the files, the other will not change. To create a copy of a file with the same name as the original but in a new directory, just use the directory name as the destination, as shown here: $ cp seattle Backups Note that if the destination directory already contains a file named seattle, the copy will overwrite it. If you invoke cp with the -i (i nteractive) option, it will warn you before overwriting an existing file. For example, if there is already a file named data.2 in the current directory, cp warns you that it will be overwritten and asks if you want to go ahead: $ cp -i data data.2 cp: overwrite data.2? To go ahead and overwrite it, type y. Any other response, including n or ENTER, leaves the file as it was. Chapter 4 shows how to use an alias to replace cp with cp -i, if you choose. Copying the Contents of a Directory So far the discussion has assumed that you are copying an ordinary file to another file. If you try to copy a directory, you will get an error message. A feature of cp (found on most versions of UNIX) is the -r (r ecursive) option that lets you copy an entire directory structure. Suppose you have a directory called Project, and you wish to make a backup copy The following command creates a new directory, called Project.Backup, and copies all of the files and subdirectories in Project to the new directory: $ cp -r Project Project.Backup



Linking Files When you copy a file, you create another file with the same contents as the original. Each copy takes up additional space in the file system, and each can be modified independently of the others. As you recall, a link is a way to share a file with another user without actually copying it on the disk. An example where this might be useful is a list of names and contact information that two or more people use, and that any of the users can add to or edit. Each user needs access to a common version of the file in a convenient place in each user’s own directory system. Hard Links The ln command creates a link between files, which enables you to make a single file accessible at two or more locations in the directory system. The following links the file project.main in dkraut’s home directory with a new file of the same name in the current directory: $ ln /home/dkraut/project.main project.main Using ln in this way creates a hard link to the file in /home/dkraut, but there is still only one file. Now if you add a new line of information to your linked copy of project.main, the line also appears in the file in dkraut’s directory, since this is really the same file. Any changes to the contents of a linked file affect all the links. If you overwrite (or clobber ) the information in your file, the information in dkraut’s copy is overwritten too. (For a description of a way to prevent clobbering of files like this, see the noclobber options to the C and Korn shells, which are described in Chapter 4.) You can remove one of a set of hard-linked files with the rm command without affecting the others. For example, if you remove your hard-linked copy of project.main, dkraut’s copy is unchanged. To see if two files are hard linked to each other, use the command ls -i. This will display the inode number of each file. If two files have the same inode number, then they are really the same file. For example, 84 / 877
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$ ls -i /usr/bin/gcc 344135 /usr/bin/gcc $ ls -i /usr/bin/cc 344135 /usr/bin/cc



shows that /usr/bin/gcc and /usr/bin/cc are hard linked. (Note: although you cannot hard link files across file systems, sometimes two files on different file systems will display the same inode number. This does not mean that they are linked. See Chapter 14 for a discussion of file systems.) Symbolic Links Symbolic links are created by using the ln command with the -s (symbolic) option. The following example shows how you could use ln to link a file in the /var file system to an entry in one of your directories within the /home file system: $ ln -s /var/X/docs/readme temp/x.readme This will create a symbolic link called x.readme in the temp directory The second argument to ln is optional; if you do not specify the name of the new file, it will create a symbolic link with the same name as the target file. So, for example $ ln -s /usr/bin/firefox/firefox will create a file called firefox in the current directory that is a symbolic link to /usr/bin/firefox/firefox. Symbolic links also enable you to link directories. The command $ ln -s /home/dkraut/work/cs106x/proj1/lib/Source Project will create a directory, called Project, that is a link to the directory /homedkraut/work/cs106x/ proj1/lib/Source. This is useful for directories with long pathnames that you need to access often.



Removing Files To get rid of files you no longer want or need, use the rm (remove) command. rm deletes the named files from the file system, as shown in the following example: $ ls notes research temp $ rm temp $ ls notes research The ls command shows that after you use rm to delete temp, the file is no longer there. Removing Multiple Files The rm command accepts several arguments and takes several options. If you specify more than one filename, it removes all of the files you named. The following command removes the two files left in the directory: $ rm notes research $ ls $ Remember that you can remove several files with similar names by using wildcard characters to specify them with a single pattern. The following will remove all files in the current directory: $ rm * Caution Do not use rm* unless you really mean to delete every file in your current directory. Similarly, if you use a common suffix to help group files dealing with a single topic, for example .rlf to identify notes to user rlf, you can delete all of them at once with the following command: $ rm *.rlf 85 / 877
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Safely Removing Files Almost every user has accidentally deleted files. In the preceding example, if you accidentally hit the SPACEBAR between the * and the extension and type $ rm * .rlf you will delete all of the files in the current directory As typed, this command says to remove all files (*), and then remove a file named .rlf. To avoid accidentally removing files, use rm with the -i (interactive) option. When you use this option, rm prints the name of each file and waits for your response before deleting it. To go ahead and delete the file, type y. Responding n or hitting ENTER will keep the file rather than deleting it. For example, in a directory that contains the files notes, research, and temp, the interactive option to rm gives you the following: $ rm -i * notes: y research: temp: y Your responses cause rm to delete both notes and temp, but not research. New users may find it very helpful to change the rm command to always use the -i option. This can be done with an alias. Chapter 4 describes how to add this alias to your configuration files. Restoring Files When you remove a file using the rm command, it is gone. If you make a mistake, you can only hope that the file is available somewhere on a backup file system (on a tape or disk). You can call your system administrator and ask to have the file you removed, say /home/you/Work/temp, restored from backup. If it has been saved, it can be restored for you. Systems differ widely in how, and how often, they are backed up. On a heavily supported system, all files are copied to a backup system every day and saved for some number of days, weeks, or months. On some systems, backups are done less frequently, perhaps weekly On personal workstations, backups occur when you get around to doing them. In any case, you will have lost all changes made since the last backup. (Backing up and restoring are discussed in Chapter 14.) You cannot, as a user, restore a file by attempting to recover pieces of the file left stored on disk.



Creating a Directory You can create new directories in your file system with the mkdir (make dir ectory) command. It is used as follows: $ pwd Work $ ls notes research temp $ mkdir New $ ls notes New research temp In this example, you are in the Work directory, which contains the files notes, research, and temp, and you use mkdir to create a new directory (called New ) within Work.



Removing a Directory There are two ways to remove or delete a directory If the directory is empty (it contains no files or subdirectories), you can use the rmdir (remove dir ectory) command. If you try to use rmdir on a directory that is not empty, you’ll get an error message. The following removes the directory New added in the preceding example: $ rmdir New 86 / 877
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To remove a directory that is not empty, together with all of the files and subdirectories it contains, use rm with the -r (r ecursive) option, as shown here: $ rm -r Work The -r option instructs rm to delete all of the files it finds in Work and then go to each of the subdirectories and delete all of their files, and so forth, concluding by deleting Work itself. Since rm -r removes all of the contents of a directory, be very careful in using it. You can add the -i option to step through all the files and directories, removing or leaving them one at a time. $ rm -ir Work rm: descend into directory 'Work'? y rm: remove regular empty file 'Work/final'? y rm: remove regular empty file 'Work/save'? $ ls Work save In this example, the file final is deleted, but because save is not, the directory Work is not deleted, either. Notice, by the way, that when a command is being run with two or more options (in this case, -r and i), the options can be combined (in this case, -ir). This is optional; the command rm -i -r could have been used instead in the preceding example. The order of the options does not matter (rm -ir is the same as rm -ri). This applies to most UNIX commands, not just rm.



Getting Information About File Types Sometimes you just want to know what kind of information a file contains. For example, you may decide to put all your shell scripts together in one directory You know that several scripts are scattered about in several directories, but you don’t know their names, or you aren’t sure you remember all of them. Or you may want to print all of the text files in the current directory, whatever their content. You can use several of the commands already discussed to get limited information about file contents. For example, ls -l shows you if a file is executable-either a compiled program or a shell script (batch file). But the most complete and most useful command for getting information about the type of information contained in files is file. file reports the type of information contained in each of the files you give it. The following shows typical output from using file on all of the files in the current directory: $ file * Backup: directory cx: commands text draft3: ascii text fields: ascii text linkfile: symbolic link to dirlink mmxtest: [nt] roff, tbl, or eqn input text pq: executable send: English text tag: data You can use file to check on the type of information contained in a file before you print it. The preceding example tells you that you should use the troff formatter before printing mmxtest, and that you should not try to print pq, since it is an executable program, not a text file. To determine the contents of a file, file reads information from the file header and compares it to entries in the file /etc/magic. This can be used to identify a number of basic file types-for example, whether the file is a compiled program. For text files, it also examines the first 512 bytes to try to make finer distinctions-for example, among formatter source files, C program source files, and shell scripts. Once in a while this detailed classification of text files can be incorrect, although basic distinctions between text and data are reliable. 87 / 877
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Searching for Files The command locate searches for a pattern in a database of filenames. For example, $ locate pippin searches the database for filenames containing the string “pippin”. The database contains the full pathname for each file, so this would find files in the directory pippin-photos as well as files such as 0915-pippin.jpg. The locate command is very fast and easy to use. However, it will only work if the database of filenames is kept up to date. On many systems, the database is automatically updated once per day The find command is a more powerful search tool, although it can be difficult to use. With find, you can search through any part of the file system, looking for all files with a particular name or with certain features. This section describes how to use find to do simple searches.



Using find The find command searches through the contents of one or more directories, including all of their subdirectories. You have to tell find in which directory to start its search. The following example searches user jmf’s directory system for the file new_data and prints the full pathname of any file with that name that it finds: $ pwd /home/jmf $ find . -name new_data -print /home/jmf/Dir/Logs/new_data /home/j mf/Cmds/new_data Here, find shows two files named new_data, one in the directory Dir/Logs and one in the directory Cmds. This example illustrates the basic form of the find command. The first argument is the name of the directory in which the search starts. In this case it is the current directory (represented by the dot). The -name option is followed by the name of the file or files to search for. The final option, -print, tells find to print the full pathnames of any matching files. Note that you have to include the -print option. If you don’t, find will carry out its search but will not notify you of any files it finds. To search the entire file system, start in the system’s root directory, represented by the /: $ find / -name new_data -print This will find a file named new_data anywhere in the file system. Note that it can take a long time to complete a search of the entire file system; also keep in mind that find will skip any files or directories that it does not have permission to read. You can tell find to look in several directories by giving each directory as an argument. The following command first searches the current directory and its subdirectories and then looks in /tmp/project and its subdirectories: $ find . /tmp/project -name new_data -print You can use wildcard symbols with find to search for files even if you don’t know their exact names. For example, if you are not sure whether the file you are looking for was called new_data, new.data, or mydata, but you know that it ended in data, you can use the pattern *data as the name to search for: $ find -name "*data" -print Note that when you use a wildcard with the -name argument, you have to quote it. If you don’t, the filename matching process would replace *data with the names of all of the files in the current directory that end in “data.” The way filename matching works, and the reason you have to quote an 89 / 877
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directory that end in “data.” The way filename matching works, and the reason you have to quote an asterisk when it is used in this way, are explained in the discussion of wildcards in Chapter 4.



Running find in the Background If necessary you can search through the entire system by telling find to start in the root directory, /. Remember, though, that it can take find a long time to search through a large directory and its subdirectories, and searching the whole file system, starting at /, can take a very long time on large systems. If you do need to run a command like this, you can use the multitasking feature of UNIX to run it as a background job, which allows you to continue doing other work while find carries out its search. To run a command in the background, you end it with an ampersand (&). The following command line runs find in the background to search the whole file system and send its output to found: $ find / -name new_data -print > found & The advantage of running a command in the background is that you can go on to run other commands without waiting for the background job to finish. Note that in the example just given, the output of find was directed to a file rather than displayed on the screen. If you don’t do this, output may appear on your screen while you are doing something else; for example, while you are editing a document. This is rarely what you want. Unfortunately, find will still display error messages (such as the names of directories it cannot search) on your screen. Chapter 4 gives more information about running commands in the background, including how to prevent these error messages from appearing.



Other Search Criteria The examples so far have shown how to use find to search for a file having a given name. You can use many other criteria to search for files. The -mtime option lets you specify the number of days it has been since the file was modified. For example, to search for a file that was modified fewer than three days ago, use -mtime -3. The -user option restricts the search to files belonging to a particular user. You can combine these and other find options. For example, the following command line tells find to look for a file called music belonging to user sue that was modified more than a week ago: $ find . -name "music" -u sue -mtime +7 -print The find command can do more than print the name of a file that it finds. For example, you can tell it to execute a command on every file that matches the search pattern. For this and other advanced uses, consult the UNIX man (manual) page for find (see Chapter 2 for an explanation of the UNIX man pages).
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More About Listing Files Many options can be used with the ls command. They are used either to obtain additional information about files or to control the format used to display this information. This section introduces the most important options that were not covered earlier. You can find a description of all options to the ls command and what they do by consulting the man page for ls.



Listing Hidden Files Files with names beginning with a dot (.) are hidden in the sense that they are not normally displayed when you list the files in a directory These are typically configuration files that are used regularly by the system, but you will only rarely read or edit them. Suppose you see something like this when you list the files in your home directory: $ ls Email notes Work This example shows that your home directory contains files named Email, Work, and notes. But there may also be hidden files that do not show up in this listing. Examples of common hidden files are your .profile, which sets up your work environment, and the .mailrc file, which is used by the mailx electronic mail command. To avoid clutter, ls does not list hidden files unless you explicitly ask to see them. To see all files in this directory, use ls -a: $ ls -a . .. .mailrc .profile Email notes Work The example shows two hidden files. In addition, it shows the current directory and its parent directory as . (dot) and .. (dot-dot), respectively.



Controlling the Way Is Displays Filenames By default, in many flavors of UNIX, ls displays files in multiple columns, sorted down the columns, as shown here: $ ls 1st b folders misc proposals 8.16letter BOOKS letters Names temp abc drafts memos newletter x You can use the -x option to have names of files displayed horizontally, in as many lines as necessary For example, $ ls -x 1st 8.16letter abc b BOOKS drafts folders letters memos misc Names newletter proposals temp x You also can use the -1 (one) option to have files displayed one line per row (as the old version of ls did), in alphabetical order: $ ls -l 1st 8.16letter abc b BOOKS drafts folders letters memos misc Names newletter 91 / 877
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Showing Nonprinting Characters Occasionally you will create a filename that contains nonprinting characters. This is usually an accident, and when it occurs it can be hard to find or operate on such a file. Suppose you mean to create a file named Budget but accidentally type CTRL-B rather than SHIFT-B. When you try to run a command to read or edit Budget, you will get an error message, because no file of that name exists. If you use ls to check, you will see a file with the apparent name of udget, since the CTRL-B is not a printing character. If a filename contains only nonprinting characters, you won’t even see it in the normal ls listing. You can force ls to show nonprinting characters with the -b option. This replaces a nonprinting character with its octal code, as shown in this example: $ ls udget Expenses $ ls -b \002udget Expenses An alternative is the -q option, which prints a question mark in place of a nonprinting character: $ ls -q ?udget Expenses



Sorting Listings Several options enable you to control the order in which ls sorts its output. Two of these options are particularly useful. You can have ls sort according to when each file was created or last modified with the -t (time) option. With this option, the most recently changed files are listed first. This form of listing makes it easy to find a file you worked on recently To reverse the order of a sort, use the -r (r everse) option. By itself, ls -r lists files in reverse alphabetical order. Combined with the -t option, it lists oldest files first and newest ones last.



Combining Options to Is You can use more than one option to the ls command simultaneously For example, the following shows the result of using the ls command with the options -F and -a on a home directory: $ ls -aF ./ ../ .mailrc* .profile* Letters/ memos notes@ You can combine any number of options. In the following example, three options are given to the ls command: -a to get the names of all files, -t to list files in temporal order (the most recently modified file first), and -F to mark the type of file. $ ls -Fat ./ memos@ Letters/ notes .profile* .mailrc*



../



The Long Form of Is The ls command and the options discussed so far provide limited information about files. For instance, with these options, you cannot determine the size of files or when they were last modified. To get more information about files, use the -l (l ong format) option of ls. Here is an example of what the long format of ls might look like: $ ls -1 total 8 drwxr-xr-x 3 jmf group1 4096 Nov 29 02:34 Irwxr-xr-x 1 jmf group1 13 Apr 1 21:17 -rwxr-xr-x 2 jmf group1 682 Feb 2 08:08



Letters memos -> Letters/memos notes



The first line (“total 8”) in the output gives the amount of disk space used in blocks. (A block is a unit 92 / 877
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of disk storage. On Linux systems, a block contains 1,024 bytes; on Solaris, a block is 512 bytes. The command df can be used to determine the block size-see Chapter 13 for details.) The rest of the lines in the listing show information about each of the files in the directory. Each of these lines contains seven fields. The name of the file is in the seventh field, at the far right. (In the listing for memos, you can see that there is an arrow with another filename after it. The file memos is a symbolic link to that file, Letters/memos.) To the left of the filename, in the sixth field, is the date when the file was created or last modified. To the left of that, in the fifth field, is its size in bytes. The third and fourth fields from the left show the owner of the file (in this case, the files are owned by the user jmf), and the group the file belongs to (group1). The concepts of file ownership and groups are discussed later in this chapter. The second field from the left contains the link count. For a file, the link count is the number of linked copies of that file. For example, the “2” in the link count for notes shows that there is a linked copy of it somewhere. For a directory, the link count is the number of directories under it plus two (one for the directory itself, and one for its parent). So the directory Letters must have one subdirectory, since it has a link count of three. The first character in each line tells you what kind of file this is. -



Ordinary file



c



Special character file



d



Directory



l



Symbolic link



b



Special block file



P



Named pipe special file



This directory contains one ordinary file, one directory, and one symbolic link. (Notice that even though notes is a hard linked file, it does not have an l next to it, because it is not a symbolic link like memos.) Special character files and block files are covered as part of the discussion of system administration in Chapter 14. The rest of the first field, that is, the next nine characters (in these examples, rwxr-xr-x), contains information about the file’s permissions. Permissions determine who can work with a file or directory and how it can be used. Permissions are an important and somewhat complicated part of the UNIX file system that will be covered next.
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Permissions The UNIX file system is designed to support multiple users. When many users are sharing one file system, it is important to be able to restrict access to certain files. The system administrator wants to prevent other users from changing important system files, for example, and many users have private files that they want to restrict others from viewing. File permissions are designed to address these needs.



Permissions for Files There are three classes of file permissions, for the three classes of users: the owner (or user) of the file, the group the file belongs to, and all other users of the system. The first three letters of the permissions field, as seen in the output from ls -l, refer to the owner’s permissions; the second three letters refer to the permissions for members of the file’s group; and the last three to the permissions for any other users. In the entry for the file named notes in the ls -l example shown in the preceding section, the first three letters, rwx, show that the owner of the file can read (r) it, write (w) to it, and execute (x) it. The second group of three characters, r-x, indicates that members of the group can read and execute the file but cannot write to it. The last three characters, r-x, show that all others can also read and execute the file but not write to it. If you have read permission for a file, you can view its contents. Write permission means that you can alter its contents. Execute permission means that you can run the file as a program. Special Permissions There are a few other codes that occasionally appear in permission fields. For example, the letter s can appear in place of an x in the user’s or group’s permission field. This s refers to a special kind of execute permission that is relevant primarily for programmers and system administrators (discussed in Chapters 12 and 13). From a user’s point of view, the s is essentially the same as an x in that place. Also, the letter l may appear in place of an r, w, or x. This means that the file will be locked when it is accessed, so that other users cannot access it while it is being used. This and other aspects of permissions and file security are discussed in Chapter 12.



Permissions for Directories For directories, read permission allows users to list the contents of the directory. Write permission allows users to create or remove files or directories inside that directory, and execute permission allows users to change to this directory using the cd command or use it as part of a pathname. In the ls -l example shown earlier, your permission settings on the Letters directory allow other users on the system to list its contents with ls (read permission), and to change to the directory (execute permission). The settings do not allow them to create or delete files in Letters (write permission).



The chmod Command In the ls -l example, all of the files and directories have the same permissions set. Anyone on the system can read or execute any of them, but other users are not allowed to write, or alter, these files. Normally you don’t want all your files set up this way. You will often want to restrict other users from being able to view your files, for example. At times, you may want to allow members of your work group to edit certain files, or even make some files public to anyone on the system. The UNIX System allows you to set the permissions of each file you own. Only the owner of a file or the superuser can alter the file permissions. You can independently manipulate each of the permissions to allow or prevent reading, writing, or executing by yourself, your group, or all users. 94 / 877
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To alter a file’s permissions, you use the chmod (change mode) command. You specify the changes you want to make with a sort of code. First, show which set of permissions you are changing with u for user, g for group, or o for other. Second, specify how they should be changed with + (to add permission) or − (to subtract permission). Third, list the permissions to alter: r for read, w for write, or x for execute. Finally, specify the file or files that the changes refer to. The following example shows the permissions for the file quotations, changes the permissions using the chmod command, and shows the result: $ ls -1 quotations -rwxr-xr-x 1 nate group1 346 Apr 27 03:32 quotations $ chmod go-rx quotations $ ls -1 quotations -rwx 1 nate group1 346 Apr 27 03:32 quotations As you can see, the chmod command removed (−) both read and execute (rx) permissions for group and others (go). Essentially, you just said, “change mode for group and other by subtracting read and execute permissions on the quotations file.” You can also add permissions with the chmod command: $ chmod ugo+rwx quotations $ ls -1 quotations -rwxrwxrwx 1 nate group1 346



Apr



27 03:32



quotations



Here, chmod adds (+) read, write, and execute (rwx) permissions for user, group, and other (ugo) for the file quotations. When changing permissions for everyone like this, you can use a (all) as an abbreviation for ugo. Note that there cannot be any spaces between letters in the chmod options.



Setting Absolute Permissions The form of the chmod command using the ugo+/-rwx notation enables you to change permissions relative to their current setting. As the owner of the file, you can add or take away permissions as you please. Another form of the chmod command lets you set the permissions directly by using a numeric code to specify them. This code represents a file’s permissions by three digits: one for owner permissions, one for group permissions, and one for others. These three digits appear together as one three-digit number. For example, the following command sets read, write, and execute permissions for the owner only and allows no one else to do anything with the file: $ chmod 700 quotations $ ls -1 quotations -rwxrwxrwx 1 nate group1 346 Apr 27 03:32 quotations The following table shows how permissions are represented by this code: Owner



Group



Other



Read



4



0



0



Write



2



0



0



Execute



1



0



0



Sum



7



0



0



Each digit in the “700” represents the permissions granted to quotations. Each column of the table refers to one of the users-owner, group, or other. If a user has read permission, you add 4; to set write permission, you add 2; and to set execute permission, you add 1. The sum of the numbers in each column is the code for that user’s permissions. Let’s look at another example. The next table shows how the command $ chmod 754 quotations 95 / 877
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$ ls -1 quotations -rwxr-xr--1 nate



group1



346



Apr



27 03:32



quotations



sets read, write, and execute permissions for the owner, read and execute permissions for the group, and read-only permission for other users: Owner



Group



Other



Read



4



4



4



Write



2



0



0



Execute



1



1



0



Sum



7



5



4



Setting Permissions for Groups of Files You can use wildcards to set permissions for groups of files and directories. For example, the following command will remove read, write, and execute permissions for both group and others for all files, except hidden files, in the current directory: $ chmod go-rwx * To set the permissions for all files in the current directory so that the files can be read, written, and executed by the owner only, type $ chmod 700 * Another feature of chmod is the -R (r ecursive) option, which applies changes to all of the files and subdirectories in a directory For example, the following makes all of the files and subdirectories in Email readable by you: $ chmod -R u+r Email



Using umask to Set Permissions The chmod command allows you to alter permissions on a file-by-file basis. The umask command allows you to do this automatically when you create any file or directory Everyone has a default umask setting that is either set up either by the system administrator or included in a shell configuration file. (These configuration files are described in the next chapter.) With the umask command, you specify the permissions that will be given to all files created after issuing the command. This means you will not have to worry about the file permissions for each individual file you create. Unfortunately, using umask to specify permissions is a little bit complicated. There are two rules to remember: umask uses a numeric code for representing absolute permissions just as chmod does. For example, 777 means read, write, and execute permissions for user, group, and others (rwxrwxrwx). You specify the permissions you want by telling umask what to subtract from the full permissions value, 777 (rwxrwxrwx). For example, after you issue the following command, all new files in this session will be given permissions of rwxr-xr-x: $ umask 022 In this example, we want the new files to have the permission value 755. When we subtract 755 from 777, we get 022. This is the “mask” we used for the command. To make sure that no one other than yourself can read, write, or execute your files, you can run the umask command at the beginning of your login session by putting the following line in your .profile file (sometimes, this file will be called .login or .bash_profile; see Chapter 4 for details): 96 / 877
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umask 077



This is similar to using chmod 700 or chmod go-rwx, but this will apply to all files you create after the umask command is issued.



Changing the Owner of a File Every file has an owner. When you create a file, you are automatically its owner. The owner usually has broader permissions for manipulating the file than other users. Sometimes you need to change the owner of a file; for example, if you take over responsibility for a file that previously belonged to another user. Even if someone else “gives” you a file by moving it to your directory that does not make you the owner. One way to become the owner of a file is to make a copy of it-when you make a copy, you are the owner of the new file. However, changing ownership by copying only works when the new owner copies the file from the old owner, which requires the new owner to have read permission on the file. A simpler and more direct way to transfer ownership is to use the chown (change owner) command. The chown command takes two arguments: the login name of the new owner and the name of the file. The following makes liz the new owner of the file contact_info: $ chown liz contact_info Only the owner of a file (or the superuser) can use chown to change its ownership. Like chmod, newer versions of chown include a -R (r ecursive) option that you can use to change ownership of all of the files in a directory. If Project is one of your directories, you can make liz its owner (and owner of all of its files and subdirectories) with the following command: $ chown -R liz Project



Changing the Group of a File Groups are meant to help sets of users who need to share files more closely than other users on the system. For example, all the students taking a particular class may belong to the same group, so that they can more easily share files when they collaborate on projects. Groups are defined and edited by the system administrator (for details, see Chapter 13). Every file belongs to a group. Sometimes, such as when new groups are set up on a system or when files are copied to a new system, you may want to change the group to which a particular file belongs. This can be done using the chgrp (change gr oup) command. The chgrp command takes two arguments, the name of the new group and the name of the file. The following command changes data_file so that it belongs to the group students: $ chgrp students data_file $ ls -1 data_file -rwxrwx 1 liz students 812 Jan 27 11:20 data_file Note that only the owner of a file (or the superuser) can change the group to which this file belongs. You can use the -R (r ecursive) option of chgrp to change the group to which all the files in a directory belong. It works just like the -R option of chown.
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Viewing Long Files You know how use cat to view files. But cat isn’t very satisfactory for viewing files that contain more lines than will fit on your screen. When you use cat to display a file, it prints the contents on your screen without pausing, so that long files quickly scroll past. A quick solution, when you only need to view a small part of the file, is to use cat and then hit BREAK when the part you want to read comes on the screen. This stops the program, but it leaves the output on the screen, so if your timing is good, you may get what you want. A somewhat better solution is to use the sequence CTRL-S, to make the output pause whenever you get a screen you want to look at, and CTRL-Q to resume scrolling. This way of suspending output to the screen works for all UNIX commands, not just cat. This is still awkward, though. The best solution is to use a pager -a program that is designed specifically for viewing files. UNIX gives you a choice of two pagers, pg and more, which are standard with all versions of UNIX, as well as an enhanced pager called less, available for many versions of UNIX, including Linux. less has more features than more and has pretty much replaced it. The following sections describe pg, mention some of the features of more, and then describe many (but not all) of the features of less.



Using pg The pg command displays one screen of text at a time and prompts you for a command after each screen. You can use the various pg commands to move back and forth by one or more lines, by half screens, or by full screens. You can also search for and display the screen containing a particular string of text. Moving Through a File with pg The following command displays the file newyork one screen at a time: $ pg newyork To display the next screen of text, press ENTER. To move back one page, type the hyphen or minus sign (−). You can also move forward or backward several screens by typing a plus or minus sign followed by the number of screens and hitting ENTER. For example, +3 moves ahead three screens, and −3 moves back three. You use 1 to move one or more lines forward or backward. For example, −5l moves back five lines. To move a half screen at a time, type d or press CTRL-D. Searching for Text with pg You can search for a particular string of text by enclosing the string between slashes. For example, the search command /invoices/ tells pg to display the screen containing the next occurrence of the string “invoices” in the file. You can also search backward by enclosing the target string between question marks, as in ?invoices? which scrolls backward to the preceding occurrence of “invoices” in the file. Other pg Commands and Features You can tell pg to show you several files in succession. The following command, $ pg doc.1 doc.2 shows doc.1 first; when you come to the end of it, pg shows you doc.2. You can skip from the current file to the next one by typing n at the pg prompt. And you can return to the preceding file by typing p. 98 / 877
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The following command saves the currently displayed file with the name new_doc: s new_doc To quit pg, type q or Q, or press the BREAK or DELETE key Using pg to View the Output of a Command You also can use pg to view the output of a command that would otherwise overflow the screen. For example, if your home directory has too many files to allow you to list them on one screen, you can send the output of ls -l to pg with this command: $ ls -1 pg This is an example of the UNIX pipe feature. The pipe symbol (|) redirects the output of a command to the input of another command. It is like sending the output to a temporary file and then running the second command on that file, but it is much more flexible and convenient. Like the redirection operators, > and output & 118 / 877
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When you run a command in the background, you should also consider whether you want to redirect standard error. You may sometimes want the standard error to appear on your screen so that you find out immediately if the command is successful or not, and why On the other hand, if you do not want error messages to show up on your screen, you should redirect standard error as well as standard output-either to the same file or to a different one. The find command can be used to search through an entire directory structure for files with a particular name. This is a command that can take a lot of time, and you may want to run it in the background. In addition, find may generate messages through standard error if it encounters directories that you do not have permission to read. The following example uses the find command to search for files whose names end in .backup. It starts the search in the current directory, “.”, puts the filenames that it locates into the file called backupfiles, puts error messages in the file find.err, and runs the command in the background. This is how the command line would look in the Bournecompatible shells (sh, ksh, and bash): $ find . -name "*.backup" -print > backupfiles 2> find.err & or in the C shells (csh and tcsh): $ (find . -name "*.backup" -print > backupfiles) >& find.err & To discard standard error entirely, redirect it to /deυ/null, which will cause it to vanish. (/deυ/null is a device that does nothing with information sent to it. It is like a black hole into which input vanishes. Sending output to /deυ/null is a handy way to get rid of it.) The command $ troff big_file > output 2> /dev/null & runs the troff command in the background on big_file, sends its output to output, and discards error messages. In csh or tcsh, this would look like $ (troff big_file > output) >& /dev/null &



Logging Off with Active Jobs If you run a command that takes a very long time, you may want to log out before it finishes. Ordinarily, if you log out while a background job is running it will be terminated. However, you can use the nohup (no hang up) command to run a job that will continue running even if you log out. For example, $ nohup find / -name "lost_file" -print > lostfound 2>&1 & in the Bourne-compatible shells, or $ nohup find / -name "lost_file" -print >& lostfound & in the C shells, allow find to continue even after you quit. This command starts looking in the root directory of the file system for any files named lost_file. Any pathnames that are found are put in the file named lostfound, along with any error messages. The whole thing is run in the background, to allow you to enter other commands or log out. When you use nohup, you should be sure to redirect both standard output and standard error to files, so that when you log back in you can find out what happened. If you do not specify output files, nohup automatically sends command output, including standard error, to the file nohup.out.
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Job Control Because the UNIX System provides the capability to run commands in the background, you sometimes have two or more commands running at once. There is always one job in the foreground. This may be the shell, when it is prompting you for input, or it may be any other command to which your keyboard input is connected, such as a text editor. In addition, there may be several jobs running in the background at any given time.



Job control is a crucial feature of the modern UNIX shells that was first introduced in csh and is also found in tcsh, ksh, and bash. The commands and syntax are for the most part identical in all four shells. The job control commands allow you to terminate a background job (kill it), suspend a background job temporarily (stop it), resume a suspended job in the background, move a background job to the foreground, and suspend a foreground job. The jobs command displays a list of all your jobs, such as $ jobs [1] + Running find /home/jmf -print > files & [2] Stopped vi filesplit.tcl [3] - Stopped grep supv * | awk -f fixes > data & The output shows your current foreground and background jobs, as well as jobs that are stopped or suspended. In this example, there are three jobs. The number at the beginning of each line is the job ID. Job 1 (the find command) is running in the background. Jobs 2 and 3 are both stopped. The plus sign (+) indicates the current job (the most recently started or restarted); minus (−) indicates the one before that. You can suspend your current foreground job by typing CTRL-Z. This halts the program and returns you to your shell. For example, if you are running a command that is taking a long time, type CTRL-Z to suspend it so that you can do something else. The job will essentially be paused-that is, it will not do anything until you resume the job, but you can resume it at any time. Suppose you ran the find command, and forgot to tell it to run in the background. You can use CTRLZ to suspend it, but now you need to tell it to resume. The command bg will cause a job to run in the background. If the job is stopped, it will resume. By default, bg acts on the current job. To resume an older job, refer to it by the job ID: $ j obs [1]+Stopped find /home/jmf -print > files $ bg %1 [1]+find /home/jmf -print > files & You use the % sign to introduce the job identifier, so %1 refers to job 1. Similarly, the command fg causes an existing job to run in the foreground. This can be used to resume a suspended job, or to move a background job to the foreground. You can terminate any of your background or suspended jobs with the kill command. For example, $ kill %2 terminates job number 2. Once a job is killed, it is gone-it can’t be resumed. In addition to the job ID number, you can use the name of the command to tell the shell which job to kill. For instance, $ kill %troff kills a troff job running in the background. If you have two or more troff commands running, this will kill the most recent one. The stop command halts execution of a background job but doesn’t terminate it, just like CTRL-Z for foreground jobs. The command sequence 120 / 877
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$ stop %find $ fg %find



stops the find command that is running in the background and then resumes executing it in the foreground. The stop command is supported by csh, tcsh, and ksh, but not by bash. In bash, you would use the following command line instead: $ kill -s STOP %find Table 4–2 summarizes the shell job control commands. Table 4–2: Job Control Commands Command



Effect



jobs



List all jobs



CTRL-Z



Suspend current (foreground) process



bg %n



Resume stopped job in background



fg %n



Resume job in foreground



stop %n



Suspend background job In bash, use kill −s STOP %n



kill %n



Terminate job
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Configuring the Shell When your login shell starts up, it looks for certain files in your home directory. These files contain commands that can be used to configure your working environment. The particular files it looks for depend on which shell you are using: sh runs the commands in a configuration file called .profile. ksh also uses the .profile file. In addition, you can set a variable in your .profile to cause it to read the commands in a second file. The variable is called ENV. By convention, that file is often called .kshrc. bash uses the file .bash_profile. If that file does not exist, it will look for the file .profile, instead. The .bash_profile often contains a line that causes bash to run the commands in a second file, bashrc. When you log out of bash, it will run the commands in .bash_logout. csh looks for a file called .login. It will also run commands in .cshrc. When you log out of the C shell, it will run the commands in the file .logout. tcsh uses the .login file as well. It also looks for .tshrc. If that file does not exist, it will look for .cshrc instead. Like the C shell, tcsh will run the .logout file when you log out. This may all sound very confusing, but these configuration files all work in pretty much the same way Each of these files is actually an example of a shell script. They contain commands or instructions for the shell. The commands include settings that allow you to customize your environment. The first file that the shell reads (.profile, .bash_profile, or .login) contains variables or settings that you want to be in effect throughout your login session. The section “Shell Variables” later in this chapter describes these variables. The file might also include commands you want to run at login, such as cal (to display a calendar for the current month) or who (to show the list of users who are currently logged in). The newer shells support a second configuration file, which is used for defining command aliases,functions, and certain shell variables. This file is usually called .kshrc, .bashrc, .cshrc, or .tcshrc, depending on which shell you are using. (The rc stands for “read commands.” By convention, programs often look for initialization information in files ending in rc. Other examples are .exrc, which is used by vi, and .mailrc, used by mailx.)



Interactive Shells You can start another shell after you log in by using the name of the shell as a command; for example, to start the Korn shell, you could type ksh at the command prompt. This type of shell is not a login shell, and you do not have to log in again to use it, but it is still an interactive shell, meaning that you interact with the shell by typing in commands (as opposed to using the shell to run a script, as discussed in Chapter 20). The instances of the shell that run in a terminal window when you are using a graphical interface are also interactive non-login shells. When you start a non-login shell, it does not read your .profile, .bash_profile, or .login file (or your .logout file), but it will still read the second shell configuration file (such as .bashrc). This means that you can test changes to your .bashrc by starting another instance of the shell, but if you are testing changes to your .profile or .login, you must log out and then back in to see the results.



Sample Configuration Files If you define a variable by typing its new value on the command line, it will return to its previous value the next time you log in. In order to keep important variables such as PATH, PS1, and TERM defined every time you log in, they are usually included in one of your configuration files. Here are a few examples of those files. Don’t worry if the commands don’t make sense yet-you can come back to this 122 / 877
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later, after reading the sections “Shell Variables” and “Command Aliases.” If you want to edit your shell configuration file, you will probably need to use a text editor, such as vi or emacs. These programs are explained in detail in Chapter 5. The shell does not try to interpret lines that begin with #, or any text following a #. You can use this to include comments in your configuration files. A comment is just a note to yourself, to help you remember how the commands in your file work. Sample .bash profile Every time you log in, bash reads your .bash_profile. This file includes definitions of environment variables that will be shared with other programs and commands such as who that you want to run at the beginning of each login session. A typical .bash_profile might look some-thing like this: # .bash_profile - example # set environment variables export TERM=vt100 export PATH=$PATH:/sbin:/usr/sbin:$HOME/bin export MAILCHECK=30 # allow incoming messages from other users mesg y # make sure backspace works stty erase "^H" # show all users who are currently logged in who # load aliases and local variables . -/.bashrc



The last line executes your .bashrc file. If you leave it out, bash will not read your aliases and variable definitions when you log in. A .profile for ksh would look almost identical. The only important change would be to the lines at the end that execute the .bashrc file. These would be replaced by a line like export ENV=$HOME/.kshrc This will cause ksh to look for other configuration settings in the file .kshrc in your home directory Note that ENV may be set to any filename, although $HOME/.kshrc is a common choice. Sample .bashrc File When you start an interactive bash shell after logging in (e.g., by opening an xterm window), it reads the commands in your .bashrc file. This file includes commands and definitions that you want to have executed every time you run a shell-not just at login. The .bashrc file defines local shell variables (but not environment variables, which belong in .bash_profile), shell options, and command aliases. It might look something like this: # .bashrc file-example # set shell variables (such as the prompt) PS1="\u \w> " # set shell options set −o noclobber set −o emacs set +o notify # set default file permissions umask 027 123 / 877
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# define aliases alias lg='ls -g -color=tty' alias r='fc -s' alias rm='rm -i' alias cp='cp -r' alias wg='who | grep' alias hibernate='sudo apm -s'



A configuration file for ksh could look like this, as well. However, the line PS1=“\u \w>” in this example would have to be changed to PS1=‘$LOGNAME $(pwd)> ’, because ksh doesn’t support the bash shortcuts for defining the prompt. Sample .login File As the name suggests, tcsh reads the .login file only when you log in. Your .login file should contain commands and variable definitions that only need to be executed at the beginning of your session. Examples of things you would put in .login are commands for initializing your terminal settings, commands such as date that you want to run at the beginning of each login session, and definitions of environment variables. The following is a short example of what you might put in a typical .login file: # .login file-example # show number of users on system echo "There are" who wc -l "users on the system" # set terminal options-- in particular, # make sure that the Backspace key works stty erase "^H" # set environment variables setenv term vt100 setenv mail ( 60 /var/spool/mail/$user)



These examples illustrate the use of setenv, the C shell command for defining environment variables. setenv and its use are discussed further later on, in the section “csh and tcsh Variables.” Sample .tcshrc File The difference between .tcshrc and .login is that tcsh reads .login only at login, but it reads .tcshrc both when it is being started up as a login shell and when it is invoked as an interactive non-shell. The .tcshrc file includes commands and definitions that you want to have executed every time you run a shell-not just at login. Your .tcshrc should include your alias definitions, and definitions of variables that are used by the shell but are not environment variables. Environment variables should be defined in .login. # .tcshrc file-example # set shell variables set path = ($path /sbin /usr/sbin /usr/bin /$home/bin) set prompt = "[%n@%m %c] tcsh % " # turn on ignoreeof and noclobber # turn off notify set ignoreeof set noclobber unset notify # define aliases alias lsc ls -Ct alias wg 'who | grep' 124 / 877



UNIX-The Complete Reference, Second Edition



alias rm rm -i alias cp cp -r alias hibernate sudo apm -s # set permissions for file creation umask 027



This sample file includes C shell variable definitions and aliases, both of which are explained in the following sections.
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Shell Variables The shell provides a mechanism to define variables that can be used to hold pieces of information. Shell variables can be used to customize the way in which programs (including the shell itself) interact with you. This section will describe some of the standard variables used by the shell and other programs, and explain what they do for you. Table 4–3 summarizes the commands for assigning variables and aliases in the various shells. Table 4–3: Assigning Variables and Aliases sh, ksh, or bash



csh or tcsh



Effect



VAR=value



set var=value



Assign a value to a variable



$VAR



$var



Get the value of a variable



set



set



List shell variables



unset VAR



unset var



Remove a variable



env



env



List all environment variables



VAR=value; export VAR export VAR=value



setenv var value



Create an environment variable



unset VAR



unsetenv var



Remove an environment variable



set -o



View shell options



set -o option



set option



Turn on a shell option



set +o option



unset option



Turn off an option



alias name=value



alias name value



Create a command alias



unalias name



unalias name



Remove an alias



Variables in sh, ksh, and bash You define a shell variable by typing a name followed by an=sign and a value. For example, you could create a variable called PROJDIR to save the pathname for a directory you use often: $ PROJDIR=/home/nate/Work/cs106x/Proj_3/lib/Source To assign a value with a space in it, use quotes, like this: $ FILELIST='graphics.c strings.c sorting.c' In the Bourne-compatible shells, variable names are conventionally written in uppercase letters, although you can use lowercase names as well. As with filenames, variable names are case-sensitive, so the shell will treat PROJDIR and projdir as two different variables. To get the value of a shell variable, precede the variable name with a dollar sign, $. You can print a variable with the echo command, which copies its standard input to its standard output. $ echo $PROJDIR /home/nate/Work/cs106x/Proj ect_3/lib/Source You can also use variables in command lines. When the shell reads a command line, it interprets any word that begins with $ as a variable, and replaces that word with the value of the variable. For example, $ cp $PROJDIR/graphics.c . will copy the file /home/nate/Work/cs106x/Project_3/lib/Source/gmphics.c to the current directory You can use the set command to view all of your current shell variables and their values. A typical 126 / 877
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output from set might look like $ set COLUMNS=80 HOME=/home/raf HOSTNAME=localhost.localdomain MAIL=/var/spool/mail/raf MAILCHECK=30 PATH=/usr/local/bin:/bin:/usr/bin:/home/raf/bin PROJDIR=/home/nate/Work/cs106x/Project_3/lib/Source PS1='$ ' PS2='> ' SHELL=/bin/bash TERM=vt100 Most of the variables on this list are standard shell variables that will be discussed later in this section. The exception is PROJDIR, which is a user-defined variable with no special meaning. To remove a variable, use the command unset, as in $ unset PROJDIR $ echo $PROJDIR $



Environment Variables in sh, ksh, and bash When you run a command, the shell makes certain shell variables and their values available to the program. The program can then use this information to customize its actions. The collection of variables and values provided to programs is called the environment. Your environment includes variables set by the system, such as HOME, LOGNAME, and PATH (described in the next section). You can display your environment variables with the command env: $ env HOSTNAME=localhost.localdomain SHELL=/bin/bash MAIL=/var/spool/mail/raf PATH=/usr/local/bin:/bin:/usr/bin:/home/raf/bin PWD=/home/raf/Proj ect PS1='$ ' HOME=/home/raf LOGNAME=raf To make variables that you define yourself available to commands as part of the environment, they must be exported. For example, TERM is a common shell variable that is not always automatically part of the environment. To make it available to commands, you first define, then export it: $ TERM=vt100 $ export TERM A shortcut that does the same thing in ksh or bash is $ export TERM=vt100 Common Shell Variables in sh, ksh, and bash The following is a short summary of some of the most common shell variables, including those set automatically by the system.



HOME contains the absolute pathname of your login directory HOME is automatically defined and set to your login directory as part of the login process. The shell itself uses this information to determine the directory to change to when you type cd with no argument. LOGNAME contains your login name. It is set automatically by the system. PWD is a special variable that gets set automatically to your present working directory You 127 / 877



UNIX-The Complete Reference, Second Edition



can use this variable to include your current directory in the prompt or in a command line.



PATH lists the directories in which the shell searches to find the program to run when you type a command. A default PATH is set by the system, but many users modify it to add additional command directories. A typical example of a customized PATH, in this case for user anita, is the following: PATH=$PATH:/sbin:/usr/bin:/home/anita/bin This setting for PATH indicates that when you enter a command, the shell first searches for the program in the default path (the previous value of the PATH variable), then in the directory /sbin; then in /usr/bin; and finally in the bin subdirectory of the user’s login directory. In these pathnames, bin stands for binaries, meaning executable programs. The directories /bin, /usr/bin, /sbin, and /usr/sbin are common locations for important commands and programs. If these directories are not in your default path, you may want to add them. It is also common to create a subdirectory called bin in your home directory Instead of adding every directory that contains a command or executable to your PATH, you can create symbolic links to the commands in your bin directory (Remember to give yourself execute permission for the symbolic links. Creating links, and adjusting the permissions on them, is discussed in Chapter 3.)



CDPATH is similar to PATH. It lists, in order, the directories in which the shell searches to find a subdirectory to change to when you use the cd command. This means that you can “jump” from one directory to another without typing the full pathname. A good choice of CDPATH can make it much easier to move around in your file system. ENV is a very important variable in the Korn shell. It tells ksh where to find the environment file that it reads at startup. If you are using ksh, the ENV variable should be set in your .profile. A common value is $HOME/.kshrc. PS1 defines your prompt. The default value is $. Similarly, PS2 defines your secondary prompt, and has a default value of >. Most users like to customize the prompt by adding information such as the current working directory For example, $ PS1='$LOGNAME $PWD> ' saul /home/saul/Email>



TMOUT tells the shell how many seconds to wait before timing out. If you don’t type a command within that period of time, the shell logs you off. This variable is not supported by sh; you can define it, but it won’t do anything. By default, TMOUT is set to 0, meaning that it will never time out. MAIL contains the name of the file in which your newly arriving mail is placed. The shell uses this variable to notify you when new information is added to this file. This variable is set automatically when you log in. MAILCHECK tells the system how frequently, in seconds, to check for new mail. By default, this is set to 60 in bash, 600 in ksh. HISTSIZE tells the shell how many commands to save in your history file (see the section “Command History” later in this chapter). Not supported by sh. The default value for HISTSIZE in bash is 500; in ksh it is 128. HISTFILE (which is also not supported by sh) specifies the location of your history file, such as .history (ksh) or .bash_history (bash). TERM is used by vi and other screen-oriented programs to get information about the type of terminal you are using. This information is necessary to allow the programs to match their output to your terminal’s capabilities, and to interpret your terminal’s input correctly A common value is “vt100”. 128 / 877
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SHELL contains the name of your shell program. This is used by some interactive commands to determine which shell program to run when you issue a shell escape command. (A shell escape temporarily interrupts the program and runs a shell for you.) This variable is typically set automatically at login. VISUAL is a variable used only by ksh. It can be used to determine which command-line editor the shell uses, although this can also be done with an option setting. See the section “Command-Line Editing,” later in this chapter. Shell Options in ksh and bash The Korn shell and bash provide a number of options that turn on special features. To turn on an option, use the set command with -o (option) followed by the option name. To view your current option settings, use set -o by itself. The noclobber option prevents you from overwriting an existing file when you redirect output from a command. This can save you from losing data that may be difficult or impossible to replace. You can turn on noclobber with set: $ set -o noclobber Suppose noclobber is set, and your current directory contains a file named temp. If you try to redirect the output of a command to temp, you get a warning: $ ls -1 > temp temp: file exists You can tell the shell that you really do want to overwrite the file by putting a bar (pipe symbol) after the redirection symbol, like this: $ ls -1 >| temp To turn off an option, use set +o, as in $ set +o noclobber The ignoreeof feature prevents you from accidentally logging yourself off by typing CTRL-D. If you use this option, you must type exit to terminate the shell. The notify option causes the shell to notify you as soon as your background jobs complete, without waiting for you to finish your current command. Some users find this useful, but others may not like getting interrupted by notifications. You can also use set to turn on the screen editor option for command-line editing (discussed later in this chapter). The following line, $ set -o emacs tells the shell that you want to use the emacs-style command-line editor. You could use vi instead. (The text editors vi and emacs are covered in Chapter 5.)



Variables in csh and tcsh As with the Bourne-compatible shells, the C shell and tcsh provide variables, including both standard system-defined variables and ones you define yourself. However, there are a number of differences in the way variables are defined, what they are named, and how they are used. In csh and tcsh, you define a variable with the set command, as shown here: % set projdir = /home/nate/Work/cs106x/Proj_3/lib/Source If the value has a space in it, you must put quotes around it, like this: % set filelist = 'graphics.c strings.c sorting.c' C shell variables are generally lowercase. If you do create variables with names in uppercase, remember that variable names are case-sensitive, so the shell will treat filelist and FileList as two 129 / 877
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different variables. To get the value of a shell variable, type a $ followed by the variable name. Since the echo command prints its standard input to its standard output, the command line echo $VARNAME will print the value of a variable: % echo $projdir /home/nate/Work/cs106x/Project_3/lib/Source You can also use variables in command lines. For example, % cp $projdir/graphics.c . will copy the file /home/nate/Work/cs106x/Project_3/lib/Source/graphics.c to the current directory As with the other shells, you can use the set command to view all of your current shell variables and their values, and the unset command to undefine a variable. % unset projdir % echo $projdir projdir: Undefined variable. % Environment Variables in csh and tcsh There are certain variables that the shell makes available to commands as part of the environment that the shell maintains. Commands can use these variables to get information such as your login name or the size of your screen. These variables are called environment variables. To set an environment variable, use the command setenv: % setenv term vt100 Note that, unlike defining a variable with set, you do not use an=sign when setting an environment variable with setenv. You can view all of your environment variables with the command env. To remove a variable from the environment, use unsetenv. Common Shell Variables in csh and tcsh These are some of the most common C shell variables, including those set automatically by the system:



home is the full pathname of your login directory user is your username. cwd holds the full name of the directory you are currently in (the current w orking directory). It provides the information the pwd command uses to display your current directory. path holds the list of directories the C shell searches to find a program when it executes your commands. It corresponds to the PATH variable in the Bourne-compatible shells. By default, path is set to search first in your current directory, and then in /usr/bin. To add the directories /bin, /sbin, /usr/sbin, and your own bin directory to path, put a line like this in your .cshrc or .tcshrc file: path = ($path /bin /sbin /usr/sbin $home/bin) Because these directories are all common locations for commands and programs, you may want to add them to your path if they are not there already The directory $home/bin is often used to hold symbolic links to other commands. This way, you can run the commands without having to add a long list of directories to your path. Unlike ksh or bash, which use a colon to separate items in the path, the C shell uses parentheses to group the different directories included in path. This use of parentheses to group multivalued 130 / 877
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variables is a general feature of the C shell. Other standard C shell variables with multiple values include cdpath and mail. cdpath is the C shell equivalent of the CDPATH variable. It lists in order the directories in which csh or tcsh searches when you use the cd command. This allows you to move from one directory to another without typing the full pathname. The prompt variable allows you to customize the prompt. You can set it to include information such as your username or working directory For example, you can set the tcsh prompt like this: % set prompt="[%n@%m %c] tcsh % " [liz@localhost ~/Email] tcsh % The default C shell prompt is %. Note that unlike sh, the C shell does not allow you to redefine the secondary prompt. The variable mail tells the shell how often to check for new mail, and where to look for it. % set mail = ( 60 /var/spool/mail/liz ) This setting causes csh to check the file /var/spool/mail/liz every 60 seconds. If new mail has arrived in the directory specified in mail since the last time it checked, csh displays the message, “You have new mail.”



history is the number of commands the shell saves in your history file. histfile is the name of the history file. term identifies your terminal type. A common value is vt100. Shell Options in csh and tcsh The C shell uses special variables called toggles to turn certain shell features on or off. Toggle variables are variables that have only two settings: on and off. When you set a toggle variable, you turn the corresponding feature on. To turn it off, you use unset. Important toggle variables include noclobber, ignoreeof, and notify. The noclobber toggle prevents you from overwriting an existing file when you redirect output from a command. To turn on the noclobber feature, use set as shown in this example: % set noclobber Suppose noclobber is set, and that a file named temp already exists in your current directory If you try to redirect the output of a command to temp, you get a warning like this: % ls -1 > temp temp: file exists The preceding example tells you that a file named temp already exists and that your command will overwrite it. You can tell the shell that you really do want to overwrite a file by putting an exclamation mark after the redirection symbol: % ls -1 >! temp The ignoreeof toggle prevents you from accidentally logging yourself off by typing CTRL-D. This is a good command to add to your .cshrc or .tcshrc file: % set ignoreeof The notify toggle informs you when a background job finishes running. If notify is set, the shell will display a message when a background job is complete. This toggle is set by default, but if you do not want to get job completion messages while you are in the middle of something else, you can unset it, as shown here: % unset notify 131 / 877
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Command Aliases Aliases are a very convenient feature introduced in csh and supported by tcsh, ksh, and bash. A command alias is a word linked to a block of text that is substituted by the shell whenever that word is used as a command. You can use aliases to give command names that are easier for you to remember or to type, and to automatically include particular options when you run a command. The syntax for defining aliases varies slightly according to the shell you are using. In the C shell and extended C shell, the following alias lets you type lg as a substitute for the longer command ls -g: alias lg ls -g # csh or tcsh In the Korn shell or bash, the same alias would be alias lg="ls -g"



# bash or ksh



In either case, where you enter the command % lg the shell replaces the alias lg with the full text of the alias, so the effect is exactly the same as if you had entered this: % ls -g To see a list of the aliases you have defined, type the command alias by itself.



Aliases in ksh and bash A valuable use of aliases is to automatically include options when you issue a command. For example, in Chapter 3 you saw that using the -i (interactive) option to the commands mv, cp, and rm can prevent you from accidentally deleting or overwriting files. By adding following lines to your .kshrc or .bashrc file, you can redefine those commands so that they always run with the -i option: alias rm="rm -i" alias mv="mv -i" alias cp="cp -i" Note that, just as when you assign a variable, you must put quotes around any values that include spaces, as in “rm -i”. Should you decide to redefine a command name like this and later discover that you need to use the command without the aliased options, you have two choices: you can temporarily unalias the command $ unalias rm or you can use the full pathname of the command (found using the which command) $ /bin/rm Alternately, of course, you could choose an alias that isn’t a command name, such as alias cpi="cp -i" You can use aliases with command pipelines, as in $ alias wg="who | grep" which would allow you to type $ wg dbp instead of $ who | grep dbp
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Aliases can be used to automatically include options when you issue a command. In Chapter 3 you saw that using the -i (interactive) option to the commands mv, cp, and rm can prevent you from accidentally deleting or overwriting files. You can redefine those commands by aliasing them so that they always run with the -i option: alias rm rm -i alias mv mv -i alias cp cp -i As with variables, aliases must be defined each time you start the shell. To save aliases that you want to use every time you log in, add them to your .cshrc or .tcshrc file. If you redefine a command name with an alias and later discover that you need to use the command without the aliased options, you have two choices: you can temporarily unalias the command $ unalias rm or you can use the full pathname of the command $ /bin/rm An alternative would be to choose an alias that isn’t a command name, such as alias cpi cp -i There are many more uses for aliases. You could define $ alias wg 'who grep' which would allow you to type $ wg dbp instead of $ who | grep dbp Note that in this example you must include quotes (') around the alias. If you do not, the shell will assign the alias wg to the command who and then try to pipe the output to grep.
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Command History Most modern shells (including ksh, bash, csh, and tcsh) keep a list of all the commands you enter during a session. This history list can be used to review the commands you have recently entered or to repeat commands you have used. You can display a list of previously entered commands with the history command. The following is a typical history list display: $ history 113 cd Email 114 ls -l 115 find . -name "*old" -print 116 cd Save 117 vi draft-old 118 diff draft-old sent-old 119 rm draft-old 120 history By default, the history command lists all the commands saved in your history file (in some versions of ksh, it might list only the 16 most recent commands). You can change the number of commands the shell saves by setting a variable-HISTSIZE in bash or ksh, and history in csh or tcsh. To display only the most recent commands, run history with an argument: $ history 3 121 cp * Backups 122 rm *.old 123 history 3 In ksh, this would be history −3. The lines in the history list are numbered sequentially as they are added to your history list. If you prefer, you can display your history without command numbers. This is useful if you want to save a series of command lines in a file that you will later use as a shell script. In csh and tcsh, the command to do this is history -h, as in % history -h 7 > newscript # csh or tcsh which saves the eight most recent commands in the file newscript. In bash or ksh, the equivalent command would be $ fc -In -7 > newscript # ksh or bash The command history list is preserved in a file across sessions, so you can use it to review or repeat commands from previous login sessions. The name of the file is specified by a shell variable-HISTFILE in bash and ksh, histfile in csh or tcsh. In addition to viewing commands from your history list, you can use your history list to redo previous commands. This is made possible by the history substitution feature. The syntax for history substitution is significantly different in the various shells. Table 4–4 shows the similarities and differences. Table 4–4: History Substitution ksh



bash



csh or tcsh



Effect



history



history



history



List commands in history



history-n



history n



history n



List n most recent commands



fc-ln



fc-ln



history -h



List history without line numbers



r



fc-s



!!



Repeat previous command



rn



fc -s n



!n



Redo command number n 135 / 877
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r -n



fc -s -n



!-n



Redo nth most recent command



r cmd



fc -s cmd



!cmd



Redo most recent instance of cmd



History Substitution in csh and tcsh History substitution is similar to the variable substitution discussed earlier in this chapter (and to command substitution, which will be discussed later). An exclamation mark at the beginning of a line tells csh or tcsh to substitute information from your history list. Suppose you recently used the vi editor (discussed in Chapter 5) to edit a file named cs106xProject.c. If you want to do more editing on that file, you can use the history substitution feature to redo the command without having to retype it. For example, % !vi vi cs106xProject.c repeats the last command beginning with vi. Note that the command automatically supplies the name of the file in this case. In general, it repeats all of the arguments to the command. You can use command numbers from your history list to redo commands. The exclamation mark followed by a number repeats the history list command line with that number. For example, to repeat command number 114, you would type % !114 ls -1 A number preceded by a minus sign tells the shell to go back that many commands in the list. If the last command you entered was number 119, the following command would take you back to command 116: % !-3 cd Save A very useful shorthand for repeating the previous command is two exclamation marks, as in the following: % !! This repeats the immediately preceding command. In any of the previous examples, you can print the command without executing it by adding :p at the end, as in % !!:p History substitution can also be used to edit commands, and to copy commands or arguments from your history list into your command line. Although these features can be useful, they are difficult to remember and have to some extent been replaced by command-line editing, described in the next section. If you are determined to learn the full set of history substitution commands, see http://www.npa.uiuc.edu/docs/tcsh/History_substitution.html.



History Substitution in ksh and bash In bash, the command fc -s is used to repeat commands. In the Korn shell, the alias r is used as a more memorable shortcut for fc -s. This alias is automatically defined by the shell. To repeat your most recent command in ksh, type $ r In bash, this would be $ fc -s To use the r command in bash, just add the line $ alias r='fc -s' 136 / 877
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to your .bashrc. To repeat a specific command from your history list, type r followed by the number. For example, to repeat command 114, you would type $ r 114 # fc -s 114 ls -1 A number preceded by a minus sign tells the shell to go back that many commands in the list. If the last command you entered was number 119, the following command would take you back to command 116: % r -3 # fc -s -3 cd Save You can also redo commands by specifying the command name. In this example, $ vi cs106xProject.c $ ls cs106xProject.c ProjectBackup $ r vi # fc -s vi vi cs106xProject.c r vi repeats the last command beginning with vi.
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Command-Line Editing Command-line editing is a very popular shell feature. It was introduced in tcsh (csh does not support command-line editing) and carried over to the Korn shell and bash. Command-line editing lets you use a special version of either the vi or emacs text editor to edit your current command line, or any of the commands in your history list. On most systems, command-line editing is enabled by default, although you may choose to switch editors. Chapter 5 compares vi and emacs and describes how to use each of them. The command-line editor shows you a one-line “window” on your command history, starting with your current command. You can use the up/down arrow keys to move backward and forward in your history Once you edit a line, you can execute it by pressing ENTER. The command-line editing features greatly enhance the value of the history list. You can use them to correct command-line errors and to modify previous commands. Command-line editing also makes it much easier to search through your command history list, because you can use the same search commands you use in vi or emacs. Suppose you want to search your command history for your most recent use of the file project.backup. If your command-line editor is set to emacs, you can search by typing CTRL-R followed by the filename. As soon as you enter part of the string, emacs will begin to search your history $ [CTRL] R (reverse-i-search)'pr': lpr directions To search further back in your history list, type CTRL-R again. To perform the same search with the vi editor, you would type ESC followed by a / (slash) and the beginning of the filename, as shown. $ ESC /proj When you hit ENTER, the editor will search for the most recent command in your history list that contains the string “proj”. To find an earlier command containing that string, type “n” to repeat the search. Table 4–5 shows the most useful commands for line editing. Note that the vi command-line editor begins in input mode. To use the vi commands, you must enter command mode by pressing ESC. You can use the emacs commands at any time. For this reason, some users who normally prefer vi use emacs as their line editor. Table 4–5: Command-Line Editing Commands Movement Commands



vi



emacs



One character left



h



CTRL-B



One character right



l



CTRL-F



One word left



b



ESC-B



One word right



w



ESC-F



Beginning of line



A



CTRL-A



End of line



$



CTRL-E



Back up one entry in history list



k



CTRL-P



Search for string xxx in history list



/xxx



CTRL-R XXX



Editing Commands



vi



emacs



Delete current character



X



CTRL-D 138 / 877



UNIX-The Complete Reference, Second Edition



Delete current word



dw



ESC-D



Delete line



dd



(kill char)



Change word



cw



Append text



a



Insert text



i



Setting the Line Editor in bash and ksh To enable command-line editing in bash or ksh, use $ set -o vi to turn on vi-style editing, or $ set -o emacs to enable the emacs line editor. In ksh, if you do not set either of these options, the shell will try to use the editor specified by the variable VISUAL. Since command-line editing is such a useful feature, you may want to add this setting to your .kshrc or .bashrc file.



Setting the Line Editor in tcsh The bindkey command in tcsh determines whether it uses emacs or vi for command-line editing, as shown: bindkey -e # use emacs-style editing bindkey -v # use vi-style editing You may want to add one of these settings to your .tcshrc file.
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Command Substitution Earlier you saw how the shell substitutes the value of a variable into a command line. Command substitution is a similar feature that allows you to substitute the output of a command into your command line. To do this, you enclose the command in backquotes. Note that the backquote character (`) is different from the single quote character (’). On many keyboards, the backquote key is in the upper left, near the 1 key Suppose the file names contains the e-mail addresses of the members of a working group: $ cat names [email protected] [email protected] [email protected] You can use command substitution to send mail to all of them by typing $ mail 'cat names' When this command line is processed, the backquotes tell the shell to run cat with the file names as input, and substitute the output of this command (which in this case is a list of e-mail addresses) into the command line. The result is exactly the same as if you had entered the command $ mail [email protected] [email protected] [email protected] In the Korn shell and bash, $ mail $ (cat names) works exactly the same way. It even makes sense-as with variables, the $ causes the shell to replace the command with its value. Because of this, and because the backquote character is so easily confused with single quotes, you may find this syntax preferable.
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Filename Completion It can be difficult and time-consuming to type in long filenames. As you have seen, wildcards (such as *) can be used as shortcuts for filenames, but they can also cause mistakes-for example, if there are several files in the current directory that start with the same letters. Filename completion is a feature first introduced in csh that gives you a better shortcut for entering filenames. Suppose the current directory contains the following files: % ls california newjersey newyork washington If you type the letters cal in a command line and then press the TAB key, the shell will fill in the filename california for you. (In csh and some versions of ksh, you press the ESC key twice instead of using TAB. The public domain version of the Korn shell, pdksh, does support tab completion.) So the line $ cat cal [TAB] becomes $ cat california If more than one file in the directory starts with those letters, the shell will fill in as much as it can. So $ rm n [TAB] becomes $ rm new You can then add more letters, and press TAB again to complete the rest. In bash, you can type TAB twice in a row to see a list of all the files beginning with the same letters: $ rm new [TAB] [TAB] # bash only newjersey newyork The newer shells, tcsh, ksh, and bash, have filename completion (also known as tab competition) turned on by default. In csh, you have to enable filename completion by setting the toggle variable filec. In ksh, the command-line editor you have selected may affect filename completion-see the FAQ on the Korn shell web site (listed at the end of this chapter) for more information.
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Removing Special Meanings in Command Lines As you have seen throughout this chapter, the shell command language uses a number of special symbols. These include the I/O redirection operators >, errors . You can then invoke the vi editor and go to the end of the file mydog by typing $ vi + mydog . Then you can read the errors file into the vi buffer by typing : r errors and search for each error in the file mydog. The vispell Macro You can check and correct spelling from within vi with the vispell macro. Define the following macro in your .exrc file or EXINIT: map # 1 1G!Gvi spell^M^[. The name of this macro is #1, which refers to Function Key 1 or the PF1 key on your terminal. When you press PF1, the right-hand side of the macro is invoked. This says, “Go to line 1 (1G), invoke a shell (!), take the text from the current line (1) to the end (G), and send it as input to the command (vispell)” The ^M represents the carriage return needed to end the command, and the ^[represents the ESC needed to return to command mode. Place the following shell script in your directory: #!/bin/sh # # vispell-The first half of an interactive # spelling checker for vi # tee ./vis$$ echo SpellingList trap '/bin/rm −f ./vis$$;exit' 0 1 2 3 15 /usr/bin/spell vis$$| comm −23-$HOME/lib/spelldict|tee −a $HOME/lib/spell.errors Shell scripts are discussed in Chapter 20. The end result of this macro is that a list of misspelled words, one per line, is appended to your file while you are in vi. For example, 158 / 877
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and this finally is the end of this memo. reddendent finalty wrod



The search Macro At this point vispell is useful. You could go to the end of the file ( G), and type /wrod to search for an occurrence of this misspelled word. The n command will find the next occurrence, and so forth. Consider an enhancement of the normal search (/ and ?) capabilities of ed and vi. In a normal search, vi searches for strings; that is, if you search for “the,” you will also find “ theater,” “another ,” and “ thelma.” In vi, the expression \string matches “string” at the end of a word. To search for “the” at the beginning of a word, you need to use /\. To search for a word that contains only “the” (the same beginning and end), you need to use /\, which searches for the word “the” rather than the string “the.” We can create a search macro that provides an efficient way to search for misspellings found by vispell. The search macro is defined in .exrc or in EXINIT by adding the following line: map #2 Gi / \ ^["adda. The preceding macro maps the macro name Function Key 2 or PF2 (#2) to the right-hand side of the macro. The right-hand side says go to the beginning of the last line (G), go into input mode (i), insert the character for “search” (/) and the characters for “beginning of a word” ( \), and issues an ESC (^[) to leave input mode. It identifies a register ("a) and deletes the line into it (dd); then it invokes the contents of that register as a macro ( a). After all the additions and deletions, the a register contains the command /\ where “wrod” is the misspelled word found by vispell. The search macro provides a way to search for the misspelling as a word rather than as a string. Using this macro will find the first occurrence of an error in your file. To search for the next occurrence, use the n command. vi will display the message “Pattern not found” if no more errors of this type exist. You can then press PF2 to search for the next error, and so forth. Note that if you are using the UNIX formatting macros, this search macro might not find all misspellings. For example, \fBwrod\fP would not be found. A Final Note on vi With all of the special character use in vi, and movement back and forth and left to right on your display, your screen may occasionally not respond correctly, and you may end up looking at a bunch of nonsense on your screen. One of the best features of vi is the ability to clear and redraw the screen by using the CTRL-L key sequence. Since the editor remembers what the correct display should be, vi will return to a readable screen with the up-to-date content on it.
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Editing with emacs emacs is another screen editor that is popular among UNIX users. emacs differs from vi and ed in that it is a single-mode editor-that is, emacs does not have separate input and command modes. In a way, emacs allows you to be in both command and input modes at the same time. Normal alphanumeric characters are taken as text, and control and metacharacters (those preceded by an ESC) are taken as commands to the editor. Several editors are called emacs. The first emacs was written by Richard Stallman at MIT as a set of editing macros for the teco editor for the ITS System. The second was also written at MIT for the MULTICS System by Bernie Greenberg. A version of emacs was developed by James Gosling at Carnegie Mellon University to run on UNIX Systems. Another version of emacs (with a different user interface) was written by Warren Montgomery of Bell Labs. Stallman’s version has become predominant with the birth of the Free Software Foundation (FSF) and GNU (GNU is Not UNIX). The GNU project’s aim is to provide public domain software tools, distributed without the usual licensing restrictions. GNU Emacs is included with several LINUX distributions, including Red Hat and Slackware. Since GNU Emacs is the most common version of emacs, the examples used in this chapter are based on it. Although different versions of emacs use different keystroke commands, the command sets among different forms of emacs are, for the most part, similar. emacs is supported as one of the editor options used for command-line editing in the Korn shell. On systems that allow you access to both the emacs and vi features, you can use either as a shell command line editor or as a text editor. If you are not already a vi or emacs user, you can decide which one you might like to use by trying the ten-minute tutorial for each in this chapter.



Setting Your Terminal Display Type for emacs As with the vi editor, the first thing you must do if you are planning to use emacs is to specify the type of terminal that you are using or emulating on the PC. You do this by setting a shell environment variable. Refer to the previous section “Setting Your Terminal Display Type for vi.” The three methods for setting your display are identical for emacs. Remember, unlike ed and vi, emacs is a single-mode editor. As Figure 5–3 shows, in emacs you can enter commands or text at any time.



Figure 5–3: Emacs commands and input Each character you type is interpreted as an emacs command. Regular (alphanumeric and symbolic) characters are interpreted as commands to insert the character into the text. Combinations, including nonprinting characters, are interpreted as commands to operate on the file. emacs offers several distinct types of commands. For example, there are commands that use the control characters, such as CTRL-B. CTRL-B will move the cursor left one character-hold the CTRL key down, while simultaneously pressing the B key Some commands use the ESC character as part of the command name. The command ESC-B will move the cursor left one word. Press the ESC key, release it, and then press B. Some commands are combination commands that begin with CTRL-X. For example, the command CTRL-X CTRL-S saves your work by writing the buffer to the file being edited. Although the number of control and escape characters is large, there are still many more emacs commands than there are characters. Many of these commands have names but are not bound to (associated with) specific key presses. You invoke these commands by using the ESC-X commandname combination, for instance, ESC-X isearch- complete.
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UNIX-The Complete Reference, Second Edition The preceding command invokes the command called isearch-complete, which is not bound to any set of keystrokes. You can make up new associations for key presses and command names to customize emacs to your liking. For example, if you don’t like the fact that the BACKSPACE key invokes help, you can change that. Putting the following lines in your .emacs file makes BACKSPACE move the cursor left one space and CTRL-X-? invoke the help facility: (global-set-key "\C-x?" 'help-command) (global-set-key "\C-h" 'backward-char)



Starting emacs You can begin editing a file in emacs with the command in the form emacs filename. Using the example filename mydog, the command emacs mydog reads in the file mydog and displays a window with several lines, as shown in Figure 5–4.



Figure 5–4: A sample emacs window A buffer is associated with each window, and a mode line at the bottom of the window has information about the material being edited. In this example, the name of the buffer is mydog, and the full pathname of the file is /home/rrr/mydog. On some versions of emacs, the mode line will also tell you where you are in the file and what special features of emacs are being used.



Creating Text with emacs There is no separate input mode in emacs. Because emacs is always in input mode, any normal characters typed will be inserted into the buffer.



Exiting emacs When you are done entering text, the command CTRL-X CTRL-C will exit from the editor. If you have made changes to the file, you are prompted to decide whether you want the changes saved. If you respond with a y, then emacs saves the file and exits. If you respond with an n, then emacs asks you to confirm by typing yes or no in full.



Moving Within a Window A screen editor shows you the file you are editing one window at a time. You move the cursor within the window, making changes and additions, and moving the text that is displayed in the window. One set of commands enables you to move by characters or lines: CTRL-F



Moves forward (right) one character



CTRL-B



Moves back (left) one character



CTRL-N



Moves to the next line (down)



CTRL-P



Moves to the previous line (up)



CTRL-A



Moves to the beginning of the current line



CTRL-E



Moves to the end of the current line



To move in larger units within the window, use the following set of commands:
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Moves forward to the end of a word



ESC-B



Moves back to the beginning of the previous word



ESC->



Moves the cursor to after the last character in the buffer



ESC-
 5. You can write the buffer to a file named dog by typing CTRL-X CTRL-S dog. 6. Insert the contents of the file dog back into the current buffer by typing CTRL-X i dog. 7. GO TO THE BEGINNING OF THE FILE BY TYPING ESC-


# Define default permissions assigned to files # the user creates



Note that Red Hat Linux uses /etc/localtime to store the time. See the web page at http://www.linuxsa.org.au/tips/time.html for more details on setting and viewing the time zone. Example .profile Here is a typical user’s .profile: stty echoe echo icanon ixon stty erase '^h' # Set backspace character to erase PS1="'uuname -l':$ " # Set shell prompt to "system name:$: " HOME=/home/$LOGNAME # Define the HOME variable PATH=$PATH:$HOME/bin:/bin:/usr/bin:/usr/localbin # Set PATH TERM=vt100 # Set the terminal definition MAIL=/var/mail/$LOGNAME # Set variables for user's mailbox MAILPATH=/var/mail/$LOGNAME echo "terminal? \c" # Ask user for the terminal being used read TERM # set TERM to terminal name entered export PS1 HOME PATH TERM # Export variables to the shell. # Prompt user to see news echo "\nDo you want to read the current news items [y]?\c" read ans case $ans in [Nn] [Oo]) ; ; [Yy] [Ee] [Ss]) news | /usr/bin/pg -s -e;; *) news | /usr/bin/pg -s -e;; 366 / 877
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# Set the user's umask value



Adding a User There are a few ways to add users to your UNIX system. One is to use the menu interface for your system and follow the prompts. This method requires a minimum knowledge of all of the defaults in setting up a user-the user’s group ID, home directory default mailbox, etc. The other way to add a user is to use a command-line interface. Many system administrators prefer this method over the menu interface, as it affords you more control. We will discuss the command-line utilities here. Most UNIX variants use the useradd command to identify a new user to the system and allow the new user to access the system. This command protects you from having to edit the /etc/passwd and /etc/shadow files manually It also simplifies the process of adding a user by using the useradd defaults described earlier. The following is an example of how to add a user with the user name of abc: # useradd -m abc This will define the new user abc using information from the default user environment described previously. The -m option will create a home directory for the user in /home/abc (you may have to change ownership of the directory from root by using chown).



useradd Options To set different information for the user, you could use any of the following options instead of the default information: -u uid



This sets the user ID of the new user. The uid defaults to the next available number above the highest number currently assigned on the system. If you are adding a user who has a login on another computer you are administering, you may want to assign the user the same UID from the other computer, instead of taking the default. If you ever share files across a network (see the description of NFS in Chapter 17), having the same UID will ensure that a user will have the same access permissions across the computers.



-o



Use this option with -u to assign a UID that is not unique. You may want to do this if you want several different users to have the same file access permissions, but different names and home directories.



-g group



This sets an existing group’s ID number or group name. The defaults when the system is delivered are 1 (group ID) and other (group name).



-d dir



This sets the home directory of the new users. The default, when the system is delivered, is /home/username.



-s shell



This sets the full pathname of the user’s login shell. The default shell, when the system is delivered, is /sbin/sh.



-c comment



Use this to set any comment you want to add to the user’s /etc/password file entry.



-k skel_dir



This sets the directory containing skeleton information (such as .profile) to be copied into a new user’s home directory. The default skeleton directory, when the system is delivered, is/etc/skel.



-e expire



This sets the date on which a login expires. Useful for creating temporary logins, the default expiration, when the system is delivered, is 0 (no expiration).



-f inactive



This sets the number of days a login can be inactive before it is declared invalid. The default, as the system is delivered, is 0 (do not invalidate).



User Passwords A new login is locked until a password is added for it. You add initial passwords for every regular user 367 / 877
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just as you do for administrative users: # passwd username You will then be asked to type an initial password. You should use this password the first time you log in, and then change it to one known only to you (for security reasons). Chapter 2 covers some of the requirements placed on valid passwords in UNIX and provides some suggestions for how to select a password and what to avoid when creating one. As an administrator, you assign users their initial passwords. If you can’t ask what password a user wants, it’s best to assign a temporary password and force the user to change it. One way to do this is to assign a password (e.g., the user’s initials followed by the user’s ID number), and to activate the login at the end of the day with password aging set to force an immediate password change. Thus, the first time the new user logs in, the system asks for a new password. A command sequence to do this would look like this: # useradd -m abc # passwd abc Enter password for login: New Password: # passwd -f abc The useradd command adds the user’s login and home directory the first passwd command sets the user’s password to whatever is assigned by the system administrator, and the second passwd -f forces the user to change passwords at the next login by forcing the expiration of the password for abc. Lost Passwords Passwords are not recorded by the UNIX system. The password entries in /etc/passwd or in /etc/shadow do not contain the user’s password. Nor is there any easy way to determine a password if it is forgotten or lost. You will, from time to time, receive calls from users who have forgotten their password. If you are sure that the caller is, in fact, the owner of the login, you have two ways to restore his or her privileges. One way is to use the command sequence # passwd abc Enter password for login: New Password: # passwd -f abc which will allow you to enter a new password for the user abc and require that it be changed the first time abc logs in. An alternative is to use the sequence # passwd -d abc This deletes the password entry for abc. The next time abc logs in, he or she will not be prompted for a password. If the /etc/default/login file contains the field “PASSREQ=YES”, then a password is required for all users. The use of the -d option will remove the password for the user, but that user will be required to specify a password on the next login attempt. The first approach is slightly more secure, since only a user who knows the assigned password can log in; with the second approach, anyone who calls is allowed to log in and specify a new password. If root deletes a password for a user with the passwd -d command and password aging is in effect for that user, the user will not be allowed to add a new password until the NULL password has been in use for the minimum number of days specified by aging. This is true even if PASSREQ in /etc/login/default is set to YES. This results in a user without a password. It is recommended that the f option be used whenever the -d (delete) option is used. This will force a user to change the password at the next login. Caution Root can replace a lost password for any user, except root itself. In other words, if you forget or lose your superuser password, you are in serious trouble. Procedures for recovering from this vary from system to system, but in general they require you to partially or totally reinstall the UNIX system on your computer. At a minimum, this will result in resetting many administrative defaults, and creating a great deal of administration work. Aging User Passwords 368 / 877
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Passwords are an important key to UNIX user security. As mentioned in Chapter 2, UNIX enforces several rules regarding password format and length. You, as system administrator, can also force users to regularly change their passwords by implementing password aging. You use the passwd command to specify the minimum and the maximum number of days a password can be in effect. Aging prevents a user from using the same password for long periods, and it prevents the user, when forced to change, from changing back, by enforcing a minimum duration. For example, # passwd -x30 -n7 minnie will require minnie to change her password every 30 days, and to keep the password for at least one week. In establishing password aging, variables in /etc/default/passwd set the defaults for aging. The passwd command can be used to change these defaults on a per-user basis: MAXWEEKS = number, where number is the maximum number of weeks that a password can be in effect MINWEEKS = number, where number defines the minimum number of weeks a password has to be in effect before it can be changed WARNWEEKS = number, where number is the number of weeks before the password expires that the user will be warned



Blocking User Access You can block a user from having access to your system in a number of ways. You can use this command to lock a login so that the user is denied access: # passwd -1 abc If user abc is to gain access to her account and its files, the superuser will have to run passwd again for this login. You can limit or block a user’s access by changing the user’s shell. For example, the command # usermod -s /usr/bin/rsh abc will modify the user’s login definition on the system and change abc’s shell to the restricted shell, which limits the user’s access to certain commands and files. If you set the default shell to some other command, such as this, for example, # usermod -s /bin/true abc then abc will be logged off immediately after every login attempt. UNIX will go through the login process, exec /bin/true in place of the shell, and when true immediately completes, log out the user.



Hard Delete of a User If you no longer want a user and his files to be on your system, you can use the userdel command: # userdel -r abc The preceding example will remove the user abc from the system and delete abc’s home directory (-r). Once you remove a user, any other files owned by that user that are still on the system will still be owned by that user’s user ID number. If you did an ls -1 on such files, the user ID would be listed in place of the user’s name.



Soft Delete of a User The userdel command eliminates a user from the /etc/passwd and /etc/shadow files and deletes the user’s home directory You may not want to be so abrupt. Often users share files in a project, and other users may need to be able to recover material in abc’s directory The following procedure is useful to block any further access to the system by a user while allowing others to access shared files: # passwd -l abc 369 / 877
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Find any other users who are in the same group as abc, and send them mail informing them that abc’s login is being closed: # grep abc /etc/group abc::568:abc, lsb, oca, gxl # mailx lsb oca gxl Subject: abc login Cc: I will be deleting the home directory of abc. If you have need for any of those files please let me know. Fondly, your SysAdmin



Make the user’s home directory permissions 000 so that the directory is inaccessible to everyone but root as read-only root can still access the directory to change back the permissions (see Chapter 3 for more details on setting octal permission modes). To do this, type # chmod 000 /home/abc Arrange an at command to delete the user’s home directory in one month, by typing: # at now + 1 month 2>/dev/console Hello World" echo "Hello World" The script uses the standard Bourne shell built-in echo command. The first echo serves to inform the calling web browser of the output type (text/html) that will follow. The last two echo commands surround the string, “Hello World” with HTML code to display “Hello World” on the web browser title 447 / 877
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bar and in the web browser main window. As root, try saving this code to a file called hello_world.cgi in the directory that follows the ScriptAlias directive in httpd.conf, say /var/www/cgi-bin. CGI programs are called by the Apache httpd process. So this .cgi file needs to be made readable and executable for the user (apache, wwwdata, or nobody) that owns the Apache process. The quickest way is to use the chmod command: # chmod o+rx hello_world.cgi To actually call this CGI script, use a web browser on the Apache server machine to view the URL, http://localhost/cgi-bin/hello_world.cgi . The resulting browser window should resemble Figure 16–3.



Figure 16–3: Output of hello_world.cgi in browser window If the test CGI script can be successfully executed, your Apache installation should be ready to support more useful and high-quality CGI programs such as web discussion boards, weblogs, and wikis, many of them written in Perl and open sourced. Note that recent advances, such as FastCGI and mod_perl, have addressed performance issues that have been associated with running CGI programs.



CGI Security and Suexec The impact of a web server on system security should always be a concern because an improperly configured web server can give anyone with a web browser undesirable read access to areas of a web server machine’s file system. This is why it is always recommended that Apache processes be owned by unprivileged users such as nobody. The security of CGI programs is of particular concern because of the potential for abusing CGI programs to write to file systems and to gain remote root access on web server machines. A web programmer should employ good programming practices so that CGI cannot be exploited to compromise system security With CGI programs there is also the question of access security As stated before, CGI programs are called from Apache, which is typically owned by a nonprivileged user such as www-data, apache, or nobody. In the preceding example, we made the hello_world. cgi executable (which was owned by root) world-readable so that the Apache process could read and execute it. Making any CGI program world-readable is problematic; some CGI programs need to have user IDs and passwords embedded in them. If the CGI program needs to read files from an Apache subdirectory, that subdirectory and its contents would also need to be made world-readable, and in some cases, world-writable. It is better to change the ownership of the CGI script to www-data, apache, or nobody, that is, to change the ownership to be the same as the Apache process user, and make it readable and executable for that user only . For the hello_world.cgi example, if the Apache process owner is nobody, you would want to run as root: # chown nobody hello_world.cgi ; chmod 700 hello_world.cgi You would also want to change the ownership and access modes of any Apache subdirectories and files to make them accessible to only nobody if they need to be accessed by hello_world.cgi . Suexec The suexec feature of Apache, which was introduced in version 1.2, allows for more flexible CGI access control. The use of suexec is particularly suited for private CGI programs that nonroot users are using or testing in their Apache user directories, ~/public_html . Normally, CGI programs run with the same user ID and privileges as Apache httpd. But with suexec enabled, Apache allows CGI programs to run with the user ID of the user who owns the CGI program. For instance, the user jdoe is testing the Perl CGI script myscript.pl that he has saved as ~/public_html/cgi-bin/myscript.pl on the pryor.acme.com UNIX host. Since jdoe is the owner of myscript.pl, when Apache executes myscript.pl through suexec, it will run with user ID jdoe instead of the normal CGI user ( nobody, www-data, or apache). Because myscript.pl runs with user ID jdoe, it is able to access files and directories that are 448 / 877
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owned by jdoe; consequently, there is no need to make these files and directories world-readable or writable, enhancing security. Suexec also performs several security checks on CGI programs before it runs them. It should be noted that for a normal user such as jdoe to be able to use Apache to serve CGI program out of the ~/public_html/cgi-bin directory, a entry such as the following must be added to httpd.conf : Options +ExecCGI SetHandler cgi-script After Apache is restarted on pryor.acme.com, jdoe will be able to test his myscript.pl script by using a web browser to request the URL, http://pryor.acme.com/~jdoe/cgi-bin/myscript.pl .



Password-Protected Web Pages with Basic Authentication Apache provides a way to do simple password protection of selected web pages. This can be done using the Basic HTTP Authentication method. The easiest way to restrict access using one username and password requires you to create two hidden text files. The first file is called .htaccess and is placed in the directory you wish to restrict access to. For example, if the restricted directory is /usr/local/apache2/htdocs/restricted/, you would create the .htaccess file in that directory with the following possible contents: AuthUserFile /usr/local/apache2/lib/.htpasswd AuthGroupFile /dev/null AuthName "Access restricted. Please log in." AuthType Basic require user AcmeRestricted The bottom three lines indicate that only users who log in as AcmeRestricted will be able to access the directory that the .htaccess file is in. The top line that begins with AuthUserFile contains the location of the password file for AcmeRestricted. The AuthGroupFile line is used when you want to have multiple usernames. In this case, there is only one user name, so we point this line to /dev/null . The third line is the title of the authentication message box that would pop up in a web browser when the /usr/local/apache2/htdocs/restricted/ directory is requested. The fourth line indicates that this uses Basic Authentication. The second file to be created is the .htpasswd file that is referred to in the first line of .htaccess. The htpasswd command that is part of the Apache installation can be used to generate the .htpasswd file. To create the .htpasswd file needed for this example, the command would be # /usr/local/apache2/bin/htpasswd −c /usr/local/apache2/lib/.htpasswd AcmeRestricted When you run this command, you will be prompted to type in the password, which will be encrypted using the UNIX crypt function and inserted into the .htpasswd file. The restricted directory and also .htaccess and .htpasswd must be made readable for the Apache httpd process, which would typically mean making them readable for the nobody, www-data, or apache user. Figure 16–4 shows the expected authentication login window that would be popped up by a web browser if Basic Authentication is set up correctly for the restricted directory.



Figure 16–4: Apache’s basic authentication login window Apache allows the use of more secure authentication methods beyond Basic Authentication. The 449 / 877
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Apache documentation recommends using at least HTTP Digest Authentication, which is provided by the mod_auth_digest module, though the documentation also states that Digest Authentication is still in an “experimental” state.



Apache and LAMP Apache is an integral part of what has become an important web application development platform called LAMP, an acronym whose letters stand for Linux, Apache, MySQL, and Perl/Python/PHR The acronym is sometimes shortened to AMP since Apache, MySQL, and Perl/Python/PHP can run on all UNIX variants, not just Linux. The widely used MySQL database management system provides the back-end data storage for LAMP applications. In these LAMP applications, Perl/Python/PHP are used to write CGI programs or CGI-like programs that are executed by the Apache web server to interact with users (the web front end) and access data stored in MySQL (the database back end). Popular examples of LAMP applications are news/discussion forums such as Slashdot (http://slashdot.org/ ), content management systems such as PHP-Nuke (http://www.phpnuke.org/ ), and wiki engines such as Mediawiki (http://www.mediawiki.org/ ). The most widely used language in LAMP applications is PHP (http://www.php.net/ ). Unlike Perl or Python, PHP was developed with web applications in mind. PHP was originally designed to be used in conjunction with a web server, to act as a filter that takes a file containing text and PHP instructions and converts it to HTML for display on a web browser. The most common way of running PHP programs in Apache is not through CGI, but through an Apache module that interprets PHP language instructions that are embedded in HTML documents. This section will step through the proper installation of the PHP module for Apache and should also give a general idea of how third-party Apache modules are built and integrated using apxs, the Apache Extension Tool mechanism. On Linux distributions and BSD variants such as FreeBSD, installing PHP support for Apache is usually just a matter of installing the available PHP binary packages. On UNIX platforms on which you have manually compiled and installed Apache yourself, you will need to compile and install PHP with Apache support. The steps required to compile PHP and integrate it with Apache follow. Unless otherwise noted, you should be able to perform these steps as a normal (nonroot) user. Step 1: Obtain the PHP Source Code First, obtain the PHP source code from http://www.php.net/ . As of mid-2006, the latest bzip2compressed tar archive for Apache was php-5.l.4.tar.bz2, so the following examples will assume that you have downloaded and saved php-5.1.4.tar.bz2 to a source directory The PHP tar.bz2 archive needs to be unarchived using the following command: $ bzip2 −dc php-5.1.4.tar.bz2 | tar −vxf This will extract the contents of the tar.bz2 archive into a new subdirectory called php-5.1.4. Step 2: Configure the Source Code, Build, and Install You should enter the new php-5.1.4 subdirectory that was just created. The INSTALL file found in the php-5.1.4 subdirectory contains useful information for building PHP to work with various web servers including Apache. The PHP build process begins with the included GNU autoconf system’s configure script. The configure script’s options can be viewed as follows: $ ./configure --help | less Assuming you are installing PHP in /usr/local/php-5.1.4, the following is a run of the configure script with the appropriate --prefix command switch and also the --with-apxs2 and --with-mysql command switches to interface with an existing Apache installation and an existing MySQL installation, respectively: $ ./configure --prefix=/usr/local/php-5.1.4 \ --with-apxs2=/usr/local/apache2/bin/apxs --with-mysql The --with-apxs2=/usr/local/apache2/bin/apxs command-line switch calls the Apache apxs tool, which is used for building and installing extension modules for Apache. The PHP build process uses apxs to build an Apache dynamic shared object (DSO) for PHP, which can then be loaded into the Apache web server at run time (through a directive in the Apache httpd.conf configuration file) to 450 / 877
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support the PHP language. The –with-mysql command switch will configure the PHP build to build PHP with MySQL database-specific support. A successful run of configure will generate Makefiles to build and install PHP. After this you must run the make and make install commands. The build of PHP using make will take considerably longer than the build of Apache. The make install command must be executed as root: $ make (after becoming root) # make install The make install command will copy the compiled PHP executables, libraries, directory structure, and data files into the installation root directory that you specified with the configure --prefix command and option described previously, for example, /usr/local/php-5.1.4. In addition, the make install command will copy the PHP dynamic shared object or module called libphp5.so to the Apache module directory, for example, /usr/local/apache2/modules. PHP options belong in a file called php.ini, which should be created in the just-created /usr/local/php5.1.4/lib directory The PHP source code directory includes a default php.ini called php.ini-dist that can be copied into the PHP installation directory with the following command: # cp php.ini-dist /usr/local/lib/php.ini Step 3: Configure Apache Support for PHP Apache needs to be configured to load the PHP module (libphp5.so) at startup to support the PHP language. This is accomplished by adding a Load directive to Apache’s httpd.conf file as follows: LoadModule php5_module modules/libphp5.so If you configured the PHP build with the --with-apxs2=/usr/local/apache2/bin/apxs option, this LoadModule line is automatically added to httpd.conf when you run make install as root in the PHP source directory You also need to configure Apache to parse certain filename extensions as PHP. Most commonly, Apache is configured to parse the .php (and sometimes .phtml ) extension as PHP by adding the following line to httpd.conf : AddType application/x-httpd-php .php .phtml As with other UNIX network services, when you change httpd.conf, you should restart Apache. If the Apache SysV init script was installed as /etc/init.d/apache2, you can restart Apache with the following command: # /etc/init.d/apache2 restart With the PHP module loaded, Apache will recognize and execute PHP programs that are embedded in HTML files that have a .php filename extension. The following is a simple PHP example file that will print “Hello World!” in a web browser window, followed by a call to the phpinfo() function to print the PHP configuration: Very simple PHP program If you save this HTML/PHP code to a file such as phpinfo.php under your Apache document root and load it using a web browser, you should see output similar to Figure 16–5, which will indicate that PHP has been installed correctly as an Apache module. Your Apache installation should now be ready to use a rich library of freely available PHP-based web applications that use MySQL as a data back end. 451 / 877
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Figure 16–5: PHP configuration information from phpinfo()



Apache Configuration Front Ends The size and complexity of Apache’s configuration file, httpd.conf, can be daunting for beginning administrators. One way to manage the complexity of large UNIX configuration files has been to split the configuration file up into smaller parts and use “Include”-type statements in the main configuration file to bring the parts together into a whole. This approach makes the configuration system more modular. This is an approach that is being frequently used in mainstream Linux distributions. In these Linux distributions, the Apache httpd.conf can be just a container that “Includes” several other files. An additional measure that can be taken to manage the complexity of large configuration files is to use some type of configuration “front end” that consists of a graphical user interface or web browser interface that displays Apache’s configuration options as graphical menus and drop-down items. Comanche (http://www.comanche.org/ ) is a graphical user interface application that can be used to configure Apache on UNIX platforms. Webmin (http://www.webmin.com/ ) is one of the better-known web browser-based front ends. Though Webmin is a general-purpose UNIX system administration interface, it has many standard modules to configure and administer common system services, including Apache. The browser window in Figure 16–6 shows a part of the web interface that Webmin provides to configure the core features of Apache as well as Apache’s bundled modules.



Figure 16–6: Configuring Apache through Webmin
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Apache Log Files An Apache web site, particularly one that is exposed to the Internet, will generate extensive logs that you should be aware of and learn to interpret and manage. The Apache logs can reveal any errors that are generated by Apache at run time, possible security problems in the Apache configuration, the network bandwidth used by Apache, and other useful pieces of information. The location of Apache logs can vary depending on the manner in which Apache was installed. The location can be /var/log/httpd, /var/log/apache, /var/log/apache2, or /usr/local/ apache2/logs (if installed from source code as prescribed in this chapter). There are three main log files for recent versions of Apache: access_log, error_log, and suexec.log . The largest of these log files, the access_log file, contains information on all HTML documents and objects that have been requested from the Apache httpd over the network using the HTTP protocol, the types of all HTTP requests, and the HTTP status codes associated with each request. The error_log file contains errors generated by Apache, including HTTP requests for nonexistent or restricted pages or objects. The access_log and error_log files both contain the numeric IP addresses of remote machines that sent HTTP requests to the httpd and the time and date stamps of those requests. An entry in the access_log file looks like this: 216.35.116.91 - - [19/Apr/2006:14:47:37 −0400] "GET / HTTP/1.0" 200 654 This entry shows a HTTP protocol “GET” method request (see Chapter 10) for the Apache document root (“/”) from the remote host at the numeric IP address 216.35.116.91 (probably a search engine) at 2:47 P.M. on April 19, 2006. The httpd status code “200” (one of many possible codes) signifies a successful transfer. The “654” is the total number of bytes that were transferred. The numeric IP addresses of remote requesting machines, rather than their hostnames, are logged because it can take a significant amount of time to look up and convert each numeric IP address to a hostname, and this would slow Apache’s performance significantly. Apache includes the logresolve command that you can use to convert the IP addresses to hostnames off-line. The following example usage of logresolve creates the file /tmp/access_log.hostnames from access_log : # /usr/local/apache2/bin/logresolve < /usr/local/apache2/log/access_log > /tmp/access_log.hostnames The following is an entry in the error_log file that indicates a request for a nonexistent directory from the remote host at 69.93.197.146: [Tue May 16 21:28:49 2006] [error] [client 69.93.197.146] File does not exist: /var/www/html/blogs The suexec.log file contains messages from Apache that are generated by the suexec facility. It is useful for debugging file permission problems with CGI applications that must run through suexec. The Apache log files can grow very large over time, especially the access_log file, sometimes even filling up whole file systems on busy web sites if left alone. On Linux distributions, the Apache log files are usually archived and compressed as needed when they reach a certain size or age through the logresolve facility, which is typically executed nightly via a cron job. On UNIX systems, the native equivalent of logresolve should be used. On Solaris, the following logadm command limits the size of Apache’s access_log file to 10 MB. When access_log exceeds 10 MB, it will be renamed and compressed, and a new access_log file will be created: # logadm −w /var/log/sshd_auth.log −s 10m −z 0
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Summary In this chapter, you learned about the Apache web server, its history and widespread usage today, how to install and configure Apache, and how to manage and interpret Apache’s log files. The chapter discussed ways in which Apache can be installed on Linux and UNIX systems, stepped through a manual compile and install process of Apache from its source code, looked at commonly used options in the Apache httpd.conf configuration file, and went through how a new installation of Apache can be tested using static HTML pages as well as Common Gateway Interface (CGI) scripts. The chapter discussed CGI security issues and how Apache’s suexec facility addresses these issues. The chapter also discussed password protection of web pages through Apache basic authentication. The chapter also stepped through the compile, install, and test process of the popular PHP web application language, which is commonly integrated with Apache in the widely used LAMP web application framework. The chapter concluded with a description of Apache’s log files, how to interpret the information found in them, and how to manage the disk space requirements of these potentially very large files.
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How to Find Out More You may find the following books useful as Apache references: Coar, Ken, and Rich Bowen. Apache Cookbook. Newton, MA: O’Reilly Media, Inc., 2003. Laurie, Ben, and Peter Laurie. Apache: The Definitive Guide. 3rd ed . Newton, MA: O’Reilly Media, Inc., 2002. Wainwright, Peter. Pro Apache. 3rd ed . Berkeley, CA: Apress, 2004. A CGI reference is Hamilton, Jacqueline D. CGI Programming 101: Programming Perl for the World Wide Web. 2nd ed. Houston, TX: CGI101.com, 2004. A more in-depth treatment of the LAMP framework can be found in the following: Glass, Michael K., Yann Le Scouarnec, Elizabeth Naramore, Gary Mailer, Jeremy Stolz, and Jason Gerner. Beginning PHP, Apache, MySQL Web Development . Hoboken, NJ: Wrox, 2004. Rosebrock, Eric, and Eric Filson. Setting Up LAMP: Getting Linux, Apache, MySQL, and PHP Working Together . Berkeley, CA: Sybex, 2004. The Apache web site at http://httpd.apache.org/ contains much up-to-date Apache documentation. O’Reilly Media, Inc.’s http://www.onlamp.com/ is a well-maintained source of current information and tutorials on LAMP.
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Chapter 17: Network Administration Although a computer running the UNIX System is quite useful by itself, it is only when it is connected with other systems that the full capabilities of the system are realized. Earlier chapters have described how to use the many communications and networking capabilities of UNIX. These network capabilities include programs for electronic mail such as sendmail as well as TCP/IP utilities for remote login, remote execution, terminal emulation, and file transfer. They also include NFS (Network F ile System) and the associated management structure, NIS (Network Information Services). In this chapter, you will learn how to administer your system so that it can connect with other systems to take advantage of these networking capabilities. You will learn how to manage and maintain these connections and how to customize many network applications. Also, you will learn about facilities for providing security for networking, as well as potential security problems. The secure shell, which is a replacement for the Berkeley Remote Commands, is discussed in Chapter 9. You will also learn about, and how to administer, the TCP/IP system, the sendmail mail application, DNS (Domain Name Service), and NFS (Network F ile System). We will discuss some network performance concepts and what tools exist to enhance performance or correct performance problems. Finally, we will briefly discuss web-based network issues, including routing, firewalls (and firewall security), and proxy servers. Network Administration Concepts You must understand many aspects of network administration to ensure that your network runs well, and that you can provide needed network services to your users. One aspect of network administration is the installation, operation, and management of TCP/IP networking. Before you can manage a network, you must install and set up the Internet utilities that provide TCP/IP networking services. You must also obtain an Internet address to identify your machine to other machines on your network. You need to find out how to configure your system to allow remote users to transfer files from your system using anonymous FTP. You also need to learn some tools for troubleshooting TCP/IP networking problems. Administering the mail system is another important aspect of networking administration. You must learn how to administer the sendmail mail environment to customize the way your system sends and receives mail (use of e-mail systems is described in Chapter 8). You should also know how to use the Simple Mail Transfer Protocol (SMTP), part of the Internet Protocol Suite, to send mail. You need to learn how to control to whom mail may be sent (Chapter 10 discusses sending and receiving mail over the Internet). Installing, setting up, configuring, and maintaining distributed file systems is also an important part of UNIX network administration. You need to understand administering the distributed file systems supported by UNIX. You need to learn how to install and set up the Network File System (NFS) to manage common resources used by your entire network, as well as the Distributed File System (DFS) to manage select portions of it. UUCP system administration is also a network administration topic. It is covered in depth on the companion web site, http://www.osborne.com/unixtcr/webcomp.htm.
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TCP/IP Administration TCP/IP is one of the most common networks used for connecting UNIX System computers. TCP/IP networking utilities are part of UNIX. Many networking facilities such as the Mail System and NFS can use a TCP/IP network to communicate with other machines. (Such a network is required to run the Berkeley remote commands and the DARPA commands discussed in Chapter 9.) This chapter will discuss what is needed to get your TCP/IP network up and running. You will need to 1. Obtain an Internet address. 2. Install the Internet utilities on your system. 3. Configure the network for TCP/IP. 4. Configure the TCP/IP startup scripts. 5. Identify other machines to your system. 6. Configure the STREAMS listener database. 7. Start running TCP/IP. Once you have TCP/IP running, you need to administer, operate, and maintain your network. Some areas you may be concerned with will also be addressed, including Security administration Troubleshooting Some advanced features available with TCP/IP



Internet Addresses You need to establish the Internet address you will be using on your machine before you begin the installation of the Internet utilities. If you are joining an existing network, this address is usually assigned to you. If you are starting your own network, you need to obtain a network number and assign Internet addresses to all your hosts. Internet addresses permit routing between computers to be done efficiently, much as telephone numbers are used to efficiently route calls. Area codes define a large number of telephone exchanges in a given area; exchanges define a group of numbers, which in turn define the phone on your desk. If you call within your own exchange, the call need only go as far as the telephone company office in your neighborhood that connects you to the number you are calling. If you call within your area code, the call need only go to the switching office at that level. Only if you call out of your area code is switching done between switching offices. This reduces the level of traffic, since most connections tend to stay within a small area. It also helps to quickly route calls.



The Format of Internet Addresses The Internet has long been run on Version 4 of the Internet Protocol, or IPv4, for short. In IPv4, Internet addresses are 32 bits, separated into four 8-bit fields (each field is called an octet), separated by periods. Each field can have a value in the range of 0–255. The Internet address is made of a network address followed by a host address. (Version 6 of the Internet Protocol, IPv6, may eventually replace IPv4. In IPv6, Internet addresses have a different form that supports many more addresses.)



Obtaining IP Addresses The Internet Corporation for Assigned Names and Numbers (ICANN) manages and coordinates the Domain Name System (discussed in depth later in this chapter). This system ensures that every 457 / 877
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Internet address used anywhere in the world is unique. Furthermore, it ensures that every user on the Internet is able to locate all valid addresses and every domain name is mapped to the correct IP address. If you want to register a new domain name for your company or organization and obtain a block of IP addresses, you need to register this domain name with one of many different domain name registrars, each accredited by ICANN. (You can find a list of accredited registrars at http://www.internic.net/regist.html .) Of course, your new domain name cannot be the same as one already taken by another organization. The domain name registrar you contact will be able to tell you if you have selected an available domain name and will be able to help you find a unique domain name if you have trouble finding one not already taken. Once you have selected your new domain name, the registrar you select will ask you to submit contact and technical information and will give you a registration contract specifying the terms under which your registration is accepted and maintained. The registrar submits the appropriate information about your domain name and the Internet address or addresses associated with that name to the appropriate Network Information Center (NIC). The NIC maintains a database keeping track of which domain name corresponds to which IP address in the domain name service. This information can then become available to other computers throughout the world through the Domain Name Service (DNS). You will also be required to enter a registration contract with the registrar, which sets forth the terms under which your registration is accepted and will be maintained. If you only need an IP address for your particular computer, or you have a small organization and do not want to register a domain name yourself, your Internet service provider (ISP) can obtain an IP address for you and assign you a domain name that is a subdomain of its own domain. Network Addresses In IPv4, the network of each Internet domain is assigned a class, or level of service. Depending on the size of the domain, that is, the number of Internet addresses it supports, a network may be of class A, B, or C. The network addresses of Class A networks consist of one field, with the remaining three fields used for host addresses. Consequently Class A networks can have as many as 16,777,216 (256×256×256) hosts. The first field of a Class A network is, by definition, in the range 1–126. Any network addresses that start with 127 are loopback addresses. A loopback address is used to test your computer’s connectivity capability and tell you if your network is set up correctly The official site for loopback testing is at 127.0.0.1. The network addresses of Class B networks consist of two fields, with the remaining two fields used for host addresses. Consequently, Class B networks can have no more than 65,536 (256×256) hosts. The first field of a Class B network is, by definition, in the range 128–191. The network addresses of Class C networks consist of three fields, with one field used for host addresses. Consequently, Class C networks can have no more than 256 hosts. As you can see, Class A addresses allow many hosts on a small number of networks, Class B addresses allow more networks and fewer hosts, and Class C addresses allow very few hosts and many networks. The first field of a Class C network is, by definition, in the range 192–254. Although all Internet addresses currently follow this structure, work is proceeding in the IETF (Internet Engineering Task Force) standards group to move to a new hierarchy scheme called IPv6 (Internet Protocol V ersion 6). You can find more about this protocol at http://www.ipv6.com/ . Many vendors are involved in deploying this architecture to their networks and hardware devices, but they are doing so slowly to maintain compatibility with existing systems. An international test bed backbone for IPv6 (called 6bone) is dedicated to aiding the deployment of IPv6 worldwide. It is on the web at http://www.6bone.net/ . Host Addresses After you have received a network address, you can assign Internet addresses to the hosts on your network. Because most public networks are Class C networks, it is assumed that your network is in this class. For a Class C network, you use the last field to assign each machine on your network a host address. For instance, if your network has been assigned the address 192.11.105 by an authorized agent such as NSI or one of the newer authorizing agents, you use these first three fields 458 / 877
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and assign the fourth field to your machines. You may use the first valid number, 1, in the fourth field for the first machine to be added to your network, which gives this machine the Internet address 192.11.105.1. As you add machines to your network, you change only the last number. Your other machines will have addresses 192.11.105.2, 192.11.105.3, 192.11.105.4, and so on. Each of the network classes (A, B, and C) uses the concept of a netmask to define which part of the IP address is the network address and which part is the actual host ID. For example, a Class B network has a default mask of 255.255.0.0. The fields containing the O’s are what define your host, and the others (the first two fields) mask the network ID portion. For example, 135.18.64.100 has a network address portion of 135.18 and a host ID portion of 64.100. The Class A default is 255.0.0.0, and the Class C default mask is 255.255.255.0. You may not have access to all of the addresses within the portion that is normally reserved for the host ID, though. With the ever-increasing demand for Internet addresses for host machines, the pool of numbers is decreasing. Some ISPs use a portion of what would normally be the host ID area for the network. For instance, in a Class C network, the ISP may use a netmask that is not on an 8-bit boundary, such as 192.11.105.192, which has a 26-bit netmask. This leaves only 62 possible IP addresses for hosts on this particular network. Table 17–1 shows how the classes and netmasks relate, and shows some sample host IP addresses for each class. Table 17–1: Network Classes and Their Netmasks, Including Host IP Examples Class



Netmask



Example Host IP Address



A



255.0.0.0



108.15.121.9



B



255.255.0.0



148.22.99.154



C



255.255.255.0



220.18.44.109



Loopback



255.255.255.0



127.0.0.1



Installing and Setting Up TCP/IP You most likely already have TCP/IP installed on your system if you are running a UNIX variant, but if not, you can install the TCP/IP system on your computer, for instance, using pkgadd. You will need to know the Internet address for your machine and the network that your machine will be part of. The installation procedure prompts you for both of these as it does a basic setup of some of the configuration files. There may be other dependencies for this package to be installed, so check the documentation that comes with the Internet utilities to be sure that you have everything else that you need. The use of pkgadd is described in Chapter 13.



Network Provider Setup TCP/IP requires a network provider to communicate with other machines. This network provider can be a high-speed LAN such as Ethernet, or it can be a WAN that communicates via dial-up lines to remote machines and networks. Whichever network provider you use will need to be configured using netcfg (the root program for configuring and managing network interfaces) or ifconfig (configures a network interface). Your hardware provider may have also supplied a network interface card for your particular configuration. In either situation, consult the documentation that came with your network interface hardware or TCP/IP package for more information on setting up the network provider. Configuring the Network Interface Card You use the ifconfig utility to set up your NIC (network interface card), sometimes called an Ethernet card. For example, if you want to configure a 3COM 3C509 card (device e130) on an HP-UX system to be at address 135.16.88.37 on a default net mask and a default broadcast mask f or that network, 459 / 877
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you would enter #ifconfig e130



135.16.88.37



For a Linux system, the first Ethernet device is defined as eih0, regardless of the NIC used. The equivalent command would be #ifconfig eth0 135.16.88.37 Solaris uses le0 as the first Ethernet device for 10 Mb Ethernet NICs, so its equivalent command would be #ifconfig le0 135.16.88.37 (Note that Solaris uses eri0 for newer 10/100 Mb Ethernet devices and hme0 for the older Ultra 10/100 Mb Ethernet devices.) This would also set the netmask address to its default (255.255.0.0) and the broadcast address to its default (here, 135.16.255.255, since the address is on the 135.16 network). Note that in Solaris, to configure the NIC without having to reboot, where you have previously installed the hardware, you need to initialize, or plumb, the network card using the command #ifconfig le0 plumb If you already have an entry in your /etc/hosts file that maps the hostname to the IP address (see the next section), you can use it instead of the IP address. For example, if the previous machine with IP address 135.16.88.97 had the hostname bumble, you would type #ifconfig devname bumble where devname is the associated device name for your Ethernet card, as seen in the previous examples (such as e130, eth0, or le0). The hosts File To get TCP/IP working on other machines, you must first define the machines that you would like to talk to in the file /etc/hosts. This file contains an entry on a separate line for each machine you want to communicate with. Before you add any hosts, there will already be some entries in this file that are used to do loopback testing. You should add the new machines to the bottom of the file. This is the format of the file: Internet-address host-name host-alias Here, the first field, Internet-address, contains the number assigned to the machine on the Internet; the second field, host-name, contains the name of the machine; and the third field, host-alias, contains another name, or alias, that the host is known by (such as its initials or a nickname). For example, if you wanted to talk to the machine moon, with alias luna, and Internet address 192.11.105.100, the line in this file for moon would look like this: 192.11.105.100 moon luna The most important entry in the hosts file is the entry for your own machine. This entry lets you know which network you belong to and helps you to understand who is in your network. Note that if a machine you need to talk to is not on the same network as your machine, TCP/IP still allows you to talk to it using a gateway (discussed in a later section of this chapter).



Listener Administration Now that you have TCP/IP configured, you may want to use it as a transport provider for your networking service. If your variant of UNIX supports TLI, you can do this by setting up your TLI listener, which is used to provide access to the STREAMS services from remote machines. Note that Linux does not support TLI. To set up the TLI listener, you must first determine the hexadecimal notation for your Internet address. To create a listener database for TCP/IP, first initialize the listener by typing this: # nlsadmin −i tcp 460 / 877
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This creates the database needed by the listener. Next, tell the listener the hexadecimal form of your Internet address so that it can listen for requests to that address. Do this by running a command of the form # nlsadmin −1 \xhexadecimal_address tcp For example, if the hexadecimal number of your listener address is 00020401c00b6920, you prefix this number with \x and append 16 zeros to the number. You type this: # nlsadmin −1 '\x00020401c00b69200000000000000000' tcp Every service you want to run over TCP/IP needs to be added to the listener’s database. For instance, if you want to run uucp over TCP/IP, make sure that there is an entry in the database for this service. You can modify the listener database in two ways, either by using nlsadmin or by using sacadm or pmadm (these are discussed in more detail in Chapter 14). You can enter service codes for additional services that you want to run over TCP/IP by consulting the administrative guide for each service.



Starting TCP/IP You must have TCP/IP running on your machine for users to be able to access the network. To start TCP/IP after you load it onto your system, you might need to reboot the machine. This is important on some machines because some of the changes you might have made take effect only if you reboot. To reboot most UNIX variants, you can use the shutdown command with the following options: # /etc/shutdown −y −g0 −16 Most newer UNIX variants, including Linux and Solaris, normally do not need to be rebooted, because TCP/IP is enabled in the kernel and should start up with your system. If, for any reason, things seem to be working improperly, you may choose to reboot. Most versions of Linux support the shutdown command, and the –r option tells the system to reboot after shutdown is complete. For example, # shutdown −r now does an immediate (now) shutdown and then reboots. Linux users may also use the reboot command to perform the same task. These procedures automatically reboot the machine, bringing it back up to the default run level for which you have your machine configured. To see whether TCP/IP processes are running, type this: $ ps −ef | grep inetd This tells you whether the network daemon inetd (the master Internet daemon) is running. The configuration information for this daemon is contained in the file /etc/indetd.conf, which contains daemons for all of the services in your Internet environment, such as the ftp daemon (ftpd), the telnet daemon (telnetd), the talk daemon (talkd), and the finger daemon (fingerd). The inetd daemon should be started by the /etc/init.d/inetinet script for machines running Solaris, HP-UX, or other UNIX variants built on UNIX System V, or by the /etc/rc.d/init.d/inet script on Linux. If you do not see it, you should stop the network by using the command # /etc/init.d/inetinit stop and then restart the network by typing this: # /etc/init.d/inetinit start If this fails, check your configuration files to make sure that you have not forgotten to do one of the steps previously covered in configuring the machine for TCP/IP. Every time you reboot your machine, TCP/IP will start up if it is configured properly



TCP/IP Security Allowing remote users to transfer files, log in, and execute programs may make your system vulnerable. TCP/IP provides some very good security capabilities, but nevertheless there have been some notorious security problems in the Internet. 461 / 877
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Some aspects of TCP/IP security were covered in Chapter 9, in particular, how to use the files hosts.equiv and .rhosts to control access by remote users. These capabilities provide some protection from access by unauthorized users, but it is difficult to use them to control access adequately, while still allowing authorized users to access the system. You can provide a more secure environment by using the secure shell (ssh), which is also described in Chapter 9. This feature provides encryption of information when you are logged in to a remote machine. TCP/IP Security Problems One of the most famous examples of a TCP/IP security problem was the Internet worm of November 1988. The Internet worm took advantage of a bug in some versions of the sendmail program (sendmail administration is discussed later in this chapter) used by many Internet hosts to allow mail to be sent to a user on a remote host. The worm interrupted the normal execution of hundreds of machines running variants of UNIX, including the BSD System. Fortunately, the bug had already been fixed in the UNIX System V sendmail program, so that machines running UNIX System V were not affected. This worm and other security attacks have shown that it is necessary to protect certain areas by monitoring daemons and processes that could cause a breach in security Two of these are fingerd (the finger service daemon) rwhod (the remote who service daemon) Both of these daemons supply information to remote users about users on your machine. If you are trying to maintain a secure environment, you may not want to let remote users know who is logging in to your machine. This data could provide information that could be used to guess passwords, for example. The best way to control the use of the daemons is simply not to run them on your system. For example, you can disable the finger daemon, by modifying the line finger stream tc nowait nobody /usr/sbin/in.fingerd in.fingerd in the file /etc/inetd.conf to look like # finger stream tc nowait



nobody



/usr/sbin/in.fingerd



in.fingerd



The pound sign (#) comments the line out. In general, remember that as long as you are part of a network, you are more susceptible to security breaches than if your machine is isolated. It is possible for someone to set up a machine to masquerade as a machine that you consider trusted. Gateways can pass information about your machine to others whom you do not know, and routers may allow connections to your machine over paths that you may not trust. It is good practice to limit your connectivity into the Internet to only one machine, to disable all services that you know you do not need, and to gateway all of your traffic to the Internet via your own gateway You can then limit the traffic into the Internet or stop it completely by disconnecting the gateway into the Internet. Utilities for Added Security There are utilities that are available over the Internet to help you monitor your network traffic and identify intrusions. There are others, such as Tripwire at http://www.tripwiresecunty.com/ , which prevents file replacement by intruders, and COPS (Computer Oracle and Password System), which can be downloaded from http://www.ciac.org/ciac/ToolsUnixSysMon.html, which checks file permissions security You can also use a package such as SARA (Security Auditor’s Research Assistant) or SAINT (Security Administrator’s Integrated Network Tool). SARA and SAINT examine TCP/IP ports on other systems on the network to discover common vulnerabilities. (Both SARA and SAINT incorporate an earlier package called SATAN [Security Administrator’s Tool for Analyzing Networks], which was also known as SANTA.) Many other tools have been developed to monitor your network’s security For an up-to-date list of network monitoring tools, go to the CERT web site, http://www.cert.org/ . You can find a UNIX security checklist at http://www.cert.org/tech_tips/usc20_fullhtml . (CERT [Computer Emergency Response Team] is a 462 / 877
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network security body run by Carnegie Mellon University) You might also want to use a program called tcp_wrappers, created by Wietse Venema, a wellknown security expert. Venema has created a number of other security-related routines; the index page for all of his tools is at ftp://ftp.porcupine.org/pub/security/ . The tcp_wrappers utility can be used to detect and log information that may indicate network intrusions (including spoofing). It logs the client host name of any incoming attempts to use ftp, telnet, or finger, or else to perform remote executions. Another useful tool that you can use to identify security vulnerabilities is Nessus, which is a comprehensive vulnerability scanning program. Nessus consists of a daemon, nessusd, which performs the scanning, and a client, nessus, which presents results to the user. You can use Nessus to carry out a port scan using its internal port scanner to determine which ports are open on a target host machine. Once Nessus finds the open ports, it then tries to run different exploits that can take advantage of possible vulnerabilities, on the open ports. To learn about Nessus and to download it free of charge, go to http://www.nessus.org/ .



AdministeringAnonymous FTP As we mentioned in Chapter 9, the most important use of FTP is to transfer software over the Internet. Chapter 9 described how you can obtain files via anonymous FTP. Here, you will see how you can offer files on your machine via anonymous FTP to remote users. When you enable anonymous FTP, you give remote users access to files that you choose, without giving these users logins. Many UNIX systems include a script for setting up anonymous FTP. If your system does not provide such a script, you can set up anonymous FTP by following these steps. Note that the directories used to store the information may differ slightly among variants from this example, but the process is the same. To set up anonymous FTP, 1. Add the user ftp to your /etc/passwd and /etc/shadow files. 2. Create the subdirectories bin, etc, and pub in /var/home/ftp. 3. Copy /usr/bin/ls to the subdirectory /var/home/ftp/bin. 4. Copy the files /etc/passwd, /etc/shadow, and /etc/group to /var/home/ftp/etc. 5. Edit the copies of /etc/passwd and /etc/shadow so that they contain only the following users: root, daemon, uucp, and ftp. 6. Edit the copy of /etc/group to contain the group other, which is the group assigned to the user ftp. 7. Change permissions on the directories and files in the directories under /var/home/ ftp, using the permissions given in Table 17–2. Table 17–2: Permissions Used to Enable Anonymous FTP File or Directory



Owner



Group



Mode



ftp



ftp



other



555



ftp/bin



root



other



555



ftp/bin/ls



root



other



111



ftp/etc



root



other



555



ftp/etc/passwd



root



other



444



ftp/etc/shadow



root



other



444



ftp/etc/group



root



other
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ftp/pub



ftp



other



777



8. Check that there is an entry in /etc/inetd.conf for in.ftpd. 9. Put files that you want to share in /var/home/ftp/pub. After you complete all these tasks, remote users will have access to files in the directory /var/home/ftp/pub. Remote users may also write to this directory We offer a word of caution here, however. Making a directory on your machine a repository that others can write to may result in content that drains resources or is inappropriate for the machine (such as MP3 audio files).



Troubleshooting TCP/IP Problems Some standard tools are built into TCP/IP that allow the administrator to diagnose problems. These include ping, netstat, and ifconfig. ping If you are having a problem contacting a machine on the network, you can use ping to test whether the machine is active. ping responds by telling you that the machine is alive or that it is inactive. For example, if you want to check the machine ralph, type this: $ ping ralph If ralph is up on the network, you see this: ralph is alive But if ralph is not active, you see this: no answer from ralph Although a machine may be active, it can still lose packets. You can use the −s option to ping to check for this. For example, when you type $ ping −s ralph ping continuously sends packets to the machine ralph. It stops sending packets when you hit the BREAK key or when a timeout occurs. After it has stopped sending packets, ping displays output that provides packet-loss statistics. You can use other options to ping to check whether the data you send is the data that the remote machine gets. This is helpful if you think that data is getting corrupted over the network. One example of this is using the ping command with the –s option, which performs a ping every second, until you end the ping request (usually with a CTRL-C). The results of a successful four-second ping like this for machine dodger, at IP address 135.18.99.6, would be # ping dodger 64 bytes from dodger (135.18.99.6): icmp_seq=1. time=38. ms 64 bytes from dodger (135.18.99.6): icmp_seq=2. time=25. ms 64 bytes from dodger (135.18.99.6): icmp_seq=3. time=45. ms 64 bytes from dodger (135.18.99.6): icmp_seq=4. time=36. Ms ----dodger PING statistics--4 packets transmitted, 4 packets received, 0% packet loss round-trip (ms) min/avg/max 25/36/45 You can also specify that you want to send data packets of a different size than standard. Here the default is used (64 bytes), but you may want to diagnose how bigger blocks are handled, particularly if you think your network is slow. For instance, you would type # ping −s dodger 4096 to request that 4,096 bytes be sent back each time from dodger to see if they all come back. Check your system’s manual page for ping to learn more about its options. If you are a user of Windows9x/NT, the options are very similar to those you would use when running an add-on vendor package such as WSPing32, which is a commercial version of ping for Windows machines with more 464 / 877
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functionality than just the built-in Windows utility netstat When you experience a problem with your network, you need to check the status of your network connection. You can do this using the netstat command. You can look at network traffic, routing table information, protocol statistics, and communication controller status. If you have a problem getting a network connection, check whether all connections are being used, or whether there are old connections that have not been disconnected properly For instance, to get a listing of statistics for each protocol, type this: $ netstat −s ip: 385364 total packets received 0 bad header checksums 0 with size smaller than minimum 0 with data size < data length 0 with header length < data size 0 with data length < header length 0 fragments received 0 fragments dropped (dup or out of space) 0 fragments dropped after timeout 0 packets forwarded 0 packets not forwardable 0 redirects sent icmp: 9 calls to icmp_error 0 errors not generated 'cuz old message was icmp Output histogram: destination unreachable: 9 0 messages with bad code fields 0 messages < minimum length 0 bad checksums 0 messages with bad length Input histogram: destination unreachable: 8 0 message responses generated tcp: connections initiated: 2291 connections accepted: 11 connections established: 2253 connections dropped: 18 embryonic connections dropped: 49 conn. closed (includes drops): 2422 segs where we tried to get rtt: 97735 times we succeeded: 95394 delayed acks sent: 81670 conn. dropped in rxmt timeout: 0 retransmit timeouts: 239 persist timeouts: 50 keepalive timeouts: 54 keepalive probes sent: 9 connections dropped in keepalive: 45 total packets sent: 200105 data packets sent: 93236 data bytes sent: 13865103 data packets retransmitted: 88 data bytes retransmitted: 10768 ack-only packets sent: 102060 window probes sent: 55 packets sent with URG only: 0 window update-only packets sent: 13 465 / 877
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control (SYN|FIN|RST) packets sent: 4653 total packets received: 156617 packets received in sequence: 90859 bytes received in sequence: 13755249 packets received with cksum errs: 0 packets received with bad offset: 0 packets received too short: 0 duplicate-only packets received: 16019 duplicate-only bytes received: 17129 packets with some duplicate data: 0 dup. bytes in part-dup. packets: 0 out-of-order packets received: 2165 out-of-order bytes received: 5 packets with data after window: 1 bytes rcvd after window: 0 packets rcvd after "close": 0 rcvd window probe packets: 0 rcvd duplicate acks: 15381 rcvd acks for unsent data: 0 rcvd ack packets: 95476 bytes acked by rcvd acks: 13865931 rcvd window update packets: 0 udp: 0 incomplete headers 0 bad data length fields 0 bad checksums



The preceding example is a report on the connection statistics. If you find many errors in the statistics for any of the protocols, you may have a problem with your network. It is also possible that a machine is sending bad packets into the network. The data gives you a general picture of the state of TCP/IP networking on your machine. If you want to check out the communication controller, type this: $ netstat −I Name Mtu Network Address Ipkts Ierrs 1o0 2048 loopback localhost 28 0



Opkts 28



Oerrs 0



Collis 0



The output contains statistics on packets transmitted and received on the network. If, for example, the number of collisions (abbreviated to “Collis” in the output) is high, you may have a hardware problem. On the other hand, if as you run netstat –i several times you see that the number of input packets (abbreviated to “Ipkts” in the output) is increasing, while the number of output packets (abbreviated to “Opkts” in the output) remains steady, the problem may be that a remote machine is trying to talk to your machine, but your machine does not know how to respond. This may be caused by an incorrect address for the remote machine in the hosts file or by an incorrect address in the /etc/ethers file. Checking the Configuration of the Network Interface You can use the ifconfig command to check the configuration of the network interface. For example, to obtain information on the Ethernet interface installed in slot 4, type this: # /usr/sbin/ifconfig emd4 emd4: flags=3 inet 192.11.105.100 netmask ffffff00 broadcast 192.11.105.255 This tells you that the interface is up, that it is a broadcast network, and that the Internet address for this machine is 192.11.105.



Netcat, the “TCP/IP Swiss Army Knife” Experienced system and network administrators often identify netcat, the “TCP/IP Swiss Army Knife,” as one of the more useful tools for debugging network problems and for identifying network security 466 / 877
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vulnerabilities. Basically, netcat is a general-purpose utility that can read and write data across a network, using either the TCP or UDP. It can be thought of as the network analog of the cat command on your local system. Recall that cat command can be used to write to a file or to read from a file on a UNIX system. Netcat can do the same things, but over a network, and can be used, using its various options and as part of scripts, to carry out an amazing variety of tasks over a network. If netcat is not already available on your system, you can download the GNU version of netcat from http://netcat.sourceforge.net/ . This version runs without changes on Linux, Solaris, FreeBSD, NetBSD, and Mac OS X, and with minor changes on other UNIX variants. Some distributions of netcat include a set of sample scripts for carrying out basic tasks, including probing remote hosts, copying files over the network, and so on. When you run netcat (by running either the netcat command or the nc command, depending on the version you have), you can connect to a remote host on a specified port and send your input to the service that answers on that port. For example, if you connect to port 25 on a remote host using netcat, you can determine whether the SMTP daemon is running on this port, as expected. If it is, you can use netcat to interactively test whether SMTP is running properly on this remote host. Similarly, you can interactively test other TCP/IP services, including FTP (port 21), POP3 (port 110), IMAP (port 143), HTTP (port 80), and so on. In Chapter 9 we discussed the telnet command, which can be used for remote login over a TCP network. Note that telnet does not provide the same functionality as netcat. The netcat command has been designed to be much more useful that the telnet command. Netcat can be set up to listen for incoming connections, while telnet cannot; telnet only supports TCP and not UDP, and netcat can easily be used in a script, while telnet cannot be. Examples of netcat Use We will illustrate the use of netcat with two examples. (Here we use the GNU netcat command; other versions of netcat are run using the nc command for netcat. You should check to see which of these two commands is supported on your system. Generally, these two commands take the same options.) First, note that you can use netcat to send a file over a network. To send a file, you need to run netcat on both the host that is sending the file, say host1, and the host that is receiving the file, say host2. For example, on host2 you could run the command # netcat −1 −p 3000 −v > test to tell netcat to l isten (using the –l option) on port 3000 (using the –p option). On host1, you then run # cat test | netcat host2 3000 −q 5 to send the file test to netcat, which then sends this file to host2 on port 3000. The –q option tells netcat to quit five seconds after the end of the file (EOF). The –v (verbose) option is used to provide brief diagnostic messages, including when the connection was made and the sending and receiving hosts; the option –vv can be used to provide complete diagnostic messages, including the amount of data transmitted. Next, we will show how you can use netcat to scan a range of ports on a remote host. For example, you can use # netcat −v −w 3 −z 192.20.5.55 20–30 to scan all ports between 20 and 30, inclusive, on the remote host with IP address 192.20.5.55. Here the –w option with the argument 3 tells netcat to wait three seconds before reporting that a particular port did not respond, and the –z option tells netcat not to send any data to each of the ports being scanned. (Another important tools for port scanning is the powerful nmap [network mapper] program. See http://www.insecure.org/nmap/ for more information on nmap.) System administrators and network administrators have found many ways to effectively use netcat for a wide variety of tasks. Unfortunately, malicious hackers have also figured out ways to take advantage of netcat for attacking remote hosts. Because of this, use of netcat is often limited by various security policies and systems. For more information on netcat, go to http://www.vulnwatch.org/netcat/readme.html . To learn more 467 / 877
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about netcat and how it can be used by hackers, go to http://www.onlamp.eom/pub/a/onlamp/2003/05/29/netcat.html . There is also a version of netcat that encrypts data sent over connections, called CryptCat; you can learn about CryptCat at http://farm9.org/Cryptcat/ .



Advanced Features Other capabilities can be enabled once your system supports TCP. We will briefly discuss some of these capabilities here. Their configuration can be quite complicated. For more information, consult the “How to Find Out More” section at the end of this chapter. Name Server You can designate a single machine as a name server for your TCP/IP network. When you use a name server, a machine wishing to communicate with another host queries this name server for the address of the remote host. So, the machine itself does not need to know the Internet addresses of every machine it can communicate with. This simplifies administration because you only have to maintain an /etc/hosts file on one machine. All machines in your domain can talk to each other and the rest of the Internet using this name server. Using a name server also provides better security because Internet addresses are only available on the name server, limiting access to addresses to only the people who have access to the name server. Just because some users in your domain can’t reach your name server doesn’t mean they can’t use the IP address directly to contact a host. Also, it doesn’t prevent them from using other name servers to get the same info. (For example, you can set up your /etc/resolv. conf to point to 138.23.180.127 even though your local name server is 207.217.126.81.) Router A router allows your machine to talk to another machine via an intermediate machine. Routers are used when your machine is not on the same network as the one you would like to talk to. You can set up your machine so that it uses a third machine that has access to both your network and the network of the machine you need to talk to. For instance, your machine may have Ethernet hardware, while another machine you need to communicate with can be reached only via PPP. If you have a machine that can run TCP/IP using both Ethernet and PPP, you can set this machine up as a router, which you could use to get to the remote host reachable only via PPP. You would configure your machine to use the router when it attempts to reach this remote system. The users on your machine would not need to know about any of this; to them it seems as if your machine and the remote machine are on the same network. You need to understand a few more things about routers than we can cover here, but we can discuss some basic concepts. Routers are set up using the same network addressing scheme as for the network card we previously described. The router is assigned a specific IP address. Usually it is the first address on your network. For example, the first router on the 135.18.99 network would be 135.18.99.1. If you have additional routers, you would usually assign them the next available number (135.18.99.2 and so on). Since a router is a device on your network, you can ping it just as you would a UNIX machine. For example, if you want to know the status of the router at address 135.18.99.1, you can type # ping 135.18.99.1 If you have assigned a name to the router, say snoozy, you can ping the router with the command sequence # ping snoozy You will receive responses similar to those shown in the previous section on ping in this chapter. Networks and Ethers As you expand the scope of your connectivity, you may want to communicate with networks other than your own local one. You can configure your machine to talk to multiple networks using the 468 / 877
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/etc/inet/networks file. Here is an example of a line you would add to this file: mynet



192.11.105



my



The first field is the name of the network, the second is its Internet address, and the third is the optional alias name for this new network. The file /etc/ethers is used to associate host names with Ethernet addresses. There is also a service called RARP that allows you to use Ethernet addresses instead of Internet addresses, similar to the way DNS (Domain Name Service) maps a machine node name to an IP address. RARP converts a network address into an Internet address. For example, if you know that a machine on your network has an Ethernet address of 800010031234, RARP determines the Internet address of this machine. If you are using the RARP daemon, you need to configure the ethers file so that RARP can map an Ethernet address to an IP address. There are other files that generally do not require attention, such as /etc/services and /etc/ protocols. If you want to know more about these files, consult the network administration guide for your variant.



PPP ADMINISTRATION PPP(Point-to-Point Protocol) is a connection-oriented protocol that allow users to connect to UNIX systems over a remote connection using a device such as a modem or a dedicated serial link. To use these protocols, you must have TCP/IP running on both the client machine and the UNIX host to which it wants to connect. PPP Protocol Administration PPP (Point-to-Point Protocol) is a serial connection that can be used to support reliable connections. PPP allows you to communicate over a variety of protocols, including TCP/IP. PPP provides excellent error handling and correction facilities. It also allows for intelligent connections between your machine and the UNIX host. PPP can determine the local and remote TCP/IP addresses from a connection. The program that sets up the configuration for the PPP connection is called pppd (PPP d aemon). PPP does not perform a dialing function itself. Instead, it uses a connection-oriented program such as chat (see Chapter 10 for information on the Internet Relay Chat). You can specify some of the commonly used options to pppd in the chat script file and provide others on the command line. For example, the command pppd connect 'chat −f mychat.chat' /dev/cua0 33600 will start PPP on port 1 (cua0) at 33600 baud, using the chat script myscript.chat for other settings as well as actually making the connection. You can set up routine PPP options in a file called /etc/ppp/options. When you start PPP, it will look in this file first for options and only override them if the command line supplies a different value for an option. PPP also provides a secure method for transmitting information, CHAP (Challenge Handshake Application Protocol). If you need to use authentication to ensure security between two connected systems, you can set up a security file called /etc/ppp/chap-secrets. This file contains the client’s and server’s hostnames, a key, and the range of allowed IP addresses that they can communicate from. When PPP is started with the –auth option, CHAP is used to authenticate the connection and monitor it continuously
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DNS (Domain Name Service) Administration The concept of DNS has been around since the 1980s. It was implemented to make the life of the network and system administrators easier by establishing a uniform architecture for identifying names for machines instead of TCP/IP addresses. In addition, DNS made it possible to centralize the places you look to find out the name for a particular machine into machines called DNS servers. In the following sections, we will discuss how the DNS service evolved, and how it is structured to be administered easily



A Brief History of DNS As Internet use grew in the early 1980s, the number of networked machines required to house all of the information grew at an even higher pace. One of the biggest problems was in handling the names of all of these machines. In the beginning of the Internet, every computer had a file called hosts.txt that contained the hostname-to-IP address mapping for all the hosts on the ARPANET. UNIX modified the name to /etc/hosts. Since there were so few computers, the file was small and could be maintained easily The maintenance of the hosts.txt file was the responsibility of SRI-NIC, located at the Stanford Research Institute in Menlo Park, California. When administrators wanted to change this file, they e-mailed the request to SRI-NIC, which would incorporate requests once or twice a week. This meant that administrators also had to periodically compare their hosts.txt file against the SRI-NIC hosts.txt file, and if the files were different, the administrator had to ftp a new copy of the file. As the Internet started to grow, the idea of centrally administering hostnames, as well as deploying the hosts.txt file, became a major issue. Every time a new host was added, a change had to be made to the central version, and every other host on ARPANET had to get the new version of this file. In addition to this problem, several other issues with a single file were encountered. To maintain an updated hosts.txt file required administrators to constantly download new copies of the file, causing unnecessary traffic on the network and an unbearable load on the SRI machines. A single file could not handle duplicate names, which meant that machine names would eventually run out. Every computer on ARPANET needed to have the latest version of hosts.txt, but there was no automatic way of distributing updated versions. If two computers had different versions, the entire network would get confused. In the early 1980s, the SRI-NIC called for the design of a distributed database to replace the hosts.txt file. The new system was known as the Domain Name System (DNS for short). ARPANET switched to DNS in September 1984, and it has been the standard method for publishing and retrieving host name information on the Internet ever since. DNS is a distributed database based on a hierarchical structure. Under DNS, every computer that connects to the Internet connects from an Internet domain. Each Internet domain has a name server that maintains a database of the hosts in its domain and handles requests for hostnames.



The Structure of DNS DNS has a root domain, ‘.’, at the top of its tree, much as UNIX has the root directory, ‘/’. All domains and hosts are located underneath the root domain. The root-level domain currently has 13 name servers maintained by the NIC that can answer queries. Their names are a.root-servers.net., b.rootservers.net., c.rootservers.net., and so on. In this section we will first look at the structure of DNS, starting with the concept of top-level domains and then continuing into subdomains. We will also look at three different types of name servers that are used to handle domain information.



Top-Level Domains Under the root domain, several “top level” domains are classified into two types, generic and country 470 / 877
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codes. Generic top-level domains include .biz (Business) .com (Commercial) .edu (Educational) .gov (U.S. Government) .info (Information) .int (International, e.g., NATO) .mil (U.S. Military) .museum (Reserved for museums) .name (Reserved for individuals) .net (Network organizations and Internet service providers) .org (Nonprofit organizations) .travel (Reserved for the travel industry) Country codes are used to identify top-level domains of machines located within a particular country For example, .uk is the country code for the United Kingdom, .au is the country code for Australia, .ca is the country code for Canada, and .mx is the country code for Mexico. (Note that the country code for the United States, .us, is not used very much.) A complete list of country codes, covering every part of the world, can be found at http://www. iana.org/cctld/ .



Subdomains In addition to the top-level domains, DNS also has subdomains such as att.com, nasa.gov, and berkeley.edu. Subdomains in DNS are equivalent to subdirectories in the file system. If a particular directory contains too many files, we usually create a subdirectory and move many of the related files into this new directory This helps to keep directories and files organized. The same principle applies to DNS: When a domain has too many hosts, a subdomain can be created for some of the hosts in the domain. Subdomains can be created at any time without consulting any higher authority within the tree. Any subdomain is free to create other subdomains. The relationship between a domain and its subdomain is similar to a parent and child relationship found in the UNIX directory tree. The parent domain must know which machine handles the subdomain database information so that it will be able to tell other name servers who holds the information for the subdomain. When a parent creates a subdomain, this is known as delegation. The parent domain delegates authority for the child subdomain to the subdomain’s name server.



Fully Qualified Domain Names Each domain has a fully qualified domain name (FQDN), which is similar to a pathname in the file system, within the DNS. To identify the FQDN for a particular domain, we start by first getting the name of the current domain, adding the name of the parent domain, and then adding the name of the grandparent’s domain, and so on until we reach the root of the tree. This method is the reverse of the method used to construct directory names in the UNIX file system. An example of a fully qualified domain name is csua.berkeley.edu This particular domain name corresponds to the Computer Science Undergraduate’s Association at the University of California at Berkeley From this name we can tell that csua is a subdomain of the berkeley domain, which is itself a subdomain of the edu “top-level” domain. In this representation, the 471 / 877
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strings between the dot character, ‘.’, are called labels. The last ‘.’ is used to represent the root domain.



Resolvers Special programs that store information about the domain name tree are called DNS resolvers or name servers. These programs usually have the complete information about some part of the domain name tree. The main types of name servers are master, slave, caching, and forwarding. You may see these servers referred to as full service resolvers, because they are capable of receiving queries from clients and other name servers. A full service resolver always maintains a cache of items that it has already looked up. It is also able to perform recursive queries to other name servers, if it does not have a cached answer for a query that it received. Master DNS Servers Each DNS domain has a master, or primary, server that contains the authoritative zone database file. This file contains all of the hostnames and their corresponding IP addresses for the domain, along with several other pieces of information about the zone. A master name server answers queries with authoritative answers for the zone in which it is located. To service client requests, a master name server normally queries other name servers to obtain the required information. It also maintains a memory cache to remember information returned by other name servers. The master name server’s database is also used to delegate responsibility for subdomains to other name servers. To change the information for a domain, the zone database file on the master name server must be changed. The zone database contains a serial number that must be incremented each time the database is altered, as this ensures that secondary name servers will recognize the changes. Slave DNS Servers Each domain should have at least one slave, or secondary, server for redundancy purposes. The slave server will obtain a copy of the zone database, usually from the master name server. The slave will serve authoritative information for the zone just as the master server does. Slave name servers will normally query other name servers to obtain information from other name servers to answer client requests. Like master name servers, slave name servers have a memory cache that remembers information returned by other name servers. Caching DNS Servers Caching, or hint, name servers do not serve authoritative information for any zones. Clients query such a name server, and it forwards the query to other name servers until an answer for the query is found. Once an answer is found, the caching name server remembers the answer for a period of time. If the same client makes the same query again (or if other clients do), this name server gives the answer stored in cache, instead of forwarding the query to another name server. Caching name servers are generally used to reduce DNS traffic over slow or expensive network connections. Forwarding DNS Servers Forwarding, or proxy, client, or remote, servers have only one purpose, to forward all DNS requests to other DNS servers, caching the results. Although forwarding DNS servers may seem rather pointless, they can help reduce traffic and external access needs. In particular, they are used when access to an external network is slow or costly



DNS Resource Records DNS resource records are entries stored in the DNS database. The DNS database is a set of ASCII text files that contain information about the machines in a domain. This information is stored in a specific format that we will examine in this section. Information is added to a domain by adding resource records to the database located on a primary name server. When a query is made to a name server, the server will return one or more resource records containing either the exact answer to the query or information pointing to another name server in the name space to look for the answer. The 472 / 877
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resource records on a primary name server are stored in a zone database. The zone database is usually made up of at least three files: db.network (for example, db.10.8.11)



db.domain (for example, db.bosland) db.127.0.0 The first file contains the mapping of IP addresses to hostnames for a given network. The second file contains the reverse mapping of hostnames to IP addresses. The third file contains a mapping for the local host. DNS bind allows you to name these files differently from the examples. The name of the zone databases for bind4 mapping is in /etc/named.boot, and that for bind9 mapping is in /etc/named.conf .



The Structure of DNS Database Files Each database file has three main sections, the Start of Authority section (SOA), the name server section (NS), and the database section. Each of these sections has one or more DNS resource records. The syntax of a DNS resource record can be in one of the following forms: [TTL] [class] type data [class] [TTL] type data The first two fields, TTL and class, are optional fields that correspond to the “Time-To-Live” and the class of the record. The “Time-To-Live” is a decimal number that indicates to the name server how often this particular record needs to be updated. Usual values range from a few minutes to a few days. If this field is blank, it is, by default, assumed to be three hours. The class field indicates which class of data the record belongs to. The only class that is used is the IN class, corresponding to Internet data. The type field is a required field and describes the type of data in the record: SOA Record The Start of Authority resource record is located at the top of each file in the zone database. The SOA includes many pieces of information that are primarily used by the secondary name server. NS Record The name server section is the second section in each of the files in the zone database. It contains a name server resource record, NS, for each of the primary and secondary name servers for the zone that the database serves. A Record An A record is an address record used for providing translations for hostnames to IP addresses. PTR Record The pointer, or PTR, records are typically seen in the db.network or the db.127.0.0 files. They are used for reverse address resolution, which is used by the name server to turn an IP address into a hostname. CNAME Record The Canonical Name (CNAME for short) record makes it possible to alias hostnames. This is useful for giving common names to large servers. For example, it is useful to have the server that handles both web traffic and FTP traffic for a domain respond to the names www and ftp. MX Record The list of host names that will accept mail for this domain, and their priority The priority indicates the urgency of mail delivery for a given host. A smaller number indicates quicker response. The Database portion of the zone file contains all of the resource records that contain the data for the hosts in the zone. Three main types of records are encountered in this section. In the db.network file we will encounter PTR records. In the db.domain file we will encounter A and CNAME records.
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You may want to connect to another machine on the TCP/IP network to send or receive information but not be sure what the machine’s address is, or even that the machine name (hostname) that you want to reach exists. The nslookup utility enables you to find out this information. You provide the hostname of the desired machine as part of the command line. For example, # nslookup dodger.com Name Server: damian.master.com Address: 198.5.22.7 Name: dodger.com Address: 199.14.36.112 provides the name server (damian.master.com) that dodger.com exists on as well as the IP address for both the name server and dodger.com. If the hostname for the machine does not exist, you will get a message back indicating so. For example, if you were to type in the name dogder.com by mistake, you would get a message like this: # nslookup dogder.com Name Server: damian.master.com Address: 198.5.22.7 *** damian.master.com can't find dogder.com: Non-existent domain One important point to note is that nslookup uses an authoritative approach to do its translations. It uses either your local name server or whatever is specified in /etc/resolυ.conf to do queries. As long as the machine is in your domain, you can guarantee that the machine exists without going outside the domain (called an authoritative answer). If you need to go outside your domain to get the information from another domain server, the answer is nonauthoritative (you are taking the other domain server’s word that the domain name exists). In the successful example shown previously, damian.master.com needs to be authoritative to dodger.com; otherwise, you will be informed that it is a nonauthoritative lookup.



Using host and dig Besides nslookup, two other commands, host and dig, are often used to obtain DNS information about a particular hostname or IP address. These two commands are supported by Solaris, AIX, HPUX, Linux, FreeBSD, NetBSD, and OpenBSD, as well as other UNIX variants. Some UNIX variants support one, but not both, of them. The host Command The host command can be used to find the IP address corresponding to a particular hostname, or vice versa. For example, # host dodger.com dodger.com is 198.5.22.7



gives us the IP address corresponding to the host dodger.com. We can find the hostname corresponding to the IP address 198.5.22.7 as follows: # host 198.5.22.7 dodger is 198.5.22.7



The dig Command The dig (short for domain i nformation g roper) is a powerful command that can be used to extract information from DNS servers. You can use this command for DNS lookups on particular DNS servers. Network administrators used the dig command to troubleshoot DNS problem because of its flexibility and ease of use, as well as the clear way output is presented. The following is an example of a dig query that will query each of the DNS servers listed in /etc/resolυ.conf : # dig dodger.com 474 / 877
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To query a particular DNS server, you use a command like # dig @ns.dodger.com dodger.com any This command directly queries the DNS server ns.dodger.com for any information about the hostname dodger.com. See the man page for the dig command to learn about the output provided by this command, as well as options that can be used to troubleshoot DNS problems.
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sendmail Mail Administration The sendmail daemon is a service that runs in the background on your UNIX machine to provide electronic mail services to users on a TCP/IP network. sendmail is what is known as a mail transfer agent (MTA). Although other MTAs are supported by UNIX (e.g., qmail), sendmail is by far the most commonly used one. The sendmail environment is the most complex service available on UNIX. In addition to simply sending messages from one user to another, sendmail determines how to best route the messages across networks to reach a particular destination. Finally, it provides forwarding services so that mail items can be redirected to destinations other than those they were originally sent to. Since sendmail is so complex, we will only address the basics that will allow you to get started as a network administrator for this service. If you want to learn more details, see the “How to Find Out More” section at the end of this chapter. It is important to understand the distinction between a mail delivery function and a mail reading function. The sendmail daemon only provides the capability to encapsulate (package) a mail message so that it can be sent over a UNIX network. To read a message, a user must have an MUA (mail user agent), or mail reader, installed on the machine receiving the mail. Examples of MUAs are pine, Elm, and mailx. User interaction with sendmail is discussed in Chapter 8. The sendmail program may already be on your machine. If it is not, you can get it for free. The best source is the official sendmail site at http://www.sendmail.org/ . You can read more about sendmail in the Usenet newsgroup comp.mail.sendmail . Once you have sendmail on your machine, you must configure it for your particular environment to use it effectively. This is done through entries in the sendmail.cf file (sendmail configuration file). This configuration file sets up the options to be used in sending mail and defines the locations of files it uses to do so. It also defines the message transfer agents (or mailers) that sendmail uses to route messages over the network. Lastly, it defines rules for senders and recipients of mail and mailers that are used on your system.



Monitoring sendmail Performance To provide timely mail service to users on your system, not only must you configure sendmail properly, but you must also tune it and periodically and monitor its performance. The program includes a number of options that help you do this. Here are some of the more important ones that can be used when you start up the sendmail daemon: Option



Function



–ohhop_count



Specifies the maximum number of hops for a message. sendmail will assume a problem exists and discard messages when this count is exceeded.



–oCckpt_value



Specifies how often sendmail should check the queue to see how many messages are awaiting mailing.



–qtime



Specifies how often outgoing mail is to be batch processed.



– oxload_average



Specifies a limit for the average system load, at which sendmail stops sending outgoing mail.



– oXload_average



Specifies a limit for the average system load on incoming mail, at which sendmail stops receiving mail.



Networked Mail Directories A configuration you may find useful in a closely coupled environment is to use NFS (see Chapter 15) to share the directory /var/mail between multiple machines. In this way, mail gets stored on only one 476 / 877
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file system. In the event that your particular machine is down, you can most likely use another machine on your network that has access to the mail directory /var/mail on the server. First, decide which machine will be the primary machine that will normally have the mail file system mounted, such as company1. Second, move all mail currently found on the secondary machines to the primary machine. Next, remove the directory /var/mail/:saved from all of the secondary machines. (This directory is normally used as a staging area when mail is rewriting mail files.) Then, tell mail where it should forward the mail message if it finds that the /var/mail directory is not mounted properly Do this by adding the following variable to the mail configuration file: FAILSAFE=company1 Finally, mount the mail directory from the primary machine using NFS. Take caution to NFS-mount the mail spool directory as a hard mount (do not use the soft option). A soft mount may cause corruption of mail. For example, if the spooler is mounted with the soft option, and you are attempting to write to your local mailbox, and sendmail is attempting to deliver mail at the same time, your mail files may become corrupted. Setting Up SMTP SMTP (Simple M ail Transfer Protocol) is a protocol specified for hosts connected to the Internet that is used to transmit electronic mail. SMTP is used to transfer mail messages from your machine to another machine across a link created using the TCP/IP network protocol. The sendmail daemon sets up an SMTP service for both the mail client (the user who sends mail) and the mail server (the sendmail process that sends messages over the network). SMTP is the most popular mail protocol daemon for sending mail. To read your mail, you need an additional daemon. One example is the POP3 (Post Office Protocol level 3) protocol daemon. This daemon allows you to receive mail from the network in a format that can be read by a mail reader on your system. One specialized POP3 daemon is called qpopper, used to support mailers such as Eudora (see Chapter 8). You can obtain this daemon from Eudora at http://www.eudora.com/ . Eudora is now a product of Qualcomm, Inc. If you use elm as your mail reader (see Chapter 8), you do not need to set up a mail reading daemon such as POP3, since elm reads directly from the mail spool directory Mail Domains The most commonly used method of addressing remote users on other computers is by specifying the list of machines that the mail message must pass through to reach the user. This is often referred to as a route-based mail system, because you have to specify the route used to get to the user, as well as the user’s address. Another method of addressing people is to use what is known as domain addressing . This is the primary way in which web browser-based e-mail is sent; for example, sending mail to [email protected] (see Chapter 8, “Electronic Mail”). In a domain-based mail system, your machine becomes a member of a domain. Every country has a high-level domain named after the country; high-level domains are also set aside for educational and commercial entities. An example of a domain address is usermachine.company.com, or equivalently, machine.company. com!user . Anyone properly registered can send mail to your machine if they know how to get directly to your machine or know the address of another, smarter host (commonly referred to as the gateway machine) that does have further information on how to get to your machine; this may require the use of other machines on the way This cannot be done unless your machine is registered with the smarter host and you have administered the gateway machine on your system as the smarter host. If you have SMTP configured, your system may be able to directly access other systems in other domains. Once you have registered your machine within a domain, you must set the domain on your system. This can be done in several ways: If your domain name is the same as the Secure RPC domain name, then both can be set by using the /usr/bin/domainname program, using a line of the form domainname .company.com If you have a name server, either on your system or accessible via TCP/IP, the domain name 477 / 877



UNIX-The Complete Reference, Second Edition



can be set in the name server files, /etc/inet/named.boot or /etc/resolυ.conf, using a line of the form domain company.com The domain name can also be overridden within the mail configuration file using a line of the form DOMAIN=.company.com
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NIS+ (Network Information Service Plus) Administration NIS+ is a networking service that centrally manages information about network users and the machines they use and access, applications that are run, file systems that are used, and services that are needed to do all of these things. This type of setup is very useful if you have a network with users who share a large portion of their files and applications. It also makes the job of the network administrator easier, since NIS+ is the official repository of networking information. NIS+ provides a robust network security and authorization environment for file sharing services such as NFS, discussed a little later in this chapter. NIS, the predecessor of NIS+, has been around for a while. Commonly called the Yellow Pages, or YP for short, NIS was introduced by Sun Microsystems in the 1980s as a method for managing NFS environments by controlling and sharing such things as password and group information among hosts in a network. NIS+, which is part of Sun Microsystem’s suite of services called the Open Network Computing Plus (ONC+) platform, has been built onto the NIS platform. NIS+ provides a screening mechanism that authenticates users when a request is made for a resource that is shared on the network. For instance, if you want to use a file on another machine in the network, NIS+ determines whether or not you are allowed to use the resource before allowing NFS (see the following section) to mount it. If you want to perform a command on another networked machine using RPC (Remote Procedure Calls), NIS+ validates that you have access to the command as well as the information on the networked machine. If you are validated, you can perform commands such as rsh on the remote machine. (See later on in this chapter for a discussion of RPC.) NIS does not do authentication; it merely returns database entries. In the case of a password database, it is up to the application to determine whether the requesting user has the privileges to access it. NIS+ is implemented on the UNIX system by a daemon called rpc.nisd. This daemon starts the NIS+ service in one of two ways. The first is to run NIS+ with all of its service features. If you start the daemon with the –YB option, NIS+ is started in NIS compatibility mode. This allows machines that are on the network to use resources as though they are being managed by the older NIS services.
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NFS (Network File System) Administration NFS allows you to share files across networks. This capability eliminates the need to duplicate commonly used files on each machine in your network. NFS is used by all of the major UNIX variants. It can be used to share files between two, or among multiple, operating system types. For instance, NFS allows you to share files between a Solaris system and a Linux system. NFS is discussed in more detail in Chapter 15. Before you can use NFS, you need to make sure that a network provider is configured, that the Remote Procedure Call (RPC) package has been installed, and that the RPC database has been configured for your machine. Configuring a network provider has already been discussed. What follows is a discussion of the RPC package and its databases.



Checking RPC NFS relies on RPC, which allows machines to access services on a remote machine via a network RPC handles remote requests and then hands them over to the operating system on the local machine. The local system has daemons running that attempt to process the remote request. These daemons issue the system calls needed to do the operations. Because NFS relies on RPC, you need to check that RPC is running before starting NFS. You can check to see if it is running by typing this: # ps −ef | grep rpc If you see “rpc.bind” in the output of this command, then RPC is running. Otherwise, use the script /etc/init.d/rpc to start RPC. This startup script, also known as the portmapper in some variants, is in portmap/rpc.portmap/rpc.portmapper . You should also check to make sure that the data files for RPC are set up in files with names of the form /etc/net/*/hosts and /etc/net/*/services. You replace the * with the name of your transport. You may see many transports in /etc/net, because you will have one per transport protocol, such as the transport protocols associated with TCP/IP, ticlts, ticots, and ticotsord.



Setting Up NFS To set up NFS on clients and servers, the daemons used by NFS need to be started. For example, on Solaris machines, the daemons used by NFS clients and NFS servers are started by running the boot scripts /etc/init.d/nfs.client and /etc/init.d/nfs.server, respectively. Because this happens automatically at run level 3, you generally will not have to manually run these scripts. However, you start the NFS server daemons using the command # /etc/init.d/nfs.server start You can start the NFS client daemons using the command # /etc/init.d/nfs.client start On Linux, you can start both the NFS client and server daemons using the command # /etc/init.d/nfs start Note that NFS requires little in the way of configuration, as there is no notion of domains or name servers. With NFS, more of the configuration takes place as you actually make use of its facilities such as sharing and mounting resources. Sharing NFS relies on the administrator who is sharing the resource to keep security in mind. So when you share a resource, you also must determine how secure you want that resource to be. NFS resources do not have a name used to identify them, other than the actual path to the resource that is being shared. Machines on the network refer to the resource as machinename:resource when 480 / 877
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they attempt an operation on an NFS resource. Mounting Mounting resources with NFS requires that resources are identified with the notation machine-name:resource. NFS resources can also be mounted via the automounter, discussed in the following section, which mounts the resource only when a user actually attempts to access it. The Automounter NFS includes a feature called the automounter that allows resources to be mounted on an as-needed basis, without requiring the administrator to configure anything specifically for these resources. When a user requires a resource, it is automatically mounted for the user by the automounter. After the task using this resource has been completed, it will eventually be unmounted. All resources are mounted under /tmp_mnt, and symbolic links are set up to place the resource on the requested mount point. The automounter uses three type of maps: master maps, direct maps, and indirect maps. A brief description of these three maps follows for the Solaris system. For more information on the particular automounter available for your system, see the documentation for your system. Note that there are two widely used automounters for Linux systems, autofs and amd (the Berkeley Automounter). For more information on autofs, go to http://www.faqs.org/docs/Linuxmini/Automount.html, and for more information on amd, go to http://www.am-utils.org/ . For more information on NFS administration and automounters on AIX and HP-UX systems, go to http://www.freelab.net/uni x/hp- u x/chap1 2_nfs. html . The Master Map The master map is used by the automounter to find a remote resource and determine what needs to be done to make it available. The master map invokes direct or indirect maps that contain detailed information. Direct maps include all information needed by automount to mount a resource. Indirect maps, on the other hand, can be used to specify alternate servers for resources. They can also be used to specify resources to be mounted as a hierarchy under a mount point. A line in the master map has the form mountpoint map [mount-options] An example of a line in the master map is /usr/add-on /etc/libmap −rw This line tells the automounter to look at the map /etc/libmap and to mount what is listed in this map on the mount point /usr/add-on on the local system. It also tells the automounter to mount these resources with read/write permission. Direct Map A direct map can be invoked through the master map or when you invoke the automount command. An entry in a direct map has the form key [mount-options] location where “key” is the full pathname to the mount point, “mount-options” are the options to be used when mounting (such as –ro for read-only), and “location” is the location of the resource specified in the form server.path-name. The following line is an example of an entry in a direct map: /usr/memos −ro jersey:/usr/reports This entry is used to tell the automounter to mount the remote resources in /usr/reports on the server jersey with read-only permission on the local mount point /usr/memos. When a user on the local system attempts to access a file in /usr/reports, the automounter reads the direct map, mounts the resource from jersey onto /tmp_mnt/usr/memos, and creates a symbolic link between /tmp_mnt/usr/ memos and /usr/memos. A direct map may have many lines specifying many resources, like this: /usr/src \ /cmd-rw,softcmdsrc:/usr/src/cmd \ 481 / 877
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/uts-ro, softutssrc:/usr/src/uts \ /lib-ro,securelibsrc:/usr/lib/src



In the preceding example, the first line specifies the top level of the next three mount points. Here, /usr/src/cmd, /usr/src/uts, and /usr/src/lib all reside under /usr/src. A backslash (\) denotes that the following line is a continuation of this line. The last line does not end with a \, which means that this is the end of the line. Each entry specifies the server that provides the resource; that is, the server cmdsrc is providing the resource to be mounted on /usr/src/cmd. You can see that it is possible to have different servers for all of the mount points, with different options. You can also specify multiple locations for a single mount point, so that more than one server provides a resource. You do this by including multiple locations in the location field. For example, the following line, /usr/src −rw,soft cmdsrc:/usr/src utssrc:/usr/src libsrc:/usr/src can be used in a direct map. To mount /usr/src, the automounter first queries the servers on the local network. The automounter mounts the resource from the first server that responds, if possible. Indirect Maps Unlike a direct map, an indirect map can only be accessed through the master map. Entries in an indirect map look like entries in a direct map, in that they have the form key [mount-options] location Here, the key is the name of the directory (and not its full pathname) used for the mount point, mountoptions is a list of options to mount (separated by commas), and location is the server.path-name to the resource.



NFS Security As mentioned earlier, you can use the share command to provide some security for resources shared using NFS. (For more serious security needs, you can use the Secure NFS facility if it is available for your UNIX variant, which is described later in this chapter.) When you share a resource, you can set the permissions you want to grant for access to this resource. You specify these permissions using the –o option to share. For instance, –o rw will allow read/write access. You may also choose to map user IDs across the network. For example, say you want to give root on a remote machine root permissions on your local machine. (By default, remote root has no permissions on the local machine.) To map IDs, use a command such as this: # share −o root=remotemachine When deciding the accesses to assign to a resource, first decide who needs to be able to use this resource.



Secure NFS Secure NFS provides a method to authenticate users across the network and allows only those users who have been authorized to make use of the resources. Secure NFS is built around the Secure RPC facility (Note that Secure NFS is not available for all UNIX variants. For some variants, a different secure version of NFS is available.) Secure RPC will be discussed first. Secure RPC Secure RPC is used for authentication of users via credentials and verifiers. An example of a credential is a driver’s license that has information confirming that you are licensed to drive. An example of a verifier is the picture on the license that shows what you look like. You display your credential to show you are licensed to drive, and the police officer verifies this when you show your license. In Secure RPC, a client sends both credentials and a verifier to the server, and the server sends back a verifier to the client. The client does not need to receive credentials from the server because it already knows who the server is. 482 / 877
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Secure RPC uses the Data Encryption Standard (DES) and public-key cryptography to authenticate both users and machines. Each user has a public key, stored in encrypted form in a public database, and a private key, stored in encrypted form in a private directory The user runs the keylogin program, which prompts the user for an RPC password and uses this password to decrypt the secret key keylogin passes the decrypted secret key to the keyserver, an RPC service that stores the decrypted secret key until the user begins a transaction with a secure server. The keyserver is used to create a credential and a verifier used to set up a secure session between a client and a server. The server authenticates the client, and the client, the server, using this procedure. You can find details about how Secure RPC works in your network administrator’s guide for your variant. Administering Secure NFS To administer Secure NFS, you must make sure that public keys and secret keys have been established for users. This can be done either by the administrator via the newkey command or by the user via the chkey command. Public keys are kept in the file /etc/publickey, whereas secret keys for users, other than root, are kept in the file /etc/keystore. The secret key for root is kept in the file /etc/.rootkey/. After this, each user must run /usr/sbin/keylogin. (As the administrator, you may want to put this command in users’ /etc/profile, to ensure that all users run it.) You then need to make sure that /usr/sbin/keyserve (the keyserve daemon) is running. Once Secure NFS is running, you can use the share command with the –o secure option to require authentication of a client requesting a resource. For example, the command # share −F nfs −o secure /user/games shares the directory /usr/games so that clients must be authenticated via Secure NFS to mount it. As with many security features, be aware that Secure NFS does not offer foolproof user security. Methods are available for breaking this security, so that unauthorized users are authenticated. However, this requires sophisticated techniques that can only be carried out by experts. Consequently, you should only use Secure NFS to provide a limited degree of user authentication capabilities.



Troubleshooting NFS Problems As mentioned in the preceding section, NFS relies on the RPC mechanism. NFS will fail if any of the RPC daemons have stopped or were not started. You can start RPC by typing this: # /etc/init.d/rpc start If you wish to restart RPC, first stop RPC by executing this script, replacing the start option with stop. Then run this command again to start RPC. If you see any error messages when you start RPC, there is most probably a configuration problem in one or more of the files in /etc/net. If NFS had been running but now no longer works, run ps –ef to check that /usr/lib/nfs/ mountd and /usr/lib/nfs/nfsd are running. If mountd is not running, you will not be able to mount remote resources; if nfsd is not running, remotes will not be able to mount your resources. You should also see at least four /usr/lib/nfs/nfsd processes running in the output. One other daemon should be running on the client machine, /usr/lib/nfs/biod, which is a client-side daemon that enables clients to use NFS. Other problems may be related to the network itself, so be sure that the transport mechanism NFS is using is running. Consult your network administrator’s guide for information about other possible failures.
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Firewalls, Proxy Servers, and Web Security If you are a network administrator who is responsible for the web environment on your UNIX machine, you will need to know how to make your environment secure as well as efficient. There are a couple of ways to do this. You can put software called firewall software between you and the rest of the network on your UNIX machine to provide security. To improve performance, you can send information to and receive information from the outside world via software running on your UNIX machine called a proxy server . You can even combine these two functions into the same physical machine and call it a proxy/firewall machine. We will discuss each of these briefly here.



Firewalls for UNIX There are many different commercial firewall products for different UNIX variants, but many UNIX variants include a built-in packet firewall that can be configured to handle network packets differently, depending on their source and other characteristics. These firewalls are controlled using rules loaded into the UNIX kernel. How packets are handled is specified using a set of rules. These rules can either block or allow packets to flow, depending on the source of the packet, the packet type, the protocol, and other data. For instance, these rules can be used to block all incoming traffic or block all incoming traffic but allow anyone to set up an HTTP connection to a particular port or to allow all hosts to set up an SSH connection to a particular port. (Generally, it is good administrative practice to disallow all traffic that is not explicitly permitted for specific uses.) These rules can also specify what is allowed for outgoing traffic. Different UNIX variants support one or more packet firewalls. The most important of these are the iptables firewall, which is part of Linux, the ipfirewall (also called ipfw ) (Free BSD and Mac OS X), and ipfilter (also called ipf ), which comes with Solaris, NetBSD, and OpenBSD, and which runs on other many other UNIX variants, including HP-UX and Linux. We will illustrate how packet firewalls work with a brief introduction to iptables. Commercial firewall can be much more sophisticated than these built-in packet firewalls. They can provide much more flexibility on how packets are handled, and they can integrate other functions, including the function of a proxy server, which we will discuss later in this chapter. The iptables Firewall in Linux All newer Linux distributions include a firewall called iptables. This firewall is built on top of netfilter, a set of hooks in the kernel of Linux that are used to intercept and manipulate packets sent over a network. Network address translation (NAT), which allows the source and/or the destination of packets to be rewritten, primarily so that multiple hosts can access the Internet using a single IP address, is also built on top of netfilter. Although iptables technically refers to the tool controlling packet filtering and NAT, it often refers to the entire infrastructure including netfilter, NAT, and connection tracking, as well as the iptables firewall itself. A network administrator can use iptables to define rules specifying how network packets are handled. A rule specifies which packets it applies to and what is to be done with these packets. These rules are grouped into ordered list of rules, called chains. These chains are grouped into tables; each table is associated with a particular type of packet processing. Every network packet arriving at or leaving a host traverses at least one chain; each rule on that chain attempts to match the packet, and when the rule matches the packet, the target of that rule specifies what is done with that packet. If a packet reaches the end of a chain without matching any rule on the chain, the packet is handled using the default target of the rule of the chain. We will not go into the details of the use of iptables and its various command options, but we will illustrate its use with an example. Suppose that you have iptables running on your desktop computer connected to the Internet with a dedicated connection. To have your computer ignore all packets trying to set up a connect with it, you include the line iptables −p tcp −A INPUT -syn −j DROP 484 / 877
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Here, the --syn option is used to match those TCP packets that are used to initiate TCP connections. Blocking such packets on the INPUT chain will prevent incoming TCP connections, while outgoing TCP connections will be unaffected. (Another useful option is-source, which can be used to block or allow inbound TCP connections from specified hosts or networks.) The –j option is used to specify the target that specifies what to do with packets that match the rule specification. Here, the DROP option specifies that all packets matching the rule specification are dropped. For more details on how to use iptables, consult its manual page.



Keeping Your Network Safe Many more issues than we can discuss here are involved in managing a firewall effectively. This topic is beyond the scope of a book of this nature. If you are a firewall administrator, there are many good books on this topic that you will want to read before undertaking the task. We mention some good ones, such as the books by Cheswick and Bellovin and by Rubin, as well as a few others, listed in the section “How to Find Out More” of this chapter. What we will discuss here is why it is important to recognize that firewalls need to be administered to prevent against firewall attacks, or attempts by unauthorized users to get into your network. As a network administrator, you probably already understand the importance of keeping files and programs from being accessed by unauthorized people. You probably use combinations of NIS and NFS to ensure security for these things. In the Internet environment, the same types of issues are present. Because the connection method of the Internet is TCP/IP, all of your services that use TCP/IP must be monitored to ensure that no one is trying to get into your systems over the network. The most common way to prevent this is to implement a firewall between your network and the outside world. This firewall can check all incoming traffic to see if there are attempts to take information from, or to deliver information to, the machines on your network by outsiders. The most common type of attacks on firewalls are called intrusion attacks, where an outsider tries to make your system believe he or she is a legitimate user on your system. The risk here is that-once the person is validated as a legitimate user-the intruder has all of the privileges of a legitimate user, such as erasing or moving files or programs. A second type of attack is the service denial attack. An intruder can get into your system and disable certain files or programs so that you cannot use them. An example of this is a virus or a worm, both of which can cause irreparable harm to your system if left undetected. A third type of attack, which may not cause physical harm to your system, is called an information theft attack. Since this type of attack does not require you to do anything immediately to repair damaged files or programs, it can go unnoticed for a while. However, it is potentially more damaging, especially if the information that is being stolen is proprietary to you or, perhaps, to your company So how can you protect against these types of attacks? One way is to protect each host machine that connects to the outside world separately You install security software so that any unauthorized attempts to access a machine generate alarms and reports to the network administrator. While this is good for small environments with a few hosts, it becomes difficult when the network grows to dozensor scores-of network hosts. For large systems, a better way is to install network-based security The difference in this method is that you spend time looking at network issues that affect security rather than machine issues. For instance, two hosts in your system may deny service to anyone but users on a certain network. As long as the address trying to access them is on this network, the user is let in, using the host-based model. But what happens if an intruder spoofs (fools) the network into thinking that it is getting a request from a legitimate internal network address? With the network-based model, only one machine-the one that connects your network to the outside world-has to worry about monitoring the network for these illegal intrusions. This is the machine on which you put all of your firewall protection.



Intrusion Detection You can also increase the security of your hosts using an intrusion detection system. An intrusion detection system attempts to determine when someone is trying to break into your system, or when someone has already successfully broken in. Among the intrusion detection systems available for variants of UNIX are PortSentry the Linux Intrusion Detection System (LIDS), and SNORT. PortSentry watches possible scans of network ports on your system that might indicate that your system is under 485 / 877
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attack. When PortSentry sees suspicious activity, it can takes various actions, depending on the contents of a configuration file. You can download PortSentry free of charge from http://sourceforge.net/projects/sentrytools/ . The Linux Intrusion and Detection System (LIDS) adds a module to the Linux kernel, together with a set of administration tools that implements Mandatory Access Controls. These controls can be used to block access to all users, including root, except that access to resources can be allowed by configuring LIDS. LIDS can detect port scanning within its kernel. It can hide files completely and make files read-only to everyone, using root, it can hide processes to everyone or block which other processes are able to send signals to particular processes. LIDS also supports access control lists, discussed in Chapter 12. LIDS provides time-based restrictions on when tasks can be performed or a file can be accessed. You can download LIDS and obtain more information about LIDS from http://www.lids.org/ . SNORT is an open-source network intrusion detection, and prevention, system. You can obtain SNORT free of charge from Sourcefire, which offers commercial versions with integrated hardware and support services. SNORT can perform real-time traffic analysis and packet logging on IP networks and can perform protocol analysis; carry out content searching and matching; and detect a variety of attacks and probes, including buffer overflows, stealth port scanning, and CGI attacks, as well as many other types of attacks. It can also be used to prevent intrusions, not just detect them. To download, and learn more about, SNORT, go to http://www.snort.org/ .



Proxy Servers As the number of users on your network grows, the amount of requests for information on the Internet grows. Although most of these requests are legitimate and pose no security threats, there are some that may To prevent unauthorized requests from being made to services outside your firewall, there is an additional service that can be used besides firewall software, called a proxy service. The function of a proxy service is to let a machine that connects your network to the outside world, called a proxy server, act on your behalf (proxy) to send requests. When you request to access a specific network address or URL (see Chapter 10), your request goes to the proxy server. Depending on rules that are set up by the software running on the proxy server, you may either be allowed to connect to the end site or be denied. Examples of when you would be denied are when specific URLs are deemed inappropriate for access by business employees, or when the site that you want to access is known to be a malicious site that may introduce a virus into your network if you access it. Squid If you do not already have a proxy server installed on your network, you may want to install one. One option is to use Squid, a high performance proxy caching server for web clients. Squid is available for use free of charge for AIX, HP-UX, Solaris, Linux, Mac OS X, FreeBSD, OpenBSD, and NetSD, and other UNIX variants. You can download Squid from http://www.squid-cache.org/ . You can also find directions and help for compiling, installing, and running Squid at this site. You can also consult Squid: The Definitive Guide by Duane Wessels, published by O’Reilly and Associates, to learn more about Squid. We will not go into details about Squid or other proxy servers here. Instead, we will offer an overview of network administration issues involving proxy servers. Administering Proxy Servers Administering a proxy server basically centers on being aware of the potential for a breach of security or a misuse of the network. There are tools, called proxy monitors, that allow a network administrator to look at what sites are being accessed, how often, and by whom. By analyzing this information, a network administrator can determine whether or not to limit or completely eliminate the capability for users to access a particular site or network address via a proxy server. In addition to the security and misuse potentials, another potential issue can be addressed by monitoring your proxy server: performance. Since the proxy server acts as a “traffic cop” between the users and the outside world, 486 / 877
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its performance is directly related to the number of people that are trying to access it simultaneously A strong part of proxy server management is to track the load that is being placed on it at various times. From this analysis, the network administrator may implement one or two strategies to avoid congestion. The first method may be to implement additional proxy servers. When one becomes heavily used, users are switched over to another one to make their requests. This process will work until you are using the full capacity of the last available proxy server. Then, the network administrator may have to employ the second method, which is to restrict users or services on each proxy server. This second method can be done as effectively as the first, but you need to really understand the needs of your users before you attempt to implement this second solution instead of the first one.
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Summary One of the highlights of UNIX is its strong set of networking capabilities. This chapter has covered some aspects of administration of networking. Administration of TCP/IP networking, sendmail administration, and NFS has been discussed, as has NIS. We have talked about web-based network issues such as DNS, firewalls, proxy servers, and web security Because network administration can be quite complicated, complete coverage of this topic cannot be provided here. However, you should be able to use what you’ve learned here to get started in administering your network of UNIX system computers. Although you will find running networks challenging, you will discover that UNIX provides many tools to help you with this task.
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How to Find Out More A number of useful books are available on various aspects of network administration. For example, you will find the following books particularly helpful: Barnett, D.A., R.E. Silverman, and R.G. Byrnes. Linux Security Cookbook . Sebastopol, CA: O’Reilly, 2003. Burk, Robin, et al. UNIX Unleashed. 3rd ed. Indianapolis, IN: Howard W. Sams, 1998. Cervone, H. Frank. Solaris Performance Administration. New York: McGraw-Hill, 1998. Eisner, Mike, Ricardo Labiaga, and Hal Stern. Managing NFS and NIS. 2nd ed. Sebastopol, CA: O’Reilly. 2001. Hunt, Craig. TCP/IP Network Administration . 3rd ed. Sebastopol, CA: O’Reilly, 2002. Mansfield, Niall. Practical TCP/IP: Designing, Using, and Troubleshooting TCP/IP Networks on Linux and Windows. Reading, MA: Addison-Wesley, 2003. Wells, Nicholas. Guide to Linux Networking and Security . Boston, MA: Thompson, 2003. Here are some references for network security administration: Zwicky, Elizabeth, Simon Cooper, and D. Brent Chapman. Building Internet Firewalls . 2nd ed. Sebastopol, CA: O’Reilly, 2000. Cheswick, William R., Steven Bellovin, and Aviel Rubin. Firewalls and Internet Security: Repelling the Wiley Hacker . 2nd ed. Boston, MA: Addison-Wesley, 2003. Freiss, Martin. Protecting Networks with SATAN. Sebastopol, CA: O’Reilly, 1998. Garfinkel, Simson, Gene Spafford, and Alan Schwartz. Practical UNIX and Internet Security . 3rd ed. Sebastopol, CA: O’Reilly, 2003. Smith, Peter G., Linux Network Security . Hingham, MA: Charles River Media, 2005. Wells, Nicholas, Guide to Linux Networking and Security . Boston, MA: Course Technology, 2002. If you want to understand sendmail better, you can try Costales, Bryan, and Eric Allman. Sendmail 3rd ed. Sebastopol, CA: O’Reilly, 2002. If you want to understand the IPv6 protocol, you might try Feit, Sidnie. TCP/IP: Architecture, Protocols, and Implementation with IPv6 and IP Security . New York: McGraw-Hill, 1998. Loshin, Peter. IPv6 Clearly Explained. San Francisco, CA: Morgan-Kaufmann Publishers, 1999. If you want to use newsgroups to find out more about some of the topics covered in this chapter, you can try comp.security.firewalls and comp.security.misc for firewall information, comp.protocols.dns.std for DNS standards work, comp.protocols.nfs for NFS information, and comp.protocols.ppp for PPP information. For understanding network abuse and how it is being handled across the industry try the newsgroup news.admin.net-abuse. For more generic network administration topics, try comp.unix.
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Chapter 18: Using UNIX and Windows Together Overview The UNIX System gives you a rich working environment that includes multitasking, extensive networking capabilities, and a versatile shell with many tools. UNIX exists in many versions, called variants, that include distributions of Linux, Mac OS X, and BSD that run on desktop environments, and other distributions that run on workstations, minicomputers, and mainframes-such as Solaris, HPUX, and AIX. But we live in a world in which millions of desktop PCs and servers run applications under Microsoft Windows, which itself has a few versions currently being used, such as Windows 2000, Windows XP, and even older versions on home PCs. To complicate things further, many environments exist in which UNIX computers and Windows computers are networked together. These realities make it crucial for many people to use Windows and UNIX together. There could be many reasons to use both systems-for instance, if you use a UNIX system at work and run Windows on a PC at home or vice versa. You may want to take advantage of both UNIX and Windows applications by running them on the same machine. For example, maybe you wish to run UNIX versions of Windows software that are compatible with the original Windows versions. You may want to emulate your Windows environment on a computer running UNIX. On the other hand, maybe you wish to enrich your Windows environment with UNIX System facilities and tools, or you wish to run UNIX applications on a Windows machine. You may even want to run both Windows and UNIX on the same PC. When you use both Windows machines and UNIX machines on the same network, you may want to share files between them. You may want to use your Windows PC as a terminal for logging in to a UNIX computer, and so on. So in a hybrid world of both UNIX and Windows machines, you may want to use Windows and UNIX together in a multitude of ways. There are many aspects to using the UNIX System and Windows together. This chapter covers these issues and more: Moving to UNIX if you are a Windows user, including understanding important similarities and differences between the two operating systems Understanding the differences between how the graphical user interfaces execute tasks and how the command-line interfaces execute tasks Understanding how to access a UNIX system using terminal emulation on your PC Running Windows applications on UNIX machines, including Windows emulators Sharing files and applications across UNIX and Windows machines Running both UNIX and Windows on the same machine Networking Windows PC clients with UNIX servers (covered also in Chapter 15) Sharing hardware between UNIX and Windows machines
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Moving to UNIX If You Are a Windows User Both UNIX-and its variants-and Windows have command-line and graphical user interfaces. While many UNIX users switch between the two environments depending on the task to be performed, most Windows users seldom use command lines. To effectively move from a Windows environment to a UNIX environment, you will need to understand the similarities and differences between the two systems. If you are moving to a UNIX environment from Windows, you will need to know a number of things to become as proficient as you were in your Windows environment. You need to know about the differences and similarities of the commands used. You need to understand how the user interfaces are different, but-in some instances-can be made to look the same. You need to know the differences in how files and directories are named and accessed. And you need to know how the environments and shells are different. These next few sections talk about these issues.



Differences Between Windows and the UNIX System The UNIX System and Windows differ in many ways, most of which are hidden from the user. Unless you are an expert programmer, you do not need to know how memory is allocated, how input and output are handled, or how the commands are interpreted. But as a user, if you are moving from one to the other, you do need to know differences in commands, differences in the syntax of commands and filenames, and differences in how the environment is set up. You may also want to compare how the GUI (graphical user interface) environments of both UNIX and Windows are similar, and how they are different. If you already use Windows, you have a head start on learning to use the UNIX System. You already understand how to create and delete directories; how to change the current directory; and how to display, remove, and copy files. DOS users under Windows are familiar with command-line interfaces to execute commands. Windows users are familiar with using icons and mouse movements to perform simple tasks such as moving and copying files. While you may never need to understand the actual operations of the “clicks and drags” you use as a Windows user, you can get a clearer understanding of the UNIX System by understanding the corresponding UNIX System commands for these basic Windows commands. These Windows commands are executed as DOS commands in much the same way that commands performed under UNIX desktop environments, such as the Common Desktop Environment and K Desktop (CDE and KDE, discussed in Chapter 7) or the GNOME desktop (Chapter 6) are actually executed as UNIX commands. We will use the term DOS in this chapter to describe the command-line environment of Windows. In later versions of Windows such as 2000 and XP, the command-line interface to DOS is replaced by the notion of CMD.EXE instead of COMMAND.COM. Graphical User Interfaces Microsoft Windows presents users with a graphical user interface that lets them simplify many different tasks with the help of their mouse. The Windows GUI evolved from earlier GUIs developed at Xerox Park and at Apple Computers. Analogously, GUIs have been developed for UNIX users. Originally, different variants of UNIX had their own GUIs, but standardization efforts have led to the adoption of common GUIs across many variants of UNIX, such as the Common Desktop Environment (CDE), GNOME, and KDE. It is not difficult to move from one UNIX GUI to another, since the underlying principles behind the use of these GUIs are similar. In the same way, moving from the use of Windows with a GUI to the use of UNIX with a GUI is relatively easy For instance, both the UNIX and Windows GUI environments use icons to represent tasks, files, and directories. As an example, both UNIX and Windows use the concept of a folder to represent a directory The metaphor of “icon dragging” applies to both the UNIX and Windows GUIs. You can move icons around on a page, move the active window, enlarge or minimize it, or move file folders or contents to other folders in both environments. Likewise, the metaphor of “double-clicking” applies. When you double-click an icon in either GUI, an application executes and a new window opens to allow you to run the application. When you are done, you exit the application by selecting an 491 / 877
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“exit” icon in the active window. Even “right-clicking” is similar. When you use your right mouse button, you see either a drop-down menu of options you can perform with the current icon, or more information about it. General Differences Between the Command Line in UNIX and in Windows Although UNIX and Windows tasks can be executed in much the same way by using a graphical user interface, a number of differences exist between them in the way commands are executed, the way files are named and structured, and the environment under which a user interacts with the system. Some minor differences in command syntax can be confusing when moving from one system to the other. For example, as previously noted, DOS under Windows uses a backslash to separate directories in a pathname, where the UNIX System uses a (forward) slash. In addition, the two systems require different environmental variables, such as PATH and PROMPT, which must be set properly for programs to run correctly The file system structures also differ from one to the other. Although both Windows and UNIX use the concept of hierarchical files, each disk on a Windows machine has an identifier (for instance, C: or D:) that must be explicitly mentioned in the pathname to a file. This is because each disk has its own root directory with all files on that disk under it in a hierarchy UNIX has only one root directory, and no matter how many physical disks are associated with the files under the root directory, the files are referenced as subdirectories under the root directory This process, called mounting, shields the user from having to know where the files reside. In fact, files may even reside on different machines and still be accessed using this single root concept via remote resource mounting . These concepts are discussed in more detail in Chapters 14, 15, and 17. Finally, some fundamental concepts underlying the UNIX operating system are not present in DOSsuch as standard input and output. And some concepts are used much less frequently in DOS, such as piping commands or using redirection of output. The differences will be outlined here, as these concepts are an essential part of learning the UNIX System. Common Commands in UNIX and DOS Most of the common commands in DOS have counterparts in the UNIX System. In several cases more than one UNIX command performs the same task as a DOS command; for example, df and du both display the amount of space taken by files in a directory, but in different formats. In this case the UNIX System commands are more powerful and more flexible than the DOS SIZE command (DOS 7.0 and newer versions use the CHKDSK command). Some commands appear identical in the two systems-for example, both systems use mkdir. Table 18–1 shows the most common commands in DOS and the equivalent commands in the UNIX System. Table 18–1: Basic Commands in DOS and the UNIX System Function



DOS Command



UNIX Command



Display the date



DATE



date



Display the time



TIME



date



Display the name of the current directory



CD



pwd



Display the contents of a directory



DIR, TREE



Is –l, find



Display disk usage



CHKDSK



df, du



Create a new directory



MD, MKDIR



mkdir



Remove a directory



RD, RMDIR



rmdir, rm –r



Display the contents of a file



TYPE



cat



Display a file page by page



MORE



more, pg



Copy a file



COPY



cp



Remove a file



DEL, ERASE
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Remove a file



DEL, ERASE



rm



Compare two files



COMP, FC



diff, cmp, comm



Rename a file



RENAME



mv



Send a file to a printer



PRINT



lp



Most of these UNIX commands are described throughout this book, especially in Chapters 3 and 19. In some cases, putting them together in a chart may be misleading, because they are not precisely the same. In general, the UNIX System commands take many more options and are more powerful than their DOS counterparts. For example, the UNIX cp command copies files like the COPY command does, but the UNIX ls command allows you to do a little more than the DIR command under DOS. Command-Line Differences The differences between how DOS and the UNIX System treat filenames, pathnames, and command lines, and how each uses special characters and symbols, can be confusing. The most important of these differences are noted here: Case sensitivity DOS is-by nature-not case sensitive (except if your system supports long filename capabilities). You may type commands, filenames, and pathnames in either uppercase or lowercase, and they will act the same (e.g., the commands DIR and dir will both list the current directory and myfile and Myfile are treated as the same file). However, the UNIX System is sensitive to differences between uppercase and lowercase. The UNIX System will treat two filenames that differ only incapitalization as different files (e.g., file1 versus File1). Two command options differing only in case will be treated as different; for example, the –f and –F optionstell awk to do different things with the next entity on the command line. Backslash, slash, and other special symbols These are used differently in the two operating systems. You need to learn the differences to use pathnames and command options correctly See Table 18–2 for an understanding of the differences in structure. Table 18–2: Differences in Syntactic Use of Slash, Backslash in DOS and UNIX Name/Function



DOS Form



UNIX Form



Directory name separator



C:\SUE\BOOK



/home/sue/book



Command options indictor



DIR/W



ls –x



Path component separator



C:\BIN;C:\USR\BIN



/bin:/usr/bin



Escape sequences



Not used



\n (newline)



Filenames In earlier versions of DOS, filenames consisted of up to eight alphanumeric characters, followed by an optional dot, followed by an optional filename extension of up to three characters. Newer versions support something called long filenames, where the name can be up to 255 characters (or longer for some versions of XP). There still is a threecharacter limit on file extensions (see next entry)-since DOS uses the file extension to determine the type of file in many cases (and thus which program to associate it with). DOS filenames can have multiple dots; but if DOS detects a dot in the filename, it tries to interpret the next three characters after the last dot as the file extension. UNIX System filenames can have up to 256 characters and can include almost any character except “/” and NULL. UNIX files may have one or more dots as part of the name, but a dot is not treated specially except when it is the first character in a filename. Filename extensions In DOS, specific filename extensions are necessary for files such as executable files (.EXE or .COM extensions), system files (.SYS), and batch files (.BAT), as well as Windows files used by applications (such as .DOC, .PPT, .DLL, and .AVI). In the UNIX System, filename extensions are optional and the operating system does not enforce filename extensions. Some UNIX utilities, though, use filename extensions (such as .tmp, .h, and .c). 493 / 877
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Wildcard (filename matching) symbols Both systems allow you to use the * and ? symbols to specify groups of filenames in commands; in both systems the asterisk matches groups of letters and the question mark matches any single letter. However, if a filename contains a dot and filename extension, DOS treats this as a separate part of the filename. The asterisk matches to the end of the filename or to the dot if there is one. Thus, if you want to specify all the files in a DOS directory, you need *.*, whereas the UNIX equivalent is *. The UNIX System also uses the [] notation to specify character classes, but DOS does not. Setting Up Your Environment Both DOS and the UNIX System make use of startup files that set up your environment. DOS uses the CONFIG.SYS and AUTOEXEC.BAT files. The UNIX System uses a file called .profile. In order to move from Windows to the UNIX System, you need to know something about these files. In particular, you will need to understand how entries representing devices and services added under the Windows Control Panel are added to either the AUTOEXEC. BAT file or the CONFIG.SYS file, or both. You will also need to understand how the .profile file sets up certain aspects of your environment that affect how the UNIX shell is started up (see Chapter 4). Creating the DOS Environment When you start up a Windows machine running DOS, it runs a built-in sequence of startup programs, ending with CONFIG.SYS and AUTOEXEC .BAT if they exist on your hard drive (or a floppy that you are using to boot from). The CONFIG.SYS file contains commands that set up the DOS environment-such as FILES and BUFFERS, and some device driverswhich are TSR (terminate and stay resident) programs that are necessary to incorporate devices into the DOS system. Other devices are managed directly by Windows configuration files and do not become part of CONFIG .SYS. You can also specify that you wish to run a shell other than COMMAND.COM. The AUTOEXEC.BAT file can contain many different DOS commands, unlike CONFIG .SYS, which may only contain a small set of commands related to your machine configuration. In AUTOEXEC.BAT you can display a directory, change the working drive, or start an application program. In addition, you can create a path, which tells DOS where to look for command files-which directories to search and in what order. You use a MODE command to set characteristics of the printer, the serial port, and the screen display You use SET to assign values to variables, such as the global variables COMSPEC and PROMPT. Most of the previous functions are now handled by Windows automatically when it boots up, based on a file called the Registry, as well as internal settings of devices stored in the Control Panel. You can, however, usually see these activities happening by pressing the ESC key when your Windows screen first appears. This method is especially useful if you suspect that something has happened to your Windows system that is making it work incorrectly For example, you may not have sound coming out of your speaker. By looking at the actual DOS commands and environment setting routines that are being executed, you may discover that a specific device-such as the audio card that you are depending on-has a problem, and the driver for it is not being loaded at boot time. Setting Up the UNIX Environment In a UNIX system, the hardware-setting functions (performed by CONFIG.SYS and the MODE command on a DOS system) are part of the job of the system administrator. These and other administrative tasks are described in Chapters 13 and 14. Both systems use environmental variables such as PATH in similar ways. In the UNIX System, your environmental variables are set during login by the system and are specified in part in your .profile file. Your UNIX .profile file corresponds roughly to AUTOEXEC .BAT on DOS. A profile file can set up a path, set environmental variables such as PORT and TERM, change the default prompt, set the current directory, and run initial commands. It may include additional environmental variables needed by the Korn shell, if you are running this. On a multiuser system, each user has a .profile file with his or her own variables. Basic Features Some of the fundamental features of the UNIX System include standard input and output, pipes and redirection, regular expressions, and command options. Most of these concepts are found in DOS 494 / 877



UNIX-The Complete Reference, Second Edition



also, but in DOS they are relatively limited in scope. In the UNIX System they apply to most of the commands; in DOS they are only relevant to certain commands. Standard I/O The concept of standard input and output is part of both systems. In both systems, the commands take some input and produce some output. For example, mkdir takes a directory name and produces a new directory with that name. sort takes a file and produces a new file, sorted into order. In the UNIX System, certain commands allow you to specify the input and output, for example, to take the input from a named file. If you do not name an input file, the input will come from the default standard input, which is the keyboard. Similarly the default standard output is the screen. This concept is relevant for DOS also. If you enter a DIR command in DOS, the output will be displayed on your screen unless you send it to another output. Redirection Redirection is sending information to a location other than its usual one. DOS uses the same basic file redirection symbols that the UNIX System does: < to get input from a file, > to send output to a file, and >> to append output to a file. An important difference is that DOS sometimes uses the > symbol to send the output of a file to a device such as a printer, whereas the UNIX System would use a pipe. For example, the DOS command C:\> dir > prn sends the output of the dir (directory) command to the printer. The UNIX System equivalent would be the following pipeline: $ ls lp Pipes Both systems provide pipes, used to send the output of one command to the input of another. In the UNIX System, pipes are a basic mechanism provided by the operating system, whereas in DOS they are implemented using temporary files, but their functions are similar in both systems. Regular expressions The concept of regular expression is used by many UNIX System commands. While the Search routine in DOS is limited to asterisks and question marks in searching files and folders, there are some counterparts in DOS in the JScript and VBScript routines. Regular expressions are string patterns built up from characters and special symbols that are used for specifying patterns for searching or matching. They are used in vi, ed, and grep for searching, as well as in awk for matching. Options Most UNIX System commands can take options that modify the action of the command. The standard way to indicate options in the UNIX System is with a minus sign. For example, sort –r indicates that sort should print its output in descending rather than ascending order. Options are used with DOS commands, too. They are called command switches and are indicated by a slash. For example, DIR /P indicates that DIR should list the contents of the directory one page (screen) at a time, which comes in handy when you are looking at large directories. The concept is the same in both systems, but options play a more important role in normal UNIX System use.



Similarities Between UNIX and Windows UNIX and Windows both provide many useful features for their users. Original versions of Windows increased the ease of use of the GUI but did not do much to improve performance and services. Windows NT was the first Microsoft Windows-based system to do so. Newer Windows versions such as Windows 2000 and Windows XP have greatly improved multitasking capabilities and networking services. Here are a few ways in which UNIX and Windows are the same: Both UNIX and Windows can be loaded on a PC as a client that accesses a server. Additionally both can be loaded onto a server and provide services such as printing and file serving for their clients on a network. UNIX and Windows are true multitasking machines; that is, you can perform multiple tasks simultaneously UNIX and Windows both provide management of your processes through a GUI interface (Microsoft calls it the Task Manager). Both UNIX and Windows can provide a full suite of networking tools and applications 495 / 877
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to allow connections to other machines, and software to allow sharing of files across the network. Finally, both UNIX and Windows have strong built-in security features that keep unwanted intruders out.
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Networking UNIX and Windows Machines Many networked computing environments include both Windows and UNIX System machines. When you work in such an environment, there are many reasons for using the two systems together. You will probably want to transfer or share files between one system and the other, and you may also want to log in to a UNIX System computer from your Windows PC. We will discuss some of these concepts in the next sections. A number of networking capabilities are available that help you to link Windows PCs and UNIX System computers. In fact, one of the most popular-TCP/IP-is the network technology that has made the Internet flourish, since it is the backbone of the Internet. In addition to the following brief discussion, this concept is further discussed in detail in Chapters 15 and 10. You can provide TCP/IP services on your Windows PC so that it can carry out networking tasks with other computers running TCP/IP software, including computers running UNIX. These can be connected to the PC by an Ethernet LAN. You can even set up a simple SLIP (Serial Line Internet Protocol) or PPP (Point-to-Point Protocol) connection for basic Internet access (this is discussed further in Chapter 9). In order to use TCP/IP, a Windows user must define the protocol to the system via the Control Panel. The Networks setting allows you to add the TCP/IP service for dial-up networks as well as directly connected ones, as in a LAN. Providing your Windows PC with TCP/IP capabilities allows you to use Internet services and applications. You can also exchange electronic mail with other computers running TCP/IP software, including using SMTP (the Simple M ail Transfer Protocol). You can log in to another TCP/IP system using the telnet command. You can transfer files to and from other TCP/IP systems using the ftp or tftp command.
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Terminal Emulation Terminal emulation is a way to make your Windows PC look like a simple asynchronous terminal. Using your Windows PC as a terminal is a simple way to allow you to connect to a UNIX machine. You can then input commands from your PC’s keyboard and receive output display on your PC screen. Microsoft provides two built-in terminal emulators, HyperTerminal (for dial-up connections) and the telnet client (for direct LAN connections). In addition, there are a number of third-party software packages that provide terminal emulation services on Windows machines.



Logging In to Your UNIX System from Your PC A simple way to use DOS and the UNIX System together is to treat them as two distinct systems, and to simply access the UNIX System from your personal computer using a terminal emulation program to turn your PC into a UNIX System terminal. You can run whatever programs are important to you in a Windows environment and turn your personal computer into a UNIX System terminal when you wish to log in to your UNIX System. When you run a terminal emulator, your personal computer becomes a virtual terminal. You do not have access to most features of Windows and cannot run most Windows application programs while using the emulator without escaping the emulator environment and going back to Windows. However, you can run selected commands that manipulate files, like COPY, RENAME, and ERASE. These commands are usually preceded by some command to let the emulator recognize it as a DOS command. You can also do simple file transfers. Most terminal emulators have features that allow you to upload files to your UNIX system from the personal computer, and to download files from your UNIX system to your personal computer. Numerous terminal emulators are available for Windows machines, some of which come packaged together with an operating system environment. The next section briefly discusses the use of telnet, Dial-Up Networking, and an example of a commercially available product called NetTerm as ways to access UNIX machines.



Microsoft Windows Terminal Emulators To access your UNIX machine, you need to establish a connection between your PC and the UNIX machine you want to connect to. The type of connection you establish depends on whether you are on a LAN (l ocal area network), or remote (not directly connected). Microsoft has implemented both ways of accessing remote computers, including UNIX machines, as part of its environment. In particular, Microsoft includes a built-in telnet function for connecting to another machine over a LAN and a service called Dial-Up Networking for connecting over a phone line. Both of these are discussed in the next sections. The Microsoft terminal emulation programs lack some important features, so other vendors, such as InterSoft International, have created third-party applications that run as terminal emulators on Windows machines, such as NetTerm, which provide richer feature sets than the standard Microsoft software. Using telnet to Access Your UNIX System The telnet application allows you to connect one machine to another machine using the TCP/IP protocol, regardless of the operating systems on the machines. If you are connected to a LAN, you can access a UNIX machine simply by using the built-in telnet application on your Windows machine. There are three ways to access the program. The first is to use your Start bar and select the Run icon. You can then type in a command such as: telnet 152.99.196.84 which will open up a telnet connection to the UNIX machine at that address on your LAN. If you have a DNS name for the machine (see Chapter 17), you can alternatively type its name, for example, to 498 / 877
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DNS name for the machine (see Chapter 17), you can alternatively type its name, for example, to connect to the machine named hoviserve: telnet hoviserve Another way is to access telnet via your web browser. Selecting a URL that begins with the string “telnet://” displays the same telnet session window as in the previous two methods. Once you have opened up the telnet session, you log in to your UNIX machine by supplying your login ID and password as normal. Using Dial-Up Networking to Access Your UNIX System If you are accessing your UNIX system remotely (not on a LAN), you need to establish a dial-up connection. Windows has a feature called Dial-Up Networking that allows you to do this. To set up an icon to allow you to connect to a UNIX machine, you need to know a few things ahead of time. You need to know the dial-up number for the system you want to access, and some information about where you are calling from and what type of phone service you have (for instance, does it include call waiting). You also need to know what speed modem you are using, and which COM port it is connected to. After selecting the Network and Dial-up Connections header from the ones available under My Computer, you complete the information fields on the pop-up window (note that this is the same function as HyperTerminal). When they are complete, you are asked to save the configuration in a file. You should give the file a unique name, one that describes the UNIX system to which this information pertains, such as the computer name (for instance, flipper, if your UNIX machine name is flipper ). You should then move this file to your desktop, so that it is available for use without your having to hunt for it. To connect to a UNIX system from your Windows environment, select the Dial-Up Networking icon that is associated with that particular system (you may have multiple icons and multiple configuration settings for each UNIX system that you connect to) and use the pop-up windows that appear to automatically dial for you. Once you are connected, go through the usual UNIX System login procedure. Using Packages Such as NetTerm to Access Your UNIX System Third-party applications perform the same basic connecting functions as the built-in Microsoft ones but provide more flexibility in configuration and options that are not available with the Microsoft telnet implementation. One such package is NetTerm, by InterSoft International. NetTerm allows you to create and maintain a phone directory of many machines, each of which may have different characteristics. For instance, you can configure your desktop look (number of lines, number of lines to scroll, line width, and so on). You can also configure the keyboard mappings. This is especially useful if you want to use keys that are not part of the standard ones you normally use in typing. Figure 18–1 shows a sample configuration.



Figure 18–1: A sample NetTerm screen Once you have such a package installed and configured, you can store it on your desktop so that it can be run by double-clicking the associated icon. 499 / 877
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Running Windows Applications and Tools on UNIX Machines If you are used to running applications under the Windows environment, you can do so on UNIX machines. You may run a Windows emulator, which is an environment that is made to look like the familiar Windows one (it emulates it). You may also take advantage of tools that have been developed on UNIX machines to perform the same functions as their Windows counterparts, thus eliminating the need to have two separate environments on your machine that you must switch between to perform different tasks. Newer emulators are beginning to add richer features that do more than just emulate an environment; they actually take features from the Windows environment and implement them on UNIX machines in their native mode. This allows Windows users to perform tasks on UNIX machines exactly as they would perform them on their Windows machines. There are two types of emulators: software and hardware. The next section discusses some of the software emulators that are available. VMware, which is a hardware emulator, is discussed later on in this chapter.



Running DOS and Windows Emulators Under UNIX Emulators are available that enable you to run both DOS and Windows programs under UNIX. While DOS and Windows emulation is not heavily used except by experienced users, it is still worth mentioning for those who wish to take advantage of it. In addition to reducing the overhead cost of running two separate machines, or requiring dual booting to access features from one environment or the other, emulation allows UNIX users to run Windows environments only when needed . Win4Lin Win4Lin (http://www.win4lin.com/ ) is a Windows 2000 and XP (and even Windows 98) emulator running on the Linux platform that takes an interesting approach to Windows emulation. It is very tightly integrated with the Linux host operating system. For example, Win4Lin uses the Linux file system instead of creating a real or virtual FAT file system. It also makes certain parts of the install shared among all users of the machine, so there can be only one version of Windows installed on a Win4Lin machine (VMware can have multiple Windows installations-all different versions-installed and running at the same time). Due to the architecture, Win4Lin files are directly accessible from Linux, even when the emulation isn’t running. DOSemu DOSemu is a DOS emulator that is available for Linux systems from the web at http://dosemu.sourceforge.net/ . This Linux application typically comes with sample configuration files called config.dist that are used to help build your dosemu.conf file, which is the configuration file that you use for your particular version of Linux. You can create a bootable floppy disk using the mcopy command, which is available as part of Linux distribution. Copy the command.com, sys.com, emufs.sys, and exitmenu.com files (and the ems.sy.cdrom.sys file, if you have a CD-ROM on your system) to the floppy This allows you to boot up your Linux machine in DOS emulation mode. Wine The Wine emulator is a very popular Windows emulator for some UNIX variants. It runs on most of the versions of UNIX that run on Intel platforms, including Linux and Solaris. Wine started as a project in 1993, to support running Windows 3.1 programs under Linux. It has matured to support both 16-bit and 32-bit application environments, such as Windows 2000 and XP (Win32 applications). Its primary function is to convert Windows functions to X Window functions that are similar, using C language code instead of Microsoft code to do so. It has reached maturity with the current version 0.9.14 being released in May 2006. Many groups are developing new features for it. Some of the things that have been developed include support for sound devices, Winsock TCP/IP (a Windows service), modems, and serial devices. The code, extensive documentation, and tools to develop Wine are all available at http://www.winehq.com/ , which is the official headquarters site, and whose symbol is a tilted 501 / 877
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wineglass. RUMBA RUMBA is a suite of applications from NetManage (http://www.netmanage.com/ ). RUMBA is a product that allows you to run an environment that can connect you to multiple server machines over TCP/IP by using ActiveX objects. The objects are optimized for Microsoft’s 32-bit desktop platforms, such as Windows 2000 and XP. Many versions of this product are available, based on the type of client as well as the host to which you want to connect. The product is available for a range of UNIX platforms.
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Sharing Files and Applications Across UNIX and Windows Machines Ways are available for accessing Windows files and applications from within the UNIX operating environment, or for accessing UNIX files from within the Windows environment. One such way is to use a TCP/IP utility such as ftp to transfer files from one machine to the other. A second way is to use a Windows-based application that is an enhancement of ftp to perform a file transfer from one machine to the other. A third way is to treat a remote UNIX file system as though it were local to your Windows PC network, via a product such as Samba. A fourth way is to set up a virtual network among different machine environments using Virtual Network Computing (VNC) . This section discusses each of these methods.



Accessing Your UNIX Files from a Windows Machine Many computing environments include machines running Windows and UNIX together. When you work with both, you may need to transfer files from a Windows system to a UNIX system or from a UNIX system to a Windows system. You may also want to log in to a UNIX system from your Windows PC to access files using terminal emulation, which was discussed previously Or you may want to share files on Windows machines and UNIX machines. This section describes some capabilities that provide Windows-to-UNIX System networking. Transferring Files from Windows to UNIX Using ftp One of the primary reasons for connecting your Windows PC to a UNIX machine is to transfer files between the two. You can send files from your Windows PC to your UNIX machine, and vice versa, by using one of the commercially available packages such as WS_FTP on your Windows machine (see Figure 18–2). WS_FTP is a software package interface to the Windows TCP/IP service, called WinSock (for Windows Sockets), that allows you to use a Windows interface to perform FTP operations from one machine to the other. You simply locate the source file on one machine, move to the appropriate directory in which you want to place the file on the other machine, select whether you want the transfer to be binary (as for program files) or ASCII (text files), and select an arrow showing in which direction the transfer is desired. WS_FTP Pro supports long filenames for Windows. You can get WS_FTP or WS_FTP Pro directly from the vendor, Ipswitch, Inc., via the web at http://www.ipswitch.com/ .



Figure 18–2: A sample WS_FTP session Another way that a Windows machine can share files with a UNIX System computer is via a simple local area network connection. Using such a configuration, the Windows machine can be a client of the UNIX system, which acts as a server. This allows Windows to share files with UNIX systems using facilities such as ftp. The ftp command is discussed in detail in Chapter 9. A third way exists to share files between Windows machines and UNIX machines across a network. Both Windows and UNIX allow you to share files using the Network File System (NFS). This concept is discussed in more detail in Chapters 15 and 17. One useful feature of NFS is that you can set up the system to allow a machine that is acting as a file or print server for a client machine to become a 503 / 877
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client itself, accessing resources on another server. This resource pooling concept makes NFS a powerful file sharing environment. NFS implementations for use on a Windows machine can share files with a UNIX machine, and versions that run on UNIX machines can share files with Windows machines. The implementations for both UNIX and Windows machines are generically called PC/NFS. Using Samba to Share and Print Files on Different Operating Systems If you are a Windows user on a network that is constantly connected to a particular UNIX machine, you may need to access or print files that are on the UNIX machine to use in your local applications on your Windows machine. Rather than learn how the UNIX file system works in order to locate and manipulate files, you may want to use an application that allows you to access the files and manipulate them as a Windows user normally does, and have them look just like Windows files to you. The same is true for UNIX users that need to access and print files on a Windows machine. Samba is an open-source software suite that is available on the web at http://www.samba.org/ through the GNU public license. Mirror sites are available worldwide for both the documentation and the software downloads. Samba was originally developed by Andrew Tridgell but has become a joint project of the Open Source team for Samba. The name Samba is derived from the functionality of the software. The protocol used is the equivalent of what Microsoft refers to as the NetBIOS protocol (also called the Common Internet File System, or CIFS, protocol). This protocol on UNIX is referred to as the Server M essage Block (SMB) protocol, hence the name Samba. One of the things this protocol allows is to mount UNIX file systems so that they appear to be DOS files to a user of a Windows system, or vice versa. A UNIX user can mount a file system on a UNIX machine that is connected to a Windows PC so that it looks like a network drive when a Windows user displays drives under Explorer. For example, you can mount a file system that is called winfiles on a UNIX machine and make it appear as though it is connected as a Windows directory available on the Windows L: drive, appearing as whatever you define it on your Windows machine, say L:\win. Whenever you perform any file activity on the Windows machine in the directory L:\win, such as creating, modifying, or deleting files, you are actually using the Samba software to perform the activity on the UNIX file called winfiles. The advantage to doing this is that a Windows user does not need to know anything about the file system structure of UNIX to actually manipulate files and directories on a UNIX machine; everything appears as though the environment is Windows. If you are a UNIX user, the same concept is true from the UNIX perspective. Files that are accessed from the Windows machine appear as UNIX files to you. This approach is different from mounting the remote files via NFS (the Network F ile System), which is discussed in Chapters 15 and 17. Although the two are functionally equivalent, the NFS approach requires the installation of something called the NFS client, in order to be able to access the files on the UNIX server. On the other hand, NFS is more robust, in that you can have multiple client/server relationships in the same network (for instance, a client can be a server, and vice versa). Which one you use depends on how many Windows clients are on your network. If there are many Windows clients and few UNIX servers, you may prefer the Samba approach. If the opposite is the case, you may prefer to use NFS to share files. We discuss this issue in more detail in Chapters 15 and 17. Samba also enables UNIX users to print files on printers connected to Windows-based print servers, and Windows users to print files on printers connected to UNIX-based print servers. While each operating system has its own rules about how to configure printers-for instance, UNIX uses the smb.conf file to configure Samba printers-you can perform essentially the same types of print requests from the other operating system’s print server once Samba is correctly configured.



Using UNIX Servers in Windows Networks In Chapter 15, we discuss the concept of clients and servers. In particular we discuss how Windows clients can access UNIX servers to obtain services without knowing that the server is actually a UNIX machine. Here are some examples of how this can be accomplished. UNIX Servers Acting as Windows Servers 504 / 877
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Another way to access DOS files from a UNIX environment is offered by Sun Microsystems. Sun has a platform called PC NetLink (currently version 2.0) that allows a Sun server to sit on a Windows network and perform the functions of a Windows server (NT/2000/XP). Putting the UNIX machine in the network allows users of Windows clients to get file and print services, as well as authentication services, from the UNIX server as though it were a Windows server. UNIX Servers Providing Transparent Services to Windows Clients The Apache Web server (see Chapter 16) is an example of a UNIX server environment that provides complete web server functionality to Windows clients. While Microsoft has its own web server called IIS (Internet Information Services), many hybrid-network administrators choose to use the Apache Web server due to its functionality, security, portability (it runs on all versions of Windows as well as UNIX variants), and cost (Apache is free). A Windows user requesting web services from an Apache server does not see anything different than when using IIS. This is because the user sees only the browser interface (e.g., Mozilla or Internet Explorer). Browsers and the Internet in general are discussed in more detail in Chapter 10.



Virtual Network Computing (VNC) Virtual Network Computing was originally developed at AT&T. It consists of remote control software that allows you to view (using a program called the viewer ) and interact with another computer (called the server ) anywhere on the Internet. The two computers can be running different operating systems; for example, you can use VNC to view a Linux machine in your office on your Windows home computer. One of the key features of VNC is the capability to assume control of the remote networked computer as though it were your local machine. This is made possible by a technique called the RFB (Remote F rame Buffer) protocol, which transmits inputs across the network and transmits the resulting screen back to the initiating computer. VNC has a wide range of applications, including system administration, IT support, and help desks. It allows several connections to the same desktop and can be used for collaborative (shared) work in the office environment. It also has applications in electronic classrooms. VNC is freely and publicly available. You can find more about it at either http://www.vnc.com/ or http://www.realvnc.com/ .
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Running UNIX Applications on DOS/Windows Machines Just as Windows users want to feel comfortable by using Windows applications when working in the UNIX environment, UNIX users may want to be able to use familiar UNIX commands when working in a Windows environment. You can do this in a few ways. One way is use a windowing environment, such as the X Window environment, on a Windows PC. Another is to use packages that allow you to issue UNIX commands on a Windows machine. Yet another is to use tools that have been developed on UNIX for Windows environments. Finally you can run a UNIX shell environment instead of the default command.com shell environment on a Windows PC.



Running an X Window System Server on Your Windows PC If you are a UNIX user, you may want to perform UNIX tasks from a Windows PC in a familiar environment, such as the X Window environment. You can run an X Window System server on your Windows PC that allows you to interoperate between your Windows PC and a UNIX host machine. One of the ways you can do this is to use Cygwin/X. Cygwin/X is a port of the X Window System to Microsoft Windows by the Cygwin Project (http://www.cygwin.com/ ). Cygwin/X consists of an X Server, X libraries, and almost all the standard X clients, such as xterm, xhost, xdpyinfo, xclock, and xeyes. It works with Windows 95, 98, ME, NT 4, 2000, and XP. You can find information about it, and get the installation software, by going to either http://www.x.cygwin.com/ or http://www.cygwin.com/ . You can find out more about running X servers on your PC by accessing the USENET and consulting the newsgroup comp.windows.x.



Using Tools to Emulate a UNIX Environment Several programs and collections of programs let you create a UNIX System-style environment on a Windows system, as well as emulate some Windows functions on a UNIX machine. In addition to programs that emulate actual UNIX commands, there are shells that implement the Korn shell or the C shell; and other applications are available for Windows. These programs can be very helpful in bridging the gap between the two systems, because they allow you to run UNIX-like commands on your system without giving up any of the DOS/Windows applications that you already have. If you are a Windows system user, you have several possible reasons for using “lookalike” programs that emulate basic UNIX System commands. Utilities such as awk and vi enhance your Windows environment, providing capabilities missing from DOS under Windows, as well as useful capabilities for editing, formatting, managing files, and programming. If you are a Windows user who is just learning to use the UNIX System, adding UNIX System commands to your Windows environment is a good way to develop skill and familiarity with them without leaving your accustomed system. If you move between the two systems-for example, using the UNIX System at work and a Windows PC at home-creating a UNIX System-like environment on your Windows PC can save you from the confusion and frustration of using different command sets for similar functions. If you are a UNIX user and need to access Windows resources, there are also utilities for that; the next section discusses these. The MKS Toolkit As operating systems, the UNIX System and Windows are similar in some ways. The UNIX System and Windows both support multiple users and multitasking. Therefore, it is possible to create a good approximation to the working environment created by the shell and the common UNIX System tools on a Windows platform. A number of software packages exist that help you do this, including the MKS Toolkit from MKS, Inc. (formerly M ortice Kern Systems at http://www.mks.com/ or mkssoftware.com/ ). This product has grown significantly since its initial release to include new tools and APIs, but one of the original uses that is still relevant is that it provides an implementation of the shell and basic tools that you can use on your Windows computer. Inevitably, some look-alike commands work slightly differently from the UNIX System originals, because of fundamental differences between the two operating systems. Nevertheless, you will find the look-alike tools a useful bridge between the two 506 / 877
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operating systems, and a good way to ease gently into using a UNIX System. This discussion will concentrate on some of the more useful commands included in the MKS Toolkit. The MKS Toolkit contains a collection of more than 100 commands-that correspond to most of the common UNIX System commands, including vi, awk, and the Korn shell, as well as commands such as strings and help-that you can run on a Windows computer. In some cases, the UNIX System tools provide an alternative to a similar DOS command. For example, cp can copy several files at once, and rm can remove several files at once. In addition, the MKS Toolkit offers commands that do not have a DOS equivalent, such as file, strings, and head. Many DOS files are in the form of binary data; the Toolkit offers file to identify them, and od and strings to examine them. Many tools such as head, diff, and grep are useful for dealing with ASCII text files. You run the MKS Toolkit commands as you would any other DOS commands. You simply type the command name with any options or filenames that it requires. For example, to view the contents of the current directory using ls, you type the command name: C:\> ls The MKS Toolkit includes a help command that is particularly useful when learning to use UNIX System commands on Windows. It displays the list of options that go with each command. To use this, type help followed by the name of the command, as shown here: C:\> help ls Experienced Windows users should refer to the chart of differences in commands between UNIX and DOS earlier in this chapter. It is easy to start out with commands like ls, pwd, or help. Next you might try file, strings, head, or od to give yourself an idea of the range of the UNIX System tools provided by MKS. You should now begin to recognize the power and flexibility that UNIX-style tools add to your Windows environment. Other UNIX Toolkits and Applications for Windows In addition to MKS, Inc., SourceForge provides a large number (over 100) of common GNU utilities that have been ported from UNIX to the native Win32 platform. These utilities depend on the existence of the Microsoft C-runtime routine msvcrt.dll but do not require the emulation layer provided by Cygwin/X. You can download these utilities from the Source Forge web page at http://unxutils.sourceforge.net/ . Running the Shell as a Program Under COMMAND.COM Although you can run look-alike tools directly under the standard DOS/Windows command interpreter, COMMAND.COM, running a version of the UNIX shell on Windows can be very useful. Compared to COMMAND.COM, the UNIX shell is much more powerful and flexible, both as a command interpreter and as a programming language for writing scripts. Using the shell in place of or in addition to COMMAND.COM provides a more complete UNIX-style environment, including such valuable shell features as command-line editing and shell programming constructs. Furthermore, using the shell enables you to make use of some features of the look-alike tools that may not run properly under COMMAND.COM. One example is the capability to use commands that span more than one line, as in awk and sed commands. The UNIX System look-alike tools include versions of the shell. The MKS Toolkit includes the Korn shell. The easiest way to run the shell on your DOS/Windows system is as a program running under COMMAND.COM-that is, you continue to use COMMAND.COM as your normal command interpreter, and when you want to use the shell, you invoke it as you would any other command. To run the shell using the MKS Toolkit, type the following at the DOS prompt: C:\> Sh $ You will see the UNIX System prompt, which is by default a dollar sign. You then enter commands, with their options and filenames, just as you would in a UNIX System environment. For example, using sh rather than COMMAND.COM you can enter multiline arguments on the command line, which you 507 / 877
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sh rather than COMMAND.COM you can enter multiline arguments on the command line, which you need for awk and other commands. To exit the shell and return to COMMAND.COM, type exit. This way of running the shell does not replace COMMAND.COM; it simply uses COMMAND.COM to run sh, which then acts as your command interpreter. This has the advantage of providing the most completely consistent DOS environment, for example, when a program requires you to use the DOSstyle indicator for command options (slash), rather than the minus sign used on the UNIX System and by the shell. If you run the shell under COMMAND.COM, you can simply exit from the shell in order to run these particular programs. If you want to execute the DOS equivalent of a .profile (similar to the environment set up in your AUTOEXEC.BAT) when you start the shell, you can invoke it with the −L option: C:\> Sh −L $ This will set up any environmental variables you choose to specify in your profile.ksh file. Replacing Command.Com with the Shell If you want to emulate a UNIX System environment as fully as possible, replace COMMAND .COM with the shell as your default command interpreter. With this approach you do not use COMMAND.COM at all. This has the advantage of being most like a UNIX System environment. It even allows you to set up multiple user logins. It does not allow simultaneous use by more than one user, but it does permit each user to run under a customized environment-for example, with a different prompt or PATH. The disadvantage of this method is that you can no longer easily exit to COMMAND.COM, because it is not set up as your underlying shell. If you want to run a DOS program that demands the slash as a marker for command switches instead of the backslash, you may have to write a shell script to switch back and forth for this application. As another example, you may lose access to certain DOS commands that are built into COMMAND.COM rather than provided as separate programs. Some frequently used DOS commands, such as DIR and TYPE, are internal, which means that instead of being separate executable commands, they are part of COMMAND.COM. If you are using the shell, it cannot call them directly In order to use these commands, you must set up an alias for them using the alias command. If you use the shell as your command interpreter, put a command in your CONFIG.SYS file to tell the system to bypass COMMAND.COM and go directly to the shell or to an initialization program that allows multiple user logins. If you choose the initialization program, the system will set up multiple user logins, each one with its own environment. The documentation for the specific toolkit products such as MKS Toolkit will help you choose and set up the various possible configurations. Setting Up the Environment for Utilities on DOS Whether you replace COMMAND.COM with the shell or whether you run the shell as a program under COMMAND.COM, you must set up the proper working environment. The choice between these alternatives will determine how you set up the MKS system on your computer. Setting up the environment is tricky because MKS needs some of the environment of both operating systems. It needs to have certain DOS environmental variables set properly, and it sets up a profile.ksh file to correspond to a UNIX System .profile file. You need AUTOEXEC.BAT to set variables like PATH, ROOTDIR, and TMPDIR, which MKS requires in order to run properly If you run under COMMAND.COM, the system will start with AUTOEXEC.BAT to set the other environmental variables. The AUTOEXEC. BAT file can also include the SWITCH command to allow you to specify command options with a minus sign and to use slash as the separator in directory pathnames.



UNIX Kernel Built-in Capabilities In addition to third-party software tools that let you emulate DOS or UNIX environments, the UNIX kernel itself can be used for simultaneous access to both DOS and UNIX. Although you cannot run DOS executables without some type of software emulation, you can mount DOS file systems directly from the kernel and access DOS devices directly You can then manipulate the contents of the devices 508 / 877
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directly For example, you can copy move, and delete data on DOS devices directly from the kernel.
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Running UNIX and Windows Together on the Same Machine Terminal emulation and networking allow you to work on your PC and access a UNIX system on a separate computer. This concept is discussed more in Chapter 15. Running UNIX System look-alike software (such as MKS Toolkit) on DOS brings some of the commands of the UNIX System to a Windows environment. However, you may want to have complete Windows and UNIX environments on the same machine for specific computing requirements. You can do this by allocating your disk so that Windows and UNIX each have their own areas on the disk.



Partitioning a Hard Disk for Use by both UNIX and Windows One way to have access to both systems on the same machine is to create two separate partitions on your hard disk: one for the UNIX System and one for Windows. Within either partition you run the corresponding operating system and have all of its normal features. You can use a UNIX System application at one moment, and then switch over to the Windows partition and run a Windows application. This approach allows you to use both systems, to move between them, and to have all of the normal features of the system you are using at the moment. Unfortunately, for most UNIX variants, it is cumbersome to move from one operating system partition to the other. To do so you have to switch partitions, shut down the current system, and start up (boot) the other. If you are using the UNIX System and want to move to Windows, you begin by selecting the active partition on your machine. Similar to using FDISK for partition management on Windows machines, you use the UNIX fdisk command, which brings up a menu that you use to change the active partition. (Note that to use fdisk you have to have superuser permission.) For example, $ su Password: # fdisk Hard disk size is 4035 cylinders Cylinders Partition Status Type Start End Length % ========= ====== ==== ===== ===== ====== === 1 FAT32 0 1181 1182 31 2 Active UNIX Sys 1182 4034 2852 69 SELECT ONE OF THE FOLLOWING: 1. Create a partition 2. Change Active (Boot from) partition 3. Delete a partition 4. Exit (Update disk configuration and exit) 5. Cancel (Exit without updating disk configuration) Enter Selection: 2 Enter the number of the partition you want to boot from (or enter 0 for none): 1



This sets the computer hardware so that the next time you boot, it will start up in the DOS partition. After changing the active partition, shut down your UNIX System. To shut down the system, follow one of the methods described in Chapter 13, using either the menu-based system administration commands or the command-line sequence. If you boot the system following the previous steps, it will come up running DOS in the DOS partition. In addition to the complexity involved in moving between two systems this way, using separate partitions for each system has some important limitations because each partition with the programs and files it contains is independent of the other. In most cases, without special software, you cannot directly move files or data between partitions, and you cannot send the output of a DOS command to a UNIX System command. 510 / 877
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VMware VMware (http://www.vmware.com/ ) is a virtual machine environment that is fast becoming the de facto standard for operating system emulation. VMware allows Windows (and other operating systems) to coexist on the same physical Linux machine without partitioning, through hardware emulation. Hardware emulation is where each operating system has its own virtual area on a system that consists of a processor, memory, disks, and I/O devices. All devices are accessed through the underlying host operating system, and the file system may be a virtual drive that is contained in a file. It may directly access one or more standard File Allocation Table (FAT) 16 or FAT 32 partitions. All access to Linux file systems is done through Samba open-source file and print server software, which supports Windows clients. (A “lite” version of Samba is included.) VMware can support multiple operating systems on the same machine, depending on the features of the machine: the more memory and disk space and the faster the processor you have, the better chance you have of running multiple operating system sessions. However, only one operating system can be designated as the host operating system. All of the others run as guests on the virtual machine. Each operating system has its own group of configuration files that must be loaded initially with the operating system. While VMware supports a wide range of devices and options, you need to plan your requirements carefully to ensure that the configuration you end up with is a useful one. Once the operating system is loaded, you can then load VMware Tools to help manage the virtual machine environment. One of the problems that VMware solves is the need to perform dual booting. Dual booting is an environment where each operating system on the machine has its own partition and set of instructions as to how the operating system should be loaded. Linux users should be familiar with the LILO boot loader, and Windows users with the NTLDR boot loader. In order to move between the two environments, the machine must first be shut down from the first environment, and then rebooted to the new environment. While this is acceptable for occasional movement from one operating system to the other, it becomes bothersome to do this frequently VMware allows faster switching from one environment and-if your machine has enough physical resources-can actually leave the operating system that you designate as the host operating system running while you move to the other environment. VMware is available as a commercial product but also comes with a few Linux distributions that include the VMware product as part of the install. Therefore, you have the choice of installing VMware on the distribution of your choice or using their prepackaged distribution.
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A Simple Solution for Sharing UNIX and Windows Environments The solutions for using UNIX and Windows together discussed in this chapter are designed to give you a clearer picture of the variety of ways that you can share these two environments. Many of them depend on software additions to one platform or the other. If you decide-after reading this chapter-that you want to keep your UNIX software environment separate from your Windows software environment, there is a very simple way to access them simultaneously Say you have just invested in two separate machines that run the latest operating system environments, for instance, Fedora Core 5 Linux on one machine and Windows XP on the other. You like to work in both environments, and-at times-like to switch back and forth to perform tasks on one machine while the other is running a long process. A simple way to accomplish this is to use a common keyboard, video display monitor, and mouse connected to each machine’s CPU through a device called a KVM switch (for Keyboard, V ideo, and M ouse). A KVM switch has connections on it that allow multiple input and output options. Your connections from a common keyboard and mouse go into the switch and connect to the input ports of both of your CPUs. The video output ports of both of your CPUs go back through the switch to a common video monitor. After booting up one machine using the switch setting associated with it (say A), you can boot the other machine using its associated switch setting (say B). From this point on, you can switch back and forth between the two machine environments and perform the tasks you need to.
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Summary You might wish to use Windows and the UNIX System together for any of many reasons, and these operating systems can be made to work together in many ways. We began by describing how Windows is a graphical user interface to DOS much as CDE, KDE, and GNOME are graphical user interfaces to UNIX. We then described some similarities and differences between how the DOS command-line environment under Windows is used in comparison to command-line environments under UNIX. Among the techniques that we have shown is using PC software to emulate a Windows environment under UNIX. We described how to build environments that allow the use of familiar commands for either the Windows or the UNIX environment, and how to use software such as Samba to access and print UNIX files as though they were Windows files. We addressed running the UNIX System and Windows on the same PC. We also briefly addressed the issues of file transfer and networking Windows and UNIX machines together. These last two issues are discussed in much greater detail in Chapters 9 and 15. We conclude by suggesting that your method of sharing UNIX and Windows environments depends on what you need to do when you share the environments.
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How to Find Out More Here are some useful books, journal articles, and online locations that cover the topic of Windows and UNIX working together.



Books on Using Windows and UNIX Together Here are some useful books to help Windows users become proficient in the UNIX environment quickly, through understanding shells and tools, simple system administration for multiuser systems, and text processing utilities. These books are also helpful for UNIX users wishing to understand the Windows environment better. Although some are written for Windows NT, since the NT philosophy has migrated to newer operating systems such as Windows 2000 and XP, a lot of the information is still relevant. Burnett, Steve, David Gunter, and Lola Gunter. Windows2000 & UNIX Integration Guide. Berkeley, CA: McGraw-Hill/Osborne, 2000. Harvel, Lonnie, et al. UNIX and Windows 2000 Handbook: Planning, Integration, and Administration. Upper Saddle River, NJ: Prentice-Hall PTR, 2000. Henriksen, Gene. Windows NT and UNIX Integration . New York: Macmillan Technical Publishing, 1998. Williams, G. Robert, and Ellen Beck Gardner. Windows NT & UNIX: Administration, Coexistence, Integration, & Migration. Reading, MA: Addison-Wesley, 1998. The following books are both useful in understanding how the Server Message Block architecture is used in Samba to share files between Windows users and UNIX servers: Smith, Roderick W. The Definitive Guide to Samba-3. Berkeley, CA: Apress, 2004. T’s, Jay, Robert Eckstein, and David Collier-Brown. Using Samba. 2nd ed. Sebastopol, CA: O’Reilly Media Inc., 2003. Terpstra, John H. Samba-3 by Example: Practical Exercises to Successful Deployment . Upper Saddle River, NJ: Prentice-Hall PTR, 2004. Here are some useful books on VMware: Bastiaansen, Rob. Rob’s Guide to Using VMware. 2nd ed. Leusden, the Netherlands: Books4brains, 2005. Compton, Jason. VMware 2 for Linux . Rocklin, CA: Prima Publishing, 2000. Ward, Brian. The Book of VMware: The Complete Guide to VMware Workstation . San Francisco, CA: No Starch Press, 2002.



Journals That Cover Using Windows and UNIX Together A number of periodicals devoted to the Windows PC environment also address the issues of Windows and UNIX working together in client/server environments. Here is a list of a few of the more popular ones: ComputerWorld, an IDG (International Data Group) publication



PC Computing, a Ziff-Davis publication PC Magazine, a Ziff-Davis publication PC Week, a Ziff-Davis publication 514 / 877
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Online Information About Using Windows and UNIX Together The Internet is an extremely useful tool to find information about topics concerning using Windows and UNIX together. Included in the topics covered in this chapter are references to some helpful sites to find out more about specific topics, such as emulators, toolkits to run Windows commands on UNIX and vice versa, sharing files and printers, and networking Windows and UNIX machines together. If you want more information on comparisons between UNIX and DOS commands, see the page at http://yolinux.com/TUTORIALS/unix _for_dos_users.html .
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Part V: Tools and Programming Chapter List Chapter 19: Filters and Utilities Chapter 20: Shell Scripting Chapter 21: awk and sed Chapter 22: Perl Chapter 23: Python Chapter 24: C and C++ Programming Tools Chapter 25: An Overview of Java
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Chapter 19: Filters and Utilities Overview One of the most valuable features of the UNIX System is the rich set of commands it gives you. This chapter surveys a particularly useful set of commands that are often referred to as tools or utilities. They are small, modular commands, each of which performs a specific function, such as sorting a list or searching for a word in a file. You can use them singly and in combination to carry out many common tasks. Most of the tools described in this chapter are what are often referred to as filters. Filters are programs that read standard input, operate on it, and produce the result as standard output. They are not interactive-they do not prompt you or wait for input. Filters are often used with other commands in a command pipeline. By allowing you to combine filters in pipelines, the UNIX System makes it easy to accomplish tasks that would be overly difficult and time-consuming in other operating systems. Most of the filters are designed to work with text or with text files. In general, filters do not modify the original file, so you can experiment without much risk of overwriting data. (Exceptions to this rule are carefully noted.) Also, most of the tools in this chapter have other command-line options that are not included here. To get more details about the options that are available, check the man pages or the references at the end of this chapter. A number of the tools described in this chapter have features that are especially useful in dealing with files containing structured lists. Such files are often used as simple databases. Typically, each line in the file is a separate record containing information about a particular item. The information is often structured in fields. For example, each line in a personnel file may contain a record consisting of information about one employee, with fields for name, address, phone number, and so forth. The UNIX System includes tools to search, edit, and reformat this type of file. This chapter also describes a number of miscellaneous tools, including commands for compressing files, performing numerical calculations, and monitoring input and output. For other utilities, see Chapter 3 (which includes the commands for working with files and directories) and Chapter 5 (which explains the main tools for editing text). The chapter after this one, which shows you how to write shell scripts, includes many uses of the tools presented here. And Chapter 21 explains how to use awk and sed, a very powerful pair of tools for working with files and pattern matching. Most of the tools described here can be found in any standard UNIX or Linux system. A few, such as patch and tac, come with Linux but are not part of the standard UNIX command set. You can download free versions of many of these tools through the GNU project, at http://www.gnu.org/ . Versions of most of the tools mentioned in this chapter are also available for Microsoft Windows through the MKS toolkit (http://www.mkssoftware.com/ ).
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Finding Patterns in Files Among the most commonly used tools in the UNIX System are those for finding words in files, especially grep, fgrep, and egrep. These commands search for text that matches a target or pattern that you specify You can use them to extract information from files, to search the output of a command for lines relating to a particular item, and to locate files containing a particular key word. The three commands in the grep family are very similar. All of them print lines matching a target. They differ, however, in how you specify the search targets. grep is the most commonly used of the three commands. It lets you search for a target which may be one or more words or patterns containing wildcards and other regular expression elements. fgrep (fixed grep) does not allow regular expressions but does allow you to search for multiple targets. egrep (extended grep) takes a richer set of regular expressions, as well as allowing multiple target searches, and is considerably faster than grep.



grep The grep command searches through one or more files for lines containing a target and then prints all of the matching lines it finds. For example, the following command prints all lines in the file mtg_note that contain the word “room”: $ grep room mtg_note will be held at 2:00 in room 1J303. We will discuss Note that you specify the target as the first argument and follow it with the names of the files to search. Think of the command as “ search for target in file.” The target can be a phrase-that is, two or more words separated by spaces. If the target contains spaces, however, you have to enclose it in quotes to prevent the shell from treating the different words as separate arguments. The following searches for lines containing the phrase “boxing wizards” in the file pangrams: $ grep "boxing wizards" pangrams The five boxing wizards jump quickly. Note that if the words “boxing” and “wizards” appear on different lines (separated by a newline character), grep will not find them, because it looks at only one line at a time. If you give grep two or more files to search, it includes the name of the file before each line of output. For example, the following command searches for lines containing the string “vacation” in all of the files in the current directory: $ grep vacation * mbox: I'll be gone on vacation July 24–28, but we could meet mbox: so, the only week when we're all available for a vacation savemail: sounds like a great idea for a vacation. I'd love The output lists the names of the two files that contain the target word “vacation”- mbox and savemail -and the line(s) containing the target in each file. You can use this feature to locate a file when you have forgotten its name but remember a key word that would identify it. For example, if you keep copies of your saved e-mail in a particular directory, you can use grep to find the one dealing with a particular subject by searching for a word or phrase that you know is contained in it. The following command shows how you can use grep to find a mail from someone named Dan: $ grep Dan * 518 / 877
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savemail27: From: Dan N savemail43: well, sure. Dancing is pretty good exercise, so I



This shows you that the letter you were looking for is in the file savemail27. Searching for Patterns Using Regular Expressions The examples so far have used grep to search for specific words or strings of text, but grep also allows you to search for patterns that may match a number of different words or strings. The patterns for grep can be the same kinds of regular expressions that were described in Chapter 5. For example, $ grep 'ch.*se' recipes will find entries containing “chinese” or “cheese”, or in fact any line that has a ch sometime before an se, including something like “Blanch for 45 seconds”. In the preceding pattern, the dot (.) matches any character other than newline. The asterisk says that those characters may be repeated any number of times. Together, .* indicates any string of any characters. Note that in this example the target pattern “ch.*se” is enclosed in single quotation marks. This prevents the asterisk from being treated by the shell as a filename wildcard. In general, you need to use quotes around any regular expression containing a character that has special meaning for the shell. (Filename wildcards and other special shell symbols are discussed in Chapter 4.) Other regular expression symbols that are often useful in specifying targets for grep include the caret (^) and dollar sign ($), which are used to anchor words to the beginning and end of lines, and brackets ([ ]), which are used to indicate a class of characters. The following example shows how these can be used to specify patterns as targets: $ grep '^Section [1–9]$' manuscript This command finds all lines that contain just “Section n”, where n is a number from 1 to 9, in the file manuscript. The caret at the beginning and the dollar sign at the end indicate that the pattern must match the whole line. The brackets indicate that the target can include any one of the numbers from 1 to 9. Table 19–1 lists regular expression symbols that are useful in forming grep search patterns. Table 19–1: grep Regular Expressions Symbol



Definition



Example



Matches



.



Matches any single character.



th.nk



think, thank, thunk, etc.



\



Quotes the following character.



script\.py



script.py



*



Matches zero or more repetitions of the previous item.



ap*le



ale, apple, etc.



[]



Matches any one of the characters inside.



[QqXx]



Q, q, X, or x



[a-z]



Matches any one of the characters in the range.



[0–9]*



any number: 0110, 27, 9876, etc.



^



Matches the beginning of a line.



^If



any line beginning with If



$



Matches the end of a line.



\.$



any line ending in a period



Options for grep Normally, grep distinguishes between uppercase and lowercase. For example, the following command would find “Unix” but not “UNIX" or “unix”: $ grep Unix notes 519 / 877
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You can use the −i (ignore case) option to find all lines containing a target regardless of uppercase and lowercase distinctions. This command finds all occurrences of the word “unix” regardless of capitalization: $ grep −i unix notes The −r option causes grep to r ecursively search files in all the subdirectories of the current directory. $ grep −r "\.p[ly]" * PerlScripts/quickmail.pl: # usage: quickmail.pl recipient subject contents PythonScripts/zwrite.py: # usage: zwrite.py username The backslash (\) prevents the dot (.) from being treated as a regular expression character-it represents a period here, so grep searches for a file containing “.pl” or “.py”. Be careful: if the directory contains many subdirectories with many files in them, it can take a very long time for a command like this to complete. Another useful grep option, −n, allows you to list the line number on which the target (here, while) is found. For example, $ grep −n while perlsample.pl 4: while (){ 11: while ($n > −0) { One of the common uses of grep is to find which of several files in a directory deals with a particular topic. If all you want is to identify the files that contain a particular word or pattern, there is no need to print out the matching lines. With the −l (list) option, grep suppresses the printing of matching lines and just prints the names of files that contain the target. The following example lists all files in the current directory that include the word “Duckpond”: $ grep −l Duckpond * about.html index.html report.cgi You can use this option with the shell command substitution feature described in Chapter 4 to use these filenames as arguments to another UNIX System command. For example, the following command will use more to list all the files found by grep: more 'grep −l Duckpond *' By default, grep finds all lines that match the target pattern. Sometimes, though, it is useful to find the lines that do not match a particular pattern. You can do this with the −v option, which tells grep to print all lines that do not contain the specified target. This provides a quick way to find entries in a file that are missing a required piece of information. For example, suppose the file phonenums contains your personal phone book. The following command will print all lines in phonenums that do not contain numbers: $ grep −v '[0–9]' phonenums The −v option can also be useful for removing unwanted information from the output of another command. Chapter 3 described the file command and showed how you can use it to get a short description of the type of information contained in a file. Because the file command includes the word “directory” in its output for directories, you could list all files in the current directory that are not directories by piping the output of file to grep −v, as shown in the following example: $ file * | grep −v directory



fgrep The fgrep command is similar to grep, but with three main differences: You can use it to search for several targets at once, it does not allow you to use regular expressions to search for patterns, and it is faster than grep. When you need to search many files or a very large file, the difference in speed can be significant. With fgrep, you can search for lines containing any one of several targets. For example, the following 520 / 877
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command finds all entries in the phone_nums file that contain any of the words “saul”, “michelle”, or “anita”: $ fgrep "saul > michelle > anita" phone_nums The output might look like this: saul 555–1122 saul (home) 555–1100 michelle 555–3344 anita 555–6677 When you give fgrep multiple search targets, each one must be on a separate line, and the entire search string must be in quotation marks. In this example, if you didn’t put michelle on a separate line you would be searching for saul michelle, and if you left out the quotes, the command would execute as soon as you hit ENTER. With the −f (file) option, you can tell fgrep to take the search targets from a file, rather than having to enter them directly If you had a file in your home directory named .friends containing the usernames of your friends on the system, you could use fgrep to search the output of the finger command for the names on your list, like this: $ finger | fgrep −f −/.friends



egrep The egrep command is the most powerful member of the grep command family You can use it like fgrep to search for multiple targets, and it provides a larger set of regular expressions than grep. In fact, if you find yourself using the extended features of egrep often, you may want to add an alias that replaces grep with egrep in your shell configuration file. (For example, if you are using bash, you could add the line “alias grep=egrep” to your .bashrc.) You can tell egrep to search for several targets in two ways: by putting them on separate lines as in fgrep, or by separating them with the vertical bar or pipe symbol (|). For example, the following command uses the pipe symbol to tell egrep to search for the words dan, robin, ben, and mari in the file phone_list: $ egrep "dan|robin ben|mari" phone_list dan dnidz x1234 robin rpelc x3141 ben bsquared x9876 marissa mbaskett x2718 Note that there are no spaces between the pipe symbol and the targets. If there were, egrep would consider the spaces part of the target string. Also note the use of quotation marks to prevent the shell from interpreting the pipe symbol as an instruction to create a pipeline. Table 19–2 summarizes the egrep extensions to the grep regular expression symbols. Table 19–2: Additional egrep Regular Expressions Symbol



Definition



Example



Matches



+



Matches one or more repetitions of the previous item.



.+



any non-empty line



?



Matches the previous item zero or one times.



index\.html?



index.htm, index.html



()



Groups a portion of the pattern.



script(\.pl)?



script, script.pl



|



Matches either the value before or after the |.



(E|e)xit



Exit, exit 521 / 877
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The egrep command provides most of the basic options of both grep and fgrep. You can tell it to ignore uppercase and lowercase distinctions (−i), search recursively through subdirectories (−r), print the line number of each match (−n), print only the names of files containing target lines (−l), print lines that do not contain the target (−v), and take the list of targets from a file (−f).
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Compressing and Packaging Files Compression replaces a file with an encoded version containing fewer bytes. The compressed version of the file saves all the information that was in the original file. The original file can be recovered by undoing the compression procedure. Compressed files require less storage space but are also less convenient to work with than uncompressed files. Most commands won’t work on compressed files-for example, you can’t edit a text file while it’s compressed. Because of this, compressed files are ideal for backups, which won’t need to be accessed very often. Compression is also used to reduce the size of files being sent over a network or distributed on a web site. Most UNIX variants provide utilities for compressing files. SVR4-based systems include the pack and compress commands. Other systems, including Linux, provide the gzip command, which is probably the most popular compression utility for UNIX today It is available for most platforms (including Windows) at http://www.gzip.org/ . The command bzip2, a somewhat newer utility that’s very similar to gzip, can be downloaded for various platforms from http://www.bzip.org/ . The compress command is more efficient than pack, meaning that it will almost always create smaller compressed files. Similarly, gzip is more efficient than compress, and bzip2 is generally more efficient than gzip. All UNIX variants include the tar command, which was originally designed for creating tape archives for backups but is now commonly used to “bundle” files, often before compressing them.



pack The pack command replaces a file with a compressed version. The original file is destroyed, so be sure to make a copy beforehand if you need to save the file. The compressed file has .z appended to the filename, to indicate how it was compressed. To uncompress the file, use the unpack command, with the original filename as the argument. $ pack research-data pack: research-data: 45.4% Compression $ ls research* research-data.z $ unpack research-data unpack: research-data: unpacked $ ls research* research-data The second line of this example shows that the file research-data.z is 45.4 percent smaller than research-data. Note that the compressed file is deleted when it is uncompressed. If you want to keep the compressed file, you will need to create a copy.



compress The compress command works in pretty much the same way as pack. It adds .Z (uppercase) at the end of the compressed filename, instead of the .z (lowercase) that pack uses. The uncompress command will recover the original file. As with pack, compressing or uncompressing a file will delete it, so be sure to make a copy if you need to save the original version. $ compress research-data $ ls research* research-data.Z $ uncompress research-data Note that, unlike pack, compress does not report after compressing or uncompressing a file. The −v (verbose) option will cause it to display feedback. 523 / 877
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gzip The gzip command will also replace a file with a compressed version. A file compressed with gzip has the extension .gz. To uncompress the file, use either gzip −d (for decompress), or the command gunzip. As with compress, the −v option will cause gzip and gunzip to display a confirmation after compressing or uncompressing a file. $ gzip −v research-data research-data: 81.3% -- replaced with research-data.gz $ gunzip −v *.gz download.gz 33.6% -- replaced with download research-data.gz: 81.3% -- replaced with research-data gunzip can also be used to decompress .z and .Z files. Some systems (such as Linux) include the command bzip2 (and the related command bunzip2 for decompressing files), which is an alternative to gzip that works in the same way Working with Compressed Files The gzip package comes with a set of tools for working with compressed files. These tools include zcat, zmore, zless, zgrep, and zdiff, which do for compressed files what their counterparts do with ordinary text files. The zcat command reads files that have been compressed by compress or gzip and prints the uncompressed content to standard output. The zmore and zless commands work like the more and less commands, printing compressed files in their uncompressed form, one screen at a time. The zgrep command searches a compressed file for lines that match a grep search target, and prints them in uncompressed form. The following finds lines that contain “toss” in the compressed file fulltext.gz. $ zgrep toss fulltext.gz Your mind is tossing on the ocean; The zdiff command is based on the diff command, which is described later in this chapter. zdiff reads the files specified as its arguments and prints the result of doing a diff on the uncompressed contents. It can be used to compare two compressed files, or to compare a compressed file to an uncompressed file.



tar As noted previously, two of the most common uses of compression are creating backup files and sending files over a network. In both of these cases, you may have many files that you want to keep together. For example, you may be backing up an entire directory, or e-mailing all of the files for a project. The tar command can be used to “package” a group of files into a single file. It is commonly used on files before compressing them. The syntax for the tar command is complicated. This section will cover only the basic commands for combining or separating a group of files. More details can be found in the UNIX man page for tar. To combine files with tar, use the command $ tar −cvf mail.tar save sent This will create a file called mail.tar that contains the files save and sent. (The c option stands for create.) You can list as many files to include as you like, including directories. To package all the files in the directory -/Project into a tar file, use $ tar −cvf projectfiles.tar −/Project Note that, unlike the compression tools, tar leaves the original files unchanged. Also, it does not automatically add the .tar extension to the combined file. Unlike most UNIX commands, tar does not 524 / 877
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require the-in front of options, so tar −cvf could also be written as tar cvf. To separate a .tar file, use the command $ tar −xvf projectfiles.tar This will extract all of the files from projectfiles.tar . (The x option stands for extract.) Some versions of tar (including the versions found on most Linux systems) have an option to create a .tar file and compress it with gzip in one step. This can be convenient, since tar is commonly used to package files before compressing them. The following command will tar and compress all files starting with cs in the current directory: $ tar −cvzf csfiles.tar.gz cs* These versions of tar can also extract .tar.gz files in a single step. To do this, use the command $ tar −xvzf csfiles.tar.gz
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Counting Lines, Words, and File Size The command wc (w ord count) is a flexible little tool that provides several ways to count the size of a file. The command nl is another small tool. It can be used to add line numbers to a file.



WC The command wc (w ord count) prints the number of bytes, lines, or words in a file. For example, $ cat samplefile This file contains 143 bytes. It has 30 words, and it is 5 lines long. It has 3 lines that contain the number 3. The longest line is 41 bytes. $ wc −c samplefile # Size of the file in bytes. 143 samplefile $ wc −w samplefile # Number of words in the file. 30 samplefile $ grep 3 samplefile | wc −1 # Number of lines in file that contain "3". 3 $ wc −L samplefile # Length of the longest line. 41 samplefile



nl To number each line in a file, use the command $ nl filename > numbered This will only add numbers at the beginning of nonempty lines. To number all the lines in a file, use $ nl −ba hello.py 1 #!/usr/bin/python 2 3 print "Hello, world"
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Working with Columns and Fields Many files contain information that is organized in terms of position within a line. These include tables, which organize text in columns, and files such as /etc/password that consist of lines made up of fields. The UNIX System includes a number of tools designed specifically to work with files organized in columns or fields. You can use the commands described in this section to extract and modify or rearrange information in field-structured or columnstructured files. cut allows you to select particular columns or fields from files. colrm deletes one or more columns from a file or set of files. paste glues together columns or fields from existing files. join merges information from two database files.



cut Often you are interested in only some of the fields or columns contained in a table or file. For example, you may want to get a list of e-mail addresses from a personnel file that contains names, employee numbers, e-mail addresses, telephone numbers, and so forth. cut allows you to extract from such files only the fields or columns you want. When you use cut, you have to tell it how to identify fields and which fields to select. You can identify fields either by character position or by the use of field separator characters. You must specify either the −c or the −f option and the field or fields to select. Using cut with Fields Many files can be thought of as a list of records, each consisting of several fields, with a specific kind of information in each field. An example is the file contact-info shown here, which contains names, usernames, phone numbers, and office numbers: $ cat contact-info Barker-Plummer,D dbp 555–1111 1J333 Etchemendy,J etch 555–2222 2F328 Liu, A a-liu 555–3333 1J322 Field-structured files like this are used often in the UNIX System, both for personal databases like this one and to hold system information. A field-structured file uses a field separator or delimiter to separate the different fields. In the preceding example, the field separator is the tab character, but any other character-such as a colon (:) or the percent sign (%)-could be used. To retrieve a particular field from each record of a file, you tell cut the number of the field you want. For example, the following command uses cut to retrieve the e-mail addresses from contact-info by cutting out the second field from each line or record: $ cut −f2 contact-info dbp etch a-liu You can use cut to select any set of fields from a file. The following command uses cut to produce a list of names and telephone numbers from contact-info by selecting the first and third fields from each record: $ cut −f1, 3 contact-info > phone-list You can also specify a range of adjacent fields, as in the following example, which includes each person’s username and telephone number in the output: 527 / 877
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$ cut −f1–3 contact-info > contact-short



If you omit the last number from a range, it means “to the end of the line.” The following command copies everything except field two from contact-info to contact-short: $ cut −f1, 3− contact-info > contact_short Using cut with Multiple Files You can use cut to select fields from several files at once. For example, if you have two files of contact information, one containing personal contacts and one for work-related contacts, you could create a list of all the names and phone numbers in both files with the following command: cut −f1, 3 contacts.work contacts.home > contacts.all Of course, the files must share the same formatting, so that the command cut −f1,3 works correctly on both of them. Specifying Delimiters Fields are separated by delimiters. The default field delimiter is a tab, as in the preceding example. This is a convenient choice because when you print out a file that uses tabs to separate fields, the fields automatically line up in columns. However, for files containing many fields, the use of tabs often causes individual records to run over into two lines, which can make the display confusing or unreadable. The use of tabs as a delimiter can also cause confusion because a tab looks just like a collection of spaces. As a result, sometimes it is better to use a different character as the field separator. To tell cut to treat some other character as the field separator, use the −d (delimiter) option, followed by the character. Separators are often infrequently used characters like the colon (:), percent sign (%), and caret (^). The /etc/passwd file contains information about users in records using : as the field separator. This example shows how you could use cut to select the login name, user name, and home directory (the first, fifth, and sixth fields) from the /etc/passwd file: $ cat /etc/passwd root:x:0:0:root:/root:/bin/bash dbp:x:944:100:Dave Barker-Plummer:/home/dbp:/bin/bash etch:x:945:100:John Etchemendy:/home/etch:/bin/bash a-liu:x:946:100 :Albert Liu:/home/a-liu:/bin/bash $ cut −d: −f 1, 5–6 /etc/passwd root:root:/ dbp:Dave Barker-Plummer:/home/dbp etch:John Etchemendy:/home/etch a-liu:Albert Liu:/home/a-liu If the delimiter has special meaning to the shell, it should be enclosed in quotes. For example, the following tells cut to print all fields from the second one on, using a space as the delimiter: $ cut −d' ' −f2− file Using cut with Columns Some files arrange information into columns with fixed widths. For example, the long form of the ls command uses spaces to align its output: $ ls −1 -rw-rw-r--1 jmf users 2958 Oct 8 13:02 inbox -rw-rw-r--1 jmf users 553 Oct 8 12:32 save -rw-rw-r--1 jmf users 464787 Oct 8 13:03 sent Each of the types of information in this output is assigned a fixed number of characters. In this example, the permissions field consists of the characters in positions 1–10, the size is contained in characters 35–42, and the name field is characters 56 and following. (The size of the columns may vary on different systems.) 528 / 877
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The −c (column) option tells cut to identify fields in terms of character positions within a line. The following command selects the size (positions 35–42) and name (positions 56 to end) for each file in the long output of ls: $ ls −l | cut −c35–42, 56– 2958 inbox 553 save 464787 sent



colrm The colrm command is a specialized command that you can use to remove one or more columns from a file or set of files. Although you can use the cut command to do this, colrm is a simple alternative when that is exactly what you need to do. You specify the range of character positions to remove from standard input. For example, the following command deletes the characters in columns 8–12 from the file pangrams. $ cat pangrams The quick brown fox jumps over the lazy dog. The five boxing wizards jump quickly. Sphinx of black quartz, judge my vow. $ cat pangrams | colrm 8 12 The quips over the lazy dog. The five jump quickly. Sphinx judge my vow.



paste The paste command joins files together line by line. You can use it to create new tables by gluing together fields or columns from two or more files. In this example, paste creates a new file by combining the information in states and state_abbr : $ cat states Alabama Alaska Arizona Arkansas California $ cat state_abbr AL AK AZ AR CA $ paste states state_abbr > states.comp $ cat states.comp Alabama AL Alaska AK Arizona AZ Arkansas AR California CA Of course, if the contents of the files do not line up correctly (e.g., if they are not in the same order) the output from paste may not be what you were expecting. Specifying the paste Field Separator The paste command separates the parts of the lines it pastes together with a field separator. The default delimiter is tab, but as with cut, you can use the −d (delimiter) option to specify another one if you want. The following command combines the states files with a third file containing the capitals, using a colon as the separator: $ paste −d: states state_abbr capitals 529 / 877
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Alabama:AL:Montgomery Alaska:AK:Juneau Arizona:AZ:Phoenix Arkansas:AR:Little Rock California:CA:Sacramento



Using paste with Standard Input You can use the minus sign (−) to tell paste to use standard input as one of its input “files.” This feature allows you to paste information from a command pipeline or from the keyboard. For example, the following command will add a new field to each line of the addresses file. $ paste addresses − > addresses.new Here, paste reads each line of addresses and then waits for you to type a line from your keyboard. paste prints the output line to the file addresses.new and then goes on to read the next line of input from addresses. Using cut and paste to Reorganize a File You can use cut and paste together to reorder the contents of a structured file. A typical use is to switch the order of some of the fields in a file. The following commands switch the second and third fields of the contact-info file: $ cut −f1, 3 contact-info > temp $ cut −f4- contact-info > temp2 $ cut −f2 contact-info | paste temp-temp2 > contacts.new The first command cuts fields one and three from contact-info and places them in temp. The second command cuts out the fourth field from contact-info and puts it in temp2. Finally, the last command cuts out the second field and uses a pipe to send its output to paste, which creates a new file, contacts.new with the fields in the desired order. The result is to change the order of fields from name, username, phone number, room number to name, phone number, room number, username. Note the use of the minus sign to tell paste to put the standard input (from the pipeline) between the contents of temp and temp2. There is a much easier way to do the swapping of fields illustrated here, using the awk language. You’ll see how in Chapter 21.



join The join command joins together two existing files on the basis of a key field that contains entries common to both of them. It is similar to paste, but join matches lines according to the key field, rather than simply gluing them together. The key field appears only once in the output. For example, a jewelry store might use two files to keep information about merchandise, one named merch containing the stock number and description of each item, and one, costs, containing the stock number and cost of each item. The following uses join to create a single file from these two, listing stock numbers, descriptions, and costs. (Here the first field is the key field.) $ cat merch 63A457 man's gold watch 73B312 garnet ring 82B119 sapphire pendant $ cat costs 63A457 125.50 73B312 255.00 82B119 534.75 $ join merch costs 63A457 man's gold watch 125.50 73B312 garnet ring 255.00 82B119 sapphire pendant 534.75 530 / 877
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The join command requires that both input files be sorted according to the common field on which they are joined. Specifying the join Field By default, join uses the first field of each input file as the common field. You can specify which fields to use with the −j (join) option. The following command tells join to join the files using field 2 in the first file and field 3 in the second file: $ join −j1 2 −j2 3 ss_no personnel > new_data Specifying Field Separators The join command treats any white space (a space or tab) in the input as a field separator and uses the space character as the default delimiter in the output. You can change the field separator with the −t (tab) option. The following command joins the data in the system files /etc/passwd and /etc/group, both of which use a colon as their field separator. The colon is also used as the delimiter for the output. $ join −t: /etc/passwd /etc/group > all_data Unfortunately, the option letter that join uses to specify the delimiter (−t) is different from the one (−d) that is used by cut, paste, and several other UNIX System commands.
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Sorting the Contents of Files The UNIX command sort is a powerful, general-purpose tool for sorting information in a file or as part of a command pipeline. It is sometimes used with uniq, a command that identifies and removes duplicate lines from sorted data. The sort and uniq commands can operate on either whole lines or specific fields.



sort The sort command orders or reorders the lines of a file. In the simplest form, all you need to do is give it the name of the file to sort, and it will print the lines from the file in ASCII order. This example shows how you could use sort to put a list of names into alphabetical order: $ sort names cunningham, j.p. lewis,s.h. long, s. rosen,k.h. rosinski,r.r. wiseman, s. You can use sort to combine the contents of several files into a single sorted file. The following command creates a file names.all containing all of the names in three input files, sorted in alphabetical order: $ sort names.work names.class names.personal > names.all The −o (output) option tells sort to save the results to a file. For example, this command will sort commandlist and replace its contents with the sorted output: $ sort −o commandlist commandlist Be careful: you cannot just redirect the output of sort to the original file. Because the shell creates the output file before it runs sort, the following command would delete the original file before sorting it: $ sort commandlist > commandlist # File will be emptied! Alternative Sorting Rules By default, sort sorts its input according to the order of characters in the ASCII character set. This is similar to alphabetical order, with the difference that all uppercase letters precede any lowercase letters. In addition, numbers are sorted by their ASCII representation, not their numerical value, so 100 precedes 20, and so forth. Several options allow you to change the rule that sort uses to order its output. These include options to ignore case, sort in numerical order, and reverse the order of the sorted output. You can also tell sort which column or field of a file to act on, and whether or not to include duplicate lines in the output. Table 19–3 summarizes the most common options for sort. Table 19–3: Options for sort Option



Mnemonic



Effect



−d



Dictionary



Sort on letters, digits, and blanks only.



−f



Fold



Ignore uppercase and lowercase distinctions.



−n



Numeric



Sort by numeric value, in ascending order.



−r



Reverse



Reverse order of output.



−o filename



Output



Send output to a file. 532 / 877
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−u



Unique



Eliminate duplicate lines in output.



Ignore Case You can get a more normal alphabetical ordering with the −f (fold) option that tells sort to ignore the differences between uppercase and lowercase versions of the same letter. The following example shows how the output of sort changes when you use the −f option: $ sort locations Lincroft Summit holmdel middletown $ sort −f locations holmdel Lincroft middletown Summit



Numerical Sorting To tell sort to sort numbers by their numerical value, use the −n (numeric) option. Here’s an example of how the −n option changes the output of sort. This uses wc to get the size of each file in the output from ls and then pipes the list of sizes and files to sort. $ wc 'ls' | sort 100 Palo Alto 12 Fox Island 130 Seattle 22 Rumson 4 Santa Monica $ wc 'ls' | sort −n 4 Santa Monica 12 Fox Island 22 Rumson 100 Palo Alto 130 Seattle Reverse Order The −r (reverse) option tells sort to reverse the order of its output. In the previous example, the −r option could be used to list the largest files first, like this: $ wc −c 'ls' sort −rn 130 Seattle 100 Palo Alto 22 Rumson 12 Fox Island 4 Santa Monica Sorting by Column or Field The sort command provides a way for you to specify the field or column to use for its comparisons. You do this by telling sort to skip one or more fields or columns. For example, the following command ignores the first column of the output from file, so it sorts by the second column, which is the file type. $ file * | sort +1 notes: ASCII English text tmp: ASCII English text mbox: ASCII mail text bin: directory Desktop: directory Mail: directory zwrite: symbolic link to /home/raf/scripts/Python/zwrite.py Like cut, sort allows you to specify an alternative field separator. You do this with the −t (tab) option. The following command tells sort to skip the first four fields in a file that uses a colon (:) as a field separator: $ sort −t: +4 /etc/passwd Suppressing Repeated Lines Sorting often reveals that a file contains multiple copies of the same 533 / 877
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line. The next section describes the uniq command, which is designed to remove repeated lines from input files. But because this is such a common sorting task, sort also provides an option, −u (unique), that removes repeated lines from its output. Repeated lines are likely to occur when you combine and sort data from several different files into a single file. For example, if you have several lists of e-mail addresses, you may want to create a single file containing all of them. The following command uses the −u option to ensure that the resulting file contains only one copy of each address: $ sort −u names.* > uniq-names



uniq The uniq command filters or removes repeated lines from files. It is usually used with files that have first been sorted by sort. In its simplest form it has the same effect as the −u option to sort, but uniq also provides several useful options of its own. The following example illustrates how you can use uniq as an alternative to the −u option of sort: $ sort names.* | uniq > names Counting Repetitions One of the most valuable uses of uniq is in counting the number of occurrences of each line. This is a very convenient way to collect frequency data. The following illustrates how you could use uniq along with cut and sort to produce a listing of the number of entries for each ZIP code in a mailing list: $ cut −f6 mail.list 07760 07733 07733 07760 07738 07760 07731 $ cut −f6 mail.list | sort | uniq −c | sort −rn 3 07760 2 07733 1 07738 1 07731 The preceding pipeline uses four commands: The first cuts the ZIP code field from the mailing list file. The second uses sort to group identical lines together. The third uses uniq −c to remove repeated lines and add a count of how many times each line appeared in the data. The final sort −rn arranges the lines numerically (n) in reverse order (r), so that the data is displayed in order of descending frequency. Finding Repeated and Nonrepeated Lines uniq can also be used to show which lines occur more than once and which occur only once. The −d (duplicate) option tells uniq to show only repeated lines, and the −u (unique) option prints only lines that appear exactly once. For example, the following shows ZIP codes that appear only once in the mailing list from the preceding example: $ cut −f6 mail.list | uniq −u 07738 07731
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Comparing Files Often you need to see whether two files have different contents and to list the differences if there are any For example, you may want to compare two versions of a document you’re working on to see what you’ve changed. It is also sometimes useful to be able to tell whether files having the same name in two different directories are simply different copies of the same file, or whether the files themselves are different. cmp, comm, and diff each tell whether two files are the same or different, and they give information about where or how the files differ. The differences among them have to do with how much information they give you, and how they display it. patch uses the list of differences produced by diff, together with an original file, to update the original to include the differences. dircmp tells whether the files in two directories are the same or different.



cmp The cmp command is the simplest of the file comparison tools. It tells you whether two files differ, and if they do, it reports the position in the file where the first difference occurs. The following example illustrates how it works: $ cat note Nate, Here's the first draft of the plan. I think it needs more work. $ cat note.more Nate, Here's the first draft of the new plan. I think it needs more work. Let me know what you think. $ cmp note note.more note note.more differ: byte 37, line 2 This output shows that the first difference in the two files occurs at the 37th character, which is in the second line. cmp does not print anything if there are no differences in the files.



comm The comm (common) command is designed to compare two sorted files and show lines that are the same or different. You can display lines that are found only in the first file, lines found only in the second file, and/or lines that are found in both files. By default, comm prints its output in three columns: lines unique to the first file, those unique to the second file, and lines found in both, respectively The following illustrates how it works, using two files containing lists of cities: $ comm cities.1 cities.2 New York Palo Alto San Francisco Santa Monica Seattle This shows that “New York” is only in the first file, “Santa Monica” only occurs in the second, and “Palo Alto”, “San Francisco”, and “Seattle” are found in both. The comm command provides options you can use to control which of the summary reports it prints. Options −1 and −2 suppress the reports of lines unique to the first and second files, respectively Use −3 to suppress printing of the lines found in both. These options can be combined. For example, to 535 / 877
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print only the lines unique to the first file, use −23, like this: $ comm −23 cities.1 cities.2 New York



diff The diff command compares two files, line by line, and prints out differences. In addition, for each block of text that differs between the two files, diff tells you how the text from the first file would have to be changed to match the text from the second. The following example illustrates the diff output for the two note files described earlier: $ diff note note.more 2c2 < Here's the first draft of the plan. -> Here's the first draft of the new plan. 3a4 > Let me know what you think. Lines containing text that is found only in the first file begin with . Dashed lines separate parts of the diff output that refer to different files. Each section of the diff output begins with a code that indicates what kinds of differences the following lines refer to. In the preceding example, the first pair of differences begin with the code 3c3. This tells you that there is a change (c) between line 3 in the first file and line 3 in the second file. The second difference begins with 4a5. The letter a (append) indicates that line 5 in the second file is added following line 4 in the first. Similarly, a d (deleted) would indicate lines found in one file but not in the other.



patch If you save the output from diff, you can use the patch command to recreate the second file by applying the differences to the first file. The patched version replaces the original file. The following shows how you could patch the file project.c using the difference file diffs. $ diff project.c project2.c > diffs $ patch project.c diffs After this pair of commands, the contents of project.c are identical to the contents of project2.c. The patch command allows you to keep track of successive versions of a file without having to keep all of the intermediate versions. All you need to do is to keep the original version and the output from diff needed to change it into each new version. (This is how some revision control systems store files. See Chapter 24 for an explanation of revision control.)



dircmp Some versions of UNIX, such as Solaris, include the dircmp command, which compares the contents of two directories and tells you how they differ. The output of dircmp lists the filenames that are unique to each directory If there are files with the same name in both directories, dircmp tells you whether their contents are the same or different. The following command compares the contents of ~jcm/Dev with the contents of ~jcm/ Dev/Backup: $ dircmp ~jcm/Dev ~jcm/Dev/Backup In addition to comparing two of your own directories, dircmp may be used to compare directories belonging to different users. For example, if two users are working on the same project and each has their own copy of the files, they may need to determine which files are no longer identical.
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Examining File Contents Chapter 3 described several commands for viewing text files: cat, head, tail, and the pagers pg, more, and less. These are adequate for most purposes, but they are of limited use with files that contain nonprinting ASCII characters, and they are of no use at all with files that contain binary data. This section describes the od and strings commands, which help you view the contents of files that contain nonprinting characters or binary data. It also includes the tac command, which is a backward version of cat.



od The od command shows you the exact contents of a file, including nonprinting characters. It can be used for both text and data files. od prints the contents of each byte of the file in any of several different representations, including octal, hexadecimal, and “character” formats. The following discussion deals only with the character representation, which is invoked with the −c (character) option. To illustrate how od works, consider how it displays an ordinary text file. For example, $ cat example The UNIX Operating System is becoming increasingly popular. $ od −c example 0000000 T h e U N I X O p e r a t i 0000020 n g S y s t e m i s b e c 0000040 o m i n g \n i n c r e a s i n 0000060 g l y p o p u l a r . \n 0000076 Each line of the output shows 16 bytes of data, interpreted as ASCII characters. The number at the beginning of each line is the octal representation of the offset, or position, in the file of the first byte in the line. The other fields show each byte in its character representation. The file in this example is an ordinary text file, so the output consists mostly of normal characters. The only thing that is special is the \n, which represents the newline at the end of each line in the file. Newline is an ASCII character, but od uses the special sequence \n to make it visible. Other special sequences include \t (tab), \b (backspace), and \r (return). Less common nonprinting characters are shown as a threedigit octal representation of their ASCII encoding. You can specify an offset, a number of bytes of input to skip before displaying the data, as an octal number following the filename. For example, the following command skips 16 bytes (octal 20): $ od −c data_file 20



strings Some files are mostly binary data but may contain a few readable strings. If these files are very long, then using od to read them can take a very long time. The command strings will search a file for printable characters. By default, strings prints any chains of four or more printable characters that it finds. In this example, strings searches the binary file ping for printable characters and prints chains of six or more characters. $ strings −6 ping The strings command can be used on multiple files at once. The −f option tells it to print the name of the file when it prints a string of characters, so that you know which file the string came from. $ strings −f /bin/* | grep version more In this example, strings searches all the files in /bin. It sends the results to grep, which searches for lines containing the word “version”. Each of these lines is printed to the screen, along with the name of the file it came from.
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tac



The tac command is a backward version of cat. It takes a list of files and prints them line by line to standard output, but in reverse line order. Like cat, tac can accept standard input. You can use the −s option to tell tac to use a separator other than newline to mark breaks between “lines”. For example, if the individual records in the file accounts are separated by ***, the following command will print them in reverse order. $ tac −s "***" accounts
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Editing and Formatting Files There are many ways to edit and format files in the UNIX System. Chapter 5 described the text editors vi and emacs. Chapter 21 will explain how to use awk and sed to write programs that modify file contents. In addition, the troff, nroff, and LaTeX systems can be used to create formatted documents. For example, many of the UNIX man pages are formatted with nroff, which is why they cannot be saved to a file with $ man command > manfile To save a man page, use the command $ man command | col −b > manfile which sends the output of man through the col filter for nroff output. Formatting documents with troff, nroff, and LaTeX is explained in detail on the companion web site. The commands pr and fmt can be used to add simple formatting to a file, such as a header with page numbers, often before printing it. The tr command is a small but useful tool for processing text. It tr anslates characters according to a simple set of rules. spell searches a file for misspelled words. The related commands ispell and aspell allow you to interactively correct the spelling in a file.



pr The most common use of pr is to add a header to every page of a file. The header contains the page number, date, time, and name of the file. For example, if names is a simple data file that contains a short list of names and addresses, with no header information, then with pr, you get the following: $ pr names Aug 28 15:25 2006



names Page 1



Nate [email protected] Rebecca [email protected] Dan [email protected] Liz [email protected]



pr is often used to add header information to files when they are printed, as shown here: $ pr notes lp If you name several files, each one will have its own header, with the appropriate name and page numbers in the output. You can also use pr in a pipeline to add header information to the output of another command. This is very useful for printing data files when you need to keep track of date or version information. The following commands print out the long format file listing of the current directory with a header that includes today’s date: $ ls −1 pr lp You can customize the heading with the −h option followed by the heading you want. The following command prints “Chapter 19 --- First Draft” at the top of each page of output: $ pr −h "Chapter 19 --- First Draft" chapter19 | lp Note that when the header text contains spaces, it must be enclosed by quotation marks. Simple Formatting with pr pr also has options for simple formatting. To double-space a file when you print it, use the −d option. 539 / 877
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The −n option adds line numbers to the output. The following command prints the file double-spaced and with line numbers: $ pr −d −n program.c lp You can use pr to print output in two or more columns. For example, the following prints the names of the files in the current directory in three columns: $ ls pr −3 lp pr handles simple page layout, including setting the number of lines per page, the line width, and the offset of the left margin. The following command specifies a line width of 60 characters, a left margin offset of eight characters, and a page length of 60 lines: $ pr −w 60 −o 8 −1 60 note lp



fmt Another simple formatter, fmt, can be used to control the width of your output. fmt breaks, fills, or joins lines in the input you give it and produces output lines that have (up to) the number of characters you specify The default width is 72 characters, but you can use the −w option to specify other line widths. fmt is a quick way to consolidate files that contain lots of short lines, or eliminate long lines from files before sending them to a printer. In general it makes ragged files look better. The following illustrates how fmt works. $ cat sample This is an example of a short file that contains lines of varying width. We can even up the lines in the file sample as follows. $ fmt −w 16 sample This is an example of a short file that contains lines of varying width.



tr tr replaces one set of characters with another set. For example, you could use tr to translate all the : (colon) characters in the /etc/passwd file into tabs, like this: $ tr : '\t' < /etc/passwd root x 0 0 root /root /bin/bash dbp x 944 100 Dave Barker-Plummer /home/dbp /bin/bash etch x 945 100 John Etchemendy /home/etch /bin/bash a-liu x 946 100 Albert Liu /home/a-liu /bin/bash In this example, the escape sequence \t stands for the TAB character. It is enclosed in single quotes to prevent the shell from interpreting it. File redirection (with the input operator upperfile 540 / 877



UNIX-The Complete Reference, Second Edition



Because each character in the input list corresponds to one character in the output list, the two lists must have the same number of characters. Specifying Ranges and Repetitions You can use brackets and a minus sign (−) to indicate a range of characters, similar to the use of range patterns in regular expressions and filename matching. The following example uses tr to translate all lowercase letters in name_file to uppercase: $ cat name_file ben robin dan marissa $ tr ' [a-z] ' ' [A-Z] ' < name_file BEN ROBIN DAN MARISSA tr can be used to encode or decode text using simple substitution ciphers (codes). A specific example of this is the rot13 cipher, which replaces each letter in the input text with the letter 13 letters later in the alphabet (wrapping around at the end). For instance, k is translated to x and Y is translated to L. The following command encrypts a file using this rule. Note that rot13 maps lowercase letters to lowercase letters and uppercase letters to uppercase letters. $ cat hello Hello, world $ tr "[a-m] [n-z] [A-M] [N-Z]" "[n-z] [a-m] [N-Z] [A-M]" < hello > code.rot13 $ cat code.rot13 Uryyb, j beyq You can use the same tr command to decrypt a file encrypted with the rot13 rule. The rot13 cipher is sometimes used to weakly encrypt potentially offensive jokes in newsgroups. If you want to translate each of a set of input characters to the same single output character, you can use an asterisk to tell tr to repeat the output character. For example, the following replaces each digit in the input with the number sign (#). $ tr ' [0–9] ' ' [#*] ' < data This particular feature of tr is not found in all versions of UNIX. Removing Repeated Characters The previous example translates digits to number signs. Each digit of a number will produce a number sign in the output. For example, 1024 comes out as #. You can tell tr to remove repeated characters from the translated string with the −s (squeeze) option. The following version of the preceding command replaces each number in the input with a single number sign in the output, regardless of how many digits it contains: $ tr −s ' [0–9] ' ' [#*] ' < data You can use tr to create a list of all the words appearing in a file. The following command puts every word in the file on a separate line by replacing each group of spaces with a newline. It then sorts the words into alphabetical order and uses uniq to produce an output that lists each word and the number of times it occurs in the file. $ cat short_file This is the first line. And this is the last. $ cat short_file | tr −s ' ' '\n' sort | uniq −c 1 And 1 This 1 first 2 is 1 last. 541 / 877
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1 line. 2 the 1 this



If you wanted to list words in order of descending frequency, you could pipe the output of uniq −c to sort −rn. Other Options for tr Sometimes it is convenient to specify the input list by its complement, that is, by telling tr which characters not to translate. You can do this with the −c (complement) option. The following command makes nonalphanumeric characters in a file easily visible by translating characters that are not alphabetic or digits to an underscore. $ tr −c ' [A-Z] [a-z] [0–9] ' ' [_*] ' < messyfile You can use the −d (delete) option to tell tr to delete characters in the input set from its output. This is an easy way to remove special or nonprinting characters from a file. The following command uses the −c and −d options to remove everything except alphabetic characters and digits: $ tr −cd " [a-z] [A-Z] [0–9]" < messyfile In particular, this example will delete punctuation marks, spaces, and other characters.



spell spell is a UNIX command that allows you to check the spelling in a file. Running $ spell textfile will produce a list of the words that are misspelled in textfile. The option −b causes spell to use British spellings. Linux systems come with the command ispell, which allows you to interactively correct misspelled words. ispell can be downloaded from http://ficus-www.cs.uda.edu/geoff/ispell.html . A similar program, called aspell, can be found at http://aspell.net/ . To check the spelling in a file with aspell, use $ aspell check textfile aspell often does a better job of suggesting alternatives to misspelled words than ispell. The manual can be found online at http://aspell.net/man-html/index.html .
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Saving Output In addition to the file redirection operator >, the UNIX System provides several commands that you can use to record output. The command tee can be used to copy standard output to a file, while script can be used to keep a record of your session. You can also use mail from the command line to send output as e-mail.



tee The tee command is named after a tee joint in plumbing. A tee joint splits an incoming stream of water into two separate streams. tee splits its (standard) input into two or more output streams; one is sent to standard output, the others are sent to the files you specify The following command uses file to display information about files in the current directory By sending the output to tee, you can view it on your screen and at the same time save a copy in the file filetypes: $ file * | tee filetypes In this example, if the file filetypes already exists, it will be overwritten. You can use tee −a filetypes to append output to the file. You can also use tee inside a pipeline to monitor part of a complex command. The following example prints the output of a grep command by sending it directly to lp. Passing the data through tee allows you to see the output on your screen as well: $ grep perl filetypes | tee /dev/tty lp Note the use of /dev/tty in this example. Recall that tee sends one output stream to standard output, and the other to a specified file. In this case, you cannot use the standard output from tee to view the information, because standard output is used as the input to lp. In order to display the data on the screen, this command makes use of the fact that /dev/tty is the name of the logical file corresponding to your display Sending the data to the “file” /dev/tty displays it on your screen. Finally, tee can be used in a shell script to create a log file. For example, if you have a script that can be run periodically to backup files, the last line in the script could be $ echo "'date' Backup completed." tee −a logfile This will print a message containing the current date and time to standard output, and also append the message to logfile.



script The script command copies everything displayed on your terminal screen to a file, including both your input and the system’s prompts and output. You can use it to keep a record of part or all of a session. It can be very handy when you want to document how to solve a complicated problem, or when you are learning to use a new program. To use it, you invoke script with the name of the file in which you want the transcript stored. For example, $ script mysession Script started, file is mysession To terminate the script program and end recording, type CTRL-D: $ [CTRL-D] Script done, file is mysession If you invoke script without a filename argument, it uses the default filename typescript. An example of a file produced by script is shown here: $ script ksh-install Script started on Mon 27 Nov 2006 09:59:58 AM PST 543 / 877
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$ cd Desktop^M $ gunzip ksh.2006–02–14.linux.i386.gz^M $ mv ksh* ../bin^M $ cd ../bin^M $ ln −s ksh* ksh^M $ Script done on Mon 27 Nov 2006 10:01:06 AM PST



Note that script includes all of the characters you type, including CTRL-M (which represents RETURN), in its output file. The script command is not very useful for recording sessions with screen-oriented programs such as vi because the resulting files include screen control characters that make them difficult to use.



mail The mail command, and the related commands mailx and Mail, were introduced in Chapter 2. Most users will quickly switch to a more full-featured mail program, but mail is still useful for certain tasks. In particular, it can be used in a pipeline to mail the output of a command, as in this example: $ find . -print mail root This will send a list of files to the root user. The mail command can also be useful in shell scripts, as will be seen in the next chapter. If the mail command is unable to send a message, it will save it in the file dead.letter .
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Working with Dates and Times The UNIX System includes several tools for working with dates and times. Two of these are date, which can get the current time or format an arbitrary time, and touch, which can change the modification time associated with a file.



date The date command prints the current time and date in any of a variety of formats. It is also used by the system administrator to set or change the system time. You can use it to timestamp data in files, to display the time as part of a prompt, or simply as part of your login .profile sequence. By itself, date prints the date in a default format, like this: $ date Mon Sept 18 17:19:33 PDT 2006 You can change the information that date prints with format specification options. Date format specifications are entered as arguments to date. They begin with a plus sign (+), followed by codes that tell date what information to display and how to display it. These codes use the percent sign (%) followed by a single letter to specify particular types of information. Format specifications can include ordinary text that you specify as part of the argument. Here is one example of the type of formatting you can use with date: $ date "+Today is %A, %B %d, %Y" Today is Monday, September 18, 2006 Table 19–4 lists some of the more useful date format specifications. Table 19–4: date Format Specifications Unit



Symbol



Example



Unit



Symbol



Example



Year



Y y



2006 06



Hour



H I



17 (00 to 23) 5 (1 to 12)



Month



B b m



November Nov 11



Minute



M



23 (00 to 59)



Day of week



A a



Saturday Sat



Second



S



03



Day of month



d e



04 4



A.M./P.M.



P P



AM pm



Day of year



j



256



Time



T X



14:20:15 02:20:15 PM



Date



D



03/27/79



Newline



n



One common use of date is to create a timestamp, a string which can be added to data in order to mark the date when it was created. For example, $ cat output > "logfile.$(date "+%Y.%j, %X")" $ ls log* logfile.2006.261.17.19.48 uses command substitution to create a file with the date and time appended to the filename. In some versions of date, the command 545 / 877
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$ date +%s 1158625190



will print the number of seconds since January 1,1970 UTC, which is a common format for a timestamp. Like the cal command, date can be used to look up a specific day. The GNU version of date has a −d option that allows you to specify a particular time or date to display: $ date −d 1/1/2007 Mon Jan 1 00:00:00 PST 2007 $ date +%A −d 11/23 # Find the day of the week for 11/23 this year. Thursday



touch Chapter 3 showed how you can use the touch command to create a new empty file. But the primary purpose of touch is to change the access and modification times for each of its filename arguments. Every file in the UNIX file system has three times associated with it, and the touch command can be used to change two of them. One is the modification time, that is, the time when the file was last changed. This is the time that is displayed with ls −1. Files also have an access time, which can be displayed with ls −lu. You can use the −mtime and −atime options to find in order to search for files according to these times. The command $ touch filename changes both the modification time and access time of filename to the current time. The command touch −m changes only the modification time, and the −a option causes touch to change only the access time. One use of touch is in working with shell scripts that perform actions according to how recently a file was changed. For example, you could write a script to back up files that used touch to mark each file after copying it. The script could use find to search for files by modification date in order to copy only those files that had changed since the last backup.
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Performing Mathematical Calculations The UNIX system provides several tools for doing mathematical operations. One of these is the factor command, which finds the prime factors of a positive integer. Some systems include the primes command, which can be used to generate a list of prime numbers. This section describes two of the most powerful and useful UNIX tools for mathematical calculations. bc (basic calculator) is a powerful and flexible program for executing arithmetic calculations. It includes control statements and the ability to create and save userdefined functions. dc (desk calculator) is an older alternative to bc. It uses the RPN (Reverse Polish Notation) method of entering data and operations (unlike bc, which uses the more familiar infix method).



bc The bc command is both a calculator and a mini-language for writing mathematical programs. It provides all of the standard arithmetic operations, as well as a set of control statements and userdefinable functions. Using bc is fairly intuitive, as this example shows. $ bc 32+17 49 sqrt (49) 7 quit As you can see, most arithmetic operators act just as you would expect. To add 32 and 17, just type 32+17, and bc will print the result. The command to find a square root is sqrt, and the command to exit bc is quit. To do longer strings of calculations, parentheses can be used to group terms: $ bc (( (1+5)*(3+4))/6)^2 49 quit By default, bc does not save any decimal places in the result of a calculation. For example, if you try to find the square root of 2, it will report that the result is 1: $ bc sqrt(2) 1 The bc command can be used to do calculations to any degree of precision, but you must remember to specify how many decimal places to preserve (the scale). You do this by setting the variable scale to the appropriate number. For instance, scale=4 sqrt (2) 1.4142 This time the result shows the square root to four decimal places. A number of common mathematical functions are available with the −l (library) option. This tells bc to read in a set of predefined functions, including s (sine), c (cosine), a (arctangent), 1 (natural logarithm), and e (raises the constant e to a power). The following example shows how you could use the arctangent of 1 to find the approximate value of pi: $ bc −1 scale=6 a(1) * 4 547 / 877
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3.141592



You can save the result of a calculation with a variable. For example, you might want to save the value of pi in order to use it in another line: pi=a(1) * 4 16*pi 50.265472 In newer versions of bc, the result of your latest calculation is automatically saved in the variable last. Table 19–5 lists the most common bc operators, instructions, and functions. Table 19–5: bc Operators and Functions Symbol



Operation



Symbol



Operation



+



Addition



sqrt(x)



Square root



−



Subtraction



scale=n



Set scale



/



Division



ibase=n



Set input base



*



Multiplication



obase=n



Set output base



%



Remainder



define f(x)



Define function



A



Exponentiation



for, if, while



Control statements



()



Grouping



quit



Exit bc



Changing Bases The bc command can be used to convert numbers from one base to another. The ibase variable sets the input base, and obase controls the output base. In the following example, when you enter the binary number 11010, bc displays the decimal equivalent, 26: $ bc ibase=2 11010 26 ibase=1010 To change back to the default input base of 10, you will need to enter the number 10 in the new base . So, in the preceding example, the line ibase=1010 returns to decimal input, since 1010 is binary for the number 10. To convert typed decimal numbers to their hexadecimal representation, use obase: $ bc obase=16 41968 A3F0 This time you can return to decimal by typing obase=10, since you did not change the input base. Control Statements You can use bc control statements to write numerical programs or functions. The bc control statements include for, if, and while. Their syntax and use is the same as the corresponding statements in the C language. Curly brackets can be used to group terms that are part of a control statement. The following example uses the for statement to compute the first four squares: $ bc for(i=1;i col | lp -dpr2 Clearly, typing this entire command sequence, and looking up the options each time you wish to proof your article, is tedious. You can avoid this effort by putting the list of commands into a file and running that file whenever you wish to proof the article. In this example, the file is called proof : $ cat proof cat article | tbl | nroff -cm -rA2 \ -rN2 -rE1 -rC3 -rL66 -rW67 -rO0 | col | lp -dpr2 The backslash (\) at the end of the first line of output indicates that the command continues over to the next line. The shell automatically continues at the end of the second line, because a pipe (|) cannot end a command.



Executing Your Script The next step after creating the file is to make it executable. This means setting the read and execute permissions on the file so that the shell can run it. If you attempt to run a script that is not executable, you will get an error message like sh: proof: Permission denied To give the proof file read and execute permissions for all users, use the chmod command: $ chmod +rx proof Now you can execute the command by typing the name of the executable file. For example, $ ./proof if the script is in your current directory, or $ proof if it is in a directory in your PATH. At this point, all of the commands in the file will be read by the shell and executed just as if you had typed them.
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Other Ways to Execute Scripts The preceding example shows the most common way to run a shell script-that is, treating it as a program and executing the command file directly However, there are other ways to execute scripts that are sometimes useful.



Specifying Which Shell to Use Many scripts start with a line that looks like this: #!/bin/sh When you run a script like this, your shell reads the first line and interprets it to mean “run this script with /bin/sh.” This means that regardless of which shell you are using when you run the script, it will always be interpreted by sh. Since some scripts may not be compatible with all shells, this can help make your scripts more portable. For example, you could run this script even if you are using tcsh, and it will still work properly Note, by the way, that this works with any program, not just /bin/sh. You could use the line #!/bin/bash to make your script run under bash. A Perl script might start with #!/usr/bin/perl, or a Python script with #! /usr/bin/python.



Explicitly Invoking the Shell In all of the examples we have seen so far, your shell automatically starts a new subshell that reads and executes your script. You can explicitly start a subshell to run a script like this: $ sh scriptname This will start an instance of sh that runs the commands in scriptname. When scriptname terminates, the subshell dies, and the original shell awakens and returns a system prompt. Because you are not executing the file scriptname directly, you do not need execute permission for it, although it must still be readable. Note that this will work even if sh is not your current shell.



Running Scripts in the Current Shell When you run a script in a subshell, as all of the examples so far have done, the commands that are executed cannot change your current environment. For example, suppose you make some changes to your .profile, such as adding new environment variables or defining some aliases, and you want to test them. You could do $ -/.profile if the file is executable, or $ ksh -/.profile if it is not. But in either case, the changes to your environment are lost as soon as the script finishes and the subshell exits. Instead, you should use $ . -/.profile The . (dot) command is a shell command that takes a filename as its argument and causes your current shell to read and execute the commands in it. Any changes to your current environment will remain even after the script is completed. When run with the . command, scripts do not need execute permission, only read permission.
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Putting Comments in Shell Scripts You can insert comments into your scripts to help you recall what they are for. Comments can also be used to document complex sections of a script, or to help other users understand how a script works. Providing good comments can make your programs more maintainable, meaning that they are easy to edit in the future. Adding comments does not affect the speed or performance of a shell program. A comment begins with the # (pound) sign. When the shell encounters a statement beginning with #, it ignores everything from the # to the end of the line. (The only exception is when the first line in a file begins with #!. As discussed previously, this causes the shell to execute the file with a specific program.) This example shows how comments may be used to clarify even a relatively short script: #!/bin/sh # # backupWork-a program to backup some important files and directories # Version 1, Aug 2006 # # Get the current date in a special format # On Sept 27, 2006 at 9:05 pm, # this would look like 2006.09.27.09:05:00 TIMESTAMP='date +%Y.%m.%d.%T' # Create the new backup directory # Could look like ~/Backups/Backup.2006.09.27.09:05:00 BACKUPDIR="~/Backups/Backup.$TIMESTAMP" mkdir $BACKUPDIR # Copy files to new directory cp -r ~/Work/Project $BACKUPDIR cp -r ~/Mail $BACKUPDIR cp −/important $BACKUPDIR # Send mail to confirm that backup was done echo "Backup to $BACKUPDIR completed." | mail $LOGNAME
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Working with Variables You can create variables in your scripts to save information. These work just like the shell variables described in Chapter 4. You can set or access a variable like this: MESSAGE="Hello, world" echo $MESSAGE Recall that echo prints its arguments to standard output. The section “Shell Input and Output” will explain more about printing to the screen. You need the $ in $MESSAGE if you want to print the value. The line echo MESSAGE will just print the word “MESSAGE”. This is different from languages like C, which do not require a $ when printing a variable, and also from Perl, which always requires a $ or other symbol in front of variable names. You can also use your shell environment variables in your scripts. For example, you might want to create a script that configures your environment for a special project, like this: $ cat dev-config DEVPATH=/usr/project2.0/bin:/usr/project2.0/tools/bin:$HOME/dev/project2.0 export DEVPATH cd $HOME/dev/proj ect2.0



This script uses the value of the shell environment variable $HOME. It also sets a new variable, called DEVPATH. If you want DEVPATH to become a new environment variable, and the cd command to change your current directory, you will have to run the script in the current shell, like this: $ . ./dev-config You can use environment variables to pass information to your scripts, as in this example, which uses the environment variable ARTICLE to pass information to the proof script we saw earlier: $ cat proof cat $ARTICLE | tbl | nroff -cm -rA2 \ -rN2 -rE1 -rC3 -rL66 -rW67 -rO0 | col | lp -dpr2 $ export ARTICLE=article2 $ ./proof A better way to get information to your scripts is with command-line arguments, which will be explained later in this chapter. Alternatively, you can get input directly from the user with read, which is discussed in the section “Shell Input and Output.”



Special Variable Expansions When the shell interprets or expands the value of a variable, it replaces the variable with its value. You can perform a number of operations on variables as part of their expansion. These include specifying a default value and providing error messages for unset variables. Grouping Variable Names While $VARNAME is usually more convenient, you can also get the value of a variable with ${VARNAME}. This can be useful when you want to concatenate the variable with other information. For example, NEWFILE=$OLDFILExxx will set NEWFILE to the value of the variable OLDFILExxx. Since this variable probably doesn’t exist, NEWFILE will be empty Instead, you can use NEWFILE=${OLDFILE}XXX which will set NEWFILE to the value of OLDFILE with “xxx” added on to the end. 560 / 877
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Providing Default Values At times you may want to use a variable without knowing whether or not it has been set. You can specify a default value for the variable with this construct: ${VARIABLE:-default} This will use the value of VARIABLE if it is defined, and the string default if it is not. It does not set or change the variable. For example, in the proof script shown earlier, the environment variable ARTICLE might not be defined. If you replace $ARTICLE as shown, cat ${ARTICLE:-article} | tbl | nroff -cm -rA2 \ -rN2 -rE1 -rC3 -rL66 -rW67 -rO0 | col | lp -dpr2 the script will format and print the file article by default when ARTICLE is undefined. A related operation assigns a default to an unset variable. The syntax for this is ${VARIABLE:=value} If VARIABLE is null or unset, it is set to value. If it already has a value, it is not changed. Giving an Error Message for a Missing Value Occasionally, you may not want a shell program to execute unless all of the important parameters are set. For example, a program may have to look in various directories specified by your PATH to find important programs. If the value of PATH is not available to the shell, execution should stop. You can use the form ${VARIABLE:?message} to do this. When VARIABLE is not set, this will print message and exit. For example, echo ${PATH:?warning: PATH not set} will print the value of the PATH variable if it is set. If PATH is not defined, the script exits with an error, and the message “warning: PATH not set” is printed to standard error. If you do not specify an error message, as in, ${PATH:?} a generic message will be displayed, such as sh: PATH: parameter null or not set In the variable expansion examples just presented, the colon (:) and curly braces ({}) are optional. It is a good idea, however, to always make a point of using them, since they help make your scripts more readable and can prevent certain bugs.



Special Variables for Shell Programs The shell provides a number of special variables that are useful in scripts. These provide information about aspects of your environment that may be important in shell programs. The shell also uses special variables, including the values $* and $#, to pass command-line arguments to your scripts. These variables will be discussed in a later section. The variable ? is the value returned by the most recent command. When a command executes, it returns a number to the shell. This number indicates whether it succeeded (ran to completion) or failed (encountered an error). By convention, 0 is returned by a successful command, and a nonzero value is returned when a command fails. In the section “Conditional Execution,” you will learn how to test whether the last command was successful by checking $?.
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The variable $ contains the process ID of the current process (the shell that is running your script). This can be used to create a temporary file with a unique name. For example, suppose you write a script that uses the find command, which often prints messages to standard error. You might want to capture the error messages in a file rather than printing them on the screen, but you need to pick a filename that does not already exist. You could use this command: find . -name $FILENAME > error$$ The value $$ is the number of the current process, and the filename error$$ is most likely unique. The variable ! contains the process ID of the last background process. It is useful when a script needs to kill a background process it has previously begun. Remember that NAME is the name of a shell variable, but $NAME is the value of the variable. Therefore, $, ?, and ! are variables, but $$, $?, and $! are their values. The Korn shell and bash add the following useful variables. These are not standard in sh.



PWD contains the name of the current working directory. OLDPWD contains the name of the preceding working directory. LINENO is the current line number in your script. RANDOM contains a random integer, taken from a uniform distribution over the range from 0 to 32,767. The value of RANDOM changes each time it is accessed.



Arrays and Lists The Korn shell and bash allow you to define arrays. An array is a list of values, in which each element has a number, or index, associated with it. The first element in an array has index 0. For example, the following defines an array FILE consisting of three items: FILE[0]=new FILE[1]=temp FILE[2] =$BACKUP The first element in FILE is the string “new”. The last element is the value $BACKUP. To print an element, you could enter echo ${FILE [2]} You can also create arrays from a list of values. A list is contained in parentheses, like this: NUMBERS=(1 2 3 4 5) To print all the values in an array, use * for the index: echo ${NUMBERS[*]}



Working with Strings ksh and bash include several operators for working with strings of text. To find the length of a variable (the number of characters it contains), use the ${#VARIABLE} construct. For example, $ FILENAME="firefly.sh" $ echo ${#FILENAME} 10 The construct ${VARIABLE%wildcard} removes anything matching the pattern wildcard from the end (right side) of $VARIABLE. The pattern can include the shell wildcards described in Chapter 4, including * to stand for any string of characters. For example, $ echo ${FILENAME%.*} firefly uses the wildcard .* to match the extension .sh, so echo prints the first part of the filename. The 562 / 877



UNIX-The Complete Reference, Second Edition



variable FILENAME is not modified. Similarly, the pound sign can be used to remove an initial substring. For example, $ echo ${FILENAME#*.} sh In this case, the wildcard *. matches the string “firefly.”. Echo prints the remainder of the string, which is “sh”.
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Using Command-Line Arguments You can pass command-line arguments to your scripts. When you execute a script, shell variables are automatically set to match the arguments. These variables are referred to as positional parameters. The parameters $1, $2, $3, $4 (up to $9) refer to the first, second, third, fourth (and so on) arguments on the command line. The parameter $0 is the name of the shell program itself. Shell Positional Parameters Command
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arg2



arg3



arg4
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arg9 |
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The parameter $# is the total number of arguments passed to the script. The parameter $* refers to all of the command-line arguments (not including the name of the script). The parameter $@ is sometimes used in place of $*; for the most part, they mean the same thing, although they behave slightly differently when quoted. To see the relationships between words entered on the command line and variables available to a shell program, create the following sample shell program: $ cat show_args echo You ran the program called $0 echo with the following arguments: echo $1 echo $2 echo $3 echo Here are all $# arguments: echo $* The output of this script could look like this: $ chmod +x show_args $ ./show_args This is a test of show_args with 11 command line arguments You ran the program called ./show_args with the following arguments: This is a Here are all 11 arguments: This is a test of show_args with 11 command line arguments The variable $* is especially useful because it allows your scripts to accept an arbitrary number of command-line arguments. For example, the backupWork script can be generalized to back up any files specified on the command line. In this example, the positional parameters are also used to add information to the e-mail sent by backupWork. #!/bin/sh # backupWork-a program to backup any files and # directories given as command line arguments # Version 2, Sept 2006 # Get the current date in a special format # Create the new backup directory TIMESTAMP='date +%Y.%m.%d.%T' BACKUPDIR="~/Backups/Backup.$TIMESTAMP" mkdir $BACKUPDIR # Copy files in command line arguments to new directory cp -r $* $BACKUPDIR 564 / 877
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# Send mail to confirm that backup was done # Include name of script and all command line arguments in the mail echo "Running the script $0 $*" > mailmsg echo "Backup to $BACKUPDIR completed." >> mailmsg mail $LOGNAME < mailmsg rm mailmsg



Shifting Positional Parameters You can reorder positional parameters with the built-in shell command shift. This removes the first argument from $* and takes $# down by 1. It also renames the parameters, changing $2 to $1, $3 to $2, $4 to $3, and so forth. The original value of $1 is lost. (The value of $0 is unchanged.) The following example illustrates the use of shift to manage positional parameters. The first argument to quickmail must be an e-mail address. The second argument is the (one-word) subject, and the remaining arguments are the contents of the e-mail. #!/bin/sh # quickmail-send mail from the command line # useage: quickmail recipient subject contents RECIPIENT=$1 SUBJECT=$2 shift/shift (echo $*) mail $RECIPIENT -s $SUBJECT echo $# word message sent to $RECIPIENT.



In this script, the first two arguments are saved in the variables RECIPIENT and SUBJECT. The two shift commands then move the list of positional parameters by two items; after the shift commands, $1 is the third word of the original command-line arguments. All of the remaining arguments are sent to mail on standard input (as the output of the echo command). Here’s what quickmail might look like when run: $ ./quickmail jcm homework When will you hand out the next assignment? 8 word message sent to jcm.



The set Command The shell command set takes a string and assigns each word to one of the positional parameters. (Any command-line arguments that are stored in the positional parameters will be lost.) For example, you could assign all the list of files in the current directory to the variables $1, $2, etc., with set * echo "There are $# files in the current directory." You may recall from Chapter 4 that backquotes can be used to perform command substitution. You can use this to set the positional parameters to the output of a command. For example, $ set 'date' $ echo $* Sun Dec 30 12:55:14 PST 2006 $ echo "$1, the ${3}th of $2" Sun, the 30th of Dec $ echo $6 2006
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Arithmetic Operations If you have used other programming languages, you may expect to be able to include arithmetic operations directly in your shell scripts. For example, you might try to enter something like the following: $ x=2 $ x=$x+l $ echo $x 2+1 In this example, you can see that the shell concatenated the strings “2” and “+1” instead of adding 1 to the value of x. To perform arithmetic operations in your shell scripts, you must use the command expr. The expr command takes a list of arguments, evaluates them, and prints the result on standard output. Each term must be separated by spaces. For example, $ expr 1 + 2 3 You can use command substitution to assign the output from expr to a variable. For example, you could increment the value of i with this line: i='expr $i + 1'



Drawbacks of expr Unfortunately, expr is awkward to use because of collisions between the syntax of expr and that of the shell itself. You can use expr to add, subtract, multiply, and divide integers using the +, −, *, and / operators. However, the * must be escaped with a backslash to prevent the shell from interpreting it as an asterisk: $ expr 5 + 6 11 $ expr 11 – 3 8 $ expr 8 / 2 4 $ expr 4 \* 4 16 Another drawback of expr is that it can only be used for integer arithmetic. If you try to give it a decimal argument, you will get an error, and it will truncate decimal results. For example, $ expr 1.5 + 2.5 expr: non-numeric argument $ expr 7 / 2 3 If you leave out the spaces between arguments, expr will not interpret your expression: $ expr 1+2 1+2 Other problems are that you cannot group arguments to expr with parentheses, and it does not recognize operations such as exponentiation. You can use the bc calculator, described in Chapter 19, to write scripts that can do these things. For example, echo "scale=2; (.5 + (7/2)) ^ 2" | bc will print the number 16.00. Another way to address these problems is with the let command, which is included in ksh and bash.
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Using let for Arithmetic



In bash and ksh, the let command is an alternative to expr that provides a simpler and more complete way to deal with integer arithmetic. The following example illustrates a simple use of let: $ x=100 $ let y=2*(x+5) $ echo $y 210 Note that let automatically uses the value of a variable like x or y. You do not need to add a $ in front of the variable name. The let command can be used for all of the basic arithmetic operations, including addition, subtraction, multiplication, integer division, calculating a remainder, and inequalities. It also provides more specialized operations, such as conversion between bases and bitwise operations. You can abbreviate let statements with double parentheses, (( )). For example, this is the same as let x=x+3 (( x = x+3 )) Clearly, let is a significant improvement over expr. It still does not work with decimals, however, and it is not supported in sh. The limitations of expr and let are a good example of why shell is not the best language for some tasks.
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Conditional Execution An if statement tests whether a given condition is true. If it is, the block of code within the if statement will be executed. This is the general form of an if statement: if testcommand then command(s) fi The command following the keyword if is executed. If it has a return value of zero (true), the commands following the keyword then are executed. The keyword fi (if spelled backward) marks the end of the if structure. Although the indentation of the commands does not have any effect when the script is executed, it can make a tremendous difference in making your scripts more readable. UNIX System commands provide a return value or exit status when they complete. By convention, an exit status of zero (true) is sent back to the original process if the command completes normally; a nonzero exit status (false) is returned otherwise. This can be used as the test condition in an if statement. For example, you might want to execute a second command only if the first completes successfully Consider the following lines: # Copy the directory $WORK to ${WORK}.OLD cp -r $WORK ${WORK}.OLD # Remove $WORK rm -r $WORK



The problem with this sequence is that you would only want to remove the $WORK if it has been successfully copied. Using if…then allows you to make the rm command conditional on the outcome of cp. For example, # Copy the directory $WORK to ${WORK}.OLD # Remove $WORK if copy is successful if cp -r $WORK ${WORK}.OLD then rm -rf $WORK fi



In this example, $WORK is removed only if cp completes successfully and sends back a true (zero) return value. The -f option to rm suppresses any error messages that might result if the file is not present or not removable.



Testing Logical Conditions You often need to test conditions other than whether a command was successful. The test command can be used to evaluate logical expressions in your if statements. When test evaluates a true expression, it returns 0. If the expression is false (or if no expression is given), test returns a nonzero status. test allows you to compare integers or strings. The test -eq form checks to see if two integers are equal. For example, you could check the number of arguments that had been provided to a script: if test $# -eq 0 then echo "No command line arguments provided, setting user to current user." username=$LOGNAME fi If $# is equal to zero (meaning there were no command-line arguments), the message is displayed and the variable username is set. Otherwise, the script continues after the keyword fi. Table 20–1 shows the tests allowed on integers. 568 / 877
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Table 20–1: Integer Tests Integer Test



True If…



n1 -eq n2



n1 is equal to n2



n1 -ne n2



n1 is not equal to n2



n1 -gt n2



n1 is greater than n2



n1 -ge n2



n1 is greater than or equal to n2



n1 -It n2



n1 is less than n2



n1 -le n2



n1 is less than or equal to n2



Similarly, you can use test to examine strings, although the syntax is a bit different than for integers. For example, if test -z "$input" then input="default" fi checks to see if the length of $input is zero, and if so, it sets the value to “default”. Including the quotes around $input prevents errors when the variable is undefined (because even when $input is undefined, “$input” has the value “”). Table 20–2 shows the tests you can use on strings. Table 20–2: String Tests String Test



True if…



-z string



length of string is zero



-n string



length of string is nonzero



string



string is not the null string (same as -n)



string1=string2



string 1 is identical to string2



string1 != string2



string 1 is not identical to string2



In some cases, you may want to test a more complex logical condition. For example, you might want to check if a string has one of two different values, as in this example: if test "$input" = "quit" -o "$input" = "Quit" then exit 0 fi The operator -o stands for or . It returns the value true if the first condition or the second condition (or both) is true. Here’s a rather complex example with logical operators: if test ! \( $x -gt 0 -a $y -gt 0 \) then echo "Both x and y should be greater than 0." fi This uses the operator ! to stand for not, and -a for and. It says “if it is not the case that both $x is greater than 0 and $y is greater than 0, then print the error message.” Parentheses are used to group the statements. If the parentheses were removed, it would say “if it is not the case that $x is greater than 0, and it is the case that $y is greater than 0, print the error.” In order to prevent the shell from interpreting them, the parentheses must be quoted with \. Table 20–3 lists the logical operators in sh. Table 20–3: Logical Operators Operator
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!



Negation



-a



AND



-o



OR



Using Brackets for Tests Surrounding a comparison with square brackets has the effect of the test command. The brackets must be separated by spaces from the text, as in if [ $# -eq 0] If you forget to include the spaces, as in [$# -eq 0], the test will not work. Here are some sample test expressions, and the equivalents using square brackets: test $ # -eq 0



# Same as



[ $# -eq 0]



test -z $1



# Same as



[ -z $1]



test $1



# Same as



[$1]



Tests in ksh and bash The shells ksh and bash provide the operator [[ ]], which can be used as another alternative to test. If the positional parameter $1 is set, the following three tests are equivalent: test $1 = turing [ $1 = turing] [[ $1 = turing ]] However, if $1 is not set, the first two versions of the test will give you an error, but the double bracket form will not. The [[ ]] operator allows you to use the expression && for AND and | | for OR. It also understands < and > when comparing numbers. This can make your conditions significantly easier to type and read. For example, in ksh and bash, the following line says “it is not the case that both $x and $y are greater than zero”: [[ ! ( $x > 0 && $y > 0)]] Whereas with test it would look like this: test ! \( $x -gt 0 -a $y -gt 0 \) Testing Files and Directories You can also evaluate the status of files and directories in your if statements. For example, if [ -a "$1"] checks to see if the first argument to the script is a valid filename. Checking to see if files exist is very common in shell scripts. As in this example, you will often want to check that filename arguments are valid before trying to run commands on them. Table 20–4 shows the most common tests for files and directories. Table 20–4: Tests for Files and Directories File Tests



True if...



-a file



file exists



-r file



file exists and is readable



-w file



file exists and is writable



-x file



file exists and is executable 570 / 877
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-f file



file exists and is a regular file



-d file



file exists and is a directory



-h file



file exists and is a symbolic link



-c file



file exists and is a character special file



The following example shows how you could check that a file exists before mailing it. If the file exists and is bigger than zero, the script mails it to $LOGNAME. If mail completes successfully, the file is removed. if test -s logfile$$ then if mail $LOGNAME < logfile$$ then rm -f logfile$$ fi fi



Exiting from Scripts The built-in shell command exit causes the shell to exit and return an exit status number. By convention, an exit status of 0 (zero) means the program terminated normally, and a nonzero exit status indicates that some kind of error occurred. Often, an exit value of 1 indicates that the program terminated abnormally (because the user interrupted it with CTRL-C, e.g.), and an exit value of 2 indicates a usage or command-line error by the user. If you specify no argument, exit returns the status of the last command executed. The exit command is often found inside a conditional statement. For example, this script will exit if the first command-line argument is not a valid filename. if [ ! -a "$1"] then echo "File $1 not found." exit 2 fi



if... elif… else Statements The if ... elif ... else operation is an extension of the basic if statements just shown. It allows for more flexibility in controlling program flow. The general format looks like this: if testcommand then command(s) elif testcommand then command(s) else command(s) fi The command following the keyword if is evaluated. If it returns true, then the commands in the first block (between then and elif) are executed. If it returns false, however, then the command following elif is evaluated. If that command returns true, the next block of commands is executed. Otherwise, if both test commands were false, then the last block (following else) is executed. Note that, regardless of how the test commands turn out, exactly one of the three blocks of code is executed. Because if ... elif ... else statements can be quite long, the examples here show the keyword then on the same line as the test commands. This can make your scripts more readable, although it is entirely a question of personal style. Notice, however, that a semicolon separates the test commands from the then. This semicolon is required so that the shell interprets then as a new statement and not as part of the test command. 571 / 877
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Here’s an example that just uses the if and else blocks, without elif. if [ -a "$1"] ; then # good, the argument is a file that exists inputfile = $1 else # print error and exit echo "Error: file not found" exit 1 fi This could be expanded with an elif block: if [ -a "$1"] ; then # good, the argument is a file that exists # we can assign it to a variable # and continue after the keyword fi inputfile = $1 elif [ ! $1] ; then # the argument $1 isn't defined # print error message and exit echo 'Error: filename argument required" exit 1 else # the problem must be that the file doesn't exist # print error and exit echo "Error: file $1 not found" exit 1 fi



case Statements If you need to compare a variable against a long series of possible values, you can use a long chain of if ... elif ... else statements. However, the case command provides a cleaner syntax for a chain of comparisons. It also allows you to compare a variable to a shell wildcard pattern, rather than to a specific value. The syntax for using case is shown here: case string in pattern) command(s) ;; pattern) command(s) ;; esac The value of string is compared in turn against each of the patterns. If a match is found, the commands following the pattern are executed up until the double semicolon (;;), at which point the case statement terminates. If the value of string does not match any of the patterns, the program goes through the entire case statement. Here’s an example of a case statement. It checks $INPUT to see if it is a math statement containing +, −, *, or /. If it is, the statement is evaluated with bc. If $INPUT says “Interactive”, the script runs a copy of bc for the user. If $INPUT is a string such as “quit”, the script exits. And if it is something else, the script prints a warning message. case $INPUT in *+* | *..* | *\** | */*) echo "scale=5; $INPUT" | bc ;; "Interactive") echo "Starting bc for interactive use." 572 / 877
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echo -e "Enter bc commands. echo "To quit bc and return bc echo "Exiting bc, returning ;; [Qq]uit | [Ee]xit) # matches the strings Quit, echo "Quitting now." exit 0 ;; *) echo "Warning: input string ;; esac



\c" to this script, type quit." to $0." quit, Exit, and exit



does not match."



In this case statement, the * in the last block matches any string, so this block is executed by default if none of the other patterns match. Note for C programmers: unlike the break statement in C, the ;; is not optional. You cannot leave out the ;; after a block of commands to continue executing the case statement after a match.
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Writing Loops The shell provides several ways to loop through a set of commands. A loop allows you to repeatedly execute a block of commands before proceeding further in the script. The two main types of loop are for and while. until loops are a variation on while loops. In addition, the select command can be used to repeatedly present a selection menu.



for Loops The for loop executes a block of commands once for each member of a list. The basic format is for i in list do commands done The variable i in the example can have any name that you choose. You can use for loops to repeat a command a fixed number of times. For example, if you enter the following on the command line, $ for x in 0 1 2 3 4 5 6 7 8 9 > do > touch testfile$x > done the shell will run the touch command ten times. Each time, it will create an empty file with the name testfile followed by a number. If you omit the in list portion of the for loop, the value of $* will be used instead. That will cause the command block between do and done to be executed once for each positional parameter You could use this to iterate through the command-line arguments to a script. For example, the following script can be used to look up several people in the file called friends: # # contacts - takes names as arguments # looks up each name in the friends file # for NAME do grep $NAME $HOME/friends done If you issue the command $ contacts John Dave Albert Rachel the grep command will be run four times-first for John, then for Dave, then for Albert, and finally for Rachel. Loops can be nested. Each of the loops must use a different variable name. For example, the following script iterates through the files in the current directory. For each file, it runs the script proof five times. for FILENAME in * do echo "Printing 5 copies of $FILENAME" for x in 1 2 3 4 5 do proof $FILENAME done done 574 / 877
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while and until Loops The while command repeats a block of commands based on the result of a logical test. The general form for the use of while is while testcommand do commandlist done When while is executed, it runs testcommand. If the return value of testcommand is true, commandlist is executed, and the program returns to the while test. The loop continues until the value of testcommand is false, at which point while terminates. This while loop prints the squares of the integers from 1 to 10. i=1 while [ $i -le 10] do expr $i \* $i i='expr $i + 1' done The until command is the complement of the while command, and its form and usage are similar. The only difference between them is that while loops repeat until the test is false, and until loops repeat until the test is true. Thus, the preceding example could also be written as i=1 until [ $i -gt 10] do expr $i \* $i i='expr $i + 1' done



break and continue Normally, execution of a loop continues until the logical condition of the loop is met. Sometimes, however, you want to exit a loop early or skip certain commands. break exits from a loop. The script resumes execution with the first command after the loop. In a set of nested loops, break exits the immediately enclosing loop. If you give break a numeric argument, the program breaks out of that number of loops, so for example, break 3 would exit a set of three nested loops all at once. continue sends control back to the top of the smallest enclosing loop. If an argument is given, control goes to the top of the nth enclosing loop.



The true and false Commands The commands true and false are very simple-true simply returns a successful exit status, and false generates an unsuccessful exit status. The primary use of these two commands is in setting up infinite loops. For example, while true do read NEWLINE if [ $NEWLINE = "."] then break fi done This loop will execute forever-or at least until the user enters a dot on a line by itself. Infinite loops should be used sparingly, since they are often difficult to read and to debug. 575 / 877
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Printing Menus with select ksh and bash provide another iteration command, select. The select command displays a numbered list of items on standard error and waits for input. After the selection is processed, the user is prompted for input again, and so on until the loop ends (usually with a break statement). For example, you could write a script to help new users execute common programs. The select command provides a menu of alternatives from which to choose. The variable PS3 is used to prompt for input. A case statement is used in the script to execute the chosen command. (You could use an if statement, if you prefer.) If a user presses ENTER without making a selection, the list of items is displayed again. #!/bin/bash # startMenu - Provide a menu of common actions. PS3='What would you like to do? (enter 13) ' select ACTION in "Read Mail with Pine" "Start XWindows" "Exit this Menu" do case $ACTION in "Read Mail with Pine") # run the pine mailreader; return to this menu when done pine ;; "Start XWindows") # start XWindows, and do not return to this script # replace this process with the X process exec startx ;; "Exit this Menu") echo "Returning to your login shell." break ;; *) echo "Response not recognized, try again." ;; esac done



In this example, the selection is saved in the variable ACTION. For example, entering “1” would set ACTION to “Read Mail”. If the user selects a number outside the appropriate range, the variable is set to null, and in this example is caught by the last case block. When you run this script, the output will look like this: $ startMenu 1) Read Mail 2) Start XWindows 3) Exit this Menu What would you like to do? (enter 13)
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Shell Input and Output You have already seen how to use echo to print output from your script, and how to use environment variables or command-line arguments to get information to your script. This section describes additional features for dealing with input and output.



The echo Command Table 20–5 shows the escape sequences that may be embedded in the arguments to echo: Table 20–5: echo Escape Sequences Echo Escape Sequences \b



Backspace



\c



Print line without newline



\f



Form feed



\n



Newline



\r



Return



\t



Tab



\v



Vertical tab



\\



Backslash



For example, echo "Copying files ... \c" cp -r $OLDDIR $NEWDIR echo "done.\nFile $OLDDIR copied." will print something like Copying files ... done. File CurrentScripts copied. In some versions of echo (including bash), you will need to enable escape sequences with the flag e. You can also disable escape sequences with -E. In ksh and bash, you can use the flag -n to prevent echo from adding a newline at the end of each line. So in bash, this example could be written as echo -n "Copying files ... " cp -r $OLDDIR $NEWDIR echo -e "done.\nFile $OLDDIR copied."



The read Command The read command lets you insert the user input into your script interactively read reads one line from standard input and saves the line in one or more shell variables. For example, echo "Enter your name." read NAME echo "Hello, $NAME" If you do not specify a variable to save the input, REPLY is used as a default. You can also use the read command to assign several shell variables at once. When you use read with more than one variable name, the first field typed by the user is assigned to the first variable; the second field, to the second variable; and so on. Leftover fields are assigned to the last variable. $ cat readDemo 577 / 877



UNIX-The Complete Reference, Second Edition



echo "Enter a line of text:" read $FIRST $SECOND $REST echo -e "$FIRST\n$SECOND\n$REST" $ ./readDemo Enter a line of test: the five boxing wizards jump quickly the five boxing wizards jump quickly



The field separator for shell input is defined by the IFS (Internal Field Separator) variable, which is a blank space by default. If you wish to use a different character to separate fields, you can do so by redefining the IFS shell variable. For example, IFS=: will set the field separator to the colon character (:).



Here Documents The here document facility provides multiline input to commands within shell scripts, while preserving the newlines in the input. It is similar to file redirection. Instead of typing echo "Reminder: team meeting is in one hour," > message echo "in the second floor meeting room." >> message echo "Please reply if you can't make it." >> message mail dbp etch a-liu < message rm message to create and mail a file, you can use mail dbp etch a-liu $LOGFILE who >> $LOGFILE last >> $LOGFILE Grouping also allows you to redirect output from commands in a pipeline. If you try to redirect standard error like this: diff $OLDFILE $NEWFILE | lp 2> errorfile only error messages from lp will be captured. You can use (diff $OLDFILE $NEWFILE | lp) 2> errorfile to redirect error messages from all the commands in the pipeline. Reading Each Line in a File Suppose you want to read the contents of a file one line at a time. For example, you might want to print a line number at the beginning of each line. You could do it like this: n=0 cat $FILE | while read LINE do echo "$n) $LINE" n='expr $n + 1' done echo "There were $n lines in $FILE." This uses a pipe to send the contents of $FILE to the read command in the while loop. The loop repeats as long as there are lines to read. The variable n keeps track of the total number of lines. The problem with is this is that each command in a pipeline is executed in a subshell. Because the while loop is executed in its own subshell, the changes to the variable n don’t get saved. So the last 581 / 877
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line of the script says that there were 0 lines in the file. You can fix this by grouping the loop with curly braces (so that it gets executed in the current shell), and sending the contents of $FILE to the loop. The new script will look like this: n=0 { while read LINE do echo "$n) $LINE" n='expr $n + 1' done } < $FILE echo "There were $n lines in $FILE." As before, the lines from $FILE are printed with line numbers, but this time the variable n is updated, so the total number of lines is reported correctly



The trap Command Some shell scripts create temporary files to store data. These files are typically deleted at the end of the script. But sometimes scripts are interrupted before they finish (e.g., if you hit CTRL-C), in which case these files might be left sitting there. The trap command provides a way to execute a short sequence of commands to clean up before your script is forced to exit. Ending a process with kill, hitting CTRL-C, or closing your terminal window causes the UNIX system to send an interrupt signal to your script. With trap you can specify which of these signals to look for. The general form of the command is trap commands interrupt-numbers The first argument to trap is the command or commands to be executed when an interrupt is received. The interrupt-numbers are codes that specify the interrupt. The most important interrupts are shown in Table 20–6. Table 20–6: Interrupt Codes Number



Interrupt Meaning



0



Shell Exit This occurs at the end of a script that is being executed in a subshell. It is not normally included in a trap statement.



1



Hangup This occurs when you exit your current session (e.g., if you close your terminal window).



2



Interrupt This happens when you end a process with CTRL-C.



9



Kill This happens when you use kill −9 to terminate the script. It cannot be trapped.



15



Terminate This happens if you use kill to terminate the script, as in kill %1.



The trap statement is usually added at the beginning of your script, so that it will be executed no matter when your script is interrupted. It might look something like this: trap 'rm tmpfile; exit 1' 1 2 15 In this case, if an interrupt is received, tmpfile will be deleted, and the script will exit with an error 582 / 877
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code. If you do not include the exit command, the script will not exit. Instead, it will continue executing from the point where the interrupt was received. To ensure that your scripts exit when they are interrupted, always remember to include exit as part of the trap statement. If you forget to do this, you will have to use kill −9 to end your script. Since interrupt 9 cannot be trapped, you can always use CTRL-Z, followed by kill −9 %n (where n is the job number), to end your current process.



The xargs Command One much-used feature of the shell is the capability to connect the output of one program to the input of another using pipes. Sometime you may want to use the output of one command to define the arguments for another. xargs is a shell programming tool that lets you do this. xargs is an especially useful command for constructing lists of arguments and executing commands. This is the general format of xargs: xargs [flags] [command [(initial args)]] xargs takes its initial arguments, combines them with arguments read from the standard input, and uses the combination in executing the specified command. Each command to be executed is constructed from the command, then the initial args, and then the arguments read from standard input. For example, you can use xargs to combine the commands find and grep in order to search an entire directory structure for files containing a particular string. The find command is used to recursively descend the directory tree, and grep is used to search for the target string in all of the files from find. In this example, find starts in the current directory (.) and prints on standard output all filenames in the directory and its subdirectories. xargs then takes each filename from its standard input and combines it with the options to grep (-s, -i, -l, -n) and the command-line arguments ($*, which is the target pattern) to construct a command of the form grep -i -l, -n $* filename. xargs continues to construct and execute a new command line for every filename provided to it. The program fileswith prints out the name of each file that has the target pattern in it, so the command fileswith Calvino will print out names of all files that contain the string “Calvino”. # # fileswith - descend directory structure # and print names of files that contain # target words specified on the command line. # find . -type f -print | xargs grep −1 -i -s $* 2>/dev/null



The output is a listing of all the files that contain the target phrase: $ fileswith Borges ./mbox ./Notes/books ./Scripts/Perl/orbis-tertius.pl xargs itself can take several arguments, and its use can get rather complicated. The two most commonly used arguments are: -i



Each line from standard input is treated as a single argument and inserted into initial args in place of the () symbols.



p



Prompt mode. For each command to be executed, print the command, followed by a ?. Execute the command only if the user types y (followed by anything). If anything else is typed, skip the command.



In the following example, move uses xargs to list all the files in a directory ($1) and move each file to a second directory ($2), using the same filename. The -i option to xargs replaces the () in the script with the output of ls. The -p option prompts the user before executing each command: # 583 / 877
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# move $1 $2 - move files from directory $1 to directory $2, # echo mv command, and prompt for "y" before # executing command. # ls $1 | xargs -i -p mv $1/() $2/()
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Debugging Shell Programs Quite often you will find that your shell scripts don’t work the way you expect when you try to run them. It is easy to enter a typo, or to leave out necessary quotation marks or escape characters, in the first draft of a script. A typo in a shell script will usually cause the script to stop running when it gets to the error, but in some cases the script will skip over the error and continue execution. Occasionally this can cause serious problems. For example, if you attempt to copy and then delete a file with copy oldfile newfile rm oldfile the copy will fail (because the command is named cp), but rm will still remove oldfile. The best way to prevent frustrating errors is to test your scripts frequently as you write them, as opposed to writing a very long script all at once and then attempting to run it. It is also a good idea to run your scripts on test files or data before using them on important information. A script that does not run will often provide an error message on the screen. For example, prog: syntax error at line 12: 'do' unmatched or prog: syntax error at line 142: 'end of file' unexpected These error messages function as broad hints that you have made an error. Several shell key words are used in pairs, for example, if ... fi, case ... esac, and do ... done. This type of message tells you that an unmatched pair exists, although it does not tell you where it is. Since it is difficult to tell how word pairs such as do ... done were intended to be used, the shell informs you that a mismatch occurred, not where it was. The do unmatched at line 12 may be missing a done at line 142, but at least you know what kind of problem to track down. The next thing to do if you are having trouble with a script is to watch it while each line of the script is executed. The command $ sh -x filename tells the shell to run the script in filename, printing each command and its arguments as it is executed. Because the most common errors in scripts have to do with unmatched keywords, incorrect quotation marks (e.g., ‘rather than’), and improperly set variables, sh -x reveals most of your early errors. At the very least, sh -x can help you determine where in your script things start to go wrong.
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Summary In this chapter, you learned the fundamentals of shell programming, including how to write and execute simple shell scripts, how to include UNIX System commands in your scripts, and how to pass arguments to the shell. You also learned more advanced techniques, including flow control with if statements and for/while loops. You saw how getopts is used to parse a command line, and how expr can be used to evaluate mathematical expressions. Shell scripting does have limitations. By itself, it is not especially good at string or text manipulation, for example. The next chapter discusses the UNIX tools awk and sed, which can be powerful additions to your scripts. They add the ability to easily process lines of text with regular expressions, and to quickly edit large sources of input. Alternatively, once you feel comfortable with shell scripting, you may want to look at other scripting languages to get a sense of how they differ from shell. As you have seen, the shell programming language can be used to write many useful tools, and is especially good at integrating UNIX commands into scripts. However, other languages offer improvements such as cleaner syntax, advanced data structures, and better portability Chapters 22 and 23 provide introductions to Perl and Python, respectively, which are two of the most popular scripting languages in use today.
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How to Find Out More This book is a very popular and thorough reference for shell scripting. Robbins, Arnold, and Nelson H.F. Beebe. Classic Shell Scripting. 1st ed. Sebastopol, CA: O’Reilly, 2005. These two books contain many examples of useful and interesting shell scripts. The first is a bit more general and introductory; the second is targeted at somewhat advanced bash scripters. Johnson, Chris F.A. Shell Scripting Recipes: A Problem-Solution Approach . 1st ed. Berkeley, CA: Apress, 2005. Taylor, Dave. Wicked Cool Shell Scripts . 1st ed. San Francisco, CA: No Starch Press, 2004. This definitive reference for the Korn shell includes Korn shell scripting. Bolsky, Morris I., and David G. Korn. The New Korn Shell, Command and Programming Language. 2nd ed. Englewood Cliffs, NJ: Prentice Hall, 1995.
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Chapter 21: awk and sed Overview The Swiss army knife of the UNIX System toolkit is awk. Many useful awk programs are only one line long, and in fact even a one-line awk program can be the equivalent of a regular UNIX System tool. For example, with a one-line awk program, you can count the number of lines in a file (like wc), print the first field in each line (like cut), print all lines that contain the phrase “open source” (like grep), or exchange the position of the third and fourth fields in each line (like join and paste). However, awk is a programming language with control structures, functions, and variables that allow you to write even more complex programs. awk is specially designed for working with structured files and text patterns. It has built-in features for breaking input lines into fields and comparing these fields to patterns that you specify This chapter will show you how to use awk to work with structured files such as inventories, mailing lists, and other tables or simple databases. awk is often used in command pipelines with tools like sort, tr, or sed. Each of these commands can act as a preprocessor or filter to simplify a problem before solving it in awk. For example, it is difficult to sort lines in awk, so using sort on a file before passing the information to awk can make your programs much simpler. In fact, you can process a file in awk, send the result to sort through a pipeline, and then return the output to awk for further processing. sed is an abbreviation for stream editor. Like awk, it can do complex pattern matching and editing on a stream of characters, although it does not have all of the powerful programming capabilities of awk. In addition to processing text like awk, sed can be used as an efficient noninteractive editor for very large files. sed uses a syntax that is very similar to many vi and ed commands. sed is more challenging to learn than awk, but it is often used as a preprocessor for awk programs. This chapter will describe many of the commands of awk, enough to enable you to use it for many applications. It does not cover all of the functions, built-in variables, or control structures that awk provides. For a full description of the awk language with many examples, refer to The AWK Programming Language, by Alfred Aho, Brian Kernighan, and Peter Weinberger. Because awk can be used for almost all of the same tasks, and most people find awk easier to use, this chapter does not devote as much time to sed. If you want to learn sed in greater depth, consult sed & awk, by Dale Dougherty and Arnold Robbins (see the last section of this chapter for bibliographical information).
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Versions of awk The awk program was originally developed by Aho, Kernighan, and Weinberger in 1977 as a patternscanning language (the name “AWK” comes from their initials). Many new features have been added since then. The version of awk first implemented in UNIX System V, Release 3.1, added many features, such as additional built-in functions. In order to preserve compatibility with programs that were written for the original version, this one was named nawk (new awk). The use of two different commands for the two versions was a temporary step to provide time to convert programs using the older version to the new one. On some systems, including AIX, the awk command actually runs nawk. On some Linux and UNIX systems, the awk command may actually run the gawk program. gawk is an enhanced, public domain version of awk that is part of the GNU system. It includes some new features and extensions, including the ability to do pattern matching that ignores the distinction between uppercase and lowercase. For simplicity, this chapter refers to the language as awk and uses the command name awk in the examples. If you want to be sure which version of awk you are using, consult your system manual pages.
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How awk Works The basic operation of awk is simple. It reads input from a file, a pipe, or the keyboard, and searches each line of input for patterns that you have specified. When it finds a line that matches a pattern, it performs an action. You specify the patterns and actions in an awk program. An awk program consists of one or more pattern/action statements of the form pattern {action} A statement like this tells awk to test for the pattern in every line of input, and to perform the corresponding action whenever the pattern matches the input line. The pattern/action concept is an extension of the target/search model used by grep. In grep, the target is a pattern, and the action is to print the line containing the pattern. You can use awk as a replacement for grep. The following awk program searches for lines containing the word “widget.” When it finds such a line, it prints it. /widget/ {print} The slashes indicate that you are searching for the target string “widget”. The action, print, is enclosed in braces. Here is another example of a simple awk program: /widget/ {w_count=w_count+1} The pattern is the same, but the action is different. In this case, whenever a line contains “widget,” the variable w_count is incremented by 1. The simplest way to run an awk program is to include it on the command line as an argument to the awk command, followed by the name of an input file. For example, the following program prints every line from the file inventory that contains the string “widget”: $ awk '/widget/ {print}' inventory This command line consists of the awk command, then the text of the program itself in single quotes, and then name of the input file, inventory. The program text is enclosed in single quotes to prevent the shell from interpreting its contents as separate arguments or as instructions to the shell.



Default Patterns and Actions If you want the action to apply to every line in the file, omit the pattern. By default, awk will match every line, so an action statement with no pattern causes awk to perform that action for every line in the input. For example, the command $ awk '{print $1}' students uses the special variable $1 to print the first field of every line in the file students. You can also omit the action. The default action is to print an entire line, so if you specify a pattern with no action, awk will print every line that matches that pattern. For example, $ awk '/science/' students will print every line in students that contains the string science.



Working with Fields You may recall from Chapter 20 that the shell automatically assigns the variables $1, $2, and so on to the command-line arguments for a script. Similarly, awk automatically separates each line of input into fields and assigns the fields to variables. So $1 is the first field in each line, $2 is the second, and so on. The entire line is in $0. This makes it easy to work with tables and other formatted text files. For example, instead of printing whole lines, you can print specific fields from a table. Suppose you have the following list of names, 590 / 877
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states, and phone numbers: Ben IN 650-333-4321 Dan AK 907-671-4321 Marissa NJ 732-741-1234 Robin CA 650-273-1234 If you want to print the names of everyone in area code 650, the pattern to match is 650-, and the action when a match is found is to print the name in the first field. You can use the awk program /650-/ {print $1} where $1 indicates the first field in each line. You can run this program with the following command: $ awk '/650-/ {print $1}' contacts This produces the following output: Ben Robin Fields are separated by a field separator. The default field separator is white space, consisting of any number of spaces and/or tabs. This means that each word in a line is a separate field. Many structured files use a field separator other than a space, such as a colon, a comma, or a single tab, so that you can have several words in one field. You can use the -F option on the command line to specify the field separator. For example, $ awk -F, 'program goes here' specifies a comma as the separator, and $ awk -F"\t" 'program goes here' tells awk to use a tab as a separator. Since the backslash is a special character in the shell, it must be enclosed in quotation marks. Otherwise, the effect would be to tell awk to use t as the field separator.



Using Standard Input and Output Like most UNIX System commands, awk uses standard input and output. If you do not specify an input file, the program will read and act on standard input. This allows you to use an awk program as a part of a command pipeline. For example, it is common to use sort to sort data before awk operates on it: sort input_file awk -f program_file Because the default for standard input is the keyboard, if you do not specify an input file, and if it is not part of a pipeline, an awk program will read and act on lines that you type in from the keyboard. This can be useful for testing your awk programs. Remember that you can terminate input by typing CTRL-D. As with any command that uses standard output, you can redirect output from an awk program to a file or to a pipeline. For example, the command $ awk '{print $1}' contacts > namelist copies the first field from each line of contacts to a file called namelist. You can get input from multiple files by listing each filename in the command line. awk takes its input from each file in turn. For example, the following command line reads and acts on all of the first file, list1, and then reads and acts on the second file, list2. It sends the output (the first field of each file) to lp. $ awk '{print $1}' phone1 phone2 | lp



Running an awk Program from a File You can store the text of an awk program in a file. To run a program from a file, use awk -f, followed 591 / 877
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by the filename. The following command line runs the program saved in the file prog_file. awk takes its input from input_file: $ awk -f prog_file input_file If the file is not in the current directory, you must give awk a full pathname. If you are using gawk, you can use the environment variable AWKPATH to specify a list of directories to search for program files. The default AWKPATH is .:/usr/lib/awk:/usr/local/lib/awk. If you modify your AWKPATH, you may want to save it in your shell configuration file (e.g., in .bash_profile if you are using bash). Here’s how you could set and use AWKPATH in bash: $ export AWKPATH=$AWKPATH:$HOME/bin/awk $ ls ~/bin/awk testprog $ gawk -f testprog testinput An even better way to save an awk program in a file is to create an executable script. If you add the line #!/bin/awk -f (where /bin/awk is the path for awk on your system) to the top of your file, you can run the program as a stand-alone script. You must have execute permission on the file before you can run it. $ cat sampleProg #!/bin/awk -f /black/ {print} $ chmod u+x sampleProg $ ./sampleProg inputfile Sphinx of black quartz, judge my vow.



When you run this script, the shell reads the first line and calls awk, which runs the program.



Multiline Programs You can do a surprising amount with one-line awk programs, but programs can also contain many lines. Multiline programs simply consist of multiple pattern/action statements. Each line of input is checked against all of the patterns in turn. For each matching pattern, the corresponding action is performed. For example, $ cat countStudents # Count the number of lines containing "science" or "writing" /science/ { sci = sci + 1 } /writing/ { wri = wri + 1 } # At the end of the input, print the totals END {print sci " science and " wri "writing students." } $ awk -f countStudents student-list 47 science and 39 writing students. This program uses the END statement to perform an action at the end of the input. See the section “BEGIN and END” later in this chapter for more information about how END works. An action statement can also continue over multiple lines. Although you can chain together multiple actions using semicolons, your programs will be easier to read if you break them up into separate lines. If you do, the opening brace of the action must be on the same line as the pattern it matches. You can have as many lines as you want in the action before the final brace. For example, $ cat numberLines # Add line numbers to the input # Since there is no pattern, do this to every line in the file { n = n + 1 # add 1 to the number of lines print n " " $0 # print the line number, a space, and the original line } The comments in these programs make them easier to read. Like the shell, awk uses the # symbol for comments. Any line or part of a line beginning with the # symbol will be ignored by awk. The comment begins with the # character and ends at the end of the line. 592 / 877
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Specifying Patterns Because pattern matching is such a fundamental part of awk, the awk language provides a rich set of operators for specifying patterns. You can use these operators to specify patterns that match a particular word, a phrase, a group of words that have some letters in common (such as all words starting with A), or a number within a certain range. You can also use special operators to combine simple patterns into more complex patterns. These are the basic pattern types in awk:



Regular expressions are sequences of letters, numbers, and special characters that specify strings to be matched. awk accepts the same regular expressions as the egrep command, discussed in Chapter 19. Comparison patterns are patterns in which you compare two elements using operators such as == (equal to), != (not equal to), > (greater than), and < (less than). Compound patterns are built up from other patterns, using the logical operators and (&&), or (||), and not (!). Range patterns have a starting pattern and an ending pattern. They search for the starting pattern and then match every line until they find a line that matches the ending pattern. BEGIN and END are special built-in patterns that send instructions to your awk program to perform certain actions before or after the main processing loop.



Regular Expressions You can search for lines that match a regular expression by enclosing it in a pair of slashes (/…/). The simplest kind of regular expression is just a word or string. For example, to match lines containing the phrase “boxing wizards” anywhere in the line, you can use the pattern /boxing wizards/ Expressions can also include escape sequences. The most common are \t for TAB and \n for newline. Table 21–1 shows the special symbols that you can use to form more complex regular expressions. Table 21–1: awk Regular Expressions Symbol



Definition



Example



Matches



.



Matches any single character.



th.nk



think, thank, thunk, etc.



\



Quotes the following character.



\*\*\*



***



*



Matches zero or more repetitions of the previous item.



ap*le



ale, apple, etc.



+



Matches one or more repetitions of the previous item.



.+



any non-empty line



?



Matches the previous item zero or one times.



index\.html?



index. htm, index. html



^



Matches the beginning of a line.



^If



any line beginning with If



$



Matches the end of a line.



\.$



any line ending in a period



[]



Matches any one of the characters inside.



[QqXx]



Q, q, X, or x



[az]



Matches any one of the characters in the range.



[0–9]*



any number: 0110, 27, 9876, etc. 594 / 877
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[^ ]



Matches any character not inside.



[^\n]



any character but newline



()



Group a portion of the pattern.



script(\.sh)?



script, script.sh



|



Matches either the value before or after the |.



(E|e)xit



Exit, exit



To illustrate how you can use regular expressions, consider a file containing the inventory of items in a stationery store. The file inventory includes a one-line record for each item. Each record contains the item name, how many are on hand, how much each costs, and how much each sells for: pencils 108 .11 .15 markers 50 .45 .75 pens 24 .53 .75 notebooks 15 .75 1.00 erasers 200 .12 .15 books 10 1.00 1.50 If you want to search for the price of markers, but you cannot remember whether you called them “marker” or “markers,” you could use the regular expression /markers?/ as the pattern. To find out how many books you have on hand, you could use the pattern /^books/ to find entries that contain “books” only at the beginning of a line. This would match the record for books, but not the one for notebooks. Case Sensitivity In awk, string patterns are case sensitive. For example, the pattern/student/ wouldn’t match the string “Student”. In gawk, you can set the environment variable IGNORECASE if you want to make matching case-insensitive. Alternately, you can use tr to convert all of your input to lowercase before running awk, like this: cat inputfiles | tr [AZ] [az] awk -f programfile Some versions of awk have the functions tolower and toupper to help you control the case of strings (see the later section “Working with Strings”).



Comparison Operators The preceding section dealt with string matches where the target string may occur anywhere in a line. Sometimes, though, you want to compare a string or pattern with a specific string. For example, suppose you want to find all the items in the earlier example that sell for 75 cents. You want to match .75, but only when it is in the fourth field (selling price). You use the tilde (~) sign to test whether two strings match. For example, $4 ~ /^\.75/ checks whether the string $4 contains a match for the expression /^\.75/. That is to say, it checks whether field 4 begins with .75 (the backslash is necessary to prevent the . from being interpreted as a special character). This pattern will match strings such as “.75”, “.7552”, and “.75potatoes”. If you wish to test whether field 4 contains precisely the string .75 and nothing else, you could use $4 ~ /^\.75$/ You can test for nonmatching strings with !~. This is similar to ~, but it matches if the first string is not contained in the second string. 595 / 877
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The == operator checks whether two strings are identical. For example, $1==$3 checks to see whether the value of field 1 is equal to the value of field 3. Do not confuse == with =. The former (==) tests whether two strings are identical. The single equal sign (=) assigns a value to a variable. For example, $1="hello" sets the value of field 1 equal to “hello”. It would be used as part of an action statement. On the other hand, $1=="hello" compares the value of field 1 to the string “hello”. It could be a pattern statement. The != operator tests whether the values of two expressions are not equal. For example, $1 != "pencils" is a pattern that matches any line where the first field is not “pencils.” Comparing Order The comparison operators , = can compare two numbers or two strings. With numbers, they work just as you would expect-for example, $1 = 30 matches a line if field 1 is less than 10 and field 2 is greater than or equal to 30.
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The syntax for a range pattern is startPattern, endPattern This causes awk to compare each line of input to startPattern. When it finds a line that matches startPattern, that line and every line following it will match the range. awk will continue to match every line until it encounters one that matches endPattern. After that line, the range will no longer match lines of input (until another copy of startPattern appears). In other words, a range pattern matches all the lines from a starting pattern to an ending pattern. If you have a table in which at least one of the fields is sorted, you can use a range to pull out a section of data. For example, if you have a table in which each line is numbered, you could use this program to print lines 100 to 199: $ awk '/100/, /199/ {print}' datafile



BEGIN and END BEGIN and END are special patterns that separate parts of your awk program from the normal awk loop that examines each line of input. The BEGIN pattern applies before any lines are read. It causes the action following it to be performed before any input is processed. This allows you to set a variable or print a heading before the main loop of the awk program. For example, suppose you are writing a program that will generate a table. You could use a BEGIN statement to print a header at the top: BEGIN {print "Artist Album SongTitle TrackNum"} The END pattern is similar to BEGIN, but it applies after the last line of input has been read. Suppose you need to count the number of lines in a file. You could use { numline = numline + 1 } END { print "There were " numline " lines of input." } This awk program counts each of line of input and then prints the total when all the input has been processed. A shorter way to write this program is END { print "There were " NR " lines of input." } which uses a built-in awk variable to automatically count the lines.
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Specifying Actions The preceding sections have illustrated some of the patterns you can use. This section gives you a brief introduction to the kinds of actions that awk can take when it matches a pattern. An action can be as simple as printing a line or changing the value of a variable, or as complex as invoking control structures and user-defined functions.



Variables The awk program allows you to create variables, assign values to them, and perform operations on them. Variables can contain strings or numbers. A variable name can be any sequence of letters and digits, beginning with a letter. Underscores are permitted as part of a variable name, for example, old_price. Unlike many programming languages, awk doesn’t require you to declare variables as numeric or string; they are assigned a type depending on how they are used. The type of a variable may change if it is used in a different way All variables are initially set to null (or for numbers, 0). Variables are global throughout an awk program, except inside user-defined functions. Built-in Variables Table 21–2 shows the awk built-in variables. These variables either are set automatically or have a standard default value. For example, FILENAME is set to the name of the current input file as soon as the file is read. FS, the field separator, has a default value. Other commonly used built-in variables are NF, the number of fields in the current record (by default, each line is considered a record), and NR, the number of records read so far (which we used in the preceding example to count the number of lines in a file). ARGV is an array of the command-line arguments to your awk program. Table 21–2: awk Built-in Variables Variable



Meaning



Variable



Meaning



FS



Input field separator



NF



Number of fields in this record



OFS



Output field separator



NR



Number of records read so far



RS



Input record separator



FNR



Number of records from this file



ORS



Output record separator



RESTART



Set by match to the match index



ARGC



Number of arguments



RLENGTH



Set by match to the match length



ARGV



Array of arguments



OFMT



Output format for numbers



FILENAME



Name of input file



SUBSEP



Subscript separator for arrays



Built-in variables have uppercase names. They may contain string values (FILENAME, FS, OFS), or numeric values (NR, NF). You can reset the values of these variables. For example, you can change the default field separator by changing the value of FS. Actions Involving Fields You have already seen the field identifiers $1, $2, and so on. These are a special kind of built-in variable. You can assign values to them; change their values; and compare them to other variables, strings, or numbers. These operations allow you to create new fields, erase a field, or change the order of two or more fields. For example, recall the inventory file, which contained the name of each item, the number on hand, the price paid for each, and the selling price. The entry for pencils is pencils 108 .11 .15 The following awk program calculates the total value of each item in the file: { $5 = $2 * $4 print $0 } This program multiplies field 2 times field 4 and puts the result in a new field ($5), which is added at
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UNIX-The Complete Reference, Second Edition the end of the record. (By default, a record is one line.) The program also prints the new record with $0. You can use the NF variable to access the last field in the current record. For example, suppose that some lines have four fields while others have five. Since NF is the number of fields, $NF is the field identifier for the last field in the record (just as, in a line with four fields, $4 is the identifier for the last field). You can add a new field at the end of each record by increasing the value of NF by one and assigning the new data to $NF. For example, /pencil/ { # search for lines containing "pencil" NF += 1 # increase the number of fields $NF="Empire" # give the new last field the value "Empire" } Record Separators You have already seen many examples in which awk gets its input from a file. It normally reads one line at a time and treats each input line as a separate record. However, you might have a file with multiline records, such as a mailing list with separate lines for name, street, city, and state. To make it easier to read a file like this, you can change the record separator character. The default separator is a newline. To change this, set the variable RS to an alternate separator. For example, to tell awk to use a blank line as a record separator, set the record separator to null in the BEGIN section of your program, like this: BEGIN {RS=""} # break records at blank lines Now all of lines up until a blank line will be read in at once. You can use the variables $1, $2, and so on to work with the fields, just as you normally would. When working with multiline records, you may wish to leave the field separator as a space (the default value), or you may wish to change it to a newline, with a statement such as BEGIN {RS=""; FS="\n"} # separate fields at newlines Then you can use the field identifiers to refer to complete lines of the record.



Working with Strings awk provides a full range of functions and operations for working with strings. For example, you can assign strings to variables, concatenate strings, extract substrings, and find the length of a string. You already know how to assign a string to a variable: class = "music151" Don’t forget the quotes around music151. If you do, awk will try to assign class to the value of a variable named music151. Since you probably don’t have a variable by that name, class will end up set to null. You can also combine several strings into one variable. For example, you could enter this at the command line: $ awk '{student ID = $1 $3 > print student ID}' Long, Adam 2008 Long2008 Similarly, you could use print $3 $2 with that input to print 2008Adam. Some of the most useful string functions are length, which returns the length of a string, match, which searches for a regular expression within a string, and sub, which substitutes a string for a specified expression. You can use gsub to perform a “global” string substitution, in which anything in the line that matches a target regular expression is replaced by a new string. substr takes a string and returns the substring at a given position. In addition to these standard functions, gawk provides the functions toupper and tolower to change the case of a string. This program shows how you can use some of the string functions: length($0) > 10 { # pattern matches any line longer than 10 characters gsub(/[0–9]+/, "---") # replace all strings of digits with ---
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# print the first ten characters of the new string



}



Working with Numbers awk includes the usual arithmetic operators +, −, *, and /. (Unlike in shell scripting, you do not need to quote * when multiplying in an awk program.) The % operator calculates the modulus of two numbers (the remainder from integer division), and the ^ operator is used for exponentiation. In addition to =, you can use the assignment operators +=, −=, *=, /=, %=, and ^= as shortcuts. For example, { total += $1} # add the value of $1 to total END { print "Average = " total/NR } # divide total by the number of lines will find the average of the numbers in the first field of the input. You can also use the C-style shortcuts ++ and −− to increment or decrement the value of a variable. For example, x++ is the same as x += 1 (or x=x+1). awk provides a number of built-in arithmetic functions. These include trigonometric functions such as cos, the cosine function, and atan2, the arctangent function, as well as the logarithmic functions log and exp. Other useful functions are int, which returns the integral part of a number, and rand, which generates a random number between 0 and 1. For example, you can estimate the value of pi with at an2 (1, 1) * 4 # four times arctan of 1/1



Arrays It is particularly easy to create and use arrays in awk. Instead of declaring or defining an array, you define the individual array elements as needed and awk creates the array automatically One feature of awk is that it uses associative arrays-arrays that can use strings as well as numbers for subscripts. For example, votes [“republican”] and votes[“democratic”] could be two elements of an associative array You may be familiar with associate arrays from some other language, but by a different name. In Perl, they are called hashes, and in Python they are dictionaries. There is no built-in data type for associative arrays in C, but they are sometimes implemented with hash tables. You define an element of an array by assigning a value to it. For example, stock[1] = $2 assigns the value of field 2 to the first element of the array stock. You do not need to define or declare an array before assigning its elements. You can use a string as the element identifier. For example, numberl [$1] =$2 If the first field ($1) is pencil, and the second field ($2) is 108, this creates an array element: number["pencil"] = 108 When an element of an array has been defined, it can be used like any other variable. You can change it, use it in comparisons and expressions, and set variables or fields equal to it. For example, you could print the value of number[“pencil”] with print number["pencil"] You can delete an element of an array with delete array[subscript] and you can test whether a particular subscript occurs in an array with subscript in array where this expression will return a value of 1 if army[subscript] exists and 0 if it does not.
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Control Statements awk provides control flow statements that allow you to test logical condition (with if-then statements) or loop through blocks of code (for and while statements). The syntax is similar to that used in C. if... then Statements The if statement evaluates an expression and performs an action if the expression was true. It has the form if (condition) action For example, this statement checks the number of pencils in an inventory and alters you if you are running low: /pencil/ {if $2 < 144) print "Order more pencils"} You can add an else clause to an if statement. For example, if (length(input) > 0) print "Good, we have input" else print "Nope, no input here" awk provides a similar conditional form that can be used in an expression. The form is expression1 ? expression2 : expression3 If expression1 is true, the whole statement has the value of expression2; otherwise, it has the value of expression3. For example, rank = ($1 > 50000) ? "high" : "low" determines whether a number is above or below 50000. while Loops A while loop is used to repeat a statement as long as some condition is met. The form is while(condition) { action } For example, suppose you have a file in which different records contain different numbers of fields, such as a list of the test scores for each student in a school, where some students have more test scores than others, like this: Gignoux, Chris 97 88 95 92 Landfield, Ryan 75 93 99 94 89 You could use while to loop through every field in each record, add up the total score, and print the average for each student: { sum=0 i=2 while (i> "toy_file" else print $0 >> "alt_file" } This separates an inventory file into two parts based on the contents of the sixth field. The operator >> is used to append output to the files toy_file and alt_file.
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sed sed works in basically the same way as awk: it takes a set of patterns and simple editing commands and applies them to an input stream. It has a different syntax (which will seem very familiar if you are a vi user, but will probably be rather difficult if you are not), and slightly different capabilities. In particular, it lacks the field processing and control flow features of awk. Most programs which can be written in sed can also be written in awk. However, sed can be very useful for performing a simple set of editing commands on input before sending it on to awk.



How sed Works To edit a file with sed, you give it a list of editing commands and the filename. For example, the following command deletes the first line of the file data and prints the result to standard output: $ sed '1d' data Note that editing commands are enclosed in single quotation marks. This is because the editing command list is treated as an argument to the sed command, and it may contain spaces, newlines, or other special characters. The name of the file to edit can be specified as the second argument on the command line. If you do not give it a filename, sed reads and edits standard input. The sed command reads its input one line at a time. If a line is selected by a command in the command list, sed performs the appropriate editing operation and prints the resulting line. If a line is not selected, it is copied to standard output. Editing commands and line addresses are very similar to the commands and addresses used with ed, which is discussed in Appendix A. Experienced vi users will also recognize many of the commands. sed does not modify the original file. To save the changes sed makes, use file redirection, as in $ sed '1d' data > newdata



Selecting Lines The sed editing commands generally consist of an address and an operation. The address tells sed which lines to act on. There are two ways to specify addresses: by line numbers and by regular expression patterns. As the previous example showed, you can specify a line with a single number. You can also specify a range of lines, by listing the first and last lines in the range, separated by a comma. The following command deletes the first four lines of data: $ sed '1,4d' data Regular expression patterns select all lines that contain a string matching the pattern. The following command removes all lines containing “New York” from the file states: $ sed '/New York/d' states sed uses the same regular expressions as awk. You can also specify a range using two regular expressions separated by a comma, just like in awk.



Editing Commands In addition to the delete command (d), sed supports a (append), i (insert), and c (change) for adding text. It uses r and w to read from or write to a file. By default, sed prints all lines to standard output. If you invoke sed with the -n option (no copy), only those lines that you explicitly print are sent to standard output. For example, the following prints lines 10 through 20 only: $ sed -n '10,20p' file 607 / 877
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Replacing Strings The substitute (s) command works like the similar vi command. This example switches all occurrences of 2006 to 2007 in the file scheduling: $ sed 's/2006/2007/g' scheduling Because there is no line address or pattern at the beginning, this command will be applied to every line in the input file. As in vi, the g at the end of the substitution stands for “global”. It causes the substitution to be applies to every part of the line that matches the pattern. You can also use an explicit search pattern to find all the lines containing the string “2006” before applying the substitution: $ sed '/2006/s//2007/g' This command tells sed to operate on all lines containing the pattern 2006, and in each of those lines to change all instances of the target (2006) to 2007. Substitution is a very common use of sed. If you are not familiar with this syntax for substitutions, you might want to review vi substitutions in Chapter 5.



Using sed and awk Together It is often convenient to use sed and awk together to solve a problem. Even though awk has a full set of commands for manipulating text, using sed to filter the input to awk can simplify and clarify things. You can use sed for its simple text editing capabilities, and awk for its ability to deal with fields and records, as well as for its rich programming capabilities. The following example shows how you can use sed and awk together to extract a list of songs from a music database. Here is part of the entry for one song from an XML music data file: $ cat mysongs NameAirportman ArtistR. E .M. AlbumUp GenreRock KindMPEG audio file Size4091947 Total Time255608 Track Number1 Track Count14 Year1998 The data is stored as a simple keyword/value pair, with XML markup tags. In its current form, the information is hard to read. Also, there are some fields that you don’t really need. You can use sed to turn this file full of data into a useful table. Specifically, you can eliminate the XML tags and create a table showing the song title, artist, album, and track number. Processing the File with sed The first step is to use sed to remove the XML tags, and to insert a : after the keyword in each line. Inserting the : isn’t too hard. The substitution s//: / will replace the “” entries with “: ”. Removing the XML tags, however, is a bit more difficult. The substitution s///g will actually delete everything from the first < to the last >. That’s because * is greedy, meaning it will try to match the largest pattern possible-in this case, most of the line. The substitution s/]*>//g 608 / 877
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will do the trick, although it’s more complicated. The pattern “]*>” matches a , and finally a > sign. So the substitution will delete the XML tags “”, “”, and “”. You can combine the two substitutions on one line with a; and run a single sed command: $ sed 's//: /; s/< [^>]*>//g' mysongs Name: Airportman Artist: R. E. M. Album: Up Genre: Rock Kind: MPEG audio file Size: 4091947 Total Time: 255608 Track Number: 1 Track Count: 14 Year: 1998



This is an improvement. It’s readable; but it still has a block structure and it still includes extra information. You can remove the extra lines with statements like /Kind: / d or remove them all at once with /(Kind|Genre|Size|Total Time|Track Count Year): / d but the output is still on multiple lines: $ sed 's//: /; s/< [^>]*>//g; > /(Kind|Genre|Size Total Time|Track Count Year): / d' mysongs Name: Airportman Artist: R. E. M. Album: Up Track Count: 14



That’s fine for a short example like this, but not ideal for a long file with many entries. Using sed as a Filter for awk At this point, a better solution would be to use sed to remove the field name along with the XML tags, and then pass the results to awk. You can then use awk to select only the fields that you want, and arrange them so that they are all on one line and in the right order. The sed command to remove the “…” data and the other tags is $ sed 's/.*//; s/< [^>]*>//g' mysongs Airportman R.E.M. Up Rock MPEG audio file 4091947 255608 1 1 1 14 1998 The awk command will read the records in this format and use the field variables to select the fields you want and output them in the proper order. Since the input records use newline as the field delimiter and a blank line as the record delimiter, the awk program includes an initial statement 609 / 877
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defining the field separator (FS) and record separator (RS) accordingly. The commands for the awk program are in the file makesonglist. $ cat makesonglist BEGIN {FS="\n"; RS=""; OFS="\t"} {print $2, $3, $1, $10} Putting the sed command together with the awk program produces the result you want. $ sed 's/.*//; s/< [^>]*>//g' mysongs | awk -f makesonglist R.E.M. Up Airportman 1 Troubleshooting Your awk Programs If awk finds an error in a program, it will give you a “Syntax error” message. This can be frustrating, especially to a beginner, as the syntax of awk programs can be tricky Here are some points to check if you are getting a mysterious error message or if you are not getting the output you expect: Make sure that there is a space between the final single quotation mark in the command line and any arguments or input filenames that follow it. Make sure you enclosed the awk program in single quotation marks to protect it from interpretation by the shell. Make sure you put braces around the action statement. Do not confuse the operators == and =. Use == for comparing the value of two variables or expressions. Use = to assign a value to a variable. Regular expressions must be enclosed in forward slashes, not backslashes. If you are using a filename inside a program, it must be enclosed in quotation marks. (But filenames on the command line are not enclosed in quotation marks.) Each pattern/action pair should be on its own line to ensure the readability of your program. However, if you choose to combine them, use a semicolon in between. If your field separator is something other than a space, and you are sending output to a new file, specify the output field separator as well as the input field separator in order to get the expected results. If you change the order of fields or add a new field, use a print statement as part of the action statement, or the new modified field will not be created. If an action statement takes more than one line, the opening brace must be on the same line as the pattern statement. Remember to use a > if you want to redirect output to a file on the command line.
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Summary This chapter has described the basic concepts of the awk programming language, and given you a short introduction to sed and to using sed with awk. At this point, you should be able to write short but very useful awk programs to perform many tasks. This chapter is only an introduction to awk. It should be enough to give you a sense of the language and its potential, and to make it possible for you to learn more by using it. If you find that you want to learn more about awk, sed, or regular expressions, consult the resources listed next.
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How to Find Out More The following book is an entertaining and comprehensive treatment by the inventors of awk. It provides a thorough description of the language and many examples, including a relational database and a recursive descent parser: Aho, Alfred, Brian Kernighan, and Peter Weinberger. The AWK Programming Language . Reading, MA: Addison-Wesley, 1988. This book is a good, thorough introduction to both awk and sed, with many examples and instructive longer programs: Dougherty, Dale, and Arnold Robbins. sed & awk. 2nd ed. Sebastopol, CA: O’Reilly & Associates, 1997. This book is another very good awk reference: Robbins, Arnold. Effective awk Programming. 3rd ed. Sebastopol, CA: O’Reilly & Associates, 2001. These two books are both very good introductions to understanding and using regular expressions, both for sed and awk and for other programs: Forta, Ben. Sams Teach Yourself Regular Expression in 10 Minutes . 1st ed. Indianapolis, IN: Sams, 2004. Friedl, Jeffrey E.F. Mastering Regular Expressions . 2nd ed. Sebastopol, CA: O’Reilly & Associates, 2002. You can download gawk from the GNU site, which also has a great deal of documentation: http://www.gnu.org/software/gawk/gawk.html



http://www.gnu.org/software/gawk/manual/gawk.html Similarly, you can download sed or consult the sed manual: http://www.gnu.org/software/sed/



http://www.gnu.org/software/sed/manual/sed.html For a guide to frequently asked questions about awk and its relatives, see http://www.faqs.org/faqs/computer-lang/awk/faq/index.html The sed FAQ (which may also be helpful when working with awk regular expressions) can be found at http://www.student.northpark.edu/pemente/sed/sedfaq.html Resources for the book The AWK Programming Language can be found at http://cm.bell-labs.com/cm/cs/awkbook/
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Chapter 22: Perl Perl is what is known as a scripting language or an interpreted language. It combines the best features of shell scripting, awk, and sed into one package. Perl is particularly well suited to processing and manipulating text, but can also be used for applications such as network and database programming. Partly because text manipulation is such a common task, Perl has become incredibly popular. It is particularly common for CGI scripting-in fact, the majority of CGI scripts are written in Perl. Perl was first released in 1987 by Larry Wall. It is open source and can be downloaded for many platforms, including Linux, Solaris, HP-UX, AIX, Microsoft Windows, and Mac OS X. Another reason for the popularity of Perl is the ease with which Perl scripts can be run on different platforms. The basic syntax of Perl will feel familiar to C/C++ programmers as well as to shell scripters. Unlike many scripting languages, the perl interpreter completely parses each script before executing it. Thus, a Perl program will not abort in the middle of an execution with a syntax error. Perl programs are generally faster and more portable than shell scripts. At the same time, Perl scripts are faster to write and often shorter than comparable C programs. This chapter is only an introduction to the many uses of Perl. It gives you all the information you need to get started writing your own Perl scripts. However, if you really want to understand Perl, you will need to devote some time to a longer reference. See the section “How to Find Out More” at the end of this chapter for suggested sources. Obtaining Perl Most modern UNIX Systems come with perl already installed, usually at /usr/bin/perl. If it is installed on your system, the command perl -v should tell you which version you have. If you do not already have perl installed, or if you want to confirm that you have the latest version, go to http://www.perl.org/ . This site, which is a great general resource for Perl information, has links to the various web sites where you can download Perl for your system, including http://www.activestate.com/Products/ActivePerl/ . You will also be able to find installation instructions, either on the web site when you download Perl, or included with the Perl distribution.
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Running Perl Scripts The quickest way to run a command in Perl is on the command line. The -e switch is used to run one statement at a time. The statement must be enclosed in single quotes: $ perl -e 'print "Hello, world\n";' Hello, world Although there are many useful perl one-liners, this is not going to get you far with the language. A more common way to use Perl is to create a script by entering lines of Perl code in a file. You can then use the perl command to run the script: $ cat hello print "Hello, world\n"; $ perl hello Hello, world As you can see, the Perl function print sends a line of text to standard output. The “\n” adds a newline at the end. You can also create scripts that automatically use perl when they run. To do this, add the line #!/usr/bin/perl (or whatever the path for perl is on your system-use which perl to find out) to the top of your file. This instructs the shell to use /usr/bin/perl as the interpreter for the script. You will also need to make sure that you have execute permission for the file. You can then run the script by typing its name: $ cat hello.pl #!/usr/bin/perl print "Hello, world\n"; $ chmod u+x hello.pl $ ./hello.pl Hello, world If the directory containing the script is not in your PATH, you will need to enter the pathname in order to run the script. In the preceding example, ./hello.pl was used to run the script in the current directory The extension .pl is commonly given to Perl scripts. Although it is not required, using .pl when you name your Perl scripts can help you organize your files.
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Perl Syntax You may notice that Perl looks a bit like a combination of shell scripting and C programming. Like C, Perl requires a semicolon at the end of statements. It uses “\n” to represent a newline. Perl includes some familiar C functions like printf, and as you will see later, for statements in Perl use the C syntax. Like shell scripts, Perl scripts are interpreted rather than compiled. They do not require you to explicitly declare variables, which are global by default. As with shell scripting, Perl makes it easy to integrate UNIX System commands into your script. Comments in Perl scripts start with #, again, just like in the shell. One thing that’s important to understand about Perl is that the language is very flexible. Many Perl functions allow you to leave out syntax elements that other languages would require-for example, parentheses are often optional, and sometimes you can even leave out the name of a variable. When you read Perl scripts written by other people, you will often see familiar commands being used in new ways. If you’re not sure how something will work, experiment with it.
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Scalar Variables The simplest type of variable in Perl is called a scalar variable. These hold a single value, either a number or a string. A scalar variable name always starts with a $, as in $pi = 3.14159; $name = "Hamlet\n"; print $name; Note that this is different from shell scripting, in which you only need the $ when you want the value of the variable. Variable names are case sensitive, as is the language in general. As in shell scripting, you do not need to explicitly declare variables in Perl. In addition, Perl will interpret whether a variable contains a string or a number according to the context. For example, the following program will print the number 54: $string = "27"; $product = $string * 2; print "$product \n"; The default value for a variable is 0 (for a number) or “” (for a string). You can take advantage of this by using variables without first initializing them, as in $x = $x + 1; If this is the first time $x has been used, it will start with the value 0. This line will add 1 to that value and assign the result back to $x. If you print $x, you will find that it now equals 1.



Working with Numbers A shorter way to write the previous example is $x += 1; # add 1 to the current value of $x or even $x++;



# increment $x



C programmers will recognize these handy shortcuts. This works with subtraction, too: $posX = 7.5; $posY = 10; $posX −= $posY; # subtract $posY from $posX, so that $posX equals −2.5 $posY--; # $posY is now 9 In addition to += and −=, Perl supports *= (for multiplication) and /= (for division). Exponentiation is done with **, as in $x = 2**3; # $x is now 8 $x ** = 2; # $x equals $x ** 2, or 8 ** 2, which is 64 and modular division is done with %. The function int converts a number to an integer. Other math functions include sqrt (square root), log (natural logarithm), exp (e to a power), and sin (sine of a number). For example, $roll = int (rand(6))+1; # random integer from 1 to 6 print exp 1; # prints the value of e, approx 2.718281828 $pi = 4 * at an2(1, 1); # at an2 ($x, $y) returns the arctan of $x/$y Entering Numbers There are many ways to enter numbers in Perl, including scientific notation. All of the following declarations are equivalent: $num = 156.451; $num = 1.56451e2; # 1.56451 * (10 ** 2) $num = 1.56451E2; # same as previous statement $num = 156451e-3; # 156451 * (10 ** −3) Perl can also interpret numbers in hex, octal, or binary. See http://perldoc.perl.org/perldata.html for 616 / 877
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details. Perl performs all internal arithmetic operations with double-precision floating-point numbers. This means that you can mix floating-point values with integers in your calculations.



Working with Strings String manipulation is one of Perl’s greatest strengths. This section introduces some of the simplest and most common string operations. More powerful tools for working with strings are discussed in the section “Regular Expressions” later in this chapter. The . (dot) operator concatenates strings. This can be used for assignment $concat = $str1 . $str2; or when printing, as in $name1 = "Rosencrantz"; $name2 = "Guildenstern"; print $name1 . "and " . $name2 . "\n"; which prints Rosencrantz and Guildenstern. Variables can be included in a string by enclosing the whole string in double quotes. This example is a more compact way of writing the preceding print statement: print "$name1 and $name2\n"; Here the values of $name1 and $name2 are substituted into the line of text before it is printed. The \n in this example is an escape sequence (for the newline character) that is interpreted before printing as well. Another example of an escape sequence is \t, which stands for the tab character. Other escape sequences that are interpreted in double-quoted strings include \u and \l, which convert the next character to upper- or lowercase, and \U and \L, which convert all of the following characters to upper- or lowercase. For example, $ perl -e 'print "\U$name1 \L$name2\n"' ROSENCRANTZ guildenstern To turn off variable substitution, use single quotes. The line print '$name1 and $name2\n'; will print, literally, $name1 and $name2\n, without a newline at the end. Alternatively, you could use a \ (backslash) to quote the special characters $ and \ itself. The x operator is the string repetition operator. For example, print '*' x 80; # repeat the character '*' 80 times prints out a row of 80 *′s. As its name implies, the length function returns the length of a string-that is, the number of characters in a given string: $length = length ("Words, words, words.\n") ; In this example, $length is 21, which includes the newline at the end as one character. The index and rindex functions return the position of the first and last occurrences, respectively, of a substring in a string. The position in the string is counted starting from 0 for the first character. In this example, $posFirst = index ("To be, or not to be", "be"); $posLast = rindex ("To be, or not to be", "be");



$posFirst is three and $posLast is 17. These two functions are commonly combined with a third, called substr. This function can be used to get a substring from a string, or to insert a new substring. The first argument is the current string. The next argument is the position from which to start, and the optional third argument is the length of the 617 / 877
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substring (if omitted, substr will continue to the end of the original string). When substr is used for inserting, a fourth argument is included, with the replacement substring. In this case, the function modifies the original string, rather than returning the new string. $name = "Laurence Kerr Olivier"; # Get the substring that starts at 0 and stops before the first space: $firstname = substr($name, 0, index ($name,' ')) ; # $firstname = "Laurence" # Substring that starts after the last space and continues to the end of $name: $lastname = substr($name, rindex ($name, ' ')+1) ; # $lastname = "Olivier" substr($name, 9, 5, "");



In the last line of this example, the function substr starts at index 9 and replaces five characters (“Kerr ”) with the empty string-that is, the five characters are removed. If you were to print the variable $name at this point, you would see “Laurence Olivier”. Here’s another way to modifying an existing string with substr, by assigning the new substring to the result of the function: $path = "/usr/bin/perl"; # Replace the characters after the last / with "tclsh": substr($path, rindex ($path, "/") + 1) = "tclsh"; # $path = "/usr/bin/tclsh" # Insert the string "local/" at index 5 in $path: substr($path, 5, 0) = "local/";



# "/usr/local/bin/tclsh"



Perl includes many more ways to manipulate strings, such as the reverse function, which reverses the order of characters in a string, or the sprintf function, which can be used to format strings. See the sources listed at the end of this chapter for further details about these functions and other useful string operations.



Variable Scope By default, Perl variables are global, meaning that they can be accessed from any part of the script, including from inside a procedure. This can be a bad thing, especially if you reuse common variable names like $i or $x. You can declare local variables with the keyword my, as in my $pi = 3.14159; It is generally considered good practice to do this for any variable that you don’t specifically need to use globally If you add the line use strict; to the top of your script, perl will enforce the use of my to declare variables, and generate an error if you forget to do so.



Reading in Variables from Standard Input To read input from the keyboard (actually, from standard input), just use where you want to get the input, as in print "Please enter your name: "; my $name = ; print "Hello, $name.\n"; When you run this script, the output might look something like Please enter your name: Ophelia Hello, Ophelia Note that the period ended up on its own line. That’s because when you typed in the name Ophelia and pressed ENTER, included the newline at the end of your string, so the print statement actually printed Hello, Ophelia\n.\n. To fix this, use the command chomp to remove a newline from the end of a string, as shown: my $name = ; chomp($name); 618 / 877
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If for some reason there is no newline at the end, chomp will do nothing. You will almost always want to chomp data as you read it in. Because chomp is used so frequently, the following shortcut is common: chomp(my $name = );
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Arrays and Lists Arrays and lists are pretty much interchangeable concepts in perl. A list can be entered as a set of scalar values enclosed in parentheses, as shown: (1, "Branagh", 2.71828, $players) Lists can contain any type of scalar value (or even other lists). Perl does not impose a limit on the size or number of elements in a list. An array is just an ordered list in which you can refer to each element using its position. To assign the value of the preceding list to an array, you would write my @array = (1, "Branagh", 2.71828, $players); Note that, where scalar variable names all start with $, array variable names start with @. You do not need to tell Perl how big you want the array to be-it will automatically make the array big enough to hold all the elements you add. Once an array has been assigned a list, each element in the array can be accessed by referring to its index (starting from 0 for the first element): print "$array[1]\n"; # prints "Branagh" Here the @ has been replaced by a $. That’s because $array[1] is the string “Branagh”, which is a scalar. It’s only a piece of @array. The index of the last element in an array is the number $#arrayname. You can also use the index −1 as a shortcut to get the last element (although you can’t count backward through the whole array with −2, −3, etc). To get the size of an array, you can use the expression scalar @arrayname. This causes Perl to use the scalar value of the array which is its size. my @flowers = ("Rosemary", "Rue", "Daisies", "Violets"); print "The " . scalar @flowers ."th flower "; print " (at index $#flowers) is $flowers[−1].\n"; This example will print the line “The 4th flower (at index 3) is Violets.” You can create and initialize an array with the x operator. my @newarray = "0" x 10; is shorthand for my @newarray = ("0", "0", "0", "0", "0", "0", "0", "0", "0", "0") ; You can also create a list with the range operator,.. (dot dot). For example, my @newarray = ('A'..'Z'); The range operator simply creates a list containing all the values from one point to another. So, for example, (0..9) is a list with 10 elements, the integers from 0 to 9.



Reading and Printing Arrays You can assign input from the keyboard to an array, just as you would a scalar variable. my @lines = ; This time, Perl will continue to read in lines as you enter them. Each line will be one entry in the array To finish entering data, type CTRL-D on a line by itself. Remember that the newline character will be included at the end of each line of text. To get rid of the newlines, use chomp: chomp (@lines); or the shortcut 620 / 877
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chomp (my @lines = );



Printing an entire array works just like a scalar variable, too: print @lines; If you didn’t use chomp to remove the trailing newlines, this will echo back the strings in the array just as you entered them, each on its own line. If you did remove the newlines, the strings will be concatenated together. You can use the command print "$_\n" foreach (@lines); to print each one on a separate line. This is an example of a foreach loop, which will be explained later in this chapter.



Modifying Arrays You can add one or more new elements to the end of an array with push. my @actors = ("Gielgud", "Olivier", "Branagh"); push (@actors, "Gibson", "Jacobi"); To remove the last element, use pop: print pop (@actors) . "\n"; # remove "Jacobi" # @actors now: ("Gielgud", "Olivier", "Branagh", "Gibson") This will remove the last element from the array and print it at the same time. The functions shift and unshift operate on the beginning of the array. shift removes the first element and shifts all the others back one index, while unshift adds a new first element and moves everything else up one index. shift (@actors); # remove the first element, "Gielgud" unshift (@actors, pop (@actors)); # move "Gibson" to the beginning # @actors now: ("Gibson", "Olivier", "Branagh") The second line here removes the last element of the array with pop, and then it adds it at the beginning with unshift.



Array Slices Perl allows you to assign part of an array, called a slice, to another array The following example creates a new array containing six elements from @players. my @subset = @players [0, 3, 6..9] ; You can also use slices to assign new values to parts of an array For example, you could change the elements at indices 1 and 4 of @players with @players [1, 4] = ($playerK, $playerQ) ; Another use for lists is to assign values to a group of variables all at once. For example, you could initialize the variables $x, $y, and $z with my ($x, $y, $z) = (.707, 1.414, 0) ;



Sorting Arrays The sort function uses ASCII order (in which uppercase and lowercase letters are treated separately) to sort the elements of a list. my @newlist = sort (@oldlist) ; The original list is not changed. Somewhat unfortunately sort treats numbers as strings, which may not be what you want: my @numlist = sort (3, 25, 40, 100); 621 / 877
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will put the numbers in ASCII order as 100, 25, 3, 40. To sort numerically, use the line my @sortednumlist = sort {$a $b} @numlist; This example uses a feature of sort that allows you to write your own comparison for the elements of your list. It uses a special built-in function, , for the comparison. The web page http://perldoc.perl.org/functions/sort.html has more examples of custom sort routines. The reverse function reverses the order of the elements in a list. It is often used after sort: chomp (my @wordlist = ); my @revsort = reverse (sort (@wordlist)) ;
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Hashes A hash (also known as an associative array] is like an array, but it uses strings instead of integers for indices. These index strings are called keys. As an example, suppose you want to be able to look up each user’s home directory. You could use a hash with the usernames as the keys. The following example creates a hash with two entries-one for user kcb, and one for mgibson: my %homedirs = ("kcb", "/home/kbc", "mgibson", "/home/mgibson") ; As you can see, hashes look a bit like arrays. A hash is a list in which the keys alternate with the corresponding values. Hash variable names start with a %. Adding values to a hash is similar to adding elements to an array: $homedirs{"johng"} = "/home/johng"; Note that hashes use curly braces ({}) instead of square brackets ([]) for arguments. You can look up values in a hash by using the key as an index: my $homedir = $homedirs{"johng"}; # the home directory for user johng Here’s a longer example of a hash: my %dayabbr = ( "Sunday", "Sun", "Monday", "Mon" "Tuesday", "Tues" "Wednesday", "Wed", "Thursday", "Thurs" "Friday", "Fri" "Saturday", "Sat" ) ; print "The abbreviation for Tuesday is $dayabbr{"Tuesday"}\n"; This hash links the days of the week to their abbreviations. Note that since the keys are used to look up values, each key must be unique. (The values can be duplicated.) If you have never used associative arrays, then hashes may seem strange at first. But they are remarkably useful, especially for working with text. We will see examples of how convenient hashes can be later in this chapter, when we have discussed foreach loops and a few other language features.



Working with Hashes The reverse function swaps the keys of a hash with the values. In this example, abbrdays is a reverse of the hash dayabbr. It translates abbreviations into the full names for the days of the week: my %abbrdays = reverse (%dayabbr) ; Not all hashes reverse well. If a hash contains some duplicate values, when it is reversed it will have some duplicate keys. But duplicate keys are not allowed, so the "extras" are removed. For example, if you reverse the following hash, my %roles = ( "McKellen", "Hamlet", "Jacobi", "Hamlet", "Stewart", "Claudius", ) ; my %actors = reverse($roles) ;



the new hash, %actors, will contain only two elements, one with the key "Hamlet" and the other "Claudius". It can be difficult to predict which entry Perl will remove, so you should be careful when reversing a hash that might have duplicate values. The function keys returns a list (in no particular order) of the keys for a hash, as in my @fullnames = keys (%dayabbr) ; # "Sunday", "Monday", etc Similarly, values returns a list of the values in the hash. For example,
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# "Sun", "Mon", etc



The list may include duplicate values, if the hash contains two or more keys that have the same value. The delete function removes a key (and the associated value): delete $dayabbr{"Wednesday"}; delete also returns the value it removes, so you could write print "Enter a day to delete.\n"; chomp(my $deleteday = ); # must remember to chomp here print "Deleting the pair $deleteday, " . delete $dayabbr{$deleteday} . "\n";
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Control Structures In order to write more interesting scripts, you will need to know about control structures.



if Statements An if statement tests to see if a condition is true. If it is, the following block of code is executed. This example tests to see if the value of $x is less than 0. If so, it multiplies by −1 to make it positive: if ($x < 0) { $x *= −1; } Perl is not sensitive to line breaks, so you can write short statements like the one just shown all on one line. The following example checks to see if $x or $y is equal to 0: if ($x == 0 | $y == 0) {print "Cannot divide by 0.\n";} There are a few things to notice here. The comparison == is used to see if two numbers are equal. Be careful not to use =, which in this case would set $x to 0. Also, | | means “or”. If we wanted to know if both $x and $y were 0, we could use && for “and”. Another way to write a one-line if statement is to put the test last: print "Error: input expected\n" if (! defined $input); In this example, the ! stands for “not”. The function defined is used to determine if a variable has been assigned a value. This statement says “print an error message if $input has not been defined”. In some cases you may find it more natural to write this type of statement as print "Error: input expected\n" unless (defined $input); if statements can have an else clause that gets executed if the initial condition is not met. This example checks whether a hash contains a particular key: if (exists $hash{$key}){ print "$key is $hash{$key}\n"; } else { print "$key could not be found\n"; } You can also include elseif clauses that test additional conditions if the first one is false. This example has one elseif clause. It uses the keyword eq to see if two strings are equal: if ($str eq "\L$str") { print "$str is all lowercase.\n"; } elseif ($str eq "\U$str") { print "$str IS ALL UPPERCASE.\n"; } else { print "$str Combines Upper And lower case letters.\n"; } Comparison Operators Table 22–1 lists the operators used for comparison. Notice that there are different operators, depending on whether you are comparing numbers or strings. Be careful to use the appropriate operators for your comparisons. For example, “0.67” == “.67” is true, because the two numbers are equal, but “0.67” eq “.67” is false, because the strings are not identical. Table 22–1: Comparison Operators Numerical



String



Meaning



==



eq



is equal to 625 / 877
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!=



ne



does not equal



>



gt



is greater than




=



ge



is greater than or equal to



0) { $sum += $n; $n--; } print "$sum\n"; The first line of the loop could also have been written as until ($n == 0) { A common use of while loops is to process input. The assignment $input= will have a value of true as long as there is data coming from standard input. The following example will center each line of input from the keyboard, stopping when CTRL-D signals the end of input: while (my $input = ) { $indent = (80 − length ($input))/2; print " "x $indent; print "$input"; } The $ Variable The $_ variable is a shortcut you can use to make scripts like the one just shown even more compact. Many Perl functions operate on $_ by default. The output from is assigned to $_ if you do not explicitly assign it elsewhere. print sends the value of $_ to standard output if no argument is specified. Similarly, chomp works on $_ by default. With $_, the preceding centering script could be rewritten as while (){ print " " x ((80 − length())/2) . $_; } Note that this use of length returns the length of $_. This could even be written on a single line, as print " " x ((80 − length())/2) . $_ while (); Iterating Through Hashes You can use a while loop to iterate through the elements in a hash with the each function. This function returns a key/value pair each time it is called. For example, you could print the elements of the hash %userinfo as shown: while (my ($key, $value) = each %userinfo) { print "$key −> $value\n"; }



foreach Loops The foreach loop iterates through the elements of a list. This example will print each list element on its own line: 626 / 877
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foreach $line (@list){ print "$line\n"; }



The syntax here could be read as “for each line in the list, print.” If you leave out the variable, foreach will use $_: foreach (@emailaddr) { print "Email sent to $_\n"; } This example could be written on a single line as print "Email sent to $_\n" foreach (@emailaddr); The foreach loop is also handy for working with hashes. This loop will print the contents of a hash: foreach $key (keys %userinfo) { print "$key −> $userinfo{$key}\n"; }



for Loops The Perl for loop syntax is just like the syntax in C. The loop for (my $i=0; $i"name", -size=>34), ]), td([ "System", popup_menu(-name= >"system", -values=>["", "UNIX Variant", "MS Windows", "Mac OS X"]), ]), td([ "Problem Description", textarea(-name=>"descript", -cols=>30, -rows=>4), ]), td([ "", submit("Submit") , ]) ])), end_form, p, "Thank you!"; } else { print br, "Thank you for your submission, ", param("name"), ".", br, "We will respond within 24 hours.", br, br, br, br; } print hr, a({-href=>"http://www.duckpond-software.com"}, "Back to Home Page"), end_html;



For more information about CGI scripting, including how to run CGI scripts, see Chapter 27.
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Troubleshooting The following is a list of problems that you may run into when running your scripts, and suggestions for how to fix them. In addition, one good general tip for troubleshooting is to always use perl -w to execute scripts. The warnings it prints can help you find errors or typos in your code. Problem: You can’t find perl on your machine. Solution: From the command prompt, try typing the following: $ perl -v If you get back a "command not found" message, try typing $ ls /usr/bin/perl or $ ls /usr/local/bin/perl If one of those commands shows that you do have perl on your system, check your PATH variable and make sure it includes the directory containing perl. Also check your scripts to make sure you entered the full pathname correctly If you still can’t find it, you may have to download and install perl yourself. Problem: You get “Permission denied” when you try to run a script. Solution: Check the permissions on your script. For a perl script to run, it needs both read and execute permission. For instance, $ ./hello.pl Can't open perl script "./hello.pl": Permission denied $ ls -l hello.pl ---x------1 kili 46 Apr 23 13:14 hello.pl $ chmod 500 hello.pl $ ls -l hello.pl -r-x------1 kili 46 Apr 23 13:14 hello.pl $ ./hello.pl Hello, World Problem: You get a syntax error. Solution: Make sure each line is terminated by a semicolon. Unlike shell and some other scripting languages, Perl requires a semicolon at the end of every statement. Problem: You still get a syntax error. Solution: Make sure all parentheses match correctly and all blocks are enclosed in curly braces. You can use the showmatch option in vi, or blink-matching-paren in emacs, to help you make sure you always close your parentheses and braces. Remember to enclose all blocks with curly braces. Unlike C, perl does not allow one-line statements to represent a block. For instance, you can’t say while () if ( ! /^$/) print "$_\n"; Problem: You get a syntax error when assigning a value to a scalar variable. Solution: Make sure you use a “$” in front of all scalar variable names. 639 / 877
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Unlike most other programming languages, Perl requires all variable names to start with an identifying character-$ for scalar variables, @ for arrays, and % for hashes. Also remember to use a $ when getting a scalar value from a hash or an array Problem: You get incorrect results when comparing numbers or strings. Solution: Make sure you are using the right test operators. Remember that the operators eq and ne are string comparisons, and == and != are numeric comparisons. Problem: Data received from external sources (such as STDIN) causes unexpected behavior. Solution: Make sure you chomp your input to remove the newline at the end of strings. If you forget to chomp data, you will get unexpected newlines when printing and test comparisons will fail. Problem: Values outside parentheses seem to get lost. Solution: Group all arguments to a function in parentheses. Remember that many commands in Perl are functions. Although they are not always required, parentheses are used to group the input to functions. For example, just as sqrt (1+2)*3 will take the square root of 1+2 and then multiply the result by 3, $ perl -e 'print (1+2)*3' 3 will print 1+2 and then try to multiply the result by 3. Adding parentheses around the arguments to print, as in $ perl -e 'print ((1+2)*3)' 9 will solve this problem. Running your scripts with perl -w will help detect these errors. Problem: You get the warning “Use of uninitialized value”. Solution: You may be trying to use a variable that’s undefined. Some operations should not be done to a variable that’s undefined. For example, die "Error: filename argument expected" if (! -e $ARGV[0]); looks for a file named $ARGV[0]. If it is undefined (because there were no command-line arguments), perl -w will generate a warning. Problem: Running perl from the command line gives an error message or no output at all. Solution: Make sure you are enclosing your instructions in single quotes, as in $ perl -e 'print "Hello, World!\n"' Problem: Running your perl script gives unexpected output. Solution: Make sure you are running the right script! This might sound silly, but one classic mistake is to name your script “test” and then run it at the command line only to get nothing: $ test $ 640 / 877
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The reason is that you are actually running /bin/test instead of your script. Try running your script with the full pathname (e.g., /home/kili/PerlScripts/test.pl) to see if that fixes the problem. Problem: Your program still doesn’t work correctly. Solution: Try running the perl debugger with the -d switch. The perl debugger is used to monitor the execution of your code in a step-by-step fashion. When using the debugger, you can set breakpoints at exact lines in your script and then see exactly what is going on at any point during the program execution. Debugging a program can be very useful in locating logical errors. Alternately, you try running your program with perl -MO=Lint scriptname, which will use the module B::Lint to check for syntax errors that perl -w might miss. You could also try posting to the newsgroup comp.lang.perl. The readers of that newsgroup can often be very helpful in diagnosing problems. Be sure to read the newsgroup FAQ before posting, to avoid asking questions that have already been answered.
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Summary Although it is not the easiest language to learn, once you are comfortable using associative arrays, regular expressions, and other keys feature of Perl, you will find that it is very easy to write short but powerful scripts. It is said that Perl programs are generally shorter, easier to write, and faster to develop than corresponding C programs. They are often less buggy, more portable, and more efficient than shell scripts. According to www.perl.org, Perl is the most popular web programming language. Hopefully you now have a sense of why all this might be true. Table 22–3 lists some of the most important Perl functions introduced in this chapter. Details about these functions, and many more, can be found in perldoc perlfuncs. Table 22–4 summarizes the special characters used in Perl scripting. Table 22–3: Basic Perl Functions Function



Use



print



Print a string



chomp



Remove terminal newlines



my



Declare a local variable



reverse



Reverse the order of characters in a string or elements in a list, or swap the keys and values in a hash



push, pop



Add or remove elements at the end of an array



unshift, shift



Add or remove elements at the beginning of an array



sort



Sort a list in ASCII order



keys, values



Get a list of keys or values for a hash



if, unless



Conditional statements



while, until



Loop while a condition is true (or until it becomes true)



foreach, for



Loop through the elements in a list



defined



Check whether a variable has a value other than undef



open, close



Open or close a filehandle



die



Exit with an error message



sub



Define a procedure



return



Exit from a procedure, returning a value



Table 22–4: Special Characters Used in Perl Symbol



Use



Symbol



Use



#



comment







Read input from a filehandle



$



scalar variable name



$_



Default variable



@



array name



@_



Values passed to a procedure



$#



last index in an array



//



Enclose a regular expression 642 / 877
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%



name of a hash



!



Not



&



procedure name



&&, ||



And, or
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How to Find Out More The classic Perl reference is known as the “Camel book” (because of the picture on the cover). It is very thorough and would be a good choice for an experienced programmer who wants to really understand Perl. Wall, Larry, Tom Christiansen, and Jon Orwant. Programming Perl . 3rd ed. Sebastopol, CA: O’Reilly Media, 2000. The “Llama book” is a shorter and more introductory work. If you are relatively new to programming, this might be more approachable, although it does not cover the language in the same depth as the Camel book. Schwartz, Randal L., Tom Phoenix, and brian d foy. Learning Perl 4th ed. Sebastopol, CA: O’Reilly Media, 2005. Perl comes with extensive documentation. The command perldoc can be used to access this documentation. For example, perldoc perlintro displays an overview of Perl, and perldoc perl includes a list of the other documentation pages. The same documentation, with a more user-friendly interface, is available on the web at http://perldoc.perl.org/ Three excellent web sites for Perl information are http://www.perl.org/



http://www.cpan.org/ http://www.perl.com/ ActivePerl, a Perl implementation that can be downloaded for many platforms, is found at http://www.activestate.com/ Another good place to learn about perl is the newsgroup comp.lang.perl.misc. This is a good place to ask questions about the language. Be sure to read the newsgroup FAQ before posting.
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Chapter 23: Python Python is a scripting language. It was first released in 1991 by Guido van Rossum, who is still actively involved in maintaining and improving the language. Python is open source and runs on virtually all UNIX variants, including Linux, BSD, HP-UX, AIX, Solaris, and Mac OS X, as well as on Windows. (There’s even a version of Python for the PSP.) Python has been gaining popularity ever since it was released, and although Perl is still more widely used, it is certainly one of the most popular scripting languages. One reason for its popularity is the large set of libraries available for Python, including interfaces for writing graphical applications, and for network and database programming. Like most scripting languages, Python has built-in memory management. Scripts are compiled to bytecode before they are interpreted, which makes execution fairly efficient. Python can be used to write either object-oriented or procedural code. It even supports some features of functional programming languages. Writing programs in Python is typically faster and easier than writing in C. Python is known for being easy to combine with C libraries, however, and because it can be object-oriented, it works well with C++ and Java also. Python is significantly more readable than Perl. In particular, Python code strongly resembles pseudocode. It uses English words rather than punctuation whenever possible. Like Perl, Python is used extensively in developing applications for the web. Chapter 27 shows how Python can be used for CGI scripting and web development. This chapter is only an introduction to the many uses of Python. It gives you all the information you need to get started writing your own Python scripts, but if you really want to understand Python, you will need to devote some time to a longer reference. See the section “How to Find Out More” at the end of this chapter for suggested sources. Installing Python Most modern UNIX systems come with python already installed, usually at /usr/bin/python. If it is installed on your system, the command python -V will tell you which version you have. If you do not have python installed, you can download it from http://www.python.org/ , which is the official web site for Python. The download page includes instructions for unpacking and installing the source files.
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Running Python Commands The easiest way to use Python is with the interactive interpreter. Just like the UNIX shell, the interpreter allows you to execute one line at a time. This is an excellent way to test small blocks of code. The command python starts the interactive interpreter, and CTRL-D exits it. The interpreter prompts you to enter commands with “>>>”. In this chapter, examples starting with “>>>” show how the interpreter would respond to certain commands. $ python >>> print "Hello, world" Hello, world >>> [CRTL-D] $ As you can see, the command print sends a line of text to standard output. It automatically adds a newline at the end of every line. You can also use python to run commands that have been saved in a file. For example, $ cat hello-script print "Hello, world" $ python hello-script Hello, world To make a script that automatically uses python when it is run, add the line #!/usr/bin/ python (or whatever the path for python is on your system-use which python to find out) to the top of your file. This instructs the shell to use /usr/bin/python as the interpreter for the script. You will also need to make sure the file is executable, after which you can run the script by typing its name. $ cat hello.py #!/usr/bin/python print "Hello, world" $ chmod u+x hello.py $ ./hello.py Hello, world If the directory containing the script is not in your PATH, you will need to enter the pathname in order to run it. In the preceding example, ./hello.py was used to run a script in the current directory The extension .py indicates a Python script. Although it is not required, using .py when you name your Python scripts can help you organize your files. The quickest way to execute a single command in Python is with the -c option. The command must be enclosed in single quotes, like this: $ python -c 'print "Hello, world"' Hello, world
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Python Syntax One of the first things many newcomers to Python notice is how readable the code is. This makes Python a good choice for group projects, where many people will have to share and maintain programs. The ease of reading and maintaining Python code is one reason it is popular with so many programmers. One very notable feature of Python that tends to startle experienced developers is the mandatory indentation. Instead of using keywords like do/done or punctuation like {}, you group statements (e.g., the block following an if statement) by indenting your code. Python is sensitive to white space, so to end a block you just return to the previous level of indentation. The section “Control Structures” shows exactly how this works. Unlike C and Perl, Python does not require semicolons at the end of lines (although they can be used to separate multiple statements on a single line). Comments in Python start with a #, as in shell and Perl. You do not need to declare variables before using them, and memory management is done automatically



Using Python Modules Python ships with a rich set of core libraries, called modules. Modules contain useful functions that you can call from your code. Some modules, like sys (for system functions like input and output) are very commonly used, but there are also more specialized modules, like socket and ftplib (for networking). To use a module, you have to import it with a line at the top of your script, after which you can use any of the functions or objects it contains. For example, you could import the math module, which includes the variable pi. Here’s how you would print the value of pi while in the interactive interpreter: >>> import math >>> print math.pi 3 .14159265359 This chapter describes the most commonly used Python modules. You can find out more about the core modules at http://docs.python.org/modindex.html. And, just for fun, you might want to try entering import this in the Python interpreter.
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Variables Python variables do not have to be declared before you can use them. You do not need to add a $ in front of variable names, as you do in Perl or in shell scripts when getting the value of a variable. In fact, variable names cannot start with a special character. Python variable names, and the language in general, are case-sensitive. This section explains how you can use numbers, strings, lists, and dictionaries. Python also has a file data type, which is described in the section “Input and Output.” Data types that are not covered here include tuples, which are very similar to lists, and sets, which are like unordered lists. For information about tuples and sets, see http://docs.python.org/tut/node7.html.



Numbers Python supports integers and floating-point numbers, as well as complex numbers. Variables are assigned with=(equals), as shown. x = y = −10 # Set both x and y equal to the integer −10 dist = 13.7 # This is a floating-point decimal z = 7 – 3j # The letter j marks the imaginary part of a complex number Python also allows you to enter numbers in scientific notation, hexadecimal, or octal. See http://docs.python.org/ref/integers.html and http://docs.python.org/ref/floating.html for more information. You can perform all of the usual mathematical operations in Python: >>> print 5 + 3 8 >>> print 2.5 – 1.5 1.0 >>> print (6–4j) * (6+4j) # Can multiply complex numbers just like integers. (52+0j) >>> print 7 / 2 # Division of two integers returns an integer! 3 >>> print 7.0 / 2 3.5 >>> print 2 ** 3 # The operator ** is used for exponentiation 8 >>> print 13 % 5 # Modulus is done with the % operator 3 In newer versions of Python, if you run your script with python -Qnew, integer division will return a floating-point number when appropriate. Variables must be initialized before they can be used. For example, >>> n = n + 1 NameError: name 'n' is not defined will cause an error if n has not yet been set. This is true of all Python variable types, not just numbers. Python supports some C-style assignment shortcuts: >>> x = 4 >>> x += 2 # Add 2 to x >>> print x 6 >>> x /= 1.0 # Divide x by 1.0, which converts it to a floating-point >>> print x 6.0 But not the increment or decrement operators: >>> X++ SyntaxError: invalid syntax Functions such as float, int, and hex can be used to convert numbers. For example, 648 / 877
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You can assign several variables at once if you put them in parentheses: (x, y) = (1.414, 2.828) # Same as x = 1.414 and y = 2.828 This works for any type of variable, not just numbers. Useful Modules for Numbers The math module provides many useful mathematical functions, such as sqrt (square root), log (natural logarithm), and sin (sine of a number). It also includes the constants e and pi. For example, >>> import math >>> print math.pi, math.e 3.14159265359 2.71828182846 >>> print math.sqrt(3**2 + 4**2) 5.0 The module cmath includes similar functions for working with complex numbers. The random module includes functions for generating random numbers. import random x = random.random() # Random number, with 0 >> title = "Alice's Adventures\nin Wonderland" >>> print title Alice's Adventures in Wonderland Printing Strings Since variable names do not start with a distinguishing character (such as $), Python does not expand variables if you embed them in a string. One way to print variables as part of a string is with the concatenation operator, +, which allows you to combine several strings: >>> name = "Alice" >>> print "The value of name is " + name The value of name is Alice There are some drawbacks to this method. The concatenation operator only works on strings, so variables of other data types (such as numbers) must be converted to a string with str() in order to concatenate them. When many variables and strings are combined in one statement, the result can be messy: >>> (n1, n2, n3) = (5, 7, 2) >>> print "First:" + str(n1) + "Second:" + str (n2) + "Third:" + str (n3) First: 5 Second: 7 Third: 2 You can shorten this a little bit by giving print a list of arguments separated by commas. This allows you to print numbers without first converting them to strings. In addition, print automatically adds a space between each term. So you could replace the print statement in the previous example with >>> print "First:", n1, "Second:", n2, "Third:", n3 First: 5 Second: 7 Third: 2 If you add a comma at the end of a print statement, print will not add a newline at the end, so this example will print the same line as the previous two: print "First:", n1, 649 / 877
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Another way to include variables in a string is with variable interpolation, like this: >>> print "How is a %s like a %s?" % ('raven', 'writing desk') How is a raven like a writing desk? >>> year = 1865 >>> print "It was published in %d." % year It was published in 1865. >>> print "%d times %f is %f" % (4, 0.125, 4 * 0.125) 4 times 0.125000 is 0.500000 The operator % (which works a little like the C command printf) replaces the format codes embedded in a string with the values that follow it. The format codes include %s for a string, %d for an integer, and %f for a floating-point value. The full set of codes you can use to format strings is documented at http://docs.python.org/lib/typesseq-strings.html. Because the % formatting operator produces a string, it can be used anywhere a string can be used. So, for example, print len("Hello, %s" % name) will print the length of the string after the value of name has been substituted for %s. String Operators As you have seen, the + operator concatenates strings. For example, fulltitle = title + '\nby Lewis Carroll' The * operator repeats a string some number of times, as in print '-' * 80 # Repeat the - character 80 times. which prints a row of dashes. The function len returns the length of a string. length = len("Jabberwocky\n") The length is the total number of characters, including the newline at the end, so in this example length would be 12. You can index the characters in strings as you would the values in an array (or a list). For example, print name [3] will print the fourth character in name (since the first index is 0, the fourth index is 3). String Methods This sections lists some of the most common string methods. A complete list can be found at http://docs.python.org/lib/string-methods.html. The method strip() removes white space from around a string. For example, >>> print " Jabberwocky ".strip() Jabberwocky You can also use lstrip() or rstrip() to remove leading or trailing white space. The methods upper() and lower() convert a string to upper- or lowercase. >>> str = "Hello, world" >>> print str.upper (), str.lower () HELLO, WORLD hello, world You can use the method center() to center a string: >>> print "'Twas brillig, and the slithy toves".center(80) 'Twas brillig, and the slithy toves >>> print "Did gyre and gimble in the wabe" . center (80) Did gyre and gimble in the wabe 650 / 877
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You can split a string into a list of substrings with split(). By itself, split() will divide the string wherever there is white space, but you can also include a character by which to divide the string. For example, wordlist = sentence.split() # Split a sentence into a list of words passwdlist = passwdline.split(':') # Split a line from /etc/passwd join() is an interesting method that concatenates a list of strings into a single string. The original string is used as the separator when building the new string. For example, print ":".join(passwdlist) will restore the original line from /etc/passwd. To find the first occurrence of a substring, use find(), which returns an index. Similarly, rfind() returns the index of the last occurrence. scriptpath = "/usr/bin/python" i = scriptpath.rfind('/') # i = 8 You can use replace() to replace a substring with a new string: newpath = oldpath.replace('perl', 'python') This example replaces perl with python every time it occurs in oldpath, and saves the result in newpath. The method count() can be used to count the number of times a substring occurs. More powerful tools for working with strings are discussed in the section “Regular Expressions” later in this chapter.



Lists A list is a sequence of values. For example, mylist = [3, "Queen of Hearts", 2.71828, x] Lists can contain any types of values (even other lists). There is no limit to the size or number of elements in a list, and you do not need to tell Python how big you want a list to be. Each element in a list can be accessed or changed by referring to its index (starting from 0 for the first element): print mylist[1] # Print "Queen of Hearts" mylist[0] += 2 # Change the first element to 5 You can also count backward through the array with negative indices. For example, mylist[−1] is the last element in mylist, mylist[−2] is the element before that, and so on. You can get the number of elements in a list with the function len(), like this: size = len (mylist) # size is 4, because mylist has 4 elements The range() function is useful for creating lists of integers. For example, numlist = range (10) # numlist = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9] creates a list containing the numbers from 0 to 9.



List Slices Python allows you to select a subsection of a list, called a slice. For example, you could create a new list containing elements 2 through 5 of numlist: numlist = range (10) sublist = numlist[2:6] # sublist=[2, 3, 4, 5] In this example, the slice starts at index 2 and goes up to (but does not include) index 6. If you leave off the first number, the slice starts at the beginning of the string, so sublist = numlist[:4] # sublist = [0, 1, 2, 3] would assign the first 4 elements of numlist to sublist. Similarly, you can leave off the last number to include all the elements up to the end of the string, as in 651 / 877
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# sublist = [4, 5, 6, 7, 8, 9]



You can also use slices to assign new values to part of a list. For example, you could change the elements at indices 1 and 3 of mylist with mylist[1:4] = [new1, mylist[2], new3] Slices work on strings as well as lists. For example, you could remove the last character from a string with print inputstr[:−1] List Methods The sort() method sorts the elements in a list. For strings, sort() uses ASCII order (in which all the uppercase letters go before the lowercase letters). For numbers, sort() uses numerical order (e.g., it puts “5” before “10”). sort() works in place, meaning that it changes the original list rather than returning a new list. mylist.sort() print mylist The reverse() method reverses the order of the elements in a list. Like sort(), reverse() works in place. The sort() and reverse() methods can be used one after another to put a list in reverse ASCII order. You can add a new element at the end of a list with append(). For example, mylist.append(newvalue) # Same as mylist[len(mylist)] = newvalue extend() is just like append(), but it appends all the elements from another list. To insert an element elsewhere in a list, you can use insert(): mylist.insert(0, newvalue) # Insert newvalue at index 0 This will cause all the later elements in the list to shift down one index. To remove an element from a list, you can use pop(). pop() removes and returns the element at a given index. If no argument is given, the last element in the list is removed. print mylist.pop(0) # Print and remove the first element of mylist mylist.pop() # Remove the last element



Dictionaries A dictionary is like a list, but it uses arbitrary values, called keys, for the indices. Dictionaries are sometimes called associative arrays. (In Perl, they are called hashes. There is no equivalent intrinsic type in C, although they can be implemented using hashtables.) As an example, suppose you want to be able to look up a user’s full name when you know that user’s login name. You could create a dictionary, like this: fullname = {"lewisc": "L. Carroll", "mhatter": "Bertrand Russell"} This dictionary has two entries, one for user lewisc and one for user mhatter. To create an empty dictionary, use an empty pair of brackets, like this: newdictionary = {} Adding to a dictionary is just like adding to a list, but you use the key as the index: fullname["aliddell"] = "Alice Liddell" Similarly, you can look up values like this: print fullname["mhatter"] which will print “Bertrand Russell”. Note that since keys are used to look up values, each key must be unique. To store more than one value for a key, you could use a list, like this: dict={} dict['v'] = ['verse', 'vanished', 'venture'] dict['v'].append('vorpal') 652 / 877
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Here’s a longer example of a dictionary: daysweek = { "Sunday": 1, "Monday": 2, "Tuesday": 3, "Wednesday": 4, "Thursday": 5, "Friday": 6, "Saturday": 7, } print "Thursday is day number", daysweek['Thursday'] This dictionary links the names of the days to their positions in the week. Working with Dictionaries You can get a list of all the keys in a dictionary with the method keys, like this listdays = daysweek.keys() # "Sunday", "Monday", etc To check if a dictionary contains a particular key, use the method has_key: >>> print daysweek. has_key ("Fri") False >>> print daysweek.has_key("Friday") True This is commonly used in an if statement, so that you can take some particular action depending on whether a key is defined or not. (Note that some older versions of Python will print 0 for false and 1 for true.) The del statement removes a key (and the associated value): >>> del daysweek [ "Saturday"] >>> del daysweek ["Sunday"] >>> print daysweek {'Monday': 2, 'Tuesday': 3, 'Wednesday': 4, 'Thursday': 5, 'Friday': 6} The function len returns the number of entries in the dictionary: print "There are", len (daysweek), "entries." If you have never used associative arrays, then dictionaries may seem strange at first. But they are remarkably useful, especially for working with text. You will see examples of how convenient dictionaries can be later in this chapter.
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Control Structures In order to write more interesting scripts, you will need to know about control structures.



if Statements An if statement tests to see if a condition is true. If it is, the block of code following it is executed. This example tests to see if the value of x is less than 0. If so, x is multiplied by −1 to make it positive: if x < 0 : x *= −1 The important thing to note here is that there are no begin/end delimiters (such as curly braces) to group the statements following if. Instead, the test is followed by a colon (:), and the block of code is indented. As mentioned earlier, Python is sensitive to indentation. When you are done with the if statement, you simply return to entering your code in the first column. When you enter the first line of an if statement in the interactive interpreter, it will prompt you with “…” for the remaining lines. You must indent these lines, just as you would if you were entering them in a script. To end your if block, just enter a blank line. The preceding if statement would look like this in the interpreter: >>> if x < 0 : ... x *= −1 ... if statements can have an else clause that gets executed if the initial condition is not met. This example checks whether a dictionary contains a particular key: if dict.has_key(key): print "%s is in dict" % key else: print "%s could not be found. Adding %s to dictionary..." % (key, key) dict[key]=value You can also include elif clauses that test additional conditions if the first one is false. This example has one elif clause: if str.islower() : print str, "is all lower case" elif str.isupper() : print str, "IS ALL UPPERCASE" else : print str, "Combines Upper And lower case letters" Comparison Operators The comparison == is used to see if two values are equal. Unlike other languages, Python allows you to use the same comparison operator for strings and other objects as well as for numbers. But be careful not to use =, which in the next example would set x to 0. To test whether two values are different, you can use !=, which also works on any type of object. Python uses the keywords and, or, and not for the corresponding logical tests, as in this example: if x == 0 or y == 0 : print "Cannot divide by 0." elif not (x > 0 and y > 0) : print "Please enter positive values."



for Loops The for loop iterates through the elements of a list. This example will print each list element on its own line: 654 / 877
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for element in list: print element



The syntax here could be read as “for each element in the list, print the element”. As you will see in the section “Input and Output”, for loops are very useful for looping through the lines in a file. They can also be used with ranges, to execute a loop a certain number of times. For example, for i in range (10): print "%d squared is %d" % (i, i**2) will use the list [0, 1, 2, 3,... 9] to print the squares of the integers from 0 to 9. To create the list [1, 2, 3, … 10], you could use range(1, 11). The for loop is also handy for working with dictionaries. This loop will iterate through the keys of a dictionary and print each key/value pair: for key in userinfo.keys() : print key, "−>", userinfo [key]



while Loops The while loop repeats a block of code as long as a particular condition is true. For example, this loop will repeat five times. It will halt when the value of n is 0. (n, sum)=(5, 0) while n > 0 : sum += n n −= 1 To create an infinite loop, you can use the keyword True or False. You can exit from an infinite loop with break. This loop, for example, while True : print inputlist.pop(0) if inputlist[0] == "." : break will print each element in inputlist. When the next element in the list is ".", the loop will terminate.
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Defining Your Own Functions The keyword def is used to define a function. This example shows a function named factorial that returns the factorial of an integer. It sends the value 5 to the function and returns the value of fact. def factorial(n): fact=1 for num in range(1, n+1): fact *= num return fact print "5 factorial is", factorial(5)



Python also allows you to define small functions called lambdas that can be passed as arguments. For example, you could use the map function to apply a lambda expression to each element in a list. You can learn how to use lambda and map in sections 4 and 5 of the Python Tutorial at http://docs.python.org/tut/tut.html.



Variable Scope Variables in the main body of your code (outside of functions) are global. Global variables can be accessed from any part of the code, including inside a function. While this may seem convenient, it can cause some serious problems. For example, if you happen to use the same variable name for a global variable and for a variable inside a function, you could accidentally change the value of the global variable when you call the function. In fact, it’s best to avoid using global variables as much as possible. One easy way to do this is to put all of your code in functions, including the main body of code. You can then include a single line to call the main function, like this: #!/usr/bin/python # # wordcount.py : count the words in the filename arguments # import fileinput, re def sortkeys(dict) : keylist=dict.keys() keylist.sort() return keylist def printwords (wordfreq, totalwords) : for word in sortkeys(wordfreq) : print "%d %s" % (wordfreq[word], word) print "%d total words found." % totalwords def countwords(splitline, wordfreq, totalwords) : for word in splitline : if not wordfreq.has_key(word) : wordfreq[word]=1 else : wordfreq[word] += 1 totalwords += 1 def main() : (wordfreq, totalwords)=( {}, 0) for line in fileinput.input() : splitline=re.findall (r"\w+", line.lower()) countwords(splitline, wordfreq, totalwords) printwords (wordfreq, totalwords) main()



This program uses a dictionary (wordfreq) to count the frequency of each word in the input. The 656 / 877
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words are saved as keys in the dictionary, where the number of times the words appear are the values. It two methods from modules you haven’t seen yet: fileinput.input() allows you to iterate through the lines in the input, and the function re.findall() is used to divide each line into a list of lowercase words. You will learn how to use these functions in the next two sections. Notice that even though this program is relatively short, it has been broken into four separate functions. The functions make it easier to quickly understand what each part of the program does. For example, just by reading the code in main(), you can see that the program iterates through input, splits lines, counts words, and prints some output. Even without reading the other sections-and without knowing exactly how fileinput.input() and re.findall() work-you would be able to make a pretty good guess about what the program was for.
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Input and Output You know how to print to standard output with print, but by now you are probably wondering how to read from standard input or print to standard error, and how to work with filename arguments and other files.



Getting Input from the User The simplest way to read input from the keyboard (actually, from standard input), is with the function raw_input(). For example, print "Please enter your name:", name = raw_input() print "Hello," + name In this example, the comma after the first print statement prevents it from including a newline at the end of the string. Another way to write the same thing is to include the prompt string as an argument to raw_input: >>> name=raw_input("Please enter your name: ") Please enter your name: Alice >>> print "Hello,"+name Hello, Alice raw_input() does not return the newline at the end of the input.



File I/0 To open a file for reading input, you can use filein=open(filename, 'r') where filename is the name of the file and r indicates that the file can be used for reading. The variable filein is a file object, which includes the methods read(), readline(), and readlines(). To get just one line of text at a time, you can use readline(), as in #!/usr/bin/python filein = open ("input.txt", 'r') print "The first line of input.txt is" print filein.readline() print "The second line is" print filein.readline() which will print the first two lines of input.txt When you run this script, the output might look something like The first line of input.txt is The second sentence is false. The second line is The first sentence was true.



As you can see, there is an extra newline after each line from the file. That’s because readline() includes the newline at the end of strings, and the print statement also adds a newline. To fix this, you can use the rstrip method to remove white space (including a newline) from the end of the string, like this: print filein.readline().rstrip() Alternatively, you could use a comma to prevent print from appending a newline: print filein.readline(), 658 / 877
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To read all the lines from a file into a list, use readlines(). For example, you could center the lines in a file like this: for line in filein.readlines() : print line.rstrip().center(80) This script uses the center method for strings to center each line (assuming a width of 80 characters). The readlines method also includes the newline at the end of each line, so line.rstrip() is used to strip the newline from line before centering it. To read the entire file into a single string, use read(): for filename in filelist : print "*** %s ***" % filename # filein=open(filename, 'r') # print filein.read(), # filein.close() #



Display the name of the file. Open the file. Print the contents. Close the file.



This script will print the contents of each file in filelist to standard output. The comma at the end of the print statement will prevent print from appending an extra newline at the end of the output. To open a file for writing output, you can use fileout=open(filename, 'w') If you use ‘a’ instead of ‘w’, it will append to the file instead of overwriting the existing contents. You can write to the file with write(), which writes a string to the file, or writelines(). This example uses the time module to add the current date and time to a log file: import time logfile = open (logname, 'a') logfile.write(time.asctime() + "\n") Note that write does not automatically add a newline to the end of strings. You can also use the method writelines(), which copies the strings in a list to the file. As with write(), you must include a newline at the end of each string if you want them to be on separate lines in the file. To close a file when you are done using it, use the close method: filehandle.close()



Standard Input, Output, and Error The sys (system) module has objects for working with standard input, output, and error. As with any module, to use sys you must import it by including the line import sys at the top of your script. The file object sys.stdin lets you read from standard input. You can use the methods read(), readline(), and readlines() to read from sys.stdin just as you would any normal file. print "Type in a message. Enter Ctrl-D when you are finished." message = sys.stdin.read() The object sys.stderr allows you to print to standard error with write() or writelines(). For example, sys.stderr.write("Error: testing standard error\n") Similarly, the file object sys.stdout allows you to print to standard output. You could use sys.stdout.write as a replacement for print, as in sys.stdout.write("An alternate way to print\n")



Using Filename Arguments The sys module also lets you read command-line arguments. The variable sys.argv is a list of the arguments to your script. The name of the script itself is in sys.argv[0]. For example, 659 / 877
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$ cat showargs.py #!/usr/bin/python import sys print "You ran %s with %d arguments:" % (sys.argv[0], len (sys.argv[1:])) print sys.argv[1:] $ ./showargs.py here are 4 arguments You ran ./showargs.py with 4 arguments: ['here', 'are', '4', 'arguments']



Note that this script uses the slice sys.argv[1:] to skip the first entry in sys.argv (the name of the script itself) when it prints the command-line arguments. To read from filename arguments, you can use the module fileinput, which allows you to iterate through all the lines in the files in a list. By default, fileinput.input() opens each command-line argument and iterates through the lines the files contain. A typical use might look something like #!/usr/bin/python import fileinput for line in fileinput.input(): print "%s: %s" % (fileinput.filename(), line),



This will display the contents of each filename argument, along with the name of the file. It will interpret the argument-as a reference to standard input, and it will use standard input if no filename arguments are given. For other uses of fileinput, see http://docs.python.org/lib/module-fileinput.html. Alternatively, you can open filename arguments just as you would any other files. For example, this script will append the contents of the first argument to the second argument: #!/usr/bin/python import sys filein=open (sys.argv[1], 'r') fileout=open (sys.argv[2], 'a') fileout.write(filein.read()) Using Command-Line Options The getopt module contains the getopt function, which works rather like the shell scripting command with the same name (described in Chapter 20). You can use getopt to write scripts that take command-line options, as in $ ./optionScript.py -ab -c4 -d filename To learn how to use getopt, see the Python documentation at http://docs.python.org/lib/modulegetopt.html.



660 / 877



UNIX-The Complete Reference, Second Edition



Interacting with the UNIX System The module os (operating system) allows Python to interact directly with the files on your system and to run UNIX commands from within a script.



File Manipulation One of the commonly used functions in os is os.path.isfile(), which checks if a file exists: import os, sys if not os.path.isfile (argv[1]) : sys.stderr.write("Error: %s is not a valid filename\n" % argv[1]) Similarly, os.path.isdir() can be used to see if a string is a valid directory name. The function os.path.exists() checks if a pathname (for either a file or a directory) is valid. To get a list of the files in a directory, you can use os.listdir(), as in for filename in os.listdir("/home/alice") : print filename The list will include hidden files such as .profile. You can get the path of the current directory with os.getcwd(), so you can get a list of the files in the current directory with filelist = os .listdir (os.getcwd()) A few of the other useful functions included in the os module are mkdir(), which creates a directory, rename(), which moves a file, and remove(), which deletes a file. To copy files, you can use the module shutil, which has the functions copy(), to copy a single file, and copytree(), to recursively copy a directory For example, shutil.copytree(projectdir, projectdir + ".bak") will copy the files in projectdir to a backup directory



Running UNIX Commands You can run a UNIX command in your script with os.system(). For example, you could call uname -a (which displays the details about your machine, including the operating system, hostname, and processor type) like this: os.system("uname -a") # Print system information However, os.system() does not return the output from uname -a, which is sent directly to standard output. To work with the output from a command, you must open a pipe.



Opening Pipelines Python lets you open pipes to or from other commands with os.popen(). For example, readpipe = os.popen("ls -la", 'r') # Similar to ls -la pythonscript.py will allow you to read the output from ls -la with readpipe, just as you would read input from sys.stdin. For example, you could print each line of input from readpipe: for line in readpipe.readlines() : print line.rstrip() You can also open a command to accept output. For example, writepipe=os.popen("lpr", 'w') # Similar to pythonscript.py lpr writepipe.write(printdata) # Send printdata to printer will let you send output to lpr.
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Regular Expressions A regular expression is a string used for pattern matching. Regular expressions can be used to search for strings that match a certain pattern, and sometimes to manipulate those strings. Many UNIX System commands (including grep, vi, emacs, sed, and awk) use regular expressions for searching and for text manipulation. The re module in Python gives you many powerful ways to use regular expressions in your scripts. Only some of the features of re will be covered here. For more information, see the documentation pages at http://docs.python.org/lib/module-re.html



Pattern Matching In Python, a regular expression object is created with re.compile(). Regular expression objects have many methods for working with strings, including search(), match(), findall(), split(), and sub(), Here’s an example of using a pattern to match a string: import re maillist = ["[email protected]", "[email protected]", "[email protected]"] emailre = re.compile(r"land") for email in maillist : if emailre.search(email) : print email, "is a match."



This example will print the addresses [email protected] and [email protected], but not [email protected]. It uses re.compile(r"land”) to create an object that can search for the string land. (The r is used in front of a regular expression string to prevent Python from interpreting any escape sequences it might contain.) This script then uses emailre.search(email) to search each email address for land, and prints the ones that match. You can also use the regular expression methods without first creating a regular expression object. For example, the command re.search(r“land”, email) could be used in the if statement in the preceding example, in place of emailre.search(email). In short scripts it may be convenient to eliminate the extra step of calling re.compile(), but using a regular expression object (emailre, in this example) is generally more efficient. The method match() is just like search(), except that it only looks for the pattern at the beginning of the string. For example, regexp = re.compile(r'kn', re.I) for element in ["Knight", "knave", "normal"] : if regexp.match(element) : print regexp.match (element).group () will find strings that start with “kn”. The re.I option in re.compile(r‘kn’, re.I) causes the match to ignore case, so this example will also find strings starting with “KN”. The method group() returns the part of the string that matched. The output from this example would look like Kn kn



Constructing Patterns As you have seen, a string by itself is a regular expression. It matches any string that contains it. For example, venture matches “Adventures”. However, you can create far more interesting regular expressions. Certain characters have special meanings in regular expressions. Table 23–1 lists these characters, with examples of how they might be used. Table 23–1: Python Regular Expressions Char



Definition



Example



Matches
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Matches any single character.



th.nk



think, thank, thunk, etc.



\



Quotes the following character.



script\.py



script.py



*



Previous item may occur zero or more times in a row.



.*



any string, including the empty string



+



Previous item occurs at least once, and maybe more.



\*+



*, *****, etc.



?



Previous item may or may not occur.



web\.html?



web.htm, web.html



{n,m}



Previous item must occur at least n times but no more than m times.



\*{3,5}



***, ****, *****



()



Group a portion of the pattern.



script(\.pl)?



script, script.pl



|



Matches either the value before or after the |.



(R|r)af



Raf, raf



[]



Matches any one of the characters inside. Frequently used with ranges.



[QqXx]*



Q, q, X, or x



[^]



Matches any character not inside the brackets.



[^AZaz]



any nonalphabetic character, such as 2



\n



Matches whatever was in the nth set of parenthesis.



(croquet)\1



croquetcroquet



\s



Matches any white space character.



\s



space, tab, newline



\s



Matches any non-white space.



the \S



then, they, etc. (but not the)



\d



Matches any digit.



\d*



0110, 27, 9876, etc.



\D



Matches anything that’s not a digit.



\D+



same as [^0–9]+



\w



Matches any letter, digit, or underscore.



\w+



t, AL1c3, Q_of_H, etc.



\W



Matches anything that \w doesn’t match.



\W+



&#*$%, etc.



\b



Matches the beginning or end of a word.



\bcat\b



cat, but not catenary or concatenate



^



Anchor the pattern to the beginning of a string.



^ If



any string beginning with If



$



Anchor the pattern to the end of the string.



\.$



any string ending in a period



Remember that it is usually a good idea to add the character r in front of a regular expression string. Otherwise, Python may perform substitutions that change the expression.



Saving Matches One use of regular expressions is to parse strings by saving the portions of the string that match your pattern. For example, suppose you have an e-mail address, and you want to get just the username part of the address: email = '[email protected]' parsemail = re.compile(r"(.*)@(.*)") (username, domain)=parsemail.search(email).groups() print "Username:", username, "Domain:", domain This example uses the regular expression pattern “(.*)@(.*)” to match the e-mail address. The pattern contains two groups enclosed in parentheses. One group is the set of characters before the @, and the other is the set of characters following the @. The method groups() returns the list of strings that match each of these groups. In this example, those strings are alice and wonderland.gov.
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UNIX-The Complete Reference, Second Edition In some cases, you may want to find and save a list of all the matches for an expression. For example, regexp = re.compile(r"ap*le") matchlist = regexp.findall(inputline) searches for all the substrings of inputline that match the expression "ap*le". This includes strings like ale or apple. If you also want to match capitalized words like Apple, you could use the regular expression regexp = re.compile(r"ap*le", re.I) instead. One common use of findall() is to divide a line into sections. For example, the sample program in the earlier section “Variable Scope” used splitline = re.findall (r"\w+", line.lower()) to get a list of all the words in line.lower().



Splitting a String The split() method breaks a string at each occurrence of a certain pattern. Consider the following line from the file /etc/passwd: line = "lewisc:x:3943:100:L. Carroll:/home/lewisc:/bin/bash" We can use split() to turn the fields from this line into a list: passre = re.compile(r":") passlist = passre.split(line) # passlist = ['lewisc', 'x', 3943, 100, 'L. Carroll', '/home/lewisc, '/bin/bash'] Better yet, we can assign a variable name to each field: (logname, passwd, uid, gid, gcos, home, shell) = re.split (r":", line)



Substitutions Regular expressions can also be used to substitute text for the part of the string matched by the pattern. In this example, the string “Hello, world” is transformed into “Hello, sailor”: hello = "Hello, world" hellore = re.compile(r"world") newhello = hellore.sub("sailor", hello) This could also be written as hello = "Hello, world" newhello = re.sub (r"world", "sailor", hello) Here's a slightly more interesting example of a substitution. This will replace all the digits in the input with the letter X: import re, fileinput matchdigit = re.compile(r"\d") for line in fileinput.input(): print matchdigit.sub('X', line)
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Creating Simple Classes In all of the examples so far, we have been using Python as a procedural programming language, like C or shell scripting (or most Perl scripts). You can also use Python for object-oriented programming. If you are not familiar with object-oriented programming, see Chapter 25, which explains the concepts and terminology Most of the books on Python listed at the end of this chapter also cover objectoriented programming. To define a class, you can use the form class MyClass (ParentClass) : def method1(self) : # insert code here, such as self.x = 1024 def method2 (self, newx) : self.x = newx def method3(self) : return self.x This creates a class named MyClass. The (ParentClass) is optional. If it is included, MyClass inherits from ParentClass. (Python also supports multiple inheritance.) Classes typically contain one or more methods. In the previous example, MyClass has three methods. method1 can be called without any arguments. It sets the member variable x to 1024. The second method, method2, is called with an argument, which it uses to set the value of x. The last method in this example, method3, returns the value of x. Here’s how you might use this class in the Python interpreter: >>> obj = MyClass() >>> obj .method1 () >>> print obj .x 1024 >>> obj .method2 ("Hello, world") >>> print obj .method3 () Hello, world For more information about classes and objects in Python, see the Classes section of the Python Tutorial at http://docs.python.org/tut/node11.html.
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Exceptions Like C++ and Java, Python supports exception handling. For example, if you attempt to open a file that does not exist, or a file you do not have permission to read, Python will raise an IOError. You can handle this in your code. For example, try : filein = open (inputfile, 'r') except IOError : sys.stderr.write( "Error: cannot open %s\n" % inputfile) sys.stderr.write( "%s: %s\n" % (sys.exc_type, sys.exc_value)) sys.exit(2) In this example, Python will try to open inputfile. If it successfully opens the file, execution will continue after the try/except block. If it cannot open the file, however, Python will throw an IOError exception. The except statement catches the exception, and executes a block of code to handle it. The variable sys.exc_type gives the type of exception (although in this case, we already know that it was an IOError). The variable sys.exc_value has an error message generated by Python that may help to determine what went wrong. Finally, sys.exit() causes the script to terminate. In this example, sys.exit(2) returns the exit code 2 to indicate that there was error. Because Python automatically generates detailed error messages, exception handling isn’t always necessary. Chapter 25 has a detailed description of how exception handling works in Java, which may be helpful if you want to learn more about exceptions. In addition, the books in the section “How to Find Out More” at the end of this chapter have more complete coverage of exception handling in Python.
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Troubleshooting The following is a list of problems that you may run into when running your scripts, and suggestions for how to fix them. Problem: You can’t find pythonon your machine. Solution: From the command prompt, try the command which python. If you get back a “command not found” message, try typing $ ls /usr/bin/python or $ ls /usr/local/bin/python If one of those commands shows that you do have python on your system, check your PATH variable and make sure it includes the directory containing python. Also check your scripts to make sure you entered the full pathname correctly If you still can’t find it, you may have to download and install python yourself, from http://www.python.org. Problem: You get “Permission denied” when you try to run a script. Solution: Check the permissions on your script. For a python script to run, it needs both read and execute permissions. For instance, $ ./hello.py Can't open python script "./hello.py": Permission denied $ ls −1 hello.py ---x------ 1 kili 46 Apr 23 13:14 hello.py $ chmod 500 hello.py $ ls −1 hello.py -r-x------ 1 kili 46 Apr 23 13:14 hello.py $ ./hello.py Hello, World Problem: You get a SyntaxError (“invalid syntax”). Solution: Remember to use a colon (:) in your if statements, loops, and function definitions. Although Python does not require curly braces around blocks of code, or semicolons at the end of each line, it does require the : before each indented block of code. Problem: You still get an error. Solution: Check that you are using tabs or spaces, but not both, to indent your blocks. A common mistake is to use tabs to indent some lines and spaces to indent others. Depending on the width your editor uses to display tabs, code that appears to line up may actually be indented incorrectly If you are working on code that may be shared with other programmers, spaces are usually a safer choice than tabs. They will look the same in any editor, and a simple command such as $ grep " " *.py can be used to quickly find any cases where tabs have been used by mistake. (To include a TAB character in a command line, as in the preceding example, use CTRL-V TAB.) In addition, scripts run with python -t will generate a warning if tabs and spaces are used in the same block of code. The command $ sed 's/ \t/



/g' tabfile > spacefile



replaces all the tabs in tabfile with spaces, and saves the result in spacefile. An even better solution is 667 / 877
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this simple Python program, which will replace the tabs in a list of files: #!/usr/bin/python # replace tabs with spaces # usage: tabreplace.py n filenames # where n is the number of spaces to use instead of each tab import sys, fileinput # Loop through the lines in the files (starting from sys.argv[2]) # Use a special flag to send the output from print directly to the files # In each line, replace all tab characters with sys.argv[1] spaces for line in fileinput.input(sys.argv[2:], True): print 1ine.expandtabs(int(sys.argv[1])),



The method expandtabs() actually replaces each tab with up to n spaces, so that the text will still line up correctly in columns.



Problem: You get a NameError (“name is not defined”). Solution: Remember to import modules, and to include the module name when using its objects. In order to use standard I/O, regular expressions, and other important language features, you must import Python modules. You must also include the module name when you use objects or functions from the module. For example, in order to use the math module to compute a square root, you would have to write import math sqroot = math.sqrt (121)



Problem: Test comparisons with strings fail unexpectedly. Solution: Make sure you remove the newline at the end of strings. Remember that strings that have been read in from files or from standard input typically have newlines at the end. If you do not remove the newlines, not only with your print statements tend to add an extra line, but your test comparisons will often fail. You can use str = str.rstrip () to remove white space (including newlines) from the end of your strings. Problem: Running python from the command line gives an error message or no output at all. Solution: Make sure you are enclosing your instructions in single quotes, as in $ python -c 'print "Hello, world"' Problem: Running your Python script gives unexpected output. Solution: Make sure you are running the right script! This might sound silly, but one classic mistake is to name your script "test" and then run it at the command line only to get nothing: $ test $ The reason is that you are actually running /bin/test instead of your script. Try running your script with the full pathname (e.g., /home/kili/PythonScripts/test.py) to see if that fixes the problem. Problem: Your program still doesn’t work correctly. Solution: Try running your code with a debugger. python comes with a command-line debugger called pdb. One way to run your script with pdb is with the -m flag, like this: $ python -m pdb myscript.py command-line-argument 668 / 877
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pdb will display the first line of code in your file and wait for input. For information about the commands pdb recognizes and how to use it for debugging, see the documentation at http://docs.python.org/lib/debugger-commands.html. A list of other debuggers for Python can be found at http://wiki.python.org/moin/PythonDebuggers/ . Alternatively, you could use a Python IDE that has a graphical debugger. There are quite a few IDEs for Python, some free and some commercial, including IDLE, which ships with python. The Python wiki has a list of IDEs at http://wiki.python.org/moin/IntegratedDevelopmentEnvironments/ . Many of these IDEs also have syntax checking features that can help you spot errors in your code as you work.
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Summary There are many features of Python that were not covered in this chapter. Chapter 27 has some information about using the CGI module of Python to write CGI scripts, but for further information about the language you will need to find a book devoted to Python. Several good references are mentioned in the later section “How to Find Out More.” Table 23–2 lists some of the most important Python functions introduced in this chapter. Table 23–2: Python Keywords Function



Use



print



Print a string to standard output.



raw input()



Read a string from standard input.



import



Load a module.



rstrip()



Remove trailing white space from a string. Other string methods: lower(), center(), split(), join(), find(), replace(), count()



sort()



Sort the items in a list. Other list methods: reverse(), append(), extend(), insert(), pop()



keys()



Get a list of keys in a dictionary. Use has_key() to test for keys.



len()



Get the length of a string, list, or dictionary.



del



Delete an element from a list or dictionary.



range()



Generate a list of integers.



if . . . elif . . . else



Conditional statement.



for . . . in



Loop through the elements in a list.



while



Loop while a condition is true. Can use break to exit.



open()



Open a file. File methods: read(), readline(), readlines(), write(), writelines(), close().



def



Define a procedure.



return



Exit from a procedure, returning a value.



class



Define a class.



try . . . except



Catch exceptions.



Table 23–3 lists the Python modules mentioned in this chapter. See the Python documentation at http://docs.python.org/modindex.html for details. Table 23–3: Python Module Module



Use



sys



Standard 1/0, command-line arguments



fileinput



Iterate through files, especially command-line arguments



getopt



Parse command-line options



os
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shutil



Copy files



re



Regular expressions



math



Mathematical functions



cmath



Complex number support



random



Generate random numbers



time



System time and date



CGI



CGI scripting
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How to Find Out More A very good introduction to Python for new programmers is Fehily, Chris. Python: Visual QuickStart Guide. 1st ed. Berkeley, CA: Peachpit Press, 2001. For more experienced programmers who are interested in a faster introduction to Python, Dive into Python, by Mark Pilgrim, is a good choice. It is available either as a book or as a free download. Pilgrim, Mark. Dive into Python. 1st ed. Berkeley, CA: Apress, 2004.



http://diυeintopython.org/ This book is a very thorough guide to Python, from the most basic beginner’s material all the way through advanced topics such as web development: Norton, Peter, et al. Beginning Python. 1st ed. Indianapolis, Indiana: Wrox-Wiley, 2005. Like all books in the Nutshell series, Python in a Nutshell is a very good reference to the language. It is often easier to use than the online documentation. Martelli, Alex. Python in a Nutshell 1st ed. Sebastopol, CA: O’Reilly Media, 2003. This is an interesting way to explore new uses of Python, and also a helpful reference: Martelli, Alex, and David Ascher, ed. Python Cookbook. 2nd ed. Sebastopol, CA: O’Reilly Media, 2005. The official web site for Python is http://www.python. org/ Documentation, including a tutorial, can be found at http://docs.python. org/
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24: C and C++ Programming Tools Overview This chapter describes the tools that C and C++ programmers need to develop software under UNIX. It assumes that you already know either C or C++ but need to learn the tools for compiling, debugging, and project management. Unlike C and C++ development under other operating systems, UNIX software development typically involves using several different command-line programs. Learning the syntax and arguments for these commands can be intimidating at first, but they have become the standard because they are highly configurable, are quick and efficient to execute, and have benefited from years of open-source support. Once you have mastered the command-line tools, you will be able to use the knowledge on any UNIX system, across many platforms. Even if you decide to use a custom IDE, it will almost certainly use some of the command-line tools behind the scenes. If you know how they work, you can take advantage of this to configure the command-line tools within your IDE. This chapter shows you how to Obtain C/C++ development tools Compile C and C++ programs with gcc Manage compiling large projects with make Debug your programs with gdb Manage your source files with cvs Write your own man pages
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Obtaining C/C++ Development Tools The three main tools that you need to develop C or C++ software under UNIX are gcc, make, and gdb. gcc is a collection of compilers, make is a tool for handling dependencies in large projects, and gdb is a debugger. All three are open source and are distributed from the Free Software Foundation under the GNU public license. The GNU tools are widely used and have an active community constantly improving and fixing them. You can download and install gcc, gdb, and make from http://www.gnu.org/ or http://prep.ai.mit.edu/ . Most Linux distributions come with these tools as part of their standard installation. On other UNIX systems, you might have to download and install them yourself. While this chapter focuses on the three GNU tools, there are many other development tools available for UNIX, such as the compiler cc. You could, for example, substitute cc for gcc, as much of the command-line syntax is the same.



674 / 877



UNIX-The Complete Reference, Second Edition



The gcc Compiler gcc is the “GNU Compiler Collection.” gcc started out as a C compiler but now supports languages such as C++, Java, Fortran, and Ada as well. gcc runs C and C++ source code through a preprocessor, syntactic analyzer, compiler, optimizer, assembler, and linker to generate an executable that you can run on your machine.



Compiling C Programs Using gcc We’ll start off with an example of how to use gcc to compile a simple C program. Using your favorite text editor, create a file called hello.c with the following contents: #include int main() { printf ("Hello, world.\n"); return 0; }



You can then create an executable program with the gcc command by typing $ gcc hello.c This will compile hello.c as a C file and will link in the standard C libraries to create an executable called a.out. You can run the program by typing $ ./a.out Hello, world. The name a.out (for assembler output) is a historical convention. You can specify a name with the -o option. The command $ gcc -o hello hello.c will create an executable program called hello. Most programs have code spread over many source files. gcc can compile multiple files at once. The command $ gcc -o hello hello.c file2.c file3.c will compile the three source files (hello.c, file2.c, and file3.c) and produce an executable called hello. You can call gcc with the -c argument to compile source files into object files. An object file is an intermediate file format that stores a compiled form of your source. gcc’s linker can then combine these object files together with source files to form your executable. Using object files allows you to compile your program in stages, via multiple calls to gcc. These stages allow you to recompile only those files that you have changed. In large projects, not having to recompiling everything can save you a great deal of time. However, if you modify a source file and forget to update the corresponding object file, the code changes will not take effect. make, which is described later in this chapter, can help you with this problem. The command $ gcc -c file2.c file3.c will generate two binary files called file2.o and file3.o. You can now generate the same hello executable using these object files instead of the source files. The gcc command $ gcc -o hello hello.c file2.o file3.o will compile hello.c, link it along with the object files file2.o and file3.o, and generate an executable called hello. 675 / 877
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Compiling C++ Programs Using gcc and g++ gcc will compile files with the extensions .C, .cc, .cpp, .c++, or .cxx as C++ files. However, if you create a file called hello.cpp with the contents #include int main() { std::cout 
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