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Abstract This thesis discusses the design and implementation of nested relations in Relix, a relational database programming language. The purpose of this thesis is to integrate nested relations into Relix. While a at relation is de ned over a set of atomic attributes, a nested relation is de ned over attributes which can include non-atomic ones, i.e. a data item itself can be a relation. To show the power of relational database systems, it is desirable to have nested relations in Relix. Our implementation was done using existing relational functionalities of Relix, without any modi cation of the physical data representation. Instead of focusing on nesting and unnesting as the major research direction of nested relations, we built nested relations on top of at relations and we built nested queries by allowing the domain algebra to subsume the relational algebra. Users are able to take advantage of nested relations in Relix with only minimal new syntax being added to the system.
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Resume Cette these a pour objectif la speci cation et l'implementation des relations imbriquees dans Relix, un langage de programmation de base de donnees relationnelles. Le but de cette these est d'integrer les relations imbriquees dans Relix. Une relation plate est de nie sur un ensemble d'attributs atomiques, alors qu'une relation imbriquee est de nie sur des attributs qui sont non atomiques,i.e., une donnee pourrait ^etre une relation. Pour montrer la puissance des systems de base de donnees relationnelles, il est desirable d'avoir des relations imbriquees dans Relix. Notre implementation est basee sur les fonctionalites relationnelles deja existantes dans Relix, aucune modi cation au niveau de la representation physique des donnees n'a ete apportee. Au lieu de focaliser notre axe de recherche sur les proprietes d'imbrication et de non-imbrication des relations imbriquees, nous avons construit des requ^etes imbriquees permettant a l'algebre relationnelle d'^etre une composante du domaine algebrique. Les utilisateurs peuvent tirer pro t des relations imbriquees dans Relix a l'aide d'une nouvelle syntaxe minimale qui a ete ajoutee au systeme.
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Chapter 1 Introduction The topic of this thesis focuses on the implementation of nested relations in Relix, a relational database system developed at McGill. The relational model for representing data was proposed by Codd [Cod70] in the early seventies. Since then, it has gained an undisputable key position in the commercial database industry. The nested relational model [Mak77] was developed as an extension of the relational model and has gained signi cant importance in nontraditional database applications (such as CAD/CAM databases, text and pictorial databases).



1.1 Relational Model In the relational model, information is represented in a table format with the following properties: 



All rows are distinct from each other.







The ordering of the rows is unimportant.







Each column is unique and the ordering of the columns is immaterial. 1
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The value in each row under a given column is atomic, i.e., it is nondecomposable.



Each row is called a tuple and a column is referred to as a domain, A name is given to the domain of a relation to release the users from remembering the domain ordering of the relation. They are called attributes. From a mathematical perspective, a relation is a subset of the Cartesian product of its domains.



1.1.1 Operations on Relations Operations on relations form the relational algebra, and can be thought of as a collection of methods for building new tables that constitute answers to queries. Codd de ned a set of relational operations and proved that they are \relationally complete" [Cod72]. Relations are considered atomic objects in the relational algebra, and access to tuples within a relation is precluded. Thus the notation and manipulations that must be done are greatly simpli ed [Mer84]. The operations are de ned as following: 1







unary operations



{ projection { selection 



binary operations



{ -joins: applied to relations that are union compatible { -joins: support set operations on relations An algebra or calculus is relationally complete if, given any nite collection of relations 1 2 n in simple normal form, the expressions of the algebra or calculus permit de nition of any relation from 1 2 n by using a set of N range predicates in one-to-one correspondence with 1 2 n. 1



R ; R ; : : :; R



R ; R ; : : :; R



R ; R ; : : :; R
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1.1.2 Operations on Domains The need for arithmetic and similar processing of the values of attributes in individual tuples is apparent. The domain algebra was proposed [Mer76] entirely to avoid tupleat-a-time operations for processing attributes in individual tuples. It allows the user to create new domains from existing ones, and allows the generation of new values from many values within a tuple or from values along an attribute. The domain algebra operations are de ned as: 



horizontal operations



{ Constant { Rename { Function { If-then-else 



vertical operations



{ Reduction { Equivalence Reduction { Functional Mapping { Partial Functional Mapping



1.2 Object Oriented Model Object-oriented techniques are becoming popular for designing and implementing user interfaces, applications and systems. ODBMS (Object-oriented Database Management System) is the result of objected-oriented techniques implemented in database management systems.
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Object-oriented techniques include the following key points: 



Encapsulation: combining data and functions in a single unit, the object.







Polymorphism: the ability to treat dierent objects the same way by sending them the same message, which elicits a semantically similar function in each object.







Class instantiation: creating dierent objects of the same general description from the same class.







Inheritance: extending one or more existing objects to create new objects that share data, behavior, and methods in terms of OO terminology.



Generally, ODBMSs are the database systems that allow data to be stored beyond the tabular format of the relational model. They can deal with complex data structures as in programming languages. Another possible way of thinking of ODBMSs is as an object-oriented programming language with persistent data, in the sense that data in the programs lives beyond the life of the programs. The ability to manipulate data and perform computations within one single system is the strong point that has been claimed to solve the problem of the mismatch between data manipulation languages (e.g. SQL) in the relational model and ordinary programming languages.



1.3 Object Relational Model Another database model is the object-relational database management system, which was proposed by Stonebraker et. al. [Stone96]. It has four major features: 



Support for base data type extension. These include dynamic linking of userde ned functions, client/server activation of user-de ned functions, secure user-
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de ned functions, callback in user-de ned functions, user-de ned access methods, and arbitrary-length data types. 



Support for complex objects. Three basic type constructors are available: composites, sets and references. Full featured user-de ned functions can be imposed on complex objects. Complex data types can be of arbitrary-length and have SQL support.







Support for inheritance. Both data and function inheritance are supported. Overloading is also available, as well as multiple inheritance.







Support for a production rule system. Events and actions are retrieved as well as updates. Rules are integrated with inheritance and type extension. There are rich execution semantics for rules and no in nite loops.



Stonebraker predicted \object-relational DBMS to be the next great wave in database technology" [Stone96].



1.4 Nested Relation Model Most work on the relational model of Codd [Cod70] involved the rst normal form (1NF) assumption, i.e., that all elements of a tuple of a relation are atomic values (undecomposable). This has the advantage of simplifying the data model. However, from the programming language point of view, this is an arbitrary restriction. Ways of relaxing 1NF have been investigated which retain much of the advantages of the relational model. The need to introduce complex objects into relations to make them more quali ed to handle non-business data processing applications such as picture and map processing, computer aided design and scienti c applications was realized in the late 1970's, thus leading to the introduction of nested relations [Mak77] and the non- rst-normal-form (NF ) [Jae82]. 2
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Project Manager Detail P Name Budget(K) Joe P1 40 P2 30 Sue P2 30 P3 20 P4 30 Figure 1.1: Nesting



1.4.1 Nested Relations The relation Project in Figure 1.1 gives an example of nesting. Relation Project consists of 2 tuples each having two attributes: 



Manager: The name of the manager who is in charge. The data is of type string (atomic).







Detail: A nested relation containing the projects of which the manager is in charge. Each tuple in relation Detail contains a whole relation as an attribute value. The rst tuple contains a relation with 2 tuples. The second tuple contains a relation with 3 tuples.



In [Sch82][Pis86][Lev92], the authors claim that NF relations have some advantages over 1NF relations, such as: 2







Nested relations minimize redundancy of data. Related information can be stored in one relation only without redundancy. For example, if relation Project in Figure 1.1 were to be represented by 1NF, it would be either have had to
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have redundant values for attribute Manager, or it would have had to be split into two dierent relations (Project and Detail), with a foreign key, P Name. 



Nested relations allow ecient query processing since some of the joins are realized within the nested relations themselves. In our example in gure 1.1, if information about the manager's budget needs to be retrieved in the 1NF representation a join must be performed between Manager and Detail, while no join is needed in the NF representation. 2







Low level implementation techniques such as clustering and repeating elds can be represented using the formalism de ned by the nested relation model [Kor89].



1.4.2 Nesting and Unnesting In the literature, de ning a nested relational model was done by extending relational operators to nested relations, and adding two restructuring operators, NEST and UNNEST [Jae82][Fis85]. The NEST operator creates partitions which are based on the formation of equivalence classes [Kor89]. Tuples are equivalent if the values of the same attributes which are not nested are the same in the dierent tuples. All equivalent tuples are replaced with a single tuple in the resulting relation; the attributes of this tuple consists of all the attributes that are not nested, having the common value in the original tuples, as well as a nested relation whose tuples are the values of the attribute to be nested. Figure 1.2 shows an example of the use of the NEST operator. Relation Project is nested on attribute Member. The UNNEST operator undoes the result of the NEST operator. It creates a new relation whose tuples are the concatenation of all the tuples in the relation being unnested to the other attributes in the relation [Kor89]. Thus: UNNESTMember (NESTMember (Project)) = Project [Jae82] But, the reverse does not hold, i.e.:
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NESTMember (Project) Proj Name Member P1 Joe Sue Sam P2 Joe Mary P3 Sue Mary



Figure 1.2: Nesting on Member R A B x a b x a c



R = UNNESTB R A B x a x b x c 0



R = NESTB R A B x a b c 00



0



Figure 1.3: NESTB (UNNESTB (R)) R



\NESTAttribute (UNNESTAttribute (Relation)) = Relation" is not always true. The case in Figure 1.3 gives an example. As the price of the advantages over 1NF relations, nested relations pose a nontrivial problem of data representation [Tak89]. There are generally alternative representations of data in a nested relation, while the data is uniquely represented by a 1NF relation. This is illustrated by the following example: In left side of Figure 1.2, we have a simple 1NF relation Project on Proj Name and Member. This relation is a unique representation of a set of 7 tuples.
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NESTProj Name(Project) Proj Name Member P1 Joe P2 P2 Mary P3 P1 Sue P3 P1 Sam Figure 1.4: Relation: NESTProj Name(Project) We can nest Project on attribute Member as shown in the right side of Figure 1.2. We can also nest Project on attribute Proj Name, as illustrated in Figure 1.4. Thus, it might be controversial whether or not these two relations are regarded as the same relation. There are two dierent assumptions with respect to the interpretation [Tak89]: 1. To consider each tuple in the relation to be meaningful. Hence, the relation in the right side of Figure 1.2 gives a list of projects and their members, while the relation in Figure 1.4 gives the list of members and the projects they participate. They carry dierent meanings, therefore, each nested relation should be recognized as distinct. Thus, it would be dicult to identify a nested relation with a 1NF relation. It \poses a semantic gap between 1NF and nested form relations although it enables us to represent complex objects in a natural way by using nested relations" [Tak89]. 2. Conversely, to assume that each tuple is just a union of single values rather than a speci c object, which allows the identi cation of the two nested relations
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in the right side of Figures 1.2 and 1.4 and the identi cation of them with the original 1NF relation. Many research papers implicitly use this assumption such as those proposing transformation operators [Jae82][Fis85], and those designing nested relations [Ozy87][Ozy89]. Signi cant progress has been made in the eld of nested relations during the past decade. A generalization of the ordinary relational model, allowing relations with set-valued attributes and adding two restructuring operators, nest and unnest, was introduced [Jae82][OOM87]. Fisher and Van Gucht [Fis85] discussed one-level nested relations and their characterization by a new family of dependencies, and furthermore, they developed a polynomial-time algorithm to test if a structure is a one-level nested relation. Thomas and Fischer generalized their work on the one-level model and allowed nested relations of arbitrary, but xed depth [Tho86]. In [RKS86], Roth, Korth and Silberschatz de ned a normal form called \Partitioned Normal Form(PNF)" for nested relation, and also de ned algebra and calculus query languages for them; however, their proofs and method were later questioned by Tansel and Garnett [Tag92]. Numerous query languages have been introduced for the nested model [RKS86], and extensions have been proposed to practical query languages such as SQL to accommodate nesting [Pis86][Kor89]. Implementation of databases based on the nested relation model are also available such as of in [Sps87][Des88][Sab89]. These are either built on top of existing relational databases, or from scratch.



1.4.3 Our Approach We view nested relations in a dierent light. We do not restrict our approach to nesting and unnesting. We build nested relations to facilitate nested queries. We do this by extending domain operations to include relational operations. In our approach, we observe that:
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Using at relations, we can model nested relations. We can use a set of surrogates to keep links between parent relations and their nested child relations.







We can build a nested relation query facility in the context of at relations. Since an attribute itself can be a relation, relational operations can be included in domain operations.



1.5 Thesis Aim and Outline The purpose of this thesis is to extend Relix with nested relations and to integrate the relational algebra into the domain algebra. 



Chapter 1 contains a literature review of the relational model, the object oriented model, object-relational model and nested relations.







Chapter 2 provides a general overview of the Relix database programming language|the relational database programming language developed at McGill University. The syntax and internal operation of Relix that are relevant to the work done in this thesis are discussed in this chapter.







Chapter 3 is the user's manual on nested relations. It shows the semantics and syntax for nested relation de nitions and operations.







Chapter 4 gives a detailed description of the implementation of nested relations in Relix.







Chapter 5 concludes the thesis with a summary and proposals for future work.



Chapter 2 Relix Relix is brie y described in this Chapter. The purpose of this Chapter is to provide readers with enough background to understand the rest of the thesis. Since all the design and implementation work in this thesis follows the conceptual framework of the existing Relix system, we will present only the subset of Relix related to this thesis. The theoretical foundation on which the development of Relix is based can be found in [Mer84], while the basic reference of Relix can be found in [Lal86].



2.1 Overview Relix is a RElational database programming Language in UNIX. It is an interpreted language written in C. It can accept and execute commands or statements from the command line. It can also accept Relix commands and statements batch les. Relix deals primarily with two kinds of data models: domains and relations. There are two categories of operations: domain algebra and relational algebra.
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2.1.1 Domains and Relations A relation is de ned on one or more attributes, and the data for a given attribute is from a particular domain of values. The domain of a given attribute determines its data type. For example the Student relation in Figure 2.1 is de ned on four attributes: Stu id, Enter year, Name, Canadian. The domains of Stu id and Enter year attributes are integer. The domain of Name attribute is string. And the domain of Canadian attribute is boolean. Student Stu_id



Enter_year



Name



Canadian



9546900 9602324 9701087 9702340



1995 1996 1997 1997



Joe Sue Jin Jin



true true false false



Figure 2.1: Student relation There are six atomic data types in Relix as shown in Figure 2.2. Note that we also have a special data type, relation, which will be introduced in Chapter 3. In Relix, we can declare the domains of relation Student as follows: > domain Stu id integer ; > domain Enter year integer ; > domain Name string ; > domain Canadian boolean; The relation Student can then be declared and initialized:
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Data Type



Short Form



Domain



integer



int



singed integer



long



long



signed long integer



short



short



sighed short integer



real



real



sighed floating point



string



strg



sequence of characters (with limitations)



boolean



bool



true or false



Figure 2.2: Atomic Data Type in Relix



>



relation Student(Stu id, Enter year, Name, Canadian) < ? f(9546900,



1995, "Joe ", true), (9602324, 1996, "Sue ", true), (9701087, 1997, "Jin ", false), (9702340, 1997, "Jin ", false)g ;



We can also declare a relation without initialization, i.e., a relation without any data : > relation Student(Stu id, Enter year, Name, Canadian)



2.1.2 Basic Commands in Relix In Relix, there are basic commands to show, print and delete domains and relations declared in the database. The grammar for the commands is:
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(! or !!). Where includes reserved words which will be introduced in the following paragraphs and ! means that the programmer is prompted for the parameters, while !! requires command line parameters.



Show Commands 



sd! or sd!! Relix will show the name, type and other information associated with all domains in the database or the speci ed domain. For example:



> sd!! Stu id will show the information of domain Stu id. 



sr! or sr!! Relix will show the name, degree and other information of all relations in the database or the speci ed relation. For instance:



> sr!! Student will show the information of relation Student. 



srd! or srd!! Relix will show all relations and their domains in the database or the speci ed relation and its domains. For example:



> srd!! Student will show relation Student and its domains. 



pr!! Relix will print all data in the speci ed relation. For instance:



> pr!! Student will print all data in relation Student.
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dd!! Relix will delete the speci ed domain. If it is still in use, Relix will give an error message and the domain will not be deleted.



> dd!! Year will delete domain Year, if it is not in use. 



dr!! Relix will delete the speci ed relation.



> dd!! Student will delete relation Student. 



q! This command can be used to quit the Relix system.



2.2 Relational Algebra The relational algebra consists of a set of operations on relations. Both operands and results are relations. In Relational Algebra operations, we have unary operations and binary operations. As the names indicate, unary operators take one relation as an operand, and binary operators take two relations as operands. In unary operations, there are projection and selection; in binary operations, there are joins.



2.2.1 Projection Projection is an operation on the attributes of a given relation. The results of a projection is a relation whose attributes are the speci ed attributes in the projection list. Duplicate tuples in the resulting relation are removed. For example, we can project the Name of Student relation as follows:
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< ? [ Name ] in Student ; Stu_name Name Jin Joe Sue



2.2.2 Selection Selection is an operation on a relation to select tuples that meet the condition speci ed in the selection clause, which is called T-selector(tuple selector). We can do the following selection to extract the student information about who is a Canadian. > Ca stu < ? where Canadian = true in Student ; or > Ca stu < ? where Canadian in Student ; Ca_Stu Stu_id



Enter_year



Name



Canadian



9546900 9602324



1995 1996



Joe Sue



true true



We can combine projection and selection in a single statement. First Relix will do selection on the input relation based on the selection clause, then do projection on the output of the selection. We can extract the Stu id numbers of students who are Canadian using the following statement:
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< ? [ Stu id ] where Canadian in Student ; Ca_stu_id Stu_id 9546900 9602324



2.2.3 Joins There are two classes of join operations in Relix: -joins, the family of set-valued set operations; and -joins, the family of logical-valued set operations [Mer84].



-joins -joins are derived from the set operators such as intersection, union, dierence, etc. The -joins on two relations, R(X,Y) and S(Y,Z), are based on three parts: 



center = f(x; y; z) j (x; y) 2 R and (y; z) 2 S g







left wing = f(x; y; DC ) j (x; y) 2 R and 8 z (y; z) 62 S g







right wing = f(DC; y; z) j (y; z) 2 S and 8 x(x; y) 62 Rg



4



4



4



We will explain these three basic -joins in detail in this section. The two relations in Figure 2.3 are used to illustrate the operations: 



The most used -join is the natural join (ijoin or natjoin), which gives us the center part of the operand relations. It combines tuples of the two relations that have equal values on the join attributes. Thus, it is the intersection of the two relations on the join attributes, which gives us ijoin.
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Courses



Student Stu_id



Name



Stu_id



c_name



9546900 9602324 9701087 9702340



Joe Sue Jin Jin



9576701 9546900 9602324 9602324



Math Physics History Math



Figure 2.3: Student and Courses relations The natural join of relations R and S is de ned as [Cod70]:



R natjoin S = f(a; b; c) j R(a; b) and S (b; c)g 4



where (a,b,c) is a tuple in the new relation, of which (a,b) is a tuple of R and (b,c) is a tuple of S. The following Relix statement performs a natjoin between relation Student and relation Courses.



>



SijoinC



< ? Student ijoin Courses ; SijonC







Stu_id



Name



C_Name



9546900 9602324 9602324



Joe Sue Sue



Physics History Math



The union join (ujoin) is an operation that is a union of the set of tuples from the natural join, together with the tuples from the relations of both sides that are not equal to each other in the join attributes, and the missing attributes
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are lled up with DC null value. It gives us the union of the left, center, right parts of the operand relations. 1



>



SujoinC



< ? Student ujoin Courses ; SujoinC







Stu_id



Name



C_Name



9546900 9576701 9602324 9602324 9701087 9702340



Joe DC Sue Sue Jin Jin



Physics Math History Math DC DC



The symmetric dierence join (sjoin) is the set of tuples from the relations of both sides that are not equal to each other in the join attributes, the missing attributes are lled up with DC null value. It gives us the union of the left, right parts of the operand relations.



>



SsjoinC



< ? Student sjoin Courses ; SsjoinC Stu_id



Name



C_Name



9576701 9701087 9702340



DC Jin Jin



Math DC DC



The overall -join operations are shown in Figure 2.4. 1



DC, Don't Care, describes irrelevant values.
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µ−joins



µ−join-operator



Resulting Relation



Natural Join



‘natjoin’ or ‘ijoin’



centre



Union Join



‘ujoin’



left U centre U right



Left Join



‘ljoin’



left U centre



Right Join



‘rjoin’



right U centre



Left Difference Join



‘djoin’ or ‘dljoin’



left



Right Difference Join



‘drjoin’



right



Symmetric Difference Join



‘sjoin’



left U right



Figure 2.4: -join operations
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-joins The family of -joins are based on set comparison operators. In operations, the tuples in each of the operand relations are grouped such that for each group, all the non-join attributes on both sides are identical. The set comparison operator is then applied to the Cartesian product of the groups. The values of the non-join attributes of the comparing groups are accepted if the speci ed set comparison on the join attributes is satis ed. There are ve -joins: 



sup or div or gejoin, the superset operator, a generalization of . `div' stands for `division', which extends Codd's de nition of relational division [Cod72].







sub or lejoin, subset, a generalization of .







eqjoin, equal set, a generalization of =.







sep, intersection empty, a generalization of \.







icomp, intersection not empty, a generalization of 6 \.



Considering the two relations Student and Class in Figure 2.5. Class



Student Name



Course



Course



Room



Joe Joe Sue Jin



Math Physics Physics Math



Math Physics Chemistry Physics



286 286 302 312



Figure 2.5: Student and Class relations To answer following query: Find students and the classrooms such that the courses the student has taken is a subset of the courses which are given in this classroom.
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< ? Student sub Class ; StuRoom Name



Room



Joe Jin Sue



286 286 286



The overall -join operations are shown in Figure 2.6.



2.3 Domain Algebra Relational algebra considers relations to be data primitives [Mer84] and therefore does not give the user the power to manipulate attributes. To overcome this problem, Merrett proposed domain algebra [Mer77]. Besides creating a domain by declaring its type as in section 2.1.1, one can build a new domain by expressing the domain as operation on existing domains. It allows operations over a single tuple (horizontal operations) and operations over sets of tuples (vertical operations). Domains de ned in this way are `virtual' in the sense that they are expressions and no actual values are associated with them. The values of the virtual domains are actualized in a Relix statement, notably, projection or selection.



2.3.1 Horizontal Operations Horizontal operations work on a single tuple of relation. We can de ne constants, perform renaming and arithmetic functions, as well as if-then-else expressions.
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Set Comparison



σ-join Operator



Superset



‘div’ or ‘sup’ or ‘gejoin’



Equal Set



‘eqjoin’



Subset



‘sub’ or ‘lejoin’



Intersection Empty



‘sep’



Proper Superset



‘gtjoin’



Proper Subset



‘ltjoin’



Not Superset



‘~sup’



Not Equal Set



‘~eqjoin’



Not Subset



‘~sub’



Intersection Not Empty



‘icomp’



Not Proper Superset



‘~gtjoin’



Not Proper Subset



‘~ltjoin’



Figure 2.6: -join operations
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constants



let two be 2; let myname be



"marc";



renaming



let stu name be



name;



arithmetic functions



let Sin be sin(angle); let area be sqrt(a**2 +



b**2 + c**2) / 2;



if-then-else



let Grade be if



Mark > 60



then



"Pass" else "Fail";



All above domains de ned are virtual domains. For example, we can actualize Grade as following: > GRADES < ? [ Student, Grade ] in MARKS GRADES



MARKS Name



Mark



Name



Grade



Joe Jin Sue



50 80 90



Joe Jin Sue



Fail Pass Pass



2.3.2 Reduction (Vertical Operations) Reduction consists of domain algebra operations which combine values from more than one tuple { the `vertical' operation [Mer84]. 



Simple Reduction
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Simple reduction produces a single result from the values from all tuples of a single attribute in the relation [Mer84]. The operator in simple reduction must be both commutative and associative, such as plus (+), multiplication (*). For example: let Total be red + of Grade;



Transcript







Name



Dept



Grade



Joe Jin Sue Weny



CS CS EE ME



85 90 80 75



(Total) 330 330 330 330



Equivalence Reduction Equivalence reduction is like simple reduction but produces a dierent result from dierent sets of tuples in the relation. Each set is characterized by all tuples having the same value for some speci ed attributes { an \equivalence class" in mathematical terminology [Mer84]: let Subtotal be equiv + of Grade by Dept;



Transcript Name



Dept



Grade



Joe Jin Sue Weny



CS CS EE ME



85 90 80 75



(Subtotal) 175 175 80 75



2.3.3 Nested Relations In this thesis, we extend Relix to support nested relations. In chapter 3 and chapter 4, we will discuss nested relations in detail, including a user manual and implementation



CHAPTER 2. RELIX



27



techniques.



2.4



ijoin, ujoin, sjoin



tative



are Associative and Commu-



From Section 2.3.2, we know that in simple and equivalence reduction, the operator needs to satisfy the commutative and associative criteria. In the following sections, we prove that ujoin, ijoin, and sjoin all have these two characteristics .



2.4.1 De nition For relations, R(X, Y) and S(Y,Z), these three sets of tuples are each de ned on the attributes(or attribute groups) X, Y, Z. We rst de ne three disjoint sets of tuples which are set operations between R and S [Mer84]: 1. center = f(x; y; z) j (x; y) 2 R and (y; z) 2 S g 4



2. left wing = f(x; y; DC ) j (x; y) 2 R and 8 z(y; z) 62 S g 4



3. right wing = f(DC; y; z) j (y; z) 2 S and 8 x(x; y) 62 Rg 4



The joins' de nitions are based on these 3 sets: 1. R ijoin S = center 4



2. R ujoin S = left wing [ center [ right wing 4



3. R sjoin S = left wing [ right wing 4
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2.4.2 Commutative By de nition, an binary operator  is commutative i A  B = B  A. Remark 1: R ijoin S = S ijoin R. Proof: R ijoin S = f(x; y; z) j (x; y) 2 R and (y; z) 2 S g (from de nition) =) R ijoin S = f(z; y; x) j (z; y) 2 S and (y; x) 2 Rg (from the commutativity of and) =) R ijoin S = S ijoin R Remark 2: R sjoin S = S sjoin R. Proof: R sjoin S = f(x; y; DC ) j (x; y) 2 R and 8 z(y; z) 62 S g [ f(DC; y; z) j (y; z) 2 S and 8 x(x; y) 62 Rg (from de nition) =) R sjoin S = f(z; y; DC ) j (z; y) 2 S and 8 x(y; x) 62 S g [ f(DC; y; x) j (y; x) 2 R and 8 z(z; y) 62 S g (from symmetry and the commutativity of [) =) R sjoin S = S sjoin R Remark 3: R ujoin S = S ujoin R. Since R ujoin S = (R ijoin S) [ (R sjoin S) (from the de nition) And from Remark 1 and Remark 2, the proof is trivial.



2.4.3 Associative By de nition , an binary operator  is associative i (A  B )  C = A  (B  C ) Suppose we have 3 relations, R(X,Y), S(Y,Z), T(Z,W) Remark 4: (R ijoin S) ijoin T = R ijoin (S ijoin T)



CHAPTER 2. RELIX



29



Proof: (R ijoin S) ijoin T = f(x; y; z) j (x; y) 2 R and (y; z) 2 S g ijoin T (from the de nition) =) (R ijoin S) ijoin T = f(x; y; z; w) j (x; y) 2 R and (y; z) 2 S and (z; w) 2 T g (from the de nition) =) (R ijoin S) ijoin T = f(x; y; z; w) j (x; y) 2 R and ((y; z) 2 S and (z; w) 2 T )g (from the associativity of and) =) (R ijoin S) ijoin T = R ijoin f(y; z; w) j (y; z) 2 S and (z; w) 2 T g (from de nition) =) R ijoin S) ijoin T = R ijoin (S ijoin T) (from de nition) Remark 5: (R sjoin S) sjoin T = R sjoin (S sjoin T) Proof: (R sjoin S) sjoin T = ( leftwing R;S [ rightwing R;S ) sjoin T (from de nition) =) (R sjoin S) sjoin T = (f(x; y; DC ) j (x; y) 2 R and 8 z(y; z) 62 S g [ f(DC; y; z) j (y; z) 2 S and 8 x(x; y) 62 Rg) sjoin T (from de nition) =) (R sjoin S) sjoin T = f(x; y; DC; DC ) j (x; y) 2 R and 8z(y; z) 62 S and 8w(DC; w) 62 T g [ f(DC; y; z; DC ) j (y; z) 2 S and 8 x(x; y) 62 R and 8 w(z; w) 62 T g [ f(DC; DC; z; w) j (z; w) 2 T and 8 y (y; z ) 62 S and 8 x(x; DC ) 62 Rg (from definition) In the same way, we can get: R sjoin (S sjoin T) = f(x; y; DC; DC ) j (x; y) 2 R and 8z(y; z) 62 S and 8w(DC; w) 62 T g [ f(DC; y; z; DC ) j (y; z) 2 S and 8 x(x; y) 62 R and 8 w(z; w) 62 T g [ (



)



(



)
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f(DC; DC; z; w) j (z; w) 2 T



and 8 y(y; z) 62 S and 8 x(x; DC ) 62 Rg



Thus (R sjoin S) sjoin T = R sjoin (S sjoin T) Remark 6: (R ujoin S) ujoin T = R ujoin (S ujoin T) Proof: From Remark 4 and Remark 5, the proof of Remark 6 is trivial.



2.4.4 Another Approach Let x be a tuple, and let X be a binary variable such that if x 2 some relation R, then X has value 1, otherwise 0. 1. for R = R ujoin R : : : Rn and for some tuple x, if X + X + : : : + Xn = 1, =) x 2 R. 1



2



1



2



2



2. for R = R ijoin R : : :Rn and for some tuple x, if X =) x 2 R. 1



2







X







X



1



2







: : :  Xn = 1,







: : :  Xn  =



3



3. for R = R sjoin R : : : Rn and for some tuple x, if X 0, =) x 2 R. 1



2



1



2



4



From characteristics of , we can conclude that if x appears odd times in relations R : : : Rn, then x 2 R. 1



Here + means logical operation OR, which is commutative and associative 3 Here  means logical operation AND, which is commutative and associative 4 Here  means logical operation XOR, which is commutative and associative



2



Chapter 3 User's Manual on Nested Relations This chapter describes how to de ne and manipulate nested relations in Relix. Section 3.1 explains the basic concept of nested relations in Relix and presents the initialization of nested relations. Section 3.2 illustrates the operations that can be imposed on nested relations.



3.1 The Nested Relations and Relation Data Type To introduce nested relations, we add a relation data type to Relix. The operations imposed on it are those relational operations on regular relations with some limitations. We will show an example rst, then we will explain how to declare and initialize nested relations, and nally we explain the internal data representations.
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>



domain A intg;



>



domain B intg;



>



domain C intg;



>



domain S (A,B);



>



relation TEST (C, S) let EngProf be red ujoin of Professor > AllEngProf < ? [ EngProf ] in FactEng > pr!! AllEngProf



Name Pat Paul Piree Ping Pully



AllEngProf EngProf Salary Commit 65 PADS 55 PODS 54 IEE 57 MEE 50 SIGM



Figure 3.5: All Professors of Faculty of Engineering The formal syntax of simple reduction is as follows: := `let' `be red' `of' := `ijoin' j 'ujoin' j `sjoin' Now we introduce the universal professor, who works in every unit of an education organization.
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Query: Find all the universal engineering professors.



> > >



let UnivEngProf be red ijoin of Professor UEP < ? [ UnivEngProf ] in FactEng pr!! UEP UEP UnivEngProf Name Salary Commit Pat 65 PADS



Figure 3.6: All universal engineering professors If we do sjoin on the attribute Professor, we obtain professors who are assigned an odd number of positions (see Section 2.4.4 for explanation). Thus we have the following query: Find all the engineering professors who are assigned an odd number of positions. > let OddProf be red sjoin of Professor > OProf < ? [ OddProf ] in ED > pr!! OProf



Name Pat Ping Piree Pully



OProf OddProf Salary Commit 65 PADS 57 MEE 54 IEE 50 SIGM



Figure 3.7: Professors with an odd number of positions
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Equivalence Reduction Like simple reduction, equivalence reduction is extended to ujoin, ijoin and sjoin as well. Query: Find the professors by each building.



> > >



let ProfbyBuild be equiv ujoin of Professor by Building PbB < ? [ Building, ProfbyBuild ] in FactEng pr!! PbB



Building MC



MD



PbB ProfbyBuild Name Salary Commit Pat 65 PADS Paul 55 PODS Piree 54 IEE Pully 50 SIGM Pat Ping



65 57



PADS MEE



Figure 3.8: Professors in each building Query: Find the universal professors by building. (we introduced the idea of a universal professor in the last section. Here a universal professor in each building works in each department of the building)



> > >



let UnivBuilProf be equiv ijoin of Professor by Building UBP < ? [ Building, UnivBuilProf ] in FactEng pr!! UBP
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UBP UnivBuildProf Name Salary Commit Pat 65 PADS Paul 55 PODS Pat Ping



65 57



PADS MEE



Figure 3.9: Universal Professors in each Building Query: Find the professors in each building who are assigned odd department positions in that building.



> > >



let OddBuilProf be equiv sjoin of Professor by Building OBP < ? [ Building, PureBuilProf ] in FactEng pr!! OBP



Building MC



MD



OBP PureBuilProf Name Salary Commit Piree 54 IEE Pully 50 SIGM Pat Ping



65 57



PADS MEE



Figure 3.10: Professors who are assigned odd positions in the building Syntax:
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:= `let' `be' `equiv' `of' `by' := `ijoin' j `ujoin' j `sjoin' 



3.2.2 Horizontal Operations Horizontal operations consists of binary operations and general operations.



Binary Operations Binary relational operations take two relations as operands and produce a relation as a result. We extend those operations to nested domains, and take two nested domains as operands and produce a nested domain as a result, which itself is a relation data type. Query: Find all the sta of the faculty of engineering. > let Sta be Professor ujoin Secretary > FactEngSta < ? [Dept, Building, Sta ] in FactEng > pr!! FactEngSta The result is in Figure 3.11. The formal syntax is as follows: := `let' `be' := `ijoin' j `ujoin' j `sjoin'
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Dept CS



FactEngStaff Building Name MC Pat Paul Pully Sal Sue



Staff Salary 65 55 50 35 38



Commit PADS PODS SIGM PODS PODS



EE



MC



Pat Piree Sandy Sharon Sam



65 54 36 35 40



PADS IEE IEEE PODS PODS



ME



MD



Pat Ping Sandra Syl



65 57 35 37



PADS MEE MEE MDS



Figure 3.11: Sta of the Faculty of Engineering
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General Operation We can also embed general relational expressions into domain algebra. This is called general operation. \General" here means more general than the operation we introduced before in this Chapter. However, it is not arbitrarily general. We will show the limitations imposed on it at the end of this Chapter. In the Faculty of Engineering, rich professors are professors whose yearly salary equals or exceeds 55 K. We have the query: Find the rich engineering professors together with their salary and the department they belong to. The following expression will answer the query: > let RichProf be "< [ Name, Salary ] where Salary>=55 in Professor >"; > RP < ? [ Dept, RichProf ] in FactEng; > pr!! RP; The result is shown in Figure 3.12. RP Dept CS



RichProf Name Salary Pat 65 Paul 55



EE



Pat



65



ME



Pat Ping



65 57



Figure 3.12: Rich Professors of Engineering Departments We can make more complicated general operations. For example, we can do sjoin on dierent domain names in two nested domain relations.
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Query: Find professors and secretaries such that the secretary works for all the committees to which the professor belongs. > let Pname be Name > let Sname be Name > let ProfSecr be "< ( [ Pname, Commit ] in Professor) sub ( [ Sname, Commit ] in Secretary) >" > PSC < ? [ Dept, ProfSecr ] in ED > pr!! PSC PSC Dept CS



ProfSecr Pname Sname Paul Sal Paul Sue



EE



Pirre



Sandy



ME



Ping



Sandra



Figure 3.13: Professors and Secretary in Committes The formal syntax: := `let' `be' ` " 8 in Order >" ; Domain BigOrd is stored as: Name Actual Visited Label Type -----------------------------------------------------------BigOrd FALSE TRUE 52 relation Operator: t-dom Operand: [Product] where Amount > 8 in Order
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Order 0 1 2 3



.id



Product Amount



0 0 1 2 3 3



W X Z M Y W



9 6 10 12 10 7



Figure 4.12: Relation Order Book And the following statement will actualize BigOrd: > Order Book5 < ? [Customer, BigOrder] in Order Book ; The procedure of actualizing BigOrd is as follows: 1. In the parent level, copy Order to BigOrd. 2. Extract the relational statement from the string, parse it (the parser will be described in next section); the string will be altered from \[Product] where Amount > 8 in Order" to \[.id, Product] where Amount > 8 in Order". 3. Call Relix to get the resulting subrelation, \BigOrd Amount > 8 in Order".



< ? [.id, Product,] where



4. Join back the resulting subrelation with the parent relation on .id. \Order Book < ? Order Book [BigOrd ijoin .id] BigOrd". 5. Update system tables.



The result is shown in Figure 4.13
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BigOrd BigOrd 0 1 2 3



.id 0 1 2 3



Product Amount W Z M Y



9 10 12 10



Figure 4.13: Actualized BigOrd



Parser In general domain algebra operations, we can write regular relational expressions with some limitations, i.e., we can not include vertical operations in the quoted relational expression. Since we call Relix again to get the resulting relation, we need to preprocess the statement. We build a small parser to preprocess the expression. For example, `[Product] where Amount > 8 in Order' will become `[.id, Product] where Amount > 8 in Order'. The automaton of the parser is shown in Figure 4.14. Suppose we have \A [a ijoin b] B". The ow of its automaton is: 1. The automaton reads `A'. It stays at the start. The output is \A". 2. The automaton reads `['. It goes to state 1. The outputs is \A [". 3. The automaton reads `a'. It stays at state 1. The output is \A [ a" 4. The automaton reads `ijoin'. It stays at state 1. The output is \A [ a, .id ijoin" 5. The automaton reads `b'. It stays at state 1. The output is \A [ a, .id ijon b" 6. The automaton reads `]'. It goes back to the start. The output is \A [ a, .id ijoin b, .id]"
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7. The automaton reads `B'. It stays at the start. The output is \A [ a, .id ijoin b, .id] B" 8. The automaton reads EOF. It stops and returns the obtained output.
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‘]’



start



other than ‘[’



‘[’



state 1



other than ‘]’



Algorithm: For state start: if next token is ‘[’, go to state 1, else stay at state start For state 1: if next token is "]" add .id before "]", i.e. ".id ]" go to state start else if next token is any join token add .id before the join token, for example, ".id ijoin" stay at state 1 join token:



ijoin, djoin, ujoin, sjoin, ljoin, rjoin, drjoin, natjoin dljoin, natjoin, dljoin, gtjoin, sup, eqjoin, sub, ltjoin, sep, qejoin , lejoin, iejoin, div, ~gejoin, ~sup, ~eqjoin, ~sub, ~ltjoin, icomp, natcomp



Figure 4.14: The parser to parse the embedded general relational expression



Chapter 5 Conclusion Nested relations have been explored thoroughly in past decades, with the major research direction focused on nesting and unnesting [Jae82][Fis85][Kor89][Tak89]. In our approach, we build nested relations upon at relations. We show that at relations are powerful enough to model nested relations and to facilitate nested relation queries. The purpose of this thesis is to begin to integrate nested relations into a relational database programming language (Relix)by integrating the relational algebra into the domain algebra.



5.1 Summary We built our nested relation model upon the original Relix database model. Relix is powerful enough to support nested relations. No modi cations have been made to the original database engine itself. However some extensions were made to facilitate the process of integration and to provide new features. 



A new system attribute .id has been added to Relix , which provides a way of linking the parent relation to its included nested relations.







One level of nesting has been integrated into Relix. 74



CHAPTER 5. CONCLUSION 



75



A part of the relational operator can be added to the domain algebra. This partially eliminates the dierence between domains and relations.



Our implementation showed that Relix is powerful enough to include nested relations, and that it is convenient to add nested relations to the system. The relational operations, such as ujoin, sjoin, ijoin, which are added to domain operations, function well. However, the surrogate mechanism we used is a bit simple, and we have not been able to include more information in the surrogates except to use it to keep links between nested child relations and the parent relation. No large-scale tests have been done, since it is beyond the scope of this M.Sc. thesis.



5.2 Future Work So far, we have only implemented one level of nesting in Relix, which is the rst step towards fully implementing the features of nested relations. There are still more features that can be added such as: 



Implementing multiple nesting and recursive nesting. To date, we have only implemented one level of nesting, which provides a prototype for multiple nesting. Theoretically, it is possible to build in nite levels of nested relations.







Fully integrating the relational algebra into the domain algebra. Only a part of relational algebra has been integrated into domain algebra to date. Further work can be done on functional mapping and partial function mapping on nested relations.







Combining nested relations with procedure abstraction and to implement complex objects. A procedure facility has been recently added to the Relix system [Lui96]. We could extend certain procedures to nested relations. Those
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procedures can be viewed as methods to manipulate a certain nested relation, which can then be treated as a complex object.
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