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CHAPTER 1 ■■■



Introducing XML and Java



E



xtensible Markup Language (XML) is based on simple, platform-independent rules for representing structured textual information. The platform-independent nature of XML makes it an ideal format for exchanging structured textual information among disparate applications. Therefore, at the heart of it, XML is about interoperability. XML 1.0 was made a W3C1 Recommendation in 1998. Sun formally introduced the Java programming language in 1995, and within a few years Java had cemented its status as the preferred programming and execution platform for a dizzyingly diverse set of applications. Incidentally, both Java and XML were shaped with an eye toward the Internet. Therefore, it is not surprising that most of the XML-related W3C Recommendations have inspired corresponding Java-based application programming interfaces (APIs). Some of these Java APIs are part of the Java Platform Standard Edition (J2SE) platform; others are part of various open source or proprietary endeavors. XML-related W3C Recommendations and their corresponding Java APIs are the main focus of this book.



Scope of This Book In this book, we have two main objectives. Our first objective is to discuss a selected subset of XMLrelated W3C Recommendations that have inspired corresponding Java APIs. And to that end, here is a quick synopsis of the XML-related W3C Recommendations and Java APIs that we’ll cover in this book: • XML 1.0 (http://www.w3.org/TR/REC-xml/) describes precise rules for crafting a well-formed XML document and describes partial rules for processing well-formed2 documents. Java API for XML Processing (JAXP) 1.3 in J2SE 5.0 is its corresponding Java API. In addition, Streaming API for XML 1.0 (StAX) in J2SE 6.0 is relevant for processing XML documents. • XML Schema 1.0 (http://www.w3.org/TR/xmlschema-1/) describes a language that can be used to specify the precise structure of an XML document and constrain its contents. JAXP 1.3 in J2SE 5.0 and Java XML Architecture for XML Binding (JAXB) 2.0 in Java 2 Enterprise Edition (J2EE)3 5.0 are corresponding Java APIs. • XML Path Language (XPath) 1.0 (http://www.w3.org/TR/xpath) describes a language for addressing parts of an XML document. The XPath API within JAXP 1.3 is its corresponding Java API.



1. The World Wide Web Consortium (W3C) is dedicated to developing interoperable technologies. You can find more information about the W3C at http://www.w3.org. 2. Well-formed XML documents are defined as part of the XML 1.0 specification at http://www.w3.org/TR/2004/ REC-xml-20040204/#sec-well-formed. 3. http://java.sun.com/javaee/
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CHAPTER 1 ■ INTRODUCING XML AND JAVA



• XSL Transformations (XSLT) 1.0 (http://www.w3.org/TR/xslt) describes a language for transforming an XML document into other XML or non-XML documents. Transformation API for XML (TrAX) within JAXP 1.3 is its corresponding API. • Document Object Model Level 3 Load and Save (http://www.w3.org/TR/DOM-Level-3-LS/) defines a platform- and language-neutral interface for bidirectional mapping between an XML document and a DOM document. The DOM Level 3 API within JAXP 1.3 is its corresponding API. • SOAP4 1.1 and 1.2 (http://www.w3.org/TR/soap/) define a messaging framework for exchanging XML content across distributed processing nodes. SOAP with Attachments API for Java (SAAJ) 1.3 is its corresponding Java API. • Web Services Description Language (WSDL) 1.1 (http://www.w3.org/TR/wsdl) is an XML-based format for describing web service endpoints. The Java API for XML Web Services (JAX-WS 2.0) in J2EE 5.0 is its corresponding Java API. Our second objective is to discuss selected XML-related utility Java APIs that are useful in building interoperable enterprise software solutions. And to that end, here are the utility Java APIs discussed in this book: • The XMLBeans 2.0 API, which is used for XML binding to JavaBeans. This is an alternative to JAXB 2.0 and has some pros and cons compared to JAXB 2.0. • The XML:DB5 group of APIs, which can be used to access and update XML documents stored in a native XML database. • The Java Database Connectivity (JDBC) 4.0 API, which is useful for storing XML content within a relational database. • The Apache POI6 API, which is useful for transforming XML content into Microsoft Excel7 spreadsheets. • The Apache Formatting Objects Processor (FOP)8 API, which is useful for transforming XML content into Portable Document Format (PDF).9 We aim to cover all this material from a pragmatic viewpoint; by that we mean we will do the following: • Briefly explain various XML-related W3C Recommendations in simple, straightforward terms, without being imprecise. • Discuss related Java APIs from a developer’s viewpoint, without being tedious. Based on the overall objectives of this book, we think this book is suitable for an intermediateto advanced-level Java developer who understands introductory XML concepts and the J2SE 5.0 core APIs.



■Note



This book is not a comprehensive, in-depth survey of XML-related W3C Recommendations. We think all W3C Recommendations are well written and are the best source for such comprehensive information.



4. 5. 6. 7. 8. 9.



SOAP is not an acronym for anything anymore; it is just a name. XML:DB APIs are part of the XML DB initiative at http://xmldb-org.sourceforge.net/xupdate/. Apache POI defines pure Java APIs for manipulating Microsoft file formats (http://jakarta.apache.org/poi/). Microsoft Excel is part of Microsoft Office (http://www.microsoft.com). You can find more information about the Apache FOP project at http://xmlgraphics.apache.org/fop/. PDF is a de facto standard interoperable file format from Adobe (http://www.adobe.com).
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Overview of This Book’s Contents We have strived to cover a wide swath of XML-related Java APIs in this book, ranging from basic, building-block APIs used to parse XML documents to more advanced APIs used to implement interoperable XML-based web services. This book is organized in five parts. Part 1 spans Chapters 1 through 5 and covers basics of parsing, validating, addressing, and transforming XML documents. Part 2 comprises Chapters 6 and 7 and covers the binding of XML Schema to Java types. Part 3 includes Chapters 8 and 9 and focuses on XML and databases. Part 4 consists of Chapters 10 through 12 and focuses on transforming the XML document model to other document models. Part 5 consists of Chapters 13 and 14 and focuses on XML-based web applications and web services. Here is a quick synopsis of what is in each chapter: • Chapter 1 reviews XML 1.0 and XML Schema 1.0. • Chapter 2 discusses the parsing of XML documents using JAXP 1.3 in J2SE 5.0 and StAX 1.0 in J2SE 6.0. • Chapter 3 discusses validating an XML document with an XML Schema, and in this context, we cover the following APIs: JAXP 1.3 APIs: SAX parser, DOM parser, and the Validation API. • Chapter 4 reviews XPath 1.0 and discusses the JAXP 1.3 and JDOM 1.0 XPath APIs. • Chapter 5 reviews XSLT 1.0 and discusses the TrAX API defined within JAXP 1.3. • Chapter 6 discusses the mapping of XML Schema to Java types and covers the JAXB 1.0 and 2.0 APIs. • Chapter 7 discusses the mapping of XML Schema to JavaBeans and covers the XMLBeans 2.0 API. • Chapter 8 discusses native databases and covers the XML:DB APIs. We use the open source Apache Xindice native XML database as the example database in this chapter. • Chapter 9 discusses storing an XML document in a relational database management system (RDBMS) using the JDBC 4.0 API. • Chapter 10 discusses DOM Level 3 Load and Save and the DOM Level 3 API defined within JAXP 1.3. • Chapter 11 discusses converting the XML document model to a Microsoft Excel spreadsheet using the Apache POI API. • Chapter 12 discusses converting the XML document model to a PDF document model using the Apache FOP API. • Chapter 13 discusses Asynchronous JavaScript and XML (Ajax) web programming techniques for creating highly interactive web applications. • Chapter 14 discusses SOAP 1.1, SOAP 1.2, and WSDL 1.1 and discusses the JAX-WS 2.0 Java API, which is included in J2EE 5.0. Chapter 14 brings together a lot of the material covered in this book.



XML 1.0 Primer XML10 is a text-based markup language that is the de facto industry standard for exchanging data among disparate applications. XML defines precise syntactic rules for what constitutes a well-formed



10. XML 1.0 is a W3C Recommendation (http://www.w3.org/TR/2004/REC-xml-20040204/), and XML 1.1 is a W3C Recommendation (http://www.w3.org/TR/xml11/).
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XML document. This primer is a non-normative discussion of these rules. We will gradually introduce these rules and use them to show how to incrementally build an XML document. Before we proceed, we want to mention two central concepts that underlie all the syntactic rules defining an XML document: • First, all syntactic constructs within an XML document are delimited by markup character sequences, which implies that within the body of any syntactic construct, the markup character sequences are not allowed. For example, a syntactic construct called a start tag is delimited by < and > characters, which implies that these two characters cannot appear within the body of a start tag. • Second, if you need to get around the limitation described in the previous bulleted item, escape character sequences allow you to do that. (We do not expect this second concept to be immediately clear, but we will elaborate on this concept later in the “Elements” section.) We will begin where most XML documents begin: XML declarations.



XML Declarations A well-formed XML document can begin with an XML declaration. An XML declaration can be omitted, but if it appears, it should be the first thing within a document. You define an XML declaration as follows: 



The version attribute specifies the XML version, and it is a required attribute. The XML declaration may include additional attributes: encoding and standalone. An example XML declaration with the encoding and standalone attributes is as follows: 



The encoding attribute specifies the character set used to encode data in an XML document. The default encoding is UTF-8. The standalone attribute specifies whether the XML document references external entities. If no external entities are referenced, specify the standalone attribute as yes.



Elements The basic syntactic construct of an XML document is an element. An element in an XML document is delimited by a start tag and an end tag. An example of an XML element is as follows: A start tag within an element is delimited by the < and > characters and has a tag name. In the previous start tag, the name is journal. The precise rules for a valid tag name are fairly complex and best left to the W3C Recommendation. However, it is useful to keep in mind that a tag name must begin with a letter and can contain hyphen (-) and underscore (_) characters. An end tag is delimited by the character sequences and also contains a tag name. A document must have a single root element, which is also known as the document element. If you assume that the journal element is your root element, then your document so far looks as follows: 
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This is an example of a well-formed XML document, where of course the XML declaration on the first line is optional; omitting the XML declaration would still leave you with a well-formed document. An element can contain other nested elements. So, for example, the root element may contain a nested element, as shown here:  Elements may contain text content. So, for example, with some arbitrary text content added to the article element, the document now looks as follows: This is some arbitrary text! Of course, element text content cannot contain any delimiter character sequences such as  An element may of course have no nested elements or content. Such an element is termed an empty element, and it can be written with a special start tag that has no end tag. For example,  is an empty element. If you include this empty element within your document, the document looks like this:  a CDATA!]]>   Elements can have attributes, which are specified in the start tag. An example of an attribute is . An attribute is defined as a name-value pair, and in the previous example, the name of the attribute is of course title, and the value of the attribute is A Tutorial on XML 1.0. With an attribute added, the example document looks as follows:  a CDATA!]]>   



7
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Now let’s assume you want to add another attribute named date with the value . If you recall the first central concept we mentioned at the outset of this primer, you are not allowed to include delimiter characters within an attribute value. However, the second central concept mentioned earlier comes to your rescue: you can use the < character sequence to escape character sequence to escape >. So, with that in place, the document now looks as follows:  a CDATA!]]>   Another mechanism for including delimiter characters within the body of a construct is to use escaped numeric references. For example, the numeric American Standard Code for Information Interchange (ASCII) value for the > character is 62, so you can use the > character sequence instead of >. Using escaped numeric references is of course the most general mechanism for including delimiter characters within a construct’s body.



Comments You can define comments in an XML document within a comment declaration as shown in the following example:  a CDATA!]]>   



Namespaces in XML An XML Namespace associates an element or attribute name with a specified URI and thus allows for multiple elements (or attributes) within an XML document to have the same name yet have different semantics associated with those names because they belong to different XML Namespaces. The key point to understand is that the sole purpose of associating a uniform resource indicator (URI) to a namespace is to associate a unique value with a namespace. There is absolutely no requirement that the URI should point to anything meaningful. You specify an XML Namespace through one of two reserved attributes: • You can specify a default XML Namespace URI using the xmlns attribute. • You can specify a nondefault XML Namespace URI using the xmlns:prefix attribute, where prefix is a unique prefix associated with this XML Namespace. An element or an attribute is designated to be part of an XML Namespace either by explicitly prefixing its name with an XML Namespace prefix or by implicitly nesting it within an element that has been associated with a default XML Namespace. It is important to understand that a namespace prefix is merely a syntactic device to impart brevity to a namespace reference and that the real namespace is always the associated URI. All this is best illustrated through an example, so turn your attention to the following code:
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This was typed by hand Namespaces in XML In this example, the root element is in the http://java.sun.com/JSP/Page XML Namespace and is designated as such through the use of the associated jsp prefix in its element name, as in jsp:root. As another example, the view element is in the http://java.sun.com/jsf/core XML Namespace and is marked as such through the associated f prefix, as in the f:view element name. As an example of a default XML Namespace, the html element and all its nested elements have no prefix and are in the default XML Namespace associated with the http://www.w3.org/1999/xhtml URI.



XML Schema 1.0 Primer The XML Schema 1.012 definition language specifies the structure of an XML document and constrains its content. The key concept to understand is that a schema based on the XML Schema language defines a class of valid XML documents. A document is considered valid with respect to a schema if it conforms to the structure defined by the schema. A valid XML document is formally referred to as an instance of the schema document. As a rough analogy, what a Java class is to a Java object, a schema is to an XML document. One more important point to keep in mind is that a schema is also an XML document. In fact, this was one of the key motivations for the XML Schema language; the alternative structure standard, which is a DTD, is not an XML document. In case it is not already obvious, you could actually write a schema for an XML Schema–based schema document! This is a non-normative discussion of the XML Schema language. As far as possible, we will explain various XML Schema constructs in the context of an example schema. We will show how to build an example schema incrementally as we explain various XML Schema constructs. The example schema will define a structure for the example XML document shown in Listing 1-2. Listing 1-2. Example XML Document  Java and XML Narayanan Jayaratchagan



12. See XML Schema Part 1: Structures (http://www.w3.org/TR/xmlschema-1/) and XML Schema Part 2: Datatypes (http://www.w3.org/TR/xmlschema-2/) for more information.
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Schema Declarations The root element of a schema is schema, and it is defined in the XML Schema namespace xmlns:xsd="http://www.w3.org/2001/XMLSchema". An example schema document with its root element is as follows: 



Built-in Datatypes The XML Schema language has 44 built-in simple types that are specified in XML Schema Part 2: Datatypes (http://www.w3.org/TR/xmlschema-2/). These datatypes of course belong to the XML Schema namespace, so we will use them with the xsd: prefix, as in xsd:string. Table 1-1 lists the most commonly used built-in datatypes. For a complete list of built-in datatypes, consult the W3C Recommendation.



Table 1-1. Commonly Used Built-in Datatypes



Datatype



Description



Example



string



A character string



New York, NY



int



–2147483648 to 2147483647



+234, –345, 678987



double



A 64-bit floating point number



–345.e-7, NaN, –INF, INF



decimal



A valid decimal number



–42.5, 67, 92.34, +54.345



date



A date in CCYY-MM-DD format



2006-05-05



time



Time in hh:mm:ss-hh:mm format



10:27:34-05:00 (for 10:27:34 EST, which is –5 hours UTC)



Element Declarations You define an element in an XML Schema–based schema with the element construct, as shown here: 



You can define an element within a schema construct. The example schema document with a top-level catalog element declaration within a schema construct is as follows: Of course, we have not yet defined catalogType. The XML Schema language defines two main type constructs: a simple type and a complex type. Almost no meaningful document structure is feasible without the use of a complex type, so that is what we will cover next.
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Complex Type Declarations A complexType constrains elements and attributes in an XML document. You can specify a complexType in a schema construct or an element declaration. If you specify a complexType in a schema construct, the complexType is referenced in an element declaration with a type attribute. In the example schema, you can define the catalogType type as a complex type as shown here: 



Sequence Model Groups You can also define an element within a sequence model group, which, as the name implies, defines an ordered list of one or more elements. In the example schema, say you want to allow a journal element in the catalogType complex type; you’d use a sequence model group as shown here: The journal element declaration within the catalogType complex type uses a ref attribute to refer to a global journal element definition. Of course, we have not yet defined any global journal element, so we will do that next, using a choice model group.



Choice Model Groups You can also define an element within a choice model group, which defines a choice of elements from which one element may be selected. In the example schema document, say you want to define a global journal element that offers a choice between article and research elements, as shown here: 



All Model Groups You can also define an element within an all model group, which defines an unordered list of elements, all of which can appear in any order, but each element may be present at most once. In the example schema document, you can define the paperType complex type with an all model group, as shown here:
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Named Model Groups You can define all the model groups you’ve seen so far—sequence, choice, and all—within a named model group. The named model group in turn can be referenced in complex types and in other named model groups. This promotes the reusability of model groups. For example, you could define paperGroup as a named model group and refer to it in the paperType complex type using the ref attribute, as shown in the following example: 



Cardinality You specify the cardinality of a construct with the minOccurs and maxOccurs attributes. You can specify cardinality on an element declaration or on the sequence, choice, and all model groups, as long as these groups are specified outside a named model group. You can specify named model group cardinality when the group is referenced in a complex type. The default value for both the minOccurs and maxOccurs attributes is 1, which implies that the default cardinality of any construct is 1, if no cardinality is specified. If you want to specify that a catalogType complex type should allow zero or more occurrences of journal elements, you can do so as shown here: 



Attribute Declarations You can specify an attribute declaration in a schema with the attribute construct. You can specify an attribute declaration within a schema or a complexType. For example, if you want to define the title and publisher attributes in the catalogType complex type, you can do so as shown here:
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An attribute declaration may specify a use attribute, with a value of optional or required. The default use value for an attribute is optional. In addition, an attribute can specify a default value using the default attribute, as shown in the previous example. When an XML document instance does not specify an optional attribute with a default value, an attribute with the default value is assumed during document validation with respect to its schema. Clearly, an attribute with a default value cannot be a required attribute.



Attribute Groups An attributeGroup construct specifies a group of attributes. For example, if you want to define the attributes for a catalogType as an attribute group, you can define a catalogAttrGroup attribute group, as shown here: 



You can specify an attributeGroup in a schema, complexType, and attributeGroup. You can specify the catalogAttrGroup shown previously within the schema element and can reference it using the ref attribute in the catalogType complex type, as shown here: 



Simple Content A simpleContent construct specifies a constraint on character data and attributes. You specify a simpleContent construct in a complexType construct. Two types of simple content constructs exist: an extension and a restriction. You specify simpleContent extension with an extension construct. If you want to define an authorType as an element that allows a string type in its content and also allows an email attribute, you can do so using a simpleContent extension that adds an email attribute to a string built-in type, as shown here: 
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You specify a simpleContent restriction with a restriction element. If you want to define a titleType as an element that allows a string type in its content but restricts the length of this content to between 10 to 256 characters, you can do so using a simpleContent restriction that adds the minLength and maxLength constraining facets to a string base type, as shown here: 



Constraining Facets Constraining facets are a powerful mechanism for restricting the content of a built-in simple type. We already looked at the use of two constraining facets in the context of a simple content construct. Table 1-2 has a complete list of the constraining facets. These facets must be applied to relevant built-in types, and most of the time the applicability of a facet to a built-in type is fairly intuitive. For complete details on the applicability of facets to built-in types, please consult XML Schema Part 2: Datatypes.



Table 1-2. Constraining Facets



Facet



Description



Example Value



length



Number of units of length



8



minLength



Minimum number of units of length, say m1



20



maxLength



Maximum number of units of length



200 (Greater or equal to m1)



pattern



A regular expression



[0-9]{5} (for first part of a U.S. ZIP code)



enumeration



An enumerated value



Male



whitespace



Whitespace processing



preserve (as is), replace (new line and tab with space), or collapse (contiguous sequences of space into a single space)



maxInclusive



Inclusive upper bound



255 (for a value less than or equal to 255)



maxExclusive



Exclusive upper bound



256 (for a value less than 256)



minExclusive



Exclusive lower bound



0 (for a value greater than 0)



minInclusive



Inclusive lower bound



1 (for a value greater than or equal to 1)



totalDigits



Total number of digits in a decimal value



8



fractionDigits



Total number of fractions digits in a decimal value



2



Vohra_706-0C01.fm Page 17 Wednesday, June 28, 2006 6:27 AM



CHAPTER 1 ■ INTRODUCING XML AND JAVA



Complex Content A complexContent element specifies a constraint on elements (including attributes). You specify a complexContent construct in a complexType element. Just like in the case of simple content, complex content has two types of constructs: an extension and a restriction. You specify a complexContent extension with an extension element. If, for example, you want to add a webAddress attribute to a catalogType complex type using a complex content extension, you can do so as shown here: You specify a complexContent restriction with a restriction element. In a complex content restriction, you basically have to repeat, in the restriction element, the part of the base model you want to retain in the restricted complex type. If, for example, you want to restrict the paperType complex type to only a title element using a complex content restriction, you can do so as shown here: A complex content restriction construct has a fairly limited use.



Simple Type Declarations A simpleType construct specifies information and constraints on attributes and text elements. Since XML Schema has 44 built-in simple types, a simpleType is either used to constrain built-in datatypes or used to define a list or union type. If you wanted, you could have specified authorType as a simple type restriction on a built-in string type, as shown here: 



List A list construct specifies a simpleType construct as a list of values of a specified datatype. For example, the following is a simpleType that defines a list of integer values in a chapterNumbers element:



17
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The following example is an element corresponding to the simpleType declaration defined previously: 8 12 11



Union A union construct specifies a union of simpleTypes. For example, if you first define chapterNames as a list of string values, as shown here: then you can specify a union of chapterNumbers and chapterNames as shown here: This is an example element corresponding to the chapters declaration defined previously: 8 XSLT 11 Of course, since list values may not contain any whitespace, this example is completely contrived because chapter names in real life almost always contain whitespace.



Schema Example Document Based on the preceding discussion, Listing 1-3 shows the complete example schema document for the example XML document in Listing 1-2. Listing 1-3. Complete Example Schema Document 
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Introducing the Eclipse IDE We developed the Java applications in this book using the Eclipse 3.1.1 integrated development environment (IDE), which is by far the most commonly used IDE among Java developers. You can download it from http://www.eclipse.org/. The following sections are a quick introduction to Eclipse; we cover all you need to know to build and execute the Java applications included in this book. In particular, we offer a quick tutorial on how to create a Java project and how to create a Java application within a Java project.



Creating a Java Project To create a Java project in Eclipse, select File ➤ New ➤ Project. In the New Project dialog box, select Java Project, and then click Next, as shown in Figure 1-1.
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Figure 1-1. Selecting the New Project Wizard On the Create a Java Project screen, specify a project name, such as Chapter1. In the Project Layout section, select Create Separate Source and Output Folders, and click Next, as shown in Figure 1-2.



Vohra_706-0C01.fm Page 21 Wednesday, June 28, 2006 6:27 AM



CHAPTER 1 ■ INTRODUCING XML AND JAVA



Figure 1-2. Creating a Java project On the Java Settings screen, add the required project libraries under the Libraries tab, and click Finish, as shown in Figure 1-3.
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Figure 1-3. Accessing the Java Settings screen This adds a Java project to the Package Explorer in Eclipse, as shown in Figure 1-4.



Figure 1-4. Viewing the Java project in the Package Explorer
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Setting the Build Path The build path of a Java project includes the JAR files and package folders required to compile various Java class files in a project. To add JAR files and package folders to a project’s build path, select the project node on the Package Explorer tab, and select Project ➤ Properties. In the Properties dialog box, select the Java Build Path node, add the external JAR (external to project) files by clicking the Add External JARs button, and add the internal JAR files by clicking the Add JARs button. You can add package folders and libraries with the Add Class Folders and Add Library buttons, respectively. The JARs and package folders in the project build path appear in the Java Build Path window. As an example, it is assumed that xerces.jar is an external JAR file available at the C:\JDOM\jdom-1.0\lib path, and it is added to the Java Build Path window with the Add External JARs button, as shown in Figure 1-5.



Figure 1-5. Setting the Java build path



Creating a Java Package To create a Java package within a Java project, select the project node in the Package Explorer, and select File ➤ New ➤ Package. In the New Java Package dialog box, specify a package name, such as com.apress.chapter1, and click the Finish button, as shown in Figure 1-6.
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Figure 1-6. Creating a Java package This adds a Java package to the Java project, as shown in Figure 1-7.



Figure 1-7. Viewing the Java package in Package Explorer



Creating a Java Class To create a Java class, right-click a package node in the Package Explorer, and select New ➤ Class, as shown in Figure 1-8. On the New Java Class screen, specify the class name, class modifiers, and interfaces implemented, and then click the Finish button, as shown in Figure 1-9.
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Figure 1-8. Creating new Java class



Figure 1-9. Specifying Java class settings
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This adds a Java class to the Java project, as shown in Figure 1-10.



Figure 1-10. Viewing the Java class in the Package Explorer



Running a Java Application To run a Java application, right-click the Java class in the Package Explorer, and select Run As ➤ Run, as shown in Figure 1-11.
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Figure 1-11. Running a Java application In the Run dialog box, select a Java Application configuration, or create a new Java Application configuration by selecting Java Application ➤ New, as shown in Figure 1-12.
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Figure 1-12. Creating a Java Application configuration This creates a Java Application configuration. If any application arguments are to be set, specify the arguments on the Arguments tab. To specify the project JRE, select the JRE tab. The JAR files and packages folders in the build path are also automatically included in the Java classpath. You can add classpath JAR files and package folders on the Classpath tab. To run a Java application, click Run, as shown in Figure 1-13.
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Figure 1-13. Configuring and running a Java application



Importing a Java Project The Java projects for the applications in this book are available from the Apress website (http://www. apress.com). The easiest way to run these applications is to download and import these Java projects into Eclipse. Before we cover how to import the Chapter1 project, you must delete the Chapter1 project you just created, including its contents, by selecting it and hitting Delete key. Be sure to choose the option to delete the contents when prompted. To import a Java project, select File ➤ Import. In the Import dialog box, select Existing Projects into Workspace, and click Next, as shown in Figure 1-14. In the Import Projects dialog box, select a project directory with Browse button. Select a directory in the Browse for Folder dialog box, and click OK, as shown in Figure 1-15. Click Finish to import the project directory.
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Figure 1-14. Importing a project



Figure 1-15. Selecting a directory
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This imports a Java project into the Eclipse IDE, as shown in Figure 1-16.



Figure 1-16. Viewing the project in the Package Explorer



Summary In this chapter, we noted the different APIs that we will cover in detail in subsequent chapters and offered quick primers on XML and XML Schema. We also introduced the Eclipse IDE, which was used to build and execute all the example applications included in this book. In the next chapter, we will discuss XML parsing in detail using the DOM, SAX, and StAX APIs.
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Parsing XML Documents



A



n XML document contains structured textual information. We covered the syntactic rules that define the structure of a well-formed XML document in the primer on XML 1.0 in Chapter 1. This chapter is about parsing the structure of a document to extract the content information contained in the document. We’ll start by discussing various objectives for parsing an XML document and by covering various parsing approaches compatible with these objectives. We’ll discuss the advantages and disadvantages of each approach and the appropriateness of them for particular applications. We’ll then discuss specific parsing APIs that implement these approaches and are defined within JAXP 1.3, which is included in J2SE 5.0, and Streaming API for XML (StAX), which is included in J2SE 6.0. We’ll explain each API through code examples. Finally, we’ll offer instructions on how to build and execute these code examples within the Eclipse IDE.



Objectives of Parsing XML Parsing is the most fundamental aspect of processing an XML document. When an application parses an XML document, typically it has three distinct objectives: • To ensure that the document is well-formed • To check that the document conforms to the structure specified by a DTD or an XML Schema • To access, and maybe modify, various elements and attributes specified in the document, in a manner that meets the specific needs of an application All applications share the first objective. The second objective is not as pervasive as the first but is still fairly standard. The third objective, not surprisingly, varies from application to application. Prompted by the diverse access requirements of various applications, different parsing approaches have evolved to satisfy these requirements. To date, you can take one of three distinct approaches to parsing XML documents: • DOM1 parsing • Push parsing • Pull parsing In the next section, we will give an overview of these three approaches and then offer a comparative analysis of them.



1. You can find the Document Object Model (DOM) Level 3 Core specification at http://www.w3.org/TR/ DOM-Level-3-Core/.
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Overview of Parsing Approaches In the following sections, we will give you an overview of the three major parsing approaches from a conceptual standpoint. In later sections, we will discuss specific Java APIs that implement these approaches. We will start with the DOM approach.



DOM Approach The Document Object Model (DOM) Level 3 Core specification specifies platform- and language-neutral interfaces for accessing and manipulating content and specifies the structure of a generalized document. The DOM represents a document as a tree of Node objects. Some of these Node objects have child node objects; others are leaf objects with no children. To represent the structure of an XML document, the generic Node type is specialized to other Node types, and each specialized node type specifies a set of allowable child Node types. Table 2-1 explains the specialized DOM Node types for representing an XML document, along with their allowable child Node types.



Table 2-1. Specialized DOM Node Types for an XML Document



Specialized Node Type



Description



Allowable Child Node Types



Document



Represents an XML document



DocumentType, ProcessingInstruction, Comment, Element(maximum of 1)



DocumentFragment



Represents part of an XML document



Element, ProcessingInstruction, Comment, Text, CDATASection, EntityReference



DocumentType



Represents a DTD for a document



No children



EntityReference



Represents an entity reference



Element, ProcessingInstruction, Comment, Text, CDATASection, EntityReference



Element



Represents an element



Element, ProcessingInstruction, Comment, Text, CDATASection, EntityReference



Attr



Represents an attribute



Text, EntityReference



ProcessingInstruction



Represents a processing instruction



No children



Comment



Represents a comment



No children



Text



Represents text, including whitespace



No children



CDATASection



Represents a CDATA section



No children



Entity



Represents an entity



Element, ProcessingInstruction, Comment, Text, CDATASection, EntityReference



Notation



Represents a notation



No children
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The Document specialized node type is somewhat unique in that at most only one instance of this type may exist within an XML document. It is also worth noting that the Document node type is a specialized Element node type and is used to represent the root element of an XML document. Text node types, in addition to representing text, are also used to represent whitespace in an XML document. Under the DOM approach, an XML document is parsed into a random-access tree structure in which all the elements and attributes from the document are represented as distinct nodes, with each node instantiated as an instance of a specialized node type. So, for example, under the DOM approach, the example XML document shown in Listing 2-1 would be parsed into the tree structure (annotated with specialized node types) shown in Figure 2-1. Listing 2-1. Example XML Document  Data Binding with XMLBeans Daniel Steinberg  



Figure 2-1. Annotated DOM tree for example XML document The DOM approach has the following notable aspects: • An in-memory DOM tree representation of the complete document is constructed before the document structure and content can be accessed or manipulated. • Document nodes can be accessed randomly and do not have to be accessed strictly in document order. • Random access to any tree node is fast and flexible, but parsing the complete document before accessing any node can reduce parsing efficiency.
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• For large documents ranging from hundreds of megabytes to gigabytes in size, the in-memory DOM tree structure can exhaust all available memory, making it impossible to parse such large documents under the DOM approach. • If an XML document needs to be navigated randomly or if the document content and structure needs to be manipulated, the DOM parsing approach is the most practical approach. This is because no other approach offers an in-memory representation of a document, and although such representation can certainly be created by the parsing application, doing so would be essentially replicating the DOM approach. • An API for using the DOM parsing approach is available in JAXP 1.3.



Push Approach Under the push parsing approach, a push parser generates synchronous events as a document is parsed, and these events can be processed by an application using a callback handler model. An API for the push approach is available as SAX 2 2.0, which is also included in JAXP 1.3. SAX is a read-only API. The SAX API is recommended if no modification or random-access navigation of an XML document is required. The SAX 2.0 API defines a ContentHandler interface, which may be implemented by an application to define a callback handler for processing synchronous parsing events generated by a SAX parser. The ContentHandler event methods have fairly intuitive semantics, as listed in Table 2-2.



Table 2-2. SAX 2.0 ContentHandler Event Methods



Method



Notification



startDocument



Start of a document



startElement



Start of an element



characters



Character data



endElement



End of an element



endDocument



End of a document



startPrefixMapping



Start of namespace prefix mapping



endPrefixMapping



End of namespace prefix mapping



skippedEntity



Skipped entity



ignorableWhitespace



Ignorable whitespace



processingInstruction



Processing instruction



2. You can find information about Simple API for XML at http://www.saxproject.org/.
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In addition to the ContentHandler interface, SAX 2.0 defines an ErrorHandler interface, which may be implemented by an application to receive notifications about errors. Table 2-3 lists the ErrorHandler notification methods.



Table 2-3. SAX 2.0 ErrorHandler Notification Methods



Method



Notification



fatalError



Violation of XML 1.0 well-formed constraint



error



Violation of validity constraint



warning



Non-XML-related warning



An application should make no assumption about whether the endDocument method of the ContentHandler interface will be called after the fatalError method in the ErrorHandler interface has been called.



Pull Approach Under the pull approach, events are pulled from an XML document under the control of the application using the parser. StAX is similar to the SAX API in that both offer event-based APIs. However, StAX differs from the SAX API in the following respects: • Unlike in the SAX API, in the StAX API, it is the application rather than the parser that controls the delivery of the parsing events. StAX offers two event-based APIs: a cursor-based API and an iterator-based API, both of which are under the application’s control. • The cursor API allows a walk-through of the document in document order and provides the lowest level of access to all the structural and content information within the document. • The iterator API is similar to the cursor API but instead of providing low-level access, it provides access to the structural and content information in the form of event objects. • Unlike the SAX API, the StAX API can be used both for reading and for writing XML documents.



Cursor API Key points about the StAX cursor API are as follows: • The XMLStreamReader interface is the main interface for parsing an XML document. You can use this interface to scan an XML document’s structure and contents using the next() and hasNext() methods. • The next() method returns an integer token for the next parse event. • Depending on the next event type, you can call specific allowed methods on the XMLStreamReader interface. Table 2-4 lists various event types and the corresponding allowed methods.
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Table 2-4. StAX Cursor API Event Types and Allowed Methods



Event Type



Allowed Methods



Any event type



getProperty(), hasNext(), require(), close(), getNamespaceURI(), isStartElement(), isEndElement(), isCharacters(), isWhiteSpace(), getNamespaceContext(), getEventType(), getLocation(), hasText(), hasName()



START_ELEMENT



next(), getName(), getLocalName(), hasName(), getPrefix(), getAttributeXXX(), isAttributeSpecified(), getNamespaceXXX(), getElementText(), nextTag()



ATTRIBUTE



next(), nextTag(), getAttributeXXX(), isAttributeSpecified()



NAMESPACE



next(), nextTag(), getNamespaceXXX()



END_ELEMENT



next(), getName(), getLocalName(), hasName(), getPrefix(), getNamespaceXXX(), nextTag()



CHARACTERS



next(), getTextXXX(), nextTag()



CDATA



next(), getTextXXX(), nextTag()



COMMENT



next(), getTextXXX(), nextTag()



SPACE



next(), getTextXXX(), nextTag()



START_DOCUMENT



next(), getEncoding(), getVersion(), isStandalone(), standaloneSet(), getCharacterEncodingScheme(), nextTag()



END_DOCUMENT



close()



PROCESSING_INSTRUCTION



next(), getPITarget(), getPIData(), nextTag()



ENTITY_REFERENCE



next(), getLocalName(), getText(), nextTag()



DTD



next(), getText(), nextTag()



Iterator API Key points about the StAX iterator API are as follows: • The XMLEventReader interface is the main interface for parsing an XML document. You can use this interface to iterate over an XML document’s structure and contents using the nextEvent() and hasNext() methods. • The nextEvent() method returns an XMLEvent object. • The XMLEvent interface provides utility methods for determining the next event type and for processing it appropriately. The StAX API is recommended for data-binding applications, specifically for the marshaling and unmarshaling of an XML document during the bidirectional XML-to-Java mapping process. A StAX API implementation is included in J2SE 6.0.
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Comparing the Parsing Approaches Each of the three approaches discussed offers advantages and disadvantages and is appropriate for particular types of applications. Table 2-5 compares the three parsing approaches.



Table 2-5. DOM, SAX, and StAX Comparison



Parsing Approach



Advantages



Disadvantages



Suitable Application



DOM



Ease of use, navigation, random access, and XPath support



Must parse entire document, memory intensive



Applications that modify structure and content of an XML document, such as visual XML editors*



SAX



Low memory consumption, efficient



No navigation, no random access, no modification



Read-only XML applications, such as document validation



StAX



Ease of use, low memory No random access, consumption, applicano modification tion regulates parsing, filtering



Data binding, SOAP message processing



* We’ve written such an editor, which is available at http://www.nubean.com.



Before you see some code examples of the three parsing APIs, we’ll show how to create and configure an appropriate Eclipse project.



Setting Up an Eclipse Project In the following sections, we will show how to set up an Eclipse project and populate it with the contents needed to build and execute code examples related to the three parsing approaches discussed in this chapter. Even though in later sections we will discuss each parsing approach separately, here we will show how to prepare the Eclipse project for all three parsing approaches at once.



Example XML Document To take any of the parsing approaches, the first element you need is an XML document. To that end, you can use the example XML document shown in Listing 2-2. Listing 2-2. catalog.xml  Data Binding with XMLBeans Daniel Steinberg  
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 What Is Hibernate James Elliott  



J2SE, Packages, and Classes To build and execute these examples, you need to make sure you have the J2SE 5.0 software development kit (SDK)3 and the J2SE 6.0 SDK (code-named Mustang4) installed on your machine. Next, download the Chapter2 project from the Apress website (http://www.apress.com) and import it, as explained in detail in Chapter 1. Importing the project is the quickest way to run the example applications, because all the packages and files in the project get created automatically and the Java build path gets set automatically. Please verify that the Java build path is as shown in Figure 2-2 and the overall project structure is as shown in Figure 2-3.



Figure 2-2. Chapter2 project Java runtime environments (JREs)



3. You can download the J2SE 5.0 SDK from http://java.sun.com/j2se/1.5.0/download.jsp. 4. You can download the snapshot release of Mustang from https://mustang.dev.java.net/.
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Figure 2-3. Chapter2 project directory structure



Parsing with the DOM Level 3 API The DOM Level 3 API, which is part of the JAXP 1.3 API, represents an XML document as a tree of DOM nodes. Each node in this tree is a specialized Node object that is an instance of one of the specialized Node types listed in Table 2-1. The following packages and classes are essential parts of any application that uses the DOM Level 3 API: • The classes and interfaces representing the DOM structure of an XML document are in the org.w3c.dom package, which must be imported by an application using the DOM API. • The NodeList interface represents an ordered list of nodes. A NamedNodeMap represents an unordered set of nodes, such as attributes of an element. Both these classes are useful in traversing the DOM tree representing an XML document. • The XML document–parsing API is in the javax.xml.parsers package. This is an essential package and must be imported by an application parsing an XML document using the DOM API. • An application needs to import the org.xml.sax package so it can access the SAXException and SAXParseException classes, which are used in error handling. This reference to the SAX API within the DOM API may seem out of place. However, this reliance of the DOM API on the SAX API is specified by JAXP 1.3 and is basically an attempt to reuse the SAX API where appropriate.



DOM API Parsing Steps To parse an XML document using the DOM API, you need to follow these steps: 1. Create a DOM parser factory. 2. Use the parser factory to instantiate a DOM parser. 3. Use the DOM parser to parse an XML document and create a DOM tree. 4. Access and manipulate the XML structure and content by accessing the DOM tree.
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The DocumentBuilder class implements the DOM parser. The steps to instantiate a DocumentBuilder object are as follows: 1. Create a DocumentBuilderFactory object using the static method newInstance(). The DocumentBuilderFactory class is a factory API for generating DocumentBuilder objects. 2. Create a DocumentBuilder object by invoking the newDocumentBuilder() static method on the DocumentBuilderFactory object. The DocumentBuilder parser creates an in-memory DOM structure from an XML document. If you want to handle validation errors during parsing, you need to define a class that implements the ErrorHandler interface shown in Table 2-3 and set an instance of this error handler class on the parser. Listing 2-3 shows an example class that implements the ErrorHandler interface. Listing 2-3. Implementing ErrorHandler class ErrorHandlerImpl implements org.xml.sax.ErrorHandler { public void error(SAXParseException exception) throws SAXException{ // application-specific logic } public void fatalError(SAXParseException exception) throws SAXException{ // application-specific logic } public void warning(SAXParseException exception) throws SAXException{ // application-specific logic } } Listing 2-4 shows the complete code sequence for creating a DOM parser object that will validate a document and use an instance of the ErrorHandlerImpl class for error handling. Listing 2-4. Complete Code Sequence to Instantiate the Factory //Create a DocumentBuilderFactory DocumentBuilderFactory factory=DocumentBuilderFactory.newInstance(); //Create a DocumentBuilder DocumentBuilder documentBuilder=factory.newDocumentBuilder(); //Create and set an ErrorHandler ErrorHandlerImpl errorHandler=new ErrorHandlerImpl(); documentBuilder.setErrorHandler(errorHandler); A parser can parse an XML document from a File, an InputSource, an InputStream, or a URI. An example of how to parse an XML document from a File object is as follows: Document document=documentBuilder.parse(new File("catalog.xml"));
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The Document interface provides various methods to navigate the DOM structure. Table 2-6 lists some of the Document interface methods.



Table 2-6. Document Interface Methods



Method Name



Description



getDoctype()



Returns the DOCTYPE in the XML document



getDocumentElement()



Returns the root element



getElementById(String)



Gets an element for a specified ID



getElementsByTagName(String)



Gets a NodeList of elements



The org.w3c.dom.Element interface represents an element in the DOM structure. You can obtain element attributes and subelements from an Element object. Table 2-7 lists some of the methods in the Element interface.



Table 2-7. Element Interface Methods



Method Name



Description



getAttributes()



Returns a NamedNodeMap of attributes



getAttribute(String)



Gets an attribute value by attribute name



getAttributeNode(String)



Returns an Attr node for an attribute



getElementsByTagName(String)



Returns a NodeList of elements by element name



getTagName()



Gets the element tag name



The Attr interface represents an attribute node. You can obtain the attribute name and value from the Attr node. Table 2-8 lists some of the methods in the Attr node.



Table 2-8. Attr Interface Methods



Method Name



Description



getName()



Returns the attribute name



getValue()



Returns the attribute value
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All the specialized Node interfaces, such as Document, Element and Attr, inherit methods defined by the Node interface. Table 2-9 lists some of the methods in the Node interface.



Table 2-9. Node Interface Methods



Method Name



Description



getAttributes()



Returns a NamedNodeMap of attributes for an element node



getChildNodes()



Returns the child nodes in a node



getLocalName()



Returns the local name from an element node and an attribute node



getNodeName()



Returns the node name



getNodeValue()



Returns the node value



getNodeType()



Returns the node type



In the example DOM application, retrieve the root element with the getDocumentElement() method, and obtain the root element name with the getTagName() method, as shown in Listing 2-5. Listing 2-5. Retrieving the Root Element Name Element rootElement = document.getDocumentElement(); String rootElementName = rootElement.getTagName(); If the root element has attributes, retrieve the attributes in the root element. The hasAttributes() method tests whether an element has attributes, and the getAttributes() method retrieves the attributes, as shown in Listing 2-6. Listing 2-6. Retrieving Root Element Attributes if (rootElement.hasAttributes()) { NamedNodeMap attributes = rootElement.getAttributes(); } The getAttributes() method returns a NamedNodeMap of attributes. The NamedNodeMap method getNodeLength() returns the attribute list length, and the attributes in the attribute list are retrieved with the item(int) method. A NamedNodeMap may be iterated over to retrieve the value of attributes, as shown in Listing 2-7. The Attr object method getName() returns the attribute name, and the method getValue() returns the attribute value. Listing 2-7. Retrieving Attribute Values for (int i = 0; i < attributes.getLength(); i++) { Attr attribute = (Attr) (attributes.item(i)); System.out.println("Attribute:" + attribute.getName()+ " with value " + attribute.getValue()); } If the root element has subnodes, you can retrieve the nodes with the getChildNodes() method. The hasChildNodes() method tests whether an element has subnodes, as shown in Listing 2-8.
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Listing 2-8. Retrieving Nodes in the Root Element if (rootElement.hasChildNodes()) { NodeList nodeList = rootElement.getChildNodes(); } The node list includes whitespace text nodes. The NodeList method getNodeLength() returns the node list length, and you can retrieve the nodes in the node list with the item(int) method, as shown in Listing 2-9. Listing 2-9. Retrieving Nodes in a NodeList for (int i = 0; i < nodeList.getLength(); i++) { Node node = nodeList.item(i); } If a node is of type Element, a Node object may be cast to Element. The node type is obtained with the Node interface method getNodeType(). The getNodeType() method returns a short value. Table 2-10 lists the different short values and the corresponding node types.



Table 2-10. Node Types



Short Value



Node Type



ELEMENT_NODE



Element node



ATTRIBUTE_NODE



Attr node



TEXT_NODE



Text node



CDATA_SECTION_NODE



CDATASection node



ENTITY_REFERENCE_NODE



EntityReference node



ENTITY_NODE



Entity node



PROCESSING_INSTRUCTION_NODE



ProcessingInstruction node



COMMENT_NODE



Comment node



DOCUMENT_NODE



Document node



DOCUMENT_TYPE_NODE



DocumentType node



DOCUMENT_FRAGMENT_NODE



DocumentFragment node



NOTATION_NODE



Notation node



If a node is of type Element, cast the Node object to Element, as shown in Listing 2-10. Listing 2-10. Casting Node to Element if (node.getNodeType() == Node.ELEMENT_NODE) { Element element = (Element) (node); }
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If an element has a text node, you can obtain the text value with the getNodeValue() method, as shown here: String textValue=node.getNodeValue();



DOM API Example The Java application DOMParser.java shown in Listing 2-11 parses the XML document shown in Listing 2-2. We are assuming you have imported the XML document shown in Listing 2-2 to the Chapter2 project, as shown in Figure 2-2. This example demonstrates how to use a DocumentBuilder object to parse the example XML document. Once you successfully parse the document, you get a Document object, which represents an in-memory tree structure for the example document. You retrieve the node representing the root element from the Document object, and you use the visitNode() method to walk down this tree and visit each node, starting at the root element. When you get to a node while traversing the tree, you first find its node type. If the node type is Element, you traverse the child nodes of the Element node with the visitNode() method. The visitNode() method also outputs the element tag name and attributes in an element. If the node type is Text and the Text node is not an empty node, the text value of the Text node is output. Listing 2-11. DOM Parsing Application DOMParser.java package com.apress.dom; import import import import import import



javax.xml.parsers.DocumentBuilder; javax.xml.parsers.DocumentBuilderFactory; javax.xml.parsers.ParserConfigurationException; org.w3c.dom.*; org.xml.sax.SAXException; java.io.*;



public class DOMParser { public static void main(String argv[]) { try { // Create a DocumentBuilderFactory DocumentBuilderFactory factory = DocumentBuilderFactory .newInstance(); File xmlFile = new File("catalog.xml"); // Create a DocumentBuilder DocumentBuilder builder = factory.newDocumentBuilder(); // Parse an XML document Document document = builder.parse(xmlFile); // Retrieve root element Element rootElement = document.getDocumentElement(); System.out.println("Root Element is: " + rootElement.getTagName()); visitNode(null, rootElement); } catch (SAXException e) { System.out.println(e.getMessage());
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} catch (ParserConfigurationException e) { System.out.println(e.getMessage()); } catch (IOException e) { System.out.println(e.getMessage()); } } public static void visitNode(Element previousNode, Element visitNode) { // process an Element node if (previousNode != null) { System.out.println("Element " + previousNode.getTagName() + " has element:"); } System.out.println("Element Name: " + visitNode.getTagName()); // list attributes for an element node if (visitNode.hasAttributes()) { System.out.println("Element " + visitNode.getTagName() + " has attributes: "); NamedNodeMap attributes = visitNode.getAttributes(); for (int j = 0; j < attributes.getLength(); j++) { Attr attribute = (Attr) (attributes.item(j)); System.out.println("Attribute:" + attribute.getName() + " with value " + attribute.getValue()); } } // Obtain a NodeList of nodes in an Element node NodeList nodeList = visitNode.getChildNodes(); for (int i = 0; i < nodeList.getLength(); i++) { Node node = nodeList.item(i); // Retrieve Element nodes if (node.getNodeType() == Node.ELEMENT_NODE) { Element element = (Element) node; // Recursive call to visitNode method to process // an Element node hierarchy visitNode(visitNode, element); } else if (node.getNodeType() == Node.TEXT_NODE) { String str = node.getNodeValue().trim(); if (str.length() > 0) { System.out.println("Element Text: " + str); } } } } } Listing 2-12 shows the output from running the DOM application in Eclipse. This output shows the node type and node value associated with each node visited in the tree walk.
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Listing 2-12. Output from the DOMParser Application Root Element is: catalog Element Name: catalog Element catalog has attributes: Attribute:publisher with value O'Reilly Attribute:title with value OnJava.com Element catalog has element: Element Name: journal Element journal has attributes: Attribute:date with value January 2004 Element journal has element: Element Name: article Element article has element: Element Name: title Element Text: Data Binding with XMLBeans Element article has element: Element Name: author Element Text: Daniel Steinberg Element catalog has element: Element Name: journal Element journal has attributes: Attribute:date with value Sept 2005 Element journal has element: Element Name: article Element article has element: Element Name: title Element Text: What Is Hibernate Element article has element: Element Name: author Element Text: James Elliott



Parsing with SAX 2.0 SAX 2.05 is an event-based API to parse an XML document. SAX 2.0 is not a W3C Recommendation. However, it is a widely used API that has become a de facto standard. To date, SAX has two major versions: SAX 1.0 and SAX 2.0. There are no fundamental differences between the two versions. The most notable difference is that the SAX 1.0 Parser interface is replaced with the SAX 2.0 XMLReader interface, which improves upon the SAX 1.0 interface by providing full support for namespaces. In this chapter, we will focus only on the SAX 2.0 API. SAX 2.0 is a push-model API; events are generated as an XML document is parsed. Events are generated by the parser and delivered through the callback methods defined by the application. Key points pertaining to the use of the SAX 2.0 API are as follows: • You need to import at least two packages: the org.xml.sax package for the SAX interfaces and the javax.xml.parsers package for the SAXParser and SAXParserFactory classes. In addition, you may need to import the org.xml.sax.helpers package, which has useful helper classes for using the SAX API.



5. You can find information about SAX at http://www.saxproject.org/.
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• ContentHandler is the main interface that an application needs to implement because it provides event notification about the parsing events. The DefaultHandler class provides a default implementation of the ContentHandler interface. To handle SAX parser events, an application can either define a class that implements the ContentHandler interface or define a class that extends the DefaultHandler class. • You use the SAXParser class to parse an XML document. • You obtain a SAXParser object from a SAXParserFactory object. To obtain a SAX parser, you need to first create an instance of the SAXParserFactory using the static method newInstance(), as shown in the following example: SAXParserFactory



factory=SAXParserFactory.newInstance();



JAXP Pluggability for SAX JAXP 1.3 provides complete pluggability for the SAXParserFactory implementation classes. This means the SAXParserFactory implementation class is not a fixed class. Instead, the SAXParserFactory implementation class is obtained by JAXP, using the following lookup procedure: 1. Use the javax.xml.parsers.SAXParserFactory system property to determine the factory class to load. 2. Use the javax.xml.parsers.SAXParserFactory property specified in the lib/jaxp.properties file under the JRE directory to determine the factory class to load. JAXP reads this file only once, and the property values defined in this file are cached by JAXP. 3. Files in the META-INF/services directory within a JAR file are deemed service provider configuration files. Use the Services API, and obtain the factory class name from the META-INF/ services/javax.xml.parsers.SAXParserFactory file contained in any JAR file in the runtime classpath. 4. Use the default SAXParserFactory class, included in the J2SE platform. If validation is desired, set the validating attribute on factory to true: factory.setValidating(true); If the validation attribute of the SAXParserFactory object is set to true, the parser obtained from such a factory object, by default, validates an XML document with respect to a DTD. To validate the document with respect to XML Schema, you need to do more, which is covered in detail in Chapter 3.



SAX Features SAXParserFactory features are logical switches that you can turn on and off to change parser behavior. You can set the features of a factory through the setFeature(String, boolean) method. The first argument passed to setFeature is the name of a feature, and the second argument is a true or false value. Table 2-11 lists some of the commonly used SAXParserFactory features. Some of the SAXParserFactory features are implementation specific, so not all features may be supported by different factory implementations.
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Table 2-11. SAXParserFactory Features



Feature



Description



http://xml.org/sax/features/namespaces



Performs namespace processing if set to true



http://xml.org/sax/features/validation



Validates an XML document



http://apache.org/xml/features/ validation/schema



Performs XML Schema validation



http://xml.org/sax/features/ external-general-entities



Includes external general entities



http://xml.org/sax/features/ external-parameter-entities



Includes external parameter entities and the external DTD subset



http://apache.org/xml/features/ nonvalidating/load-external-dtd



Loads the external DTD



http://xml.org/sax/features/ namespace-prefixes



Reports attributes and prefixes used for namespace declarations



http://xml.org/sax/features/xml-1.1



Supports XML 1.1



SAX Properties SAX parser properties are name-value pairs that you can use to supply object values to a SAX parser. These properties affect parser behavior and can be set on a parser through the setProperty(String, Object) method. The first argument passed to setProperty is the name of a property, and the second argument is an Object value. Table 2-12 lists some of the commonly used SAX parser properties. Some of the properties are implementation specific, so not all properties may be supported by different SAX parser implementations.



Table 2-12. SAX Parser Properties



Property



Description



http://apache.org/xml/properties/schema/ external-schemaLocation



Specifies the external schemas for validation



http://apache.org/xml/properties/schema/ external-noNamespaceSchemaLocation



Specifies external no-namespace schemas



http://xml.org/sax/properties/declaration-handler



Specifies the handler for DTD declarations



http://xml.org/sax/properties/lexical-handler



Specifies the handler for lexical parsing events



http://xml.org/sax/properties/dom-node



Specifies the DOM node being parsed if SAX is used as a DOM iterator



http://xml.org/sax/properties/document-xml-version



Specifies the XML version of the document



Vohra_706-0C02.fm Page 51 Wednesday, June 28, 2006 6:38 AM



CHAPTER 2 ■ PARSING XML DOCUMENTS



SAX Handlers To parse a document using the SAX 2.0 API, you must define two classes: • A class that implements the ContentHandler interface (Table 2-2) • A class that implements the ErrorHandler interface (Table 2-3) The SAX 2.0 API provides a DefaultHandler helper class that fully implements the ContentHandler and ErrorHandler interfaces and provides default behavior for every parser event type along with default error handling. Applications can extend the DefaultHandler class and override relevant base class methods to implement their custom callback handler. CustomSAXHandler, shown in Listing 2-13, is such a class that overrides some of the base class event notification methods, including the errorhandling methods. Key points about CustomSAXHandler class are as follows: • In the CustomSAXHandler class, in the startDocument() and endDocument() methods, the event type is output. • In the startElement() method, the event type, element qualified name, and element attributes are output. The uri parameter of the startElement() method is the namespace uri, which may be null, for an element. The parameter localName is the element name without the element prefix. The parameter qName is the element name with the prefix. If an element is not in a namespace with a prefix, localName is the same as qName. • The parameter attributes is a list of element attributes. The startElement() method prints the qualified element name and the element attributes. The Attributes interface method getQName() returns the qualified name of an attribute. The attribute method getValue() returns the attribute value. • The characters() method, which gets invoked for a text event, such as element text, prints the text for a node. • The three error handler methods—fatalError, error, and warning—print the error messages contained in the SAXParseException object passed to these methods. Listing 2-13. CustomSAXHandler Class import org.xml.sax.*; import org.xml.sax.helpers.DefaultHandler; private class CustomSAXHandler extends DefaultHandler { public CustomSAXHandler() { } public void startDocument() throws SAXException { //Output Event Type System.out.println("Event Type: Start Document"); } public void endDocument() throws SAXException { //Output Event Type System.out.println("Event Type: End Document"); } public void startElement(String uri, String localName, String qName, Attributes attributes) throws SAXException { //Output Event Type and Element Name
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System.out.println("Event Type: Start Element"); System.out.println("Element Name:" + qName); //Output Element Attributes for (int i = 0; i < attributes.getLength(); i++) { System.out.println("Attribute Name:" + attributes.getQName(i)); System.out.println("Attribute Value:" + attributes.getValue(i)); } } public void endElement(String uri, String localName, String qName) throws SAXException { //Output Event Type System.out.println("Event Type: End Element"); } public void characters(char[] ch, int start, int length) throws SAXException { //Output Event Type and Text System.out.println("Event Type: Text"); String str = (new String(ch, start, length)); System.out.println(str); } //Error Handling public void error(SAXParseException e) throws SAXException{ System.out.println("Error: "+e.getMessage()); } public void fatalError(SAXParseException e) throws SAXException{ System.out.println("Fatal Error: "+e.getMessage()); } public void warning(SAXParseException e) throws SAXException{ System.out.println("Warning: "+e.getMessage()); } }



SAX Parsing Steps The SAX parsing steps are as follows: 1. Create a SAXParserFactory object with the static method newInstance(). 2. Create a SAXParser object from the SAXParserFactory object with the newSAXParser() method. 3. Create a DefaultHandler object, and parse the example XML document with the SAXParser method parse(File, DefaultHandler). Listing 2-14 shows a code sequence for creating a SAX parser that uses an instance of the CustomSAXHandler class to process SAX events.
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Listing 2-14. Creating a SAX Parser SAXParserFactory



factory=SAXParserFactory.newInstance();



// create a parser SAXParser saxParser=factory.newSAXParser(); // create and set event handler on the parser DefaultHandler handler=new CustomSAXHandler(); saxParser.parse(new File("catalog.xml"), handler);



SAX API Example The parsing events are notified through the DefaultHandler callback methods. The CustomSAXHandler class extends the DefaultHandler class and overrides some of the event notification methods. The CustomSAXHandler class also overrides the error handler methods to perform application-specific error handling. The CustomSAXHandler class is defined as a private class within the SAX parsing application, SAXParserApp.java, as shown in Listing 2-15. Listing 2-15. SAXParserApp.java package com.apress.sax; import import import import



org.xml.sax.*; javax.xml.parsers.*; org.xml.sax.helpers.DefaultHandler; java.io.*;



public class SAXParserApp { public static void main(String argv[]) { SAXParserApp saxParserApp = new SAXParserApp(); saxParserApp.parseDocument(); } public void parseDocument() { try { //Create a SAXParserFactory SAXParserFactory factory = SAXParserFactory.newInstance(); //Create a SAXParser SAXParser saxParser = factory.newSAXParser(); //Create a DefaultHandler and parser an XML document DefaultHandler handler = new CustomSAXHandler(); saxParser.parse(new File("catalog.xml"), handler); } catch (SAXException e) { } catch (ParserConfigurationException e) { } catch (IOException e) { } }
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//DefaultHandler class private class CustomSAXHandler extends DefaultHandler { public CustomSAXHandler() { } public void startDocument() throws SAXException { System.out.println("Event Type: Start Document"); } public void endDocument() throws SAXException { System.out.println("Event Type: End Document"); } public void startElement(String uri, String localName, String qName, Attributes attributes) throws SAXException { System.out.println("Event Type: Start Element"); System.out.println("Element Name:" + qName); for (int i = 0; i < attributes.getLength(); i++) { System.out.println("Attribute Name:" + attributes.getQName(i)); System.out.println("Attribute Value:" + attributes.getValue(i)); } } public void endElement(String uri, String localName, String qName) throws SAXException { System.out.println("Event Type: End Element"); } public void characters(char[] ch, int start, int length) throws SAXException { System.out.println("Event Type: Text"); String str = (new String(ch, start, length)); System.out.println(str); } public void error(SAXParseException e) throws SAXException{ System.out.println("Error "+e.getMessage()); } public void fatalError(SAXParseException e) throws SAXException{ System.out.println("Fatal Error "+e.getMessage()); } public void warning(SAXParseException e) throws SAXException{ System.out.println("Warning "+e.getMessage()); } } }
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Listing 2-16 shows the output from SAXParserApp.java. Whitespace between elements is also output as text, because unlike in the case of the DOM API example, the SAX example does not filter out whitespace text. Listing 2-16. Output from the SAXParserApp Application Event Type: Start Document Event Type: Start Element Element Name:catalog Attribute Name:title Attribute Value:OnJava.com Attribute Name:publisher Attribute Value:O'Reilly Event Type: Text Event Type:



Text



Event Type: Start Element Element Name:journal Attribute Name:date Attribute Value:January 2004 Event Type: Text



Event Type: Start Element Element Name:article Event Type: Text Event Type:



Text



Event Type: Start Element Element Name:title Event Type: Text Data Binding with XMLBeans Event Type: End Element Event Type: Text



Event Type: Start Element Element Name:author Event Type: Text Daniel Steinberg Event Type: End Element Event Type: Text



Event Type: End Element Event Type: Text
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Event Type: End Element Event Type: Text



Event Type: Start Element Element Name:journal Attribute Name:date Attribute Value:Sept 2005 Event Type: Text Event Type:



Text



Event Type: Start Element Element Name:article Event Type: Text



Event Type: Start Element Element Name:title Event Type: Text What Is Hibernate Event Type: End Element Event Type: Text



Event Type: Start Element Element Name:author Event Type: Text James Elliott Event Type: End Element Event Type: Text



Event Type: End Element Event Type: Text



Event Type: End Element Event Type: Text



Event Type:



Text



Event Type: End Element Event Type: End Document To demonstrate error handling in a SAX parsing application, add an error in the example XML document, catalog.xml; remove a tag, for example. The SAX parsing application outputs the error in the XML document, as shown in Listing 2-17.
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Listing 2-17. SAX Parsing Error Fatal Error: The element type "journal" must be terminated by the matching end-tag "".



Parsing with StAX StAX is a pull-model API for parsing XML. StAX has an advantage over the push-model SAX. In the push model, the parser generates events as the XML document is parsed. With the pull parsing in StAX, the application generates the parse events; thus, you can generate parse events as required. The StAX API (JSR-173)6 is implemented in J2SE 6.0. Key points about StAX API are as follows: • The StAX API classes are in the javax.xml.stream and javax.xml.stream.events packages. • The StAX API offers two different APIs for parsing an XML document: a cursor-based API and an iterator-based API. • The XMLStreamReader interface parses an XML document using the cursor API. • XMLEventReader parses an XML document using the iterator API. • You can use the XMLStreamWriter interface to generate an XML document. We will first discuss the cursor API and then the iterator API.



Cursor API You can use the XMLStreamReader object to parse an XML document using the cursor approach. The next() method generates the next parse event. You can obtain the event type from the getEventType() method. You can create an XMLStreamReader object from an XMLInputFactory object, and you can create an XMLInputFactory object using the static method newInstance(), as shown in Listing 2-18. Listing 2-18. Creating an XMLStreamReader Object XMLInputFactory inputFactory=XMLInputFactory.newInstance(); InputStream input=new FileInputStream(new File("catalog.xml")); XMLStreamReader xmlStreamReader = inputFactory.createXMLStreamReader(input); The next parsing event is generated with the next() method of an XMLStreamReader object, as shown in Listing 2-19. Listing 2-19. Obtaining a Parsing Event while (xmlStreamReader.hasNext()) { int event = xmlStreamReader.next(); } The next() method returns an int, which corresponds to a parsing event, as specified by an XMLStreamConstants constant. Table 2-13 lists the event types returned by the XMLStreamReader object. For a START_DOCUMENT event type, the getEncoding() method returns the encoding in the XML document. The getVersion() method returns the XML document version.



6. You can find this specification at http://jcp.org/aboutJava/communityprocess/final/jsr173/index.html.
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Table 2-13. XMLStreamReader Events



Event Type



Description



START_DOCUMENT



Start of a document



START_ELEMENT



Start of an element



ATTRIBUTE



An element attribute



NAMESPACE



A namespace declaration



CHARACTERS



Characters may be text or whitespace



COMMENT



A comment



SPACE



Ignorable whitespace



PROCESSING_INSTRUCTION



Processing instruction



DTD



A DTD



ENTITY_REFERENCE



An entity reference



CDATA



CDATA section



END_ELEMENT



End element



END_DOCUMENT



End document



ENTITY_DECLARATION



An entity declaration



NOTATION_DECLARATION



A notation declaration



For a START_ELEMENT event type, the getPrefix() method returns the element prefix, and the getNamespaceURI() method returns the namespace or the default namespace. The getLocalName() method returns the local name of an element, as shown in Listing 2-20. Listing 2-20. Outputting the Element Name if (event == XMLStreamConstants.START_ELEMENT) { System.out.println("Element Local Name:"+ xmlStreamReader.getLocalName()); } The getAttributesCount() method returns the number of attributes in an element. The getAttributePrefix(int) method returns the attribute prefix for a specified attribute index. The getAttributeNamespace(int) method returns the attribute namespace for a specified attribute index. The getAttributeLocalName(int) method returns the local name of an attribute, and the getAttributeValue(int) method returns the attribute value. The attribute name and value are output as shown in Listing 2-21. Listing 2-21. Outputting the Attribute Name and Value for (int i = 0; i < xmlStreamReader.getAttributeCount(); i++) { //Output Attribute Name System.out.println("Attribute Local Name:"+ xmlStreamReader.getAttributeLocalName(i)); //Output Attribute Value System.out.println("Attribute Value:"+ xmlStreamReader.getAttributeValue(i)); }
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The getText() method retrieves the text of a CHARACTERS event, as shown in Listing 2-22. Listing 2-22. Outputting Text if (event == XMLStreamConstants.CHARACTERS) { System.out.println("Text:" + xmlStreamReader.getText()); } Listing 2-23 shows the complete StAX cursor API parsing application. Listing 2-23. StAXParser.java package com.apress.stax; import import import import



javax.xml.stream.*; javax.xml.stream.events.*; javax.xml.stream.XMLInputFactory; java.io.*;



public class StAXParser { public void parseXMLDocument () { try { //Create XMLInputFactory object XMLInputFactory inputFactory = XMLInputFactory.newInstance(); //Create XMLStreamReader InputStream input = new FileInputStream(new File("catalog.xml")); XMLStreamReader xmlStreamReader = inputFactory .createXMLStreamReader(input); //Obtain StAX Parsing Events while (xmlStreamReader.hasNext()) { int event = xmlStreamReader.next(); if (event == XMLStreamConstants.START_DOCUMENT) { System.out.println("Event Type:START_DOCUMENT"); } if (event == XMLStreamConstants.START_ELEMENT) { System.out.println("Event Type: START_ELEMENT"); //Output Element Local Name System.out.println("Element Local Name:" + xmlStreamReader.getLocalName()); //Output Element Attributes for (int i = 0; i < xmlStreamReader.getAttributeCount(); i++) { System.out.println("Attribute Local Name:" + xmlStreamReader.getAttributeLocalName(i)); System.out.println("Attribute Value:" + xmlStreamReader.getAttributeValue(i)); } }
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if (event == XMLStreamConstants.CHARACTERS) { System.out.println("Event Type: CHARACTERS"); System.out.println("Text:" + xmlStreamReader.getText()); } if (event == XMLStreamConstants.END_DOCUMENT) { System.out.println("Event Type:END_DOCUMENT"); } if (event == XMLStreamConstants.END_ELEMENT) { System.out.println("Event Type: END_ELEMENT"); } } } catch (FactoryConfigurationError e) { System.out.println("FactoryConfigurationError" + e.getMessage()); } catch (XMLStreamException e) { System.out.println("XMLStreamException" + e.getMessage()); } catch (IOException e) { System.out.println("IOException" + e.getMessage()); } } public static void main(String[] argv) { StAXParser staxParser = new StAXParser(); staxParser.parseXMLDocument(); } } Listing 2-24 shows the output from the StAX parsing application in Eclipse. Listing 2-24. Output from the StAXParser Application Event Type: START_ELEMENT Element Local Name:catalog Attribute Local Name:title Attribute Value:OnJava.com Attribute Local Name:publisher Attribute Value:O'Reilly Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:journal Attribute Local Name:date Attribute Value:January 2004 Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:article Event Type: CHARACTERS Text:
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Event Type: START_ELEMENT Element Local Name:title Event Type: CHARACTERS Text:Data Binding with XMLBeans Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:author Event Type: CHARACTERS Text:Daniel Steinberg Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:journal Attribute Local Name:date Attribute Value:Sept 2005 Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:article Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:title Event Type: CHARACTERS Text:What Is Hibernate Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: START_ELEMENT Element Local Name:author Event Type: CHARACTERS Text:James Elliott Event Type: END_ELEMENT Event Type: CHARACTERS Text:
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Event Type: END_ELEMENT Event Type: CHARACTERS Text: Event Type: END_ELEMENT Event Type: CHARACTERS Text:



Event Type: END_ELEMENT Event Type:END_DOCUMENT



Iterator API The XMLEventReader object parses an XML document with an object event iterator and generates an XMLEvent object for each parse event. To create an XMLEventReader object, you need to first create an XMLInputFactory object with the static method newInstance() and then obtain an XMLEventReader object from the XMLInputFactory object with the createXMLEventReader method, as shown in Listing 2-25. Listing 2-25. Creating an XMLEventReader Object XMLInputFactory inputFactory=XMLInputFactory.newInstance(); InputStream input=new FileInputStream(new File("catalog.xml")); XMLEventReader xmlEventReader = inputFactory.createXMLEventReader(input); An XMLEvent object represents an XML document event in StAX. You obtain the next event with the nextEvent() method of an XMLEventReader object. The getEventType() method of an XMLEventReader object returns the event type, as shown here: XMLEvent event=xmlEventReader.nextEvent(); int eventType=event.getEventType(); The event types listed in Table 2-13 for an XMLStreamReader object are also the event types generated with an XMLEventReader object. The isXXX() methods in the XMLEventReader interface return a boolean if the event is of the type corresponding to the isXXX() method. For example, the isStartDocument() method returns true if the event is of type START_DOCUMENT. You can use relevant XMLStreamReader methods to process event types that are of interest to the application.



Summary You can parse an XML document using one of three methods: DOM, push, or pull. The DOM approach provides random access and a complete ability to manipulate document elements and attributes; however, this approach consumes the most memory. This approach is best for use in situations where an in-memory model of the XML structure and content is required so that an application can easily manipulate the structure and content of an XML document. Applications that need to visualize an XML document and manipulate the document through a user interface may find this API extremely relevant to their application objectives. The DOM Level 3 API included in JAXP 1.3 implements this approach.
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The push approach is based on a simple event notification model where a parser synchronously delivers parsing events so an application can handle these events by implementing a callback handler interface. The SAX 2.0 API is best suited for situations where the core objectives are as follows: quickly parse an XML document, make sure it is well-formed and valid, and extract content information contained in the document as the document is being parsed. It is worth noting that a DOM API implementation could internally use a SAX 2.0 API–based parser to parse an XML document and build a DOM tree, but it is not required to do so. The SAX 2.0 API included in JAXP 1.3 implements this approach. The pull approach provides complete control to an application over how the document parse events are processed and provides a cursor-based approach and an iterator-based approach to control the flow of parse events. This approach is best suited for processing XML content that is being streamed over a network connection. Also, this API is useful for marshaling and unmarshaling XML documents from and to Java types. Major areas of applications for this API include web services–related message processing and XML-to-Java binding. The StAX API included in J2SE 6.0 implements this approach.
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Introducing Schema Validation



I



n Chapter 2, we covered how to parse XML documents, which is the most fundamental aspect of processing an XML document. During the discussion on parsing, we noted that one of the objectives of parsing an XML document is to validate the structure of an XML document with respect to a schema. The process of validating an XML document with respect to a schema is schema validation, and that is the subject of this chapter. If a document conforms to a schema, it is called an instance of the schema. A schema defines a class of XML documents, where each document in the class is an instance of the schema. The relationship between a schema class and an instance document is analogous to the relationship between a Java class and an instance object. Several schema languages are available to define a schema. The following two schema languages are part of W3C Recommendations: • DTD is the XML 1.0 built-in schema language that uses XML markup declarations1 syntax to define a schema. Validating an XML document with respect to a DTD is an integral part of parsing and was covered in Chapter 2. • W3C XML Schema2 is an XML-based schema language. Chapter 1 offered a primer on XML Schema. Validating an XML document with respect to a schema definition based on the XML Schema language is the focus of this chapter.



Schema Validation APIs In this chapter, we will focus on the JAXP 1.33 schema validation APIs. You can classify the APIs into two groups: • The first group includes the JAXP 1.3 SAX and DOM parser APIs. Both these APIs perform validation as an intrinsic part of the parsing process. • The second group includes the JAXP 1.3 Validation API. The Validation API is unlike the first two APIs in that it completely decouples validation from parsing.



1. The complete markup declaration syntax is part of XML 1.0; you can find more information at http:// www.w3.org/TR/REC-xml/#dt-markupdecl. 2. See http://www.w3.org/XML/Schema. 3. Java API for XML Processing (http://java.sun.com/webservices/jaxp/) is included in J2SE 5.0.
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Clearly, if the application needs to parse an XML document and the selected parser supports schema validation, it makes sense to combine validation with parsing. However, in other scenarios, for a variety of reasons, the validation process needs to be decoupled from the parsing process. The following are some of the scenarios where an application may need to decouple validation from parsing: • Prior to validating an XML document with a schema, an application may need to first validate the schema itself. The Validation API allows an application to separately compile and validate a schema, before it is used for validating an XML document. For example, this could be applicable if the schema were available from an external source that could not automatically be trusted to be correct. • An application may have a DOM tree representation of an XML document, and the application may need to validate the tree with respect to a schema definition. This scenario comes about in practice if a DOM tree for an XML document is programmatically or interactively manipulated to create a new DOM tree and the new tree needs to be validated against a schema. • An application may need to validate an XML document with respect to a schema language that is not supported by the available parser. This is generally true for less widely supported schema languages and is of course true for a new custom schema language. • An application may need to use the same schema definition to validate multiple XML documents. Because the Validation API constructs an object representation of a schema, it is efficient to use a single schema object to validate multiple documents. • An application may need to validate XML content that is known to be well-formed, so there is no point in first parsing such content. An example scenario for this case is when an XML document is being produced programmatically through a reliable transformation process. We discussed guidelines for selecting the appropriate JAXP 1.3 parsing API in Chapter 2. Table 3-1 lists criteria for selecting the appropriate JAXP 1.3 validation API.



Table 3-1. Selecting a Validation API



Validation API



Suitable Application



SAX parser



The document is suitable for parsing with the SAX parser and requires validation, and the parser supports the schema language.



DOM parser



The document is suitable for parsing with the DOM parser and requires validation, and the parser supports the schema language.



Validation



The application needs to decouple parsing from validation; we discussed scenarios earlier.



Configuring JAXP Parsers for Schema Validation To enable a JAXP parser for schema validation, you need to set the appropriate properties on the parser. You first need to set the Validating property to true, before any of the other schema validation properties described next will take effect. Other schema validation properties are as follows:
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• You specify the schema language used in the schema definition through the http:// java.sun.com/xml/jaxp/properties/schemaLanguage property. The value of this property must be the URI of the schema language specification, which for the W3C XML Schema language is http://www.w3.org/2001/XMLSchema. • You specify the location of the schema definition source through the http://java.sun.com/ xml/jaxp/properties/schemaSource property. The value of this property must be one of the following: • The URI of the schema document location as a string • The schema source supplied as a java.io.InputStream object or an org.xml.sax.InputSource object • The schema source supplied as a File object • An array of the type of objects described previously • It is illegal to set the schemaSource property without setting schemaLanguage. • An XML document can specify the location of a namespace-aware schema through the xsi:schemaLocation attribute in the document element, as shown in the following example: The schemaLocation attribute can have one or more value pairs. In each value pair, the first value is a namespace URI, and the second value is the schema location URI for the associated namespace. The XML Schema 1.0 W3C Recommendation does not mandate that this attribute value be used to locate the schema file during the schema validation. • An XML document can specify the location of a no-namespace schema through the xsi:noNamespaceSchemaLocation attribute in the document element, as shown in the following example: The xsi:noNamespaceSchemaLocation attribute specifies the schema location URI. The XML Schema 1.0 W3C Recommendation does not mandate that this attribute value be used to locate the schema file during the schema validation. An XML document can specify a DTD and can also specify a schema location. In addition, the validating application can specify the schemaLanguage and schemaSource properties. The permutations on these options can quickly get confusing. To simplify things, Table 3-2 lists all the configuration scenarios and associated semantics. For all the scenarios in Table 3-2, we are assuming the Validating property is set to true and that whenever the schemaLanguage property is specified, it is set to the URI for the XML Schema specification. Before we discuss each of the APIs in detail, you need to set up your Eclipse project so you can build and execute the code examples related to each API.
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Table 3-2. Configuration of JAXP Parsers for Validation



DOCTYPE?



schemaLanguage?



schemaSource?



schemaLocation?



Validated Against



No



No



No



No



Error: Must have DOCTYPE if Validating is true



No



No



No



Yes



Error: Schema language must be set



No



No



Yes



No/yes



Error: Schema language must be set



Yes/no



Yes



No



Yes



XML Schema



Schema location from the instance document



Yes/no



Yes



Yes



No



XML Schema



Schema location from the schemaSource property



Yes/no



Yes



Yes



Yes



XML Schema



Schema location from the schemaSource property



Yes



No



No



Yes/no



DTD



DTD location from DOCTYPE



Schema Used



Setting Up the Eclipse Project In this chapter, we will show how to validate an example XML document, with respect to a schema definition, using the JAXP 1.3 DOM parser, SAX parser, and Validation APIs, included in J2SE 5.0. Therefore, the first step you need to take is to install J2SE 5.0. Before you can build and run the code examples included in this chapter, you need an Eclipse project. The quickest way to create your Eclipse project is to download the Chapter3 project from the Apress website (http://www.apress.com) and import this project into Eclipse. This will create all the Java packages and files needed for this chapter automatically. After the import, please verify that the Java build path for the Chapter3 project is as shown in Figure 3-1. You may need to click the Add Library button to add the JRE 5.0 system library to your Java build path.
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Figure 3-1. Java build path We’ll use the example document, catalog.xml, shown in Listing 3-1 as input in all the validation examples. Listing 3-1. catalog.xml  Declarative Programming in Java Narayanan Jayaratchagan   Data Binding with XMLBeans Daniel Steinberg  
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The catalog.xml XML document is validated with respect to the catalog.xsd schema definition shown in Listing 3-2. In catalog.xml, the attribute xsi:noNamespaceSchemaLocation="catalog.xsd" defines the location of the schema. The catalog.xml document is an instance of the catalog.xsd schema definition. In this schema definition, the root catalog element declaration defines the title and publisher optional attributes and zero or more nested journal elements. Each journal element definition defines the optional date attribute and zero or more nested article elements. Each article element definition defines the nested title element and zero or more author elements. You should review this schema definition by applying the concepts covered in the XML Schema primer in Chapter 1. Listing 3-2. catalog.xsd In the following sections, we’ll discuss how to validate the catalog.xml document with the catalog.xsd schema. Before we do that, though, please verify that catalog.xml and catalog.xsd appear in the Chapter3 project, as shown in Figure 3-2.
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Figure 3-2. Chapter3 project As noted at the outset, we will discuss schema validation using the JAXP 1.3 DOM parser, SAX parser, and Validation APIs. We will start with the JAXP 1.3 DOM parser API.



JAXP 1.3 DOM Parser API We covered parsing with the JAXP 1.3 DOM parser API in Chapter 2. In this section, the focus is on schema validation using the JAXP 1.3 DOM parser API. The basic steps for schema validation using this API are as follows: 1. Create an instance of the DOM parser factory. 2. Configure the DOM parser factory instance to support schema validation. 3. Obtain a DOM parser from the configured DOM parser factory. 4. Configure a parser instance with an error handler so the parser can report validation errors. 5. Parse the document using the configured parser. We will map these basic steps to specific steps using the JAXP 1.3 DOM API, which is defined in the org.w3c.dom package. In addition, the DOM API relies on the following SAX packages: org.xml.sax and org.xml.sax.helpers. The reliance on the SAX API within the DOM API is specified in JAXP 1.3 and is merely an effort to reuse classes, where appropriate. To begin, import the following classes: import import import import import import



javax.xml.parsers.DocumentBuilderFactory; javax.xml.parsers.DocumentBuilder; javax.xml.parsers.ParserConfigurationException; org.xml.sax.SAXException; org.xml.sax.SAXParseException; org.xml.sax.helpers.DefaultHandler;



Create a DOM Parser Factory As noted previously, the first step is to create a DOM parser factory, so you need to create a DocumentBuilderFactory, as shown here: DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance ();
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The implementation class for DocumentBuilderFactory is pluggable. The JAXP 1.3 API loads the implementation class for DocumentBuilderFactory by applying the following rules, in order, until a rule succeeds: 1. Use the javax.xml.parsers.DocumentBuilderFactory system property to load an implementation class. 2. Use the properties file lib/jaxp.properties in the JRE directory. If this file exists, parse this file to check whether a property has the javax.xml.parsers.DocumentBuilderFactory key. If such a property exists, use the value of this property to load an implementation class. 3. Files in the META-INF/services directory within a JAR file are deemed service provider configuration files. Use the Services API, and obtain the factory class name from the META-INF/ services/javax.xml.parsers.DocumentBuilderFactory file contained in any JAR file in the runtime classpath. 4. Use the platform default DocumentBuilderFactory instance, included in the J2SE platform being used by the application.



Configure a Factory for Validation Before you can use a DocumentBuilderFactory instance to create a parser for schema validation, you need to configure the factory for schema validation. To configure a factory for validation, you may use the following options: • To parse an XML document with a namespace-aware parser, set the setNamespaceAware() feature of the factory to true. By default, the namespace-aware feature is set to false. • To make the parser a validating parser, set the setValidating() feature of the factory to true. By default, the validation feature is set to false. • To validate with an XML Schema language–based schema definition, set the schemaLanguage attribute, which specifies the schema language for validation. The attribute name is http:// java.sun.com/xml/jaxp/properties/schemaLanguage, and the attribute value for the W3C XML Schema language is http://www.w3.org/2001/XMLSchema. • The schemaSource attribute specifies the location of the schema. The attribute name is http://java.sun.com/xml/jaxp/properties/schemaSource, and the attribute value is a URL pointing to the schema definition source. Listing 3-3 shows the configuration of a factory instance based on these validation options. Listing 3-3. Setting the Validation Schema factory.setNamespaceAware (true); factory.setValidating (true); factory.setAttribute ( "http://java.sun.com/xml/jaxp/properties/schemaLanguage", "http://www.w3.org/2001/XMLSchema"); factory.setAttribute ("http://java.sun.com/xml/jaxp/properties/schemaSource", "SchemaUrl");



Create a DOM Parser From the DocumentBuilderFactory object, create a DocumentBuilder DOM parser: DocumentBuilder builder = factory.newDocumentBuilder();
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This returns a new DocumentBuilder with the schema validation parameters set as configured on the DocumentBuilderFactory object.



Configure a Parser for Validation To retrieve validation errors generated during parsing, you need to first define a class that implements an ErrorHandler, and you do that by defining the Validator class, which extends the DefaultHandler SAX helper class, as shown in Listing 3-4. Listing 3-4. Validator Class //ErrorHandler Class: DefaultHandler implements ErrorHandler class Validator extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException = null; public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void warning(SAXParseException exception) throws SAXException { } } A Validator instance is set as an error handler on the builder DOM parser instance, as shown here: Validator handler=new Validator(); builder.setErrorHandler (handler);



Validate Using the Parser To validate an XML document with a schema definition, as part of the processing process, parse the XML document with the DocumentBuilder parser using the parse(String uri) method, as shown here: builder.parse (XmlDocumentUrl) Validator registers validation errors generated by validation.



Complete DOM API Example The complete example program shown in Listing 3-5 validates the catalog.xml document with respect to the catalog.xsd schema. The key method in this application is validateSchema(). In this method, a DocumentBuilderFactory instance is created, and the schema location to validate the catalog.xml document is set. A DocumentBuilder DOM parser is obtained from the factory and configured with an error handler. The private Validator class extends the DefaultHandler class and implements the error handler. Validation takes place as part of the parsing process.
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Listing 3-5. DOMValidator.java package com.apress.validation.dom; import import import import import import



javax.xml.parsers.DocumentBuilderFactory; javax.xml.parsers.DocumentBuilder; javax.xml.parsers.ParserConfigurationException; org.xml.sax.SAXException; org.xml.sax.SAXParseException; org.xml.sax.helpers.DefaultHandler;



public class DOMValidator { public void validateSchema(String SchemaUrl, String XmlDocumentUrl) { try { //Create DocumentBuilderFactory DocumentBuilderFactory factory = DocumentBuilderFactory .newInstance(); //Set factory to be a validating factory. factory.setNamespaceAware(true); factory.setValidating(true); //Set schema attributes factory.setAttribute( "http://java.sun.com/xml/jaxp/properties/schemaLanguage", "http://www.w3.org/2001/XMLSchema"); factory.setAttribute( "http://java.sun.com/xml/jaxp/properties/schemaSource", SchemaUrl); //Create a DocumentBuilder DocumentBuilder builder = factory.newDocumentBuilder(); //Create a ErrorHandler and set ErrorHandler // on DocumentBuilderparser Validator handler = new Validator(); builder.setErrorHandler(handler); //Parse XML Document builder.parse(XmlDocumentUrl); //Output Validation Errors if (handler.validationError == true) System.out.println("XML Document has Error:" + handler.validationError + " " + handler.saxParseException.getMessage()); else System.out.println("XML Document is valid"); } catch (java.io.IOException ioe) { System.out.println("IOException " + ioe.getMessage()); } catch (SAXException e) { System.out.println("SAXException" + e.getMessage()); } catch (ParserConfigurationException e) {
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System.out .println("ParserConfigurationException + e.getMessage());



"



} } //ErrorHandler Class private class Validator extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException = null; public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void warning(SAXParseException exception) throws SAXException { } } public static void main(String[] argv) { String SchemaUrl = "catalog.xsd"; String XmlDocumentUrl = "catalog.xml"; DOMValidator validator = new DOMValidator(); validator.validateSchema(SchemaUrl, XmlDocumentUrl); } } Listing 3-6 shows the output from the DOM parser validation application. Listing 3-6. Output from DOMValidator.java XML Document is valid To demonstrate validation error handling, add an element in catalog.xml that does not conform to the schema. For example, add a nonconforming title element to the catalog element, as shown here: Chapter 3: Schema Validation This leads to an expected validation error, as shown in Listing 3-7. Be sure to remove this error from the document, or else the remaining examples will not work correctly. Listing 3-7. Output with a Validation Error XML Document has Error:true cvc-complex-type.2.4.a: Invalid content was found st arting with element 'title'. One of '{journal}' is expected.
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JAXP 1.3 SAX Parser API We covered parsing with the JAXP 1.3 SAX parser API in Chapter 2. In this section, the focus is on schema validation using the JAXP 1.3 SAX parser API. The basic steps for schema validation using this API are conceptually similar to the DOM parser API: 1. Create an instance of the SAX parser factory. 2. Configure the SAX parser factory instance to support schema validation. 3. Obtain a SAX parser from the SAX parser factory. 4. Configure the SAX parser instance to specify the schema location and error handler. 5. Parse the document using the configured SAX parser. To use SAX parsing, you need the SAXParserFactory and SAXParser classes. We will show how to extend the DefaultHandler class to implement a customized error handler. So, import the following classes: import javax.xml.parsers.SAXParserFactory; import javax.xml.parsers.SAXParser; import org.xml.sax.helpers.DefaultHandler;



Create a SAX Parser Factory To create a SAX parser, you first need to create a SAXParserFactory object. You create a SAXParserFactory object using the newInstance() static method, as shown here: SAXParserFactory factory = SAXParserFactory.newInstance();



Configure the Factory for Validation You need to set the factory to be a namespace-aware factory and a validating factory using the setNamespaceAware() and setValidating() methods, as shown here: factory.setNamespaceAware(true); factory.setValidating(true); When validating with a SAX parser, you may need to set schema validation features that are parser specific. For example, the Xerces2-j4 SAX parser, which is the default SAX parser in JAXP 1.3, supports the following features: • The validation feature turns on validation. This is the same as invoking setNamespaceAware(true) on the factory. In the example code, it is redundant and is purely for demonstration purposes. • The validation/schema feature turns on XML Schema validation. This is also redundant for the example code because later you’ll set the schemaLanguage and schemaSource properties on the parser. • The validation/schema-full-checking feature turns on rigorous checking on the schema grammar. It does not affect XML document validation. Turning on this feature is both performance and memory intensive.



4. See http://xerces.apache.org/xerces2-j/.
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For a complete list of Xerces2-j features, consult the documentation at http://xerces.apache. org/xerces2-j/features.html. You can set the previously listed features on the SAX parser factory, as shown in Listing 3-8. Listing 3-8. Setting Validation Features factory.setFeature("http://xml.org/sax/features/validation",true); factory.setFeature("http://apache.org/xml/features/validation/schema", true); factory.setFeature("http://apache.org/xml/features/validation/schema-full-checking", true);



Create a SAX Parser To validate with a SAX parser, you need to create a SAXParser object, as shown here: SAXParser parser = new SAXParser();



Configure the Parser You also need to set the schemaLanguage and schemaSource properties. The schemaLanguage property specifies the schema language for validation. The schemaSource property specifies the schema document to be used for validation, as shown in Listing 3-9. Listing 3-9. Setting Parser Properties parser.setProperty("http://java.sun.com/xml/jaxp/properties/schemaLanguage", "http://www.w3.org/2001/XMLSchema"); parser.setProperty("http://java.sun.com/xml/jaxp/properties/schemaSource", SchemaUrl); To create a customized ErrorHandler class, create a class that extends the DefaultHandler class, as shown in Listing 3-10. Listing 3-10. DefaultHandler Class private class Validator extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException = null; public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void warning(SAXParseException exception) throws SAXException { } } The DefaultHandler class implements the ErrorHandler interface and specifies an ErrorHandler for the SAX parser.
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Validate Using the Parser You can use the overloaded parse methods in the SAXParser class for parsing and validating an XML document. In this example, you will use the parse(File, DefaultHandler) method, as shown here: parser.parse(xmlFile, handler); The validation errors generated by the parser get registered with the ErrorHandler interface and are retrieved from the ErrorHandler interface.



Complete SAX API Validator Example Listing 3-11 lists a complete example using this API. The key method in this example is validateSchema(). In this method, a SAXParserFactory instance is created, and schema validation features are set. A SAXParser is obtained from this factory and configured with a schema source and an error handler. SAXValidator.java defines a private class Validator that extends the DefaultHandler class and implements the error hander. The example document is validated as part of the parsing process. Listing 3-11. SAXValidator.java package com.apress.validation.sax; import import import import import import import



javax.xml.parsers.SAXParserFactory; javax.xml.parsers.SAXParser; javax.xml.parsers.ParserConfigurationException; org.xml.sax.SAXException; org.xml.sax.SAXParseException; org.xml.sax.helpers.DefaultHandler; java.io.File;



public class SAXValidator { public void validateSchema(String SchemaUrl, File xmlFile) { try { // Create SAXParserFactory SAXParserFactory factory = SAXParserFactory.newInstance(); // Set factory to be a validating factory. factory.setNamespaceAware(true); factory.setValidating(true); // Set schema validation features factory.setFeature("http://xml.org/sax/features/validation", true); factory.setFeature( "http://apache.org/xml/features/validation/schema", true); factory.setFeature( "http://apache.org/xml/features/validation/schema-full-checking", true); // Create SAXParser SAXParser parser = factory.newSAXParser();
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// Set schema properties parser.setProperty( "http://java.sun.com/xml/jaxp/properties/schemaLanguage", "http://www.w3.org/2001/XMLSchema"); parser.setProperty( "http://java.sun.com/xml/jaxp/properties/schemaSource", SchemaUrl); // Create a ErrorHandler Validator handler = new Validator(); // Parse XML Document parser.parse(xmlFile, handler); // Output Validation Errors if (handler.validationError == true) System.out.println("XML Document has Error:" + handler.validationError + " " + handler.saxParseException.getMessage()); else System.out.println("XML Document is valid"); } catch (java.io.IOException ioe) { System.out.println("IOException " + ioe.getMessage()); } catch (SAXException e) { System.out.println("SAXException" + e.getMessage()); } catch (ParserConfigurationException e) { System.out .println("ParserConfigurationException + e.getMessage()); }



"



} // ErrorHandler Class private class Validator extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException = null; public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void warning(SAXParseException exception) throws SAXException { } }
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public static void main(String[] argv) { String SchemaUrl = "catalog.xsd"; File xmlFile = new File("catalog.xml"); SAXValidator validator = new SAXValidator(); validator.validateSchema(SchemaUrl, xmlFile); } } If you run the program shown in Listing 3-11, you should see the same output as in the case of the DOM parser shown in Listing 3-6. To demonstrate validation error handling, add an element in catalog.xml that does not conform to the schema catalog.xsd. For example, add a nonconforming title element to the catalog element, as shown here: Chapter 3: Schema Validation Now run the SAXValidator.java application again. This time the program generates a validation error, as shown earlier in Listing 3-7.



JAXP 1.3 Validation API In this section, we’ll discuss the JAXP 1.3 Validation API. To recap, the key point about this API is that it completely decouples the validation process from the parsing process. The steps to use this API are as follows: 1. Create an instance of the javax.xml.validation.Validator class. 2. Set an error handler on the Validator object. 3. Validate an XML document.



Create a Validator To validate with the Validator class, import the javax.xml.validation package, as shown here: import javax.xml.validation.*; To validate with an XML Schema–based schema definition, you need a Schema object representation of the schema definition. You create a Schema object from the SchemaFactory class. A SchemaFactory is a schema compiler, which is obtained from the static method newInstance(), as shown here: SchemaFactory factory=SchemaFactory.newInstance(XMLConstants.W3C_XML_SCHEMA_NS_URI); Schema schema=factory.newSchema(new File("catalog.xsd")); The only argument to the newInstance() method is a schema language constant whose value is XMLConstants.W3C_XML_SCHEMA_NS_URI, which is the same as http://www.w3.org/2001/XMLSchema. The Validator class validates an XML document with respect to XML Schema, and a Validator object is obtained from a Schema object, as shown here: Validator validator=schema.newValidator();
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Set an Error Handler To report validation errors, define an ErrorHandler class for Validator. This ErrorHandler class extends DefaultHandler, as shown in Listing 3-12. Listing 3-12. ErrorHandler Class private class ErrorHandlerImpl extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException=null; public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException=exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException=exception; } public void warning(SAXParseException exception) throws SAXException { } } An instance of an ErrorHandlerImpl class is set on the validator object with the setErrorHandler() method, as shown here: ErrorHandlerImpl errorHandler=new ErrorHandlerImpl(); validator.setErrorHandler(errorHandler); If a validation error is generated, the validation error gets registered with errorHandler.



Validate the XML Document To validate an XML document, you do not need to parse the document. Instead, you create a StreamSource from the XML document and invoke the validate() method on the validator, passing it the stream source for the document, as shown here: StreamSource streamSource=new StreamSource(xmlDocument); validator.validate(streamSource);



Complete JAXP 1.3 Validator Example Listing 3-13 shows a complete example using this API. The key method in this application is validateXMLDocument(). In this method, SchemaFactory creates a Schema object, which creates a Validator object. The private class ErrorHandlerImpl extends DefaultHandler, and an instance of this class is set as an error handler on the Validator instance. The example XML document is validated using one of the overloaded validate() methods defined in the Validator class.
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Listing 3-13. XMLSchemaValidator.java package com.apress.validation.jdk6; import import import import import import import



org.xml.sax.SAXException; org.xml.sax.SAXParseException; org.xml.sax.helpers.DefaultHandler; java.io.*; javax.xml.XMLConstants; javax.xml.transform.stream.StreamSource; javax.xml.validation.*;



public class XMLSchemaValidator { public void validateXMLDocument(File schemaDocument, File xmlDocument) { try { //Create SchemaFactory SchemaFactory factory = SchemaFactory .newInstance("http://www.w3.org/2001/XMLSchema"); //Create Schema object Schema schema = factory.newSchema(schemaDocument); // Create Validator and set ErrorHandler on Validator. Validator validator = schema.newValidator(); ErrorHandlerImpl errorHandler = new ErrorHandlerImpl(); validator.setErrorHandler(errorHandler); //Validate XML Document StreamSource streamSource = new StreamSource(xmlDocument); validator.validate(streamSource); //Output Validation Errors if (errorHandler.validationError == true) { System.out.println("XML Document has Error:" + errorHandler.validationError + " " + errorHandler.saxParseException.getMessage()); } else { System.out.println("XML Document is valid"); } } catch (SAXException e) { } catch (IOException e) { } } public static void main(String[] argv) { File schema = new File("catalog.xsd"); File xmlDocument = new File("catalog.xml"); XMLSchemaValidator validator = new XMLSchemaValidator(); validator.validateXMLDocument(schema, xmlDocument); } //ErrorHandler class private class ErrorHandlerImpl extends DefaultHandler { public boolean validationError = false; public SAXParseException saxParseException = null;
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public void error(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void fatalError(SAXParseException exception) throws SAXException { validationError = true; saxParseException = exception; } public void warning(SAXParseException exception) throws SAXException { } } } Run this validation application in Eclipse to produce the output previously shown in Listing 3-6.



Summary In this chapter, we discussed three JAXP 1.3 schema validation APIs that can be classified into two groups: • The first group consists of the JAXP parser APIs, and these APIs perform validation as an intrinsic part of the parsing process, if the parser is configured for schema validation. • The second group consists of the JAXP Validation API, which decouples validation from parsing. This API instantiates an object representation of a schema and uses it to validate one or more XML documents. When the application intent is to make sure a document being parsed is not only well-formed but also valid, then using the first group of APIs makes perfect sense. When the intent is to validate a document outside the context of parsing a document, clearly the JAXP Validation API is the way to go.
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Addressing with XPath



I



n Chapter 2, we discussed three approaches to parsing an XML document: the document object approach, the push approach, and the pull approach. These approaches are embodied in three APIs— DOM, SAX and StAX, respectively. To recap, you can use all three APIs to check that a document is well-formed and valid, but each provides different mechanisms for accessing document nodes. The SAX and StAX APIs allow access to document nodes only in document order1 but offer the advantage of efficient memory use. The DOM API provides random access to document nodes but at the expense of higher processing overhead in terms of memory use. The DOM approach creates a tree representation of an XML document that is ideally suited for use cases that require programmatic access and manipulation of document nodes. A classic example of a use case requiring programmatic access is an XML editor2 that provides a source view and an outline view for an XML document. Other use cases, such as the XSLT3 template language, require imperative access instead of programmatic access to document nodes. Imperative access implies the existence of an expressive language that allows you to address the location of any document node set; XPath4 is precisely such a language. In this chapter, we will discuss the various Java APIs that implement the XPath specification, in particular the XPath API in JAXP 1.3, which is included in J2SE 5.0,5 and JDOM.6



Understanding XPath Expressions XPath is a language for addressing node sets within an XML document. It is based on an abstract data model exclusively focused on the core information content in an XML document and ignores all information related to syntax markup. The XPath data model treats an XML document as a tree of various node types, such as an element node, an attribute node, and a text node. The XPath language provides an XPath expression as the main syntactic construct for addressing a node set within an XML document.



Simple Example Since XPath expressions address a document node set, before you can proceed, you need an XML document to reference while we discuss XPath expressions. So, consider the following simple XML document:



1. 2. 3. 4. 5. 6.



Document order is the same as the depth-first order of the parse tree. An example of such an editor is XMLEspresso; you can find it at http://www.nubean.com. Chapter 5 covers XSLT. You can find the XPath specification at http://www.w3.org/TR/xpath. For more information about JDK 5.0, see http://java.sun.com/j2se/1.5.0/download.jsp. For more information about JDOM, see. http://www.jdom.org/.
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Now, consider a simple XPath expression, /catalog/journal, that is based on this reference XML document. When you look at this XPath expression, you may be tempted to draw an analogy between an XPath expression and a file system path, and based on that analogy, you may intuitively interpret the expression /catalog/journal to refer to the first journal element within the document. In fact, this intuitive interpretation and the underlying analogy would both be wrong because this expression selects a node set containing both journal elements. The reason the file system analogy does not work is simple: if /catalog/journal were a file system path, you could be assured that there would be only one journal folder under a catalog folder, but that clearly does not hold for XML document nodes. So, here is a more appropriate analogy for understanding XPath expressions: each component in an XPath expression is like a pattern that must be matched to locate the node set addressed by an XPath expression. With this basic insight in place, let’s develop your intuition further by examining more XPath examples.



XPath Expression Examples XPath expression syntax can be fairly complex, so the best way to begin understanding XPath expressions is to quickly walk through some examples. We will base these XPath examples on a slightly more complex XML document, shown in Listing 4-1, than the introductory document. Listing 4-1. Example XML Document: catalog.xml  Design XML Schemas Using UML Ayesha Malik   Design service-oriented architecture frameworks with J2EE technology Naveen Balani   Advance DAO Programming Sean Sullivan  As we noted earlier, the XPath data model treats an XML document as a tree of nodes. Figure 4-17 shows the XPath data model for the example document. To fit the image within a page, not all article nodes in Figure 4-1 appear in expanded form. In Figure 4-1, the document element is designated as



7. This data model visualization is based on an Eclipse plug-in, available at http://www.nubean.com.
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#document, element nodes are designated with their name with an “e” icon, attribute nodes are designated with their name-value pair and an “a” icon, and text nodes are designated as #text. The #text nodes in the data model correspond to the text content in element nodes, including whitespace text.



Figure 4-1. XPath data model for catalog.xml Since we have not yet discussed XPath expression syntax, we will cover the following examples from an intuitive standpoint, referring to the data model shown in Figure 4-1. Later in the “Location Path” section, we will discuss XPath expression syntax in more detail. Take a quick look at the following XPath expressions that address node sets within catalog.xml: • /catalog/journal/article[@level='Advanced']/title is an XPath expression that evaluates to a node set containing elements named title, nested within elements named article, nested within an element named journal, nested within an element named catalog, whereby the element named article has an attribute named level (attributes are identified with the @ prefix) with a value equal to Advanced. Evaluating this expression selects the second title element, in document order. • /catalog/journal[@title='Java Technology']/article[2] is an XPath expression that evaluates to a node set containing elements named article, nested within an element named journal, nested within an element named catalog, whereby the element named journal has an attribute named title with a value equal to Java Technology and an element named article in the second context position, in document order. The second context position of the article element is specified through the [2] suffix. Evaluating this expression selects the second article element in document order, in the journal titled Java Technology.
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• /child::catalog/child::journal/child::article[attribute::date='January-2004']/ attribute::level is an XPath expression that evaluates to a node set containing attributes named level that are attached to the element named article, nested within an element named journal, nested within an element named catalog, whereby the element named article has an attribute named date with a value equal to January-2004. The syntax construct :: in an XPath expression defines a selection axis, with the name of the axis preceding this construct. So, for example, child:: defines the child axis, and attribute:: defines the attribute axis. If you specify no selection axis, child:: is the implicit selection axis. So, / and /child:: are equivalent constructs. Also, the @ syntax is shorthand for the attribute:: syntax. Evaluating this expression selects the level attribute of the second article element, in document order. • //article[ancestor::journal[@title='Java Technology']] is an XPath expression that evaluates to a node set containing elements named article, with an ancestor element named journal, whereby the element named journal has an attribute named title with a value equal to Java Technology. The syntax construct // is shorthand for all descendant nodes; since it is at the beginning of the expression, it implies all the descendants of the root node. Evaluating this expression selects the second and third article elements, in document order. Now that you have looked at some examples from an intuitive standpoint, we’ll try to broaden your understanding of XPath syntax. Like expressions in most languages, you can compose complex XPath expressions by additively or multiplicatively combining basic expressions. Therefore, the key to understanding XPath expressions is to master the basic expressions and various datatypes that may result from evaluating an XPath expression. With that as your immediate goal, you will focus on two topics: • XPath expression evaluation datatypes • A basic expression construct called the location path



Datatypes An XPath expression evaluation results in one of the following datatypes: • A boolean value of true or false • A number value (a floating-point number, as defined by the Institute of Electrical and Electronics Engineers8 [IEEE]) • A string value • A node-set (a set of document nodes of any type)



Location Path Now we’ll cover the syntax associated with the location path construct. A location path can be absolute, in which case it begins with a slash (/), or it can be relative, in which case it does not begin with a slash. A location path can consist of zero or more location path steps, with a slash separating adjacent steps. Each location path step starts with an axis specifier, followed by a node test, and optionally followed by zero or more predicates: Step ::= AxisSpecifier NodeTest Predicate* The location path step components are as follows:



8. See http://www.ieee.org/portal/site.
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• An axis specifier is basically a logical route (axis) along which you can move from the context node to find the next node set (the context node is the node where you start from). • A node test is a filter that constrains the selected node set based on either a node type or a node name. • A predicate is a filter that constrains the selected node set based on an XPath expression. We will cover each of these components in more detail in the following sections. For example, the location path /child::catalog/child::journal/child::article[attribute::date= 'January-2004']/attribute::level has four steps. The first step is child::catalog, the second step is child::journal, the third step is child::article[attribute::date='January-2004'], and the fourth step is attribute::level. In the first two steps, child:: is the axis specifier, and catalog and journal are node tests. In the third step, child:: is the axis specifier, article is a node test, and [attribute::date='January-2004'] is a predicate. In the fourth step, attribute:: is the axis specifier, and level is a node test. The first, second, and fourth steps don’t have any predicates.



Axis Specifier As noted, the axis specifier specifies a logical axis along which you must move from the context node to find the next node set specified by a location path expression. An axis specifier axis is classified as a forward axis if by moving along it you encounter nodes that occur at or later than the context node, in document order; otherwise, an axis is classified as a reverse axis. In Figure 4-2, we have taken the basic XPath data model shown in Figure 4-1 and annotated it with a context node, axis labels, and associated node sets. For example, the parent:: axis label in Figure 4-2 points to its associated node set of the parent journal element. Of course, you always need to keep in mind the context node, whenever you interpret the node set for any axis value.



ancestor::



preceding::



parent:: preceding-sibling:: self::



Context Node attribute::



descendant::



child::



following-sibling:: following::



Figure 4-2. Axis specifier annotations on the data model
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The following are possible axis specification values with examples based on the annotated data model shown in Figure 4-2: • self:: refers to the context node. For example, in Figure 4-2, self:: refers to the article context node. • child:: refers to child nodes in document order. This axis applies only to element nodes. This axis is empty if the context node is an attribute, text, or namespace node. An element’s attribute node is not a child node. This axis does not contain any attribute or namespace nodes. Figure 4-2 shows an example of the child:: axis. If an axis specifier is omitted, this is the default value. This is a forward axis. • parent:: refers to the parent node when the context node is an element node or a text node, but it refers to the attaching element node when the context node is an attribute node. Figure 4-2 shows an example of the parent:: axis, where the context node is an element node. If the context node were the date attribute of the current article context node, then the parent:: axis would include only the current article context node. This is a reverse axis. • attribute:: refers to the attached attribute nodes. Figure 4-2 shows an example of the attribute:: axis. This axis may be abbreviated with the @ character. In other words, attribute::level and @level are equivalent. This axis is empty if the context node is not an element node. This is a forward axis. • ancestor:: refers to all the nodes starting with the parent and continuing with the parent’s parent, and so on, until it reaches the root node. If you follow this axis, you will not come across any parent siblings, attribute, or namespace nodes. Figure 4-2 shows an example of the ancestor:: axis. This is a reverse axis. • descendant:: refers to all the nodes starting with all element child nodes and continuing with their descendants, in document order. This axis does not contain any attribute nodes or namespace nodes. This axis is empty if the context node is an attribute or namespace node. Figure 4-2 shows an example of the descendant:: axis. This is a forward axis. • following:: refers to all the nodes that are after the context node, in document order, with the exception of those that occur along the descendant:: axis. This axis does not contain any attribute or namespace nodes. Figure 4-2 shows an example of the following:: axis. This is a forward axis. • preceding:: refers to all the nodes that are before the context node, in document order, with the exception of those that occur along the ancestor:: axis. This axis does not contain any attribute or namespace nodes. Figure 4-2 shows an example of the preceding:: axis. This is a reverse axis. • following-sibling:: refers to all the following:: nodes that are siblings of the context node, in document order. This axis does not contain any attribute or namespace nodes. This axis is empty if the context node is an attribute or namespace node. Figure 4-2 shows an example of the following-sibling:: axis. This is a forward axis. • preceding-sibling:: refers to all the preceding:: nodes that are siblings of the context node, in reverse document order. This axis does not contain any attribute or namespace nodes. This axis is empty if the context node is an attribute or namespace node. Figure 4-2 shows an example of the preceding-sibling:: axis. This is a reverse axis. • ancestor-or-self:: refers to all the nodes, including the current node and continuing with its ancestors, in reverse document order. Figure 4-2 shows an example of the ancestor:: and self:: nodes, and together they form the ancestor-or-self:: axis. This is a reverse axis.
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• descendant-or-self:: refers to all the nodes, including the current node and continuing with its descendants, in document order. Figure 4-2 shows an example of the descendant:: and self:: nodes, and together they form the descendant-or-self:: axis. This is a forward axis. • namespace:: refers to all the attached namespace nodes. This axis is empty if the context node is not an element node. For example, in Figure 4-2, if you assume that the context node is the root catalog element, then its xmlns:journal namespace attribute is along the namespace:: axis. This is a forward axis.



Node Test In a location path step, as you move along a specified axis, you will encounter nodes of different types with varying names. These nodes comprise a node set. To this base node set, you can apply a node test filter that can filter nodes based on node type or node name.



Node Type Tests Node tests based on the node type are as follows: • node() is a node test that refers to a node of any type. For example, the expression child::node() selects all the child nodes of the context node. As noted earlier, the attributes of an element node are not part of its child nodes. • The axis and node test combination self::node() may be abbreviated with the “.” character. For example, the expression ./child::node() selects all the child nodes of the context node. • The axis and node test combination of parent::node() may be abbreviated as the .. character sequence. For example, the expression ../child::node() selects all child nodes of the parent of the context node, which may or may not include the context node. (Can you see why? Hint: The context node may be an attribute node.) • The axis and node test combination of /descendant-or-self::node()/ may be abbreviated as the // character sequence. For example, the expression // at the start of an XPath expression selects all the nonattribute and non-namespace nodes within a document. • text() is a node test that refers to a node of type Text. For example, descendant::text() will evaluate to all descendant nodes of the context node that are of type Text. • comment() is a node test that refers to a node of type Comment. For example, preceding::comment() will evaluate to all preceding nodes of the context node that are of type Comment. • processing-instruction() is a node test that refers to the node of type ProcessingInstruction. For example, following::processing-instruction() will evaluate to all the following nodes of the context node that are of type processing-instruction.



Node Name Tests A name-based node test with no namespace prefix refers to the following: • A namespace node, if the specified axis is a namespace axis. For example, in Figure 4-2, if you assume the context node is the catalog element, then namespace::journal selects the xmlns:journal namespace node in the catalog root element. • It refers to an attribute node that is not in any namespace (including not in the default namespace) if the specified axis is an attribute axis. For example, in Figure 4-2, attribute::date selects the date attribute of the article context node.
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• For all other specified axes, it refers to an element node that is not in any namespace (including not in the default namespace). For example, in Figure 4-2, following-sibling::article selects the third article node, in document order. A name-based node with a namespace prefix refers to the following: • An empty set, if the specified axis is a namespace axis. For example, in Figure 4-2, if you assume the context node is the catalog element, then namespace::xmlns:journal is an empty set. • It refers to an attribute node in the associated namespace, if the specified axis is an attribute axis. For example, in Listing 4-1, //attribute::journal:level selects the level attribute of the first article node, in document order. • For all other specified axes, it refers to an element node in the associated namespace. For example, in Figure 4-2, the preceding::journal:journal element selects the first journal element, in document order. • A node name test with * refers to an unrestricted wildcard for element nodes. For example, in Figure 4-2, child::* selects a node set containing all child:: axis elements. This implies that child::* and child::node() do not have the same semantics, because the former is restricted to the child:: axis element nodes and the later selects the child:: axis nodes of any node type. • A node test with the prefix:* name refers to a namespace-restricted wildcard for element nodes. For example, /catalog/child::journal:* evaluates to a node set containing all elements that are children of the catalog element and that belong to the journal: namespace, which is just the first journal element within the document, in document order.



Predicates The last piece in a location path step is zero or more optional predicates. The following are the two keys to understanding predicates: • Predicates are filters on a node set. • Predicates are XPath expressions that are evaluated and mapped to a Boolean value through the use of a core XPath boolean() function, as described here: • A number value is mapped to true if and only if it is a nonzero number. For example, in Figure 4-2, the expression //title[position()] uses the built-in XPath position() function that returns the child position of the selected title node as a number. Since the child position of a node is always 1 or greater, this expression will select all the title nodes. However, the expression //title[position() – 1] will select only those title nodes that occur at a child position greater than 1. In the example, the second expression will not select any nodes since all the title nodes are at child position 1. • A string value is mapped to true if and only if it is a nonzero length string. For example, in Figure 4-2, the expression //title[string()] uses the built-in XPath string() function to implicitly convert the first node in a node set to its string node value. This expression will select only those title nodes that have nonzero-length text content, which for the example document means all the title nodes. • A node set is mapped to true if and only if it is nonempty. For example, in Figure 4-2, in the expression //article[child::title], the [child::title] predicate evaluates to true only when the child::title node set is nonempty, so the expression selects all the article elements that have title child elements. The output node set of a component to the left of a predicate is its input node set, and evaluating a predicate involves iterating over this input node set. As the evaluation proceeds, the current node
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in the iteration becomes the context node, and a predicate is evaluated with respect to this context node. If a predicate evaluates to true, this context node is added to a predicate’s output node set; otherwise, it is ignored. The output node set from a predicate becomes the input node set for subsequent predicates. Multiple predicates within a location path step are evaluated from left to right. Predicates within a location path step are evaluated with respect to the axis associated with the current step. The proximity position of a context node is defined as its position along the step axis, in document order if it is a forward axis or in reverse document order if it is a reverse axis. The proximity position of a node is defined as its context position. The size of an input node set is defined as the context size. Context node, context position, and context size comprise the total XPath context, relative to which all predicates are evaluated. You can apply some of the concepts associated with predicates when looking at the following examples, which are based on the data model in Figure 4-2: • /catalog/child::journal[attribute::title='Java Technology'] is an XPath expression in which the second step contains the predicate [attribute::title='Java Technology']. The input node set for this predicate consists of all non-namespace journal elements that are children of the catalog element. The input node set consists of only the second journal element, in document order, because the first journal element is part of the journal namespace. So, at the start of first iteration, the context size is 1, and the context position is also 1. As you iterate over the input node set, you make the current node, which is the journal node, the context node and then test the predicate. The predicate checks to see whether the context node has an attribute named title with a value equal to Java Technology. If the predicate test succeeds, which it should, you include this journal context node in the output set. After you iterate over all the nodes in the input set, the output node set will consist of all the journal elements that satisfy the predicate. The result of this expression will be just the second journal node in the document, in document order. • /catalog/descendant::article[position() = 2] is an XPath expression in which the second step contains a predicate [position() = 2]. The input node set for this predicate consists of all the article elements that are descendants of the catalog element. This input node set will consist of all three article nodes in the document. So, at the start of first iteration, the context size is 3, and the context position is 1. This predicate example applies the concept of context position. As you iterate over the input node set, you make the current article element the context node and then test the predicate. The predicate checks to see whether the context position of the article element, as tested through the XPath core function position(), is equal to 2. When you apply this predicate to the data model in Figure 4-2, only the second article node that appears in expanded form will test as true. Note, the [position() = 2] predicate is equivalent to the abbreviated predicate [2].The result of this expression will be the second article node, in document order. Having looked at XPath expressions in detail, you can now turn your attention to applying XPath expressions using the Java-based XPath APIs.



Applying XPath Expressions Imagine a website that provides a service related to information about journal articles. Further imagine that this website receives journal content information from various publishers through some web service–based messages and that the content of these messages is an XML document that looks like the document shown earlier in Listing 4-1. Once the web service receives this document, it needs to extract content information from this XML document, based on some criteria. Assume that you have been asked to build an application that extracts content information from this document based on some specific criteria. How would you go about it?
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Your first step is to ensure the received document has a valid structure or, in other words, conforms to its schema definition. To ensure that, you will first validate the document with respect to its schema, as explained in Chapter 3. Your next task is to devise a way for extracting relevant content information. Here, you have at two choices: • You can retrieve document nodes using the DOM API • You can retrieve document nodes using the XPath API. So, this begs the obvious question, which is the better option?



Comparing the XPath API to the DOM API Accessing element and attribute values in an XML document with an XPath expression is more efficient than using getter methods in the DOM API, because, with XPath expressions, you can select an Element node without programmatically iterating over a node list. To use the DOM API, you must first retrieve a node list with the DOM API getter method and then iterate over this node list to retrieve relevant element nodes. These are the two major advantages of using the XPath API over the DOM API: • You can select element nodes though an imperative XPath expression, and you do not need to iterate over a node list to select the relevant element node. • With an XPath expression, you can select an Attr node directly, in contrast to DOM API getter methods, where an Element node needs to be accessed before an Attr node can be accessed. As an illustration of the first advantage, you can retrieve the title element within the article context node in the example data model shown in Figure 4-2 with the XPath expression /catalog/ journal/article[2]/title, and you can evaluate this XPath expression using the code shown in Listing 4-2, which results in retrieving the relevant title element. At this point, we don’t expect you to understand the code in Listing 4-2. The sole purpose of showing this code now is to illustrate the comparative brevity of XPath API code, as compared to DOM API code. Listing 4-2. Addressing a Node with XPath Element article=(Element)(xPath.evaluate("/catalog/journal/article[2]/title", inputSource,XPathConstants.NODE)); By way of contrast, if you need to retrieve the same title element with DOM API getter methods, you need to iterate over a node list, as shown in Listing 4-3. Listing 4-3. Retrieving a Node with the DOM NodeList nodeList=document.getElementsByTagName("journal"); Element journal=(Element)(nodeList.item(0)); NodeList nodeList2=journal.getElementsByTagName("article"); Element article=(Element)nodeList2.item(1); As an illustration of the second advantage, you can retrieve the value of the level attribute for the article node with the date January-2004 directly with the XPath expression /catalog/journal/ article[@date='January-2004']/@level, as shown in Listing 4-4. Listing 4-4. Retrieving an Attribute Node with XPath String level = xPath.evaluate("/catalog/journal/article[@date='January-2004']/@level", inputSource);
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Suffice it to say that to achieve the same result with the DOM API, you would need to write code that is far more tedious than that shown in Listing 4-4. It would involve finding all the journal elements, finding all the article elements for each journal element, iterating over those article elements, and, retrieving the date attribute for each article element, checking to see whether the date attribute’s value is January-2004, and if so, retrieving article element’s level attribute. The preceding discussion should not suggest that the DOM API is never useful for accessing content information. In fact, sometimes you will be interested in accessing all the nodes in a given element subtree. In such a situation, it makes perfect sense to access the relevant node through an XPath API and then access its node subtree using the DOM API. Let’s proceed with creating the XPath API–based application. To that end, you will need to first create and configure an Eclipse project.



Setting Up the Eclipse Project Before you can build and run the code examples included in this chapter, you need an Eclipse project. The quickest way to create the Eclipse project is to download the Chapter4 project from Apress (http://www.apress.com) and import this project into Eclipse. This will create all the Java packages and files needed for this chapter automatically. In this chapter, you will use two XPath APIs: the JAXP 1.3 XPath API included in J2SE 5.0 and the JDOM XPath API. To use J2SE 5.0’s XPath API, install the J2SE 5.09 SDK, set its JRE system library as the JRE system library in your Eclipse project Java build path, and set the Java compiler to the J2SE 5.0 compiler under the Eclipse project’s Java compiler. The Java build path in your Eclipse project should look like Figure 4-3.



Figure 4-3. XPath project Java build path in Eclipse IDE



9. For more information about J2SE 5.0, see http://java.sun.com/j2se/1.5.0/.
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The complete Eclipse project package structure should look like Figure 4-4.



Figure 4-4. Eclipse project package structure Now, you are ready to proceed with the application. Since the example’s goal is to impart comprehensive information about how to use the XPath APIs, we will use different XPath expressions in the sample application to illustrate various aspects of the XPath API. Overall, you will examine two specific XPath APIs: • The first API is specified in JAXP 1.3 and is included in J2SE 5.0. It is the recommended API if you decide to base your application on the Java 5 platform. An obvious advantage of this approach is that it is completely standards based, and in our opinion, this should be the preferred approach. • The second API is based on JDOM, and it is recommended for use if you are not yet ready to move to the J2SE 5.0 API or if you find certain aspects of this API simpler to use, compared to the J2SE 5.0 API. In our opinion, this API is simple to use and easy to understand. However, since it is currently not a standard, it may continue to change, which may affect the stability of your application.



JAXP 1.3 XPath API The JAXP 1.3 XPath API is defined in the javax.xml.xpath package in J2SE 5.0. This package defines various interfaces to evaluate XPath expressions. Table 4-1 lists some of the relevant classes and interfaces in J2SE 5.0.



Table 4-1. J2SE 5.0 XPath



Class or Interface



Description



XPath (interface)



Provides access to the XPath evaluation environment and provides evaluate() methods to evaluate XPath expressions in an XML document



XPathExpression (interface)



Provides evaluate() methods to evaluate compiled XPath expressions in an XML document



XPathFactory (class)



Creates an XPath object
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For this example, the example XML document shown in Listing 4-1 is evaluated with the javax.xml.xpath.XPath class, and relevant node sets are extracted with the XPath API. The evaluate() methods in XPath and the XPathExpression interfaces are used to access various document node sets, based on the relevant XPath expressions. XPath expressions may be explicitly compiled before use, or they may be evaluated directly. The main advantage of explicitly compiling an XPath expression is to validate an expression for correctness, prior to evaluation, and to promote the reuse of an expression in multiple evaluations. Let’s assume you are interested in learning about the explicit compilation of XPath expressions, so we will cover that next.



Explicitly Compiling an XPath Expression Say you need an XPath object to compile an XPath expression. You can use the XPathFactory factory class to create XPath objects. To create an XPath object, first create an XPathFactory object with the static method newInstance() of the XPathFactory class, as shown in Listing 4-5. The newInstance() method uses the default object model, DEFAULT_OBJECT_MODEL_URI, which is based on the W3C DOM. If you’re going to use an object model other than the default,10create an XPathFactory object with the newInstance(String uri) method. Using the specified or the default object model, create an XPath object from the XPathFactory object using the newXPath() method, as illustrated in Listing 4-5. Listing 4-5. Creating an XPath Object XPathFactory factory=XPathFactory.newInstance(); XPath xPath=factory.newXPath(); Let’s assume you are interested in compiling the XPath expression /catalog/journal/ article[@date='January-2004']/title, which addresses title elements within all article elements with the date attribute set to January-2004. You can do so with the compile() method of the XPath object, as shown here: XPathExpression xPathExpression= xPath.compile("/catalog/journal/article[@date='January-2004']/title"); This compile() method returns an XPathExpression object. If the XPath expression has an error, an XPathExpressionException gets generated.



Evaluating a Compiled XPath Expression The XPathExpression interface provides overloaded evaluate() methods to evaluate an XPath expression. Table 4-2 lists the evaluate() methods in the XPathExpression interface. Two of the overloaded evaluate() methods take a returnType as a parameter. The return types are represented with javax.xml.xpath.XPathConstants class static fields. Table 4-3 lists the different return types supported by the evaluate() methods, and they provide the flexibility that is needed to convert the result of evaluating an expression to different return types. The default returnType is javax.xml.xpath.XpathConstants.STRING.



10. This feature essentially accommodates alternative document models. Currently, there is no compelling reason to use anything other than the DOM.
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Table 4-2. XPathExpression evaluate() Methods



Evaluate Method



Description



evaluate(InputSource source)



Evaluates the compiled XPath expression in the context of the specified InputSource and returns a string. The default return type, XPathConstants.STRING, is used for evaluating the XPath expression.



evaluate(InputSource source, QName returnType)



Evaluates the compiled XPath expression in the context of the specified InputSource and returns a value of the specified return type.



evaluate(Object item)



Evaluates the compiled XPath expression in the specified context, which may be a Node or a NodeList. Returns a string.



evaluate(Object item, QName returnType)



Evaluates a compiled XPath expression in the specified context and returns a value of the specified return type.



Table 4-3. XPath Return Types



Return Type



Description



javax.xml.xpath.XpathConstants.BOOLEAN



XPath 1.0 boolean datatype



javax.xml.xpath.XpathConstants.NODESET



XPath 1.0 NodeSet datatype



javax.xml.xpath.XpathConstants.NODE



XPath 1.0 Node datatype



javax.xml.xpath.XpathConstants.STRING



XPath 1.0 string datatype



javax.xml.xpath.XpathConstants.NUMBER



XPath 1.0 number datatype



The evaluate() methods of the XPathExpression interface evaluate in the context of either an InputSource or a java.lang.Object that represents a DOM structure, such as an org.w3c.dom.Node object. For the sample application, you will evaluate an XPath expression in the context of an InputSource based on the XML document, as shown in Listing 4-6. In this code listing, xmlDocument is a java.io.File object that is associated with catalog.xml. Listing 4-6. Creating an InputSource Object File xmlDocument = new File("catalog.xml"); InputSource inputSource = new InputSource(newFileInputStream(xmlDocument)); Once you create an InputSource object, you can evaluate the XPath expression in the context of this InputSource object, as shown here: String title =xPathExpression.evaluate(inputSource); A new InputSource object is required after each invocation of evaluate() with an InputSource object. The result of evaluating the compiled /catalog/journal/article[@date='January-2004']/title XPath expression is the title: Design service-oriented architecture frameworks with J2EE technology.
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Evaluating an XPath Expression Directly As noted earlier, XPath expressions can be directly evaluated in the context of a DOM object or an InputSource object, without any compilation. The XPath interface provides overloaded evaluate() methods to evaluate an XPath expression directly. Table 4-4 lists the XPath interface evaluate() methods.



Table 4-4. XPath Interface evaluate() Methods



Evaluate Method



Description



evaluate(String expression,InputSource source)



Evaluates the specified XPath expression in the context of the specified InputSource and returns a string. The default return type, XPathConstants.STRING, is used for evaluating the XPath expression.



evaluate(String expression, InputSource source, QName returnType)



Evaluates the specified XPath expression in the context of the specified InputSource and returns a value of the specified return type.



evaluate(String expression, Object item)



Evaluates the specified XPath expression in the specified context, which may be a Node or a NodeList. Returns a string.



evaluate(String expression, Object item, Name returnType)



Evaluates a specified XPath expression in the specified context and returns a value of the specified return type.



The returnType values are the same as for the XPathExpression interface evaluate() methods and are listed in Table 4-3. Assume you want to find the publishers for all the journals in your XML document. The XPath expression for addressing the node set for all publisher attributes attached to journal elements that are not in any namespace would be /catalog/journal/@publisher. You can directly evaluate this expression, without compilation, as shown here: inputSource = new InputSource(new FileInputStream(xmlDocument))); String publisher = xPath.evaluate("/catalog/journal/@publisher",inputSource); The result of this XPath evaluation is the attribute value IBM developerWorks. You can also use the evaluate() methods in the XPath class to evaluate a node set. Say you want to evaluate the XPath expression //title that selects all the title elements. To select the node set of the title element nodes in the example XML document, you need to create an XPath expression that selects the title node and invoke the evaluate() method that takes an XPath expression, a org.w3c.dom.Document object, and a returnType as parameters, as shown in Listing 4-7. Listing 4-7. Retrieving a NodeSet DocumentBuilder builder = DocumentBuilderFactory.newInstance().newDocumentBuilder(); Document document = builder.parse(xmlDocument); String expression="//title"; NodeList nodes = (NodeList)xPath.evaluate(expression, document, XPathConstants.NODESET); XPathConstants.NODESET specifies the return type of a evaluate() method as a NodeSet. Because the NodeSet class implements the NodeList interface, you can cast the NodeSet object to NodeList.
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Evaluating Namespace Nodes With J2SE 5.0, you can also access namespace nodes with XPath. You can use the NamespaceContext interface for namespace context processing. To access namespace-based nodes within your application, you create an implementation class for the NamespaceContext interface. Listing 4-8 shows an example of a NamespaceContext interface implementation class with one prefix corresponding to a namespace URI. Add the NamespaceContextImpl class as an inner class in the XPathEvaluator.java class, as shown in Listing 4-10. For example, if you want to select the first journal node within the example document that is part of a namespace, you need a NamespaceContextImpl class. Listing 4-8. NamespaceContextImpl.java /** * This is a private class for NamespaceContext */ private class NamespaceContextImpl implements NamespaceContext { public String uri; public String prefix; public NamespaceContextImpl() { } /** * Constructor * @param prefix namespace prefix * @param uri namespace uri */ public NamespaceContextImpl(String prefix, String uri) { this.uri = uri; this.prefix = prefix; } /** * @param prefix namespace prefix * @return namespace URI */ public String getNamespaceURI(String prefix) { return uri; } /** * set uri * @param uri namespace uri */ public void setNamespaceURI(String uri) { this.uri = uri; }
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/** * @param uri namespace uri * @return namespace prefix */ public String getPrefix(String uri) { return prefix; } /** * set prefix * @param prefix namespace prefix */ public void setPrefix(String prefix) { this.prefix = prefix; } /** * One uri may have multiple prefixes. * We will allow only one prefix per uri. * @return an iterator for all prefixes for a uri */ public java.util.Iterator getPrefixes(String uri) { if (uri == null) { throw new IllegalArgumentException(); } java.util.ArrayList li = new java.util.ArrayList(); if (this.uri == uri) { li.add(prefix); } return li.iterator(); } } To access namespace nodes, you need to create an instance of the NamespaceContextImpl class and set the NamespaceContext on an XPath object. To evaluate a node in the example XML document with the journal prefix in the location path, you need to create a NamespaceContextImpl object with the journal prefix and set this NamespaceContext object on the XPath object, as shown in Listing 4-9. Listing 4-9. Setting the Namespace Context NamespaceContext namespaceContext=new NamespaceContextImpl("journal", "http://www.apress.com/catalog/journal"); xpath.setNamespaceContext(namespaceContext); To illustrate an XPath expression evaluation with a namespace prefix, create an InputSource object, and evaluate the XPath expression /catalog/journal:journal/article/title, as shown here: InputSource inputSource = new InputSource(new FileInputStream(xmlDocument)); String title = xPath.evaluate("/catalog/journal:journal/article/title", inputSource); The value of this title node is output to the system console as Design XML Schemas Using UML.
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JAXP 1.3 XPath Example Application This application illustrates how to use different facets of the JAXP 1.3 XPath API. In this application, you will evaluate the XPath expressions we have already discussed individually in the code snippets preceding this section. The XPathEvaluator class, shown in Listing 4-10, implements a complete application. The key method in this application class is evaluateDocument(), which combines all the code snippets we have already discussed in detail. The main method in XPathEvaluator creates an XPathEvaluator instance and uses the the evaluateDocument() method to evaluate various XPath expressions that address node sets in catalog.xml, as shown here: XPathEvaluator evaluator = new XPathEvaluator(); // create a File object based on catalog.xml File xmlDocument = new File("catalog.xml"); evaluator.evaluateDocument(xmlDocument); As the various node sets are retrieved, they are printed to the system console. Listing 4-11 shows the output from the XPathEvaluator.java application in the Eclipse IDE. Listing 4-10. XPathEvaluator.java package com.apress.jdk5xpath; import import import import import import



javax.xml.xpath.*; java.io.*; org.w3c.dom.*; javax.xml.parsers.*; org.xml.sax.*; javax.xml.namespace.NamespaceContext;



/** * This class illustrates executing * different types of XPath expressions, using JAXP 1.3 * XPath API. */ public class XPathEvaluator { public void evaluateDocument(File xmlDocument) { try { XPathFactory factory = XPathFactory.newInstance(); XPath xPath = factory.newXPath(); // create input source for XML document InputSource inputSource = new InputSource(new FileInputStream( xmlDocument)); // Find the title of the first article dated January-2004, // but first compile the xpath expression XPathExpression xPathExpression = xPath .compile("/catalog/journal/article[@date='January-2004']/title"); // This returns the title value String title = xPathExpression.evaluate(inputSource); // Print title System.out.println("Title: " + title);
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// create input source for XML document inputSource = new InputSource(new FileInputStream(xmlDocument)); // Find publisher of first journal that is not in any namespace. // This time we are not compiling the XPath expression. // Return the publisher value as a string. String publisher = xPath.evaluate("/catalog/journal/@publisher", inputSource); // Print publisher System.out.println("Publisher:" + publisher); // Find all titles String expression = "//title"; // Reset XPath to its original configuration xPath.reset(); DocumentBuilder builder = DocumentBuilderFactory.newInstance() .newDocumentBuilder(); Document document = builder.parse(xmlDocument); // Evaluate xpath expression on a document object and // result as a node list. NodeList nodeList = (NodeList) xPath.evaluate(expression, document, XPathConstants.NODESET); // Iterate over node list and print titles for (int i = 0; i < nodeList.getLength(); i++) { Element element = (Element) nodeList.item(i); System.out.println(element.getFirstChild().getNodeValue()); } // This is an example of using NamespaceContext NamespaceContext namespaceContext = new NamespaceContextImpl( "journal", "http://www.apress.com/catalog/journal"); xPath.setNamespaceContext(namespaceContext); // Create an input source inputSource = new InputSource(new FileInputStream(xmlDocument)); // Find title of first article in first // journal, in journal namespace title = xPath .evaluate("/catalog/journal:journal/article/title", inputSource); System.out.println("Title:" + title); } catch (IOException e) { System.out.println(e.getMessage()); } catch (XPathExpressionException e) { System.out.println(e.getMessage()); } catch (ParserConfigurationException e) { System.out.println(e.getMessage()); } catch (SAXException e) { System.out.println(e.getMessage()); } }
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public static void main(String[] argv) { XPathEvaluator evaluator = new XPathEvaluator(); File xmlDocument = new File("catalog.xml"); evaluator.evaluateDocument(xmlDocument); } /** * This is a private class for NamespaceContext */ private class NamespaceContextImpl implements NamespaceContext { public String uri; public String prefix; public NamespaceContextImpl() { } /** * Constructor * @param prefix namespace prefix * @param uri namespace uri */ public NamespaceContextImpl(String prefix, String uri) { this.uri = uri; this.prefix = prefix; } /** * @param prefix namespace prefix * @return namespace URI */ public String getNamespaceURI(String prefix) { return uri; } /** * set uri * @param uri namespace uri */ public void setNamespaceURI(String uri) { this.uri = uri; } /** * @param uri namespace uri * @return namespace prefix */ public String getPrefix(String uri) { return prefix; }
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/** * set prefix * @param prefix namespace prefix */ public void setPrefix(String prefix) { this.prefix = prefix; } /** * One uri may have multiple prefixes. * We will allow only one prefix per uri. * @return an iterator for all prefixes for a uri */ public java.util.Iterator getPrefixes(String uri) { if (uri == null) { throw new IllegalArgumentException(); } java.util.ArrayList li = new java.util.ArrayList(); if (this.uri == uri) { li.add(prefix); } return li.iterator(); } } } Listing 4-11. XPathEvaluator.java Title: Design service-oriented architecture frameworks with J2EE technology Publisher:IBM developerWorks Design XML Schemas Using UML Design service-oriented architecture frameworks with J2EE technology Advance DAO Programming Title:Design XML Schemas Using UML



JDOM XPath API The JDOM API org.jdom.xpath.XPath class supports XPath expressions to select nodes from an XML document. The JDOM XPath class is easier to use if you are going to select namespace nodes. Table 4-5 lists some of the methods in the JDOM XPath class. In this section, you’ll see how to select nodes from the example XML document in Listing 4-1 using the JDOM XPath class. Because the XPath class is in the org.jdom.xpath package, you need to import this package.
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Table 4-5. JDOM XPath Class Methods



XPath Class Method



Description



selectSingleNode(java.lang.Object context)



Selects a single node that matches a wrapped XPath expression in the context of the specified node. If more than one node matches the XPath expression, the first node is returned.



selectSingleNode(java.lang.Object context, java.lang.String xPathExpression)



Selects a single node that matches the specified XPath expression in the context of the specified node. If more than one node matches the XPath expression, the first node is returned.



selectNodes(java.lang.Object context)



Selects nodes that match a wrapped XPath expression in the context of the specified node.



selectNodes(java.lang.Object context, java.lang.String xPathExpression)



Selects nodes that match the specified XPath expression in the context of the specified node.



addNamespace(java.lang.String prefix, java.lang.String uri)



Adds a namespace to navigate namespace nodes.



You need a context node to address an XML document with XPath. Therefore, create a SAXBuilder, and parse the XML document catalog.xml with SAXBuilder. SAXBuilder has the overloaded build() method, which takes a File, InputStream, InputSource, Reader, URL, or system ID string object as input for parsing an XML document: SAXBuilder saxBuilder = new SAXBuilder("org.apache.xerces.parsers.SAXParser"); org.jdom.Document jdomDocument =saxBuilder.build(xmlDocument); xmlDocument is the java.io.File representation of the XML document catalog.xml. The static method selectSingleNode(java.lang.Object context, String XPathExpression) selects a single node specified by an XPath expression. If more than one node matches the XPath expression, the first node that matches the XPath expression gets selected. As an example, select the attribute node level of the element article in a journal with the title set to Java Technology and with the article attribute date set to January-2004, with an appropriate XPath expression, as shown in Listing 4-12. Listing 4-12. Selecting an Attribute Node org.jdom.Attribute levelNode = (org.jdom.Attribute)(XPath.selectSingleNode( jdomDocument, "/catalog//journal[@title='JavaTechnology']" + "//article[@date='January-2004']/@level")); The level attribute value Advanced gets selected. You can also use the selectSingleNode(java.lang.Object context, String XPathExpression) method to select an element node within an XML document. As an example, select the title node for article with date January-2004 and with the XPath expression /catalog//journal// article[@date='January-2004']/title, as shown in Listing 4-13.
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Listing 4-13. Selecting an Element Node with the selectSingleNode() Method org.jdom.Element titleNode = (org.jdom.Element) XPath.selectSingleNode( jdomDocument, "/catalog//journal//article[@date='January-2004']/title"); The title node with the value Design service-oriented architecture frameworks with J2EE technology gets selected. The static method selectNodes(java.lang.Object context, String XPathExpression) selects all the nodes specified by an XPath expression. As an example, you can select all the title nodes for non-namespace journal elements with a title attribute set to Java Technology, as shown in Listing 4-14. Listing 4-14. Selecting Element Nodes with the selectNodes() Method java.util.List nodeList = XPath.selectNodes(jdomDocument, "/catalog//journal[@title='Java Technology']//article/title"); You can iterate over the node list obtained in Listing 4-14 to output values for the title elements. This will output the title element values Design service-oriented architecture frameworks with J2EE technology and Advance DAO Programming: Iterator iter = nodeList.iterator(); while (iter.hasNext()) { org.jdom.Element element = (org.jdom.Element) iter.next(); System.out.println(element.getText()); } The JDOM XPath class supports the selection of nodes with namespace prefixes. To select a node with a namespace prefix, create an XPath wrapper object from an XPath expression, which has a namespace prefix node, and add a namespace to the XPath object. For example, create an XPath wrapper object with a namespace prefix expression of /catalog/journal:journal/article/@journal:level. The XPath wrapper object is created with the static method newInstance(java.lang.String path), which also compiles an XPath expression. You can add a namespace to the wrapper XPath object using the addNamespace(String prefix, String uri) method, as shown in Listing 4-15. Listing 4-15. Adding Namespace to an XPath Object XPath xpath = XPath.newInstance( "/catalog/journal:journal/article/@journal:level"); xpath.addNamespace("journal", "http://www.apress.com/catalog/journal "); In Listing 4-15, the XPath expression, which includes a namespace prefix node, gets compiled, and a namespace with the prefix journal gets added to the XPath object. With the jdomDocument node as the context node, select the node specified in the XPath expression with the selectSingleNode(java.lang.Object context) method, as shown here: org.jdom.Attribute namespaceNode = (org.jdom.Attribute) xpath.selectSingleNode(jdomDocument); The attribute node journal:level gets selected. You can output the value of the selected namespace node. If you do so, the Intermediate value gets output.
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JDOM XPath Example Application Now let’s look at a complete application where you combine all the JDOM XPath code snippets you have examined so far into a single application. The JDomXPath class, shown in Listing 4-16, implements this complete application. We’ve already discussed all the code in the JDomXPath class’s parseDocument() method in detail. The main() method in the JDomXPath class creates an JDomXPath instance and uses the parseDocument() method to evaluate various XPath expressions that address node sets in catalog.xml, as shown here: JDomXPath parser = new JDomXPath(); parser.parseDocument(new File("catalog.xml")); As the various node sets are retrieved, they are printed to the system console. Listing 4-17 shows the output from running the JDomXPath.java application in the Eclipse IDE. Listing 4-16. JDomXPath.java package com.apress.jdomxpath; import import import import import



java.io.*; org.jdom.*; org.jdom.xpath.XPath; org.jdom.input.*; java.util.Iterator;



/** * This class illustrates executing different types of XPath expressions, * using JDOM 1.0 XPath API. */ public class JDomXPath { public void parseDocument(File xmlDocument) { try { // Create a SAXBuilder parser SAXBuilder saxBuilder = new SAXBuilder( "org.apache.xerces.parsers.SAXParser"); // Create a JDOM document object org.jdom.Document jdomDocument = saxBuilder.build(xmlDocument); // select level attribute in first article dated January 2004 // in first journal org.jdom.Attribute levelNode = (org.jdom.Attribute) (XPath .selectSingleNode(jdomDocument, "/catalog//journal//article[@date='January-2004']/@level")); System.out.println(levelNode.getValue()); // select title attribute in first article dated January 2004 // in first journal org.jdom.Element titleNode = (org.jdom.Element) XPath .selectSingleNode(jdomDocument, "/catalog//journal//article[@date='January-2004']/title");
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System.out.println(titleNode.getText()); // select title of all articles // in journal dated Java Technology java.util.List nodeList = XPath.selectNodes(jdomDocument, "/catalog/journal[@title='Java Technology']/article/title"); Iterator iter = nodeList.iterator(); while (iter.hasNext()) { org.jdom.Element element = (org.jdom.Element) iter.next(); System.out.println(element.getText()); } // Example of a xpath expression using namespace // Select level attribute in journal namespace // in first article in first journal in journal namespace XPath xpath = XPath .newInstance("/catalog/journal:journal/article/@journal:level"); xpath.addNamespace("journal", "http://www.apress.com/catalog/journal"); org.jdom.Attribute namespaceNode = (org.jdom.Attribute) xpath .selectSingleNode(jdomDocument); System.out.println(namespaceNode.getValue()); } catch (IOException e) { e.printStackTrace(); } catch (JDOMException e) { e.printStackTrace(); } } public static void main(String[] argv) { JDomXPath parser = new JDomXPath(); parser.parseDocument(new File("catalog.xml")); } } Listing 4-17. Output from JDomXPath.java Advanced Design service-oriented architecture frameworks with J2EE technology Design service-oriented architecture frameworks with J2EE technology Advance DAO Programming Intermediate
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Summary The XPath language is key to addressing parts of an XML document using imperative expressions. XPath is a fundamental technology that is used in a number of other XML technologies that we will cover later in this book. Examples of technologies that use XPath include XSL Transformations (XSLT) and Java Architecture for XML Binding (JAXB), both covered in this book. In this chapter, we covered the JAXP 1.3 XPath and JDOM XPath APIs. The JAXP 1.3 XPath API, by virtue of the fact that it is completely standards based, should be the preferred approach. However, the JDOM API is simpler to use and may eventually become part of a standard, so it’s worth investigating.
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Transforming with XSLT



X



SL Transformations (XSLT)1 is part of the Extensible Stylesheet Language (XSL)2 family of W3C Recommendations. The XSL family includes the following specifications: • The XPath specification defines syntactic constructs for addressing various node sets within an XML document. • The XSL Formatting Objects (XSL-FO) specification defines an XML vocabulary for expressing formatting semantics. • The XSLT specification specifies a language for transforming XML documents into other XML documents.3



The original use case that prompted XSLT was this: transform a given XML document into a related XML document that specifies formatting semantics in the XSL-FO vocabulary. Even though XSLT was originally developed to address this specific use case, XSLT was also designed for transformations that have nothing to do with XSL-FO. In fact, because XSL-FO is a topic unto itself that is beyond the scope of this book, in this chapter we will focus only on XSLT transformations that are independent of XSL-FO. XSLT language constructs are completely based on XML. Therefore, transformations written in XSLT exist as well-formed XML documents. An XML document containing XSLT transformations is commonly referred to as a style sheet. This is because the original use case that prompted XSLT was related to the formatting of XML documents. An XSLT style sheet merely specifies a set of transformations. Therefore, you need an XSLT processor to apply these transformations to a given XML document. An XSLT processor takes an XML document and an XSLT style sheet as inputs, and it transforms the given XML document to its target output, according to transformations specified in the style sheet. The target output of XSLT transformations is typically an XML document but could be an HTML document or any type of text document. Two commonly used XSLT processors are Xalan-Java4 and Saxon.5 To use an XSLT processor, you need a set of Java APIs, and TrAX6 is precisely such an API set. In the following sections, we will first provide an overview of XSLT and then cover TrAX.



1. 2. 3. 4. 5. 6.



The XSLT specification is available at http://www.w3.org/TR/xslt. The XSL family of recommendations is available at http://www.w3.org/Style/XSL/. As you will learn in this chapter, XSLT is applicable beyond this original specification goal. Xalan-Java information is available at http://xml.apache.org/xalan-j/. Saxon information is available at http://saxon.sourceforge.net/. The TrAX API is part of JAXP 1.3; it has been part of JAXP since version 1.1.
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Overview of XSLT Before you look at the XSLT language syntax and semantics in detail, you will first see a simple example so you can develop an intuitive understanding of XSLT transformations.



Simple Example Assume you have an XML document that describes a catalog of journals, as shown in Listing 5-1. Listing 5-1. Example Source Document This XML document is the source document, and Figure 5-1 shows the corresponding source tree.



Figure 5-1. Example source tree Now, further assume you want to transform this catalog document into an HTML document that displays all the magazine titles, or journals, in a table, as shown in Listing 5-2. Listing 5-2. Example Result Document 	Titles
	XML Journal
	Java Developer Journal

 This HTML document is the result document, and Figure 5-2 shows the corresponding result tree.
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Figure 5-2. Example result tree Having looked at what you want to do, the obvious question is, what XSLT style sheet will transform the source tree in Figure 5-1 to the result tree in Figure 5-2? Listing 5-3 shows one possible XSLT style sheet that will accomplish this transformation. Listing 5-3. Example XSLT Style Sheet 	Titles
	 

 If you now examine the style sheet in Listing 5-3 from an intuitive standpoint, you may notice the following interesting facts: • This style sheet is a well-formed XML document. • Elements with the xsl prefix belong to the http://www.w3.org/1999/XSL/Transform namespace and are part of the XSLT language instruction set (well, you may not know that for a fact, but you may suspect that). • Elements without the xsl prefix, such as the table element, are copied unchanged from the source tree to the result tree.
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• The output method is specified as xml, but the result document is instructed not to have any xml declaration: you may intuitively infer that the instruction in the XSLT style sheet accomplishes these objectives. • The xsl:template instructions in the style sheet contain an attribute named match, whose value is an XPath expression. The xsl:apply-templates instructions in the style sheet contain an attribute named select, whose value is also an XPath expression. We will explain all this in detail in a moment; for now, you are just trying to develop an intuitive understanding. • Not all nodes from the source tree appear in the result tree. In fact, only the value of the title attribute node from the source tree appears as a text node in the result tree. • The result tree contains many elements that are not present in the source tree. From these points, you may be able to quickly surmise that a style sheet is a well-formed XML document that contains a mix of XSLT instructions and literal XML content. With a little bit of thought, you may also be able to surmise that XSLT instructions within the style sheet use XPath expressions to address source tree nodes and then apply some transformations to these source nodes to produce the result tree. Finally, you may be able to easily infer that the literal XML content in the source tree gets copied into the result tree, unchanged; so far, so good. However, we suspect that at this point you want to know exactly how the transformations are specified and how a processor processes them. So, let’s dive into those details next.



XSLT Processing Algorithm You specify XSLT transformations through a combination of templates and instructions. A template construct is comprised of instructions and literal content in a target document. You can define instructions inside or outside a template construct. For example, the following template, from the style sheet in Listing 5-3, contains a single instruction: Each template is associated with a specific pattern, which is given by the value of the match attribute. The pattern for the simple template shown previously is journal. This means the template is applicable to all nodes with the name journal. Each instruction operates on a node set selected from the source tree. When an XSLT processor is asked to transform a source document using an XSLT style sheet, the processor essentially follows this algorithm: 1. It parses the style sheet and the source document into their respective node trees. 2. It executes an implicit instruction, . This instruction has a select attribute with an XPath expression value of /. This XPath expression evaluates to a node set containing the source tree document element. Therefore, this instruction selects the source tree document element as the current node set and scans the style sheet node tree for an xsl:template instruction with a match attribute that matches the source tree document element. If such a template is found, this template is instantiated as the template for the result tree root node. If no such template is found, another implicit rule continues recursive processing by selecting each child node of the root node and looking for a matching template for each selected child node (and so on, recursively), until a matching template is found. For example, in the example style sheet in Listing 5-3, the template will match the implicit instruction.
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3. From this point, as each template is instantiated in the result tree, it is in turn processed. Literal elements in the template are copied unchanged into the result tree. For each XSLT instruction found in an instantiated template, the processing continues as described in the next step. For example, in the template in Listing 5-3, HTML elements are literal content that is copied unchanged, and is an example of an XSLT instruction that continues the processing described in the next step. 4. For each xsl:apply-templates instruction found in an instantiated template, the select attribute’s XPath expression value is used to select a node set from the source tree. For each node in the selected node set, the processor scans the style sheet for a matching xsl:template, and if an xsl:template is found, it is instantiated in the result tree, and the processing continues. If more than one matching xsl:template is found for a node in the current node set, it is considered an error. However, the processor may choose to ignore the error and pick one of the matching templates and instantiate it. This may be a source of inconsistent behavior across different processors. Note, the algorithm for an xsl:template match does not require that the select attribute value and the match attribute value have to be the same. For example, in the instruction in Listing 5-3, the select value matches the template, as discussed in detail in the next step. 5. For each xsl:for-each instruction found in an instantiated template, the select attribute’s XPath expression value is used to select a node set from the source tree. For each node in the selected node set, the body of the xsl:for-each instruction is instantiated into the result tree and processed. For example, the instruction in Listing 5-3 iterates over the node set of all the journal elements and executes the body of the for loop for each journal element. The body of the for loop is the instruction. The select value of this instruction matches the template, because this instruction gets executed in an xsl:for-each loop, where each iteration of the loop selects a different journal element. And the instruction within prints the value of each journal’s title attribute. With this basic understanding of the processing algorithm in place, you are ready to look at how transformations are specified, which you will do next.



XSLT Syntax and Semantics The following sections highlight XSLT syntax and semantics.



xsl:stylesheet Element The root element in an XSLT style sheet is xsl:stylesheet, where xsl is the prefix associated with the XSLT namespace URI http://www.w3.org/1999/XSL/Transform. You can use a prefix other than xsl, of course, as long as it is associated with the correct namespace URI. Attributes of the stylesheet element are id, version, extension-element-prefixes, and exclude-result-prefixes. The version attribute specifies the XSLT version, which may be either 1.0 or 1.1.7 This attribute must be specified. We will use version 1.0, because, at this point, it is the only version that is a W3C Recommendation, and it is the version supported in the Java API for the XML (JAXP) 1.3 specification. The extension-element-prefixes attribute specifies namespace prefixes for extension elements. The exclude-result-prefixes attribute specifies namespace prefixes that are to be excluded from the output. Listing 5-4 shows an example xsl:stylesheet element. 7. Version 1.1 was abandoned as a W3C Working Draft in August 2001 (http://www.w3.org/TR/xslt11/).
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Listing 5-4. xsl:stylesheet 



xsl:output Element The xsl:output element, a subelement of the xsl:stylesheet element, specifies features of the result tree output. Some of the attributes of the xsl:output element are method, version, encoding, omit-xml-declaration, doctype-public, doctype-system, and indent. These attributes work as follows: • The method attribute specifies the result tree type and may have the value xml, html, or text. You can also specify other output method types. • The version attribute specifies the version in the XML declaration in the generated output document. • If omit-xml-declaration is set to yes, the XML declaration is omitted from the output document. • The encoding attribute specifies the encoding of the document generated. • doctype-public specifies the public identifier in the DOCTYPE declaration, which was discussed in Chapter 1. • The doctype-system attribute specifies the system identifier in the DOCTYPE declaration. If the indent attribute is set to yes, the output is indented. Listing 5-5 shows an example xsl:output element. Listing 5-5. xsl:output 



xsl:template Element As noted, the xsl:template element is the core of XSLT, and each xsl:template is associated with a pattern, expressed as an XPath expression. Two important attributes of the xsl:template element are match and name. The match attribute specifies the pattern to match; the name attribute identifies a template by name. The match attribute is required unless the name attribute is specified, in which case it is optional. An example of an xsl:template element is as follows: The XPath pattern in the match attribute in the previous example matches the node set of all the journal elements in the example source document shown in Listing 5-1. If you recall, it is the body
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of the xsl:for-each instruction in the Listing 5-3 loop that iterates over each journal element and, through the instruction, selects and applies the template shown previously.



xsl:apply-templates Element You can use the xsl:apply-templates element to select a node set from the source tree. Along with the xsl:for-each instruction, it is one of the two key instructions used to change the current node set. The select attribute of the xsl:apply-templates element specifies an XPath expression that evaluates to a node set in the context of the source tree. If the XPath expression is a relative expression, it is evaluated with respect to the current processing node. If the select attribute is omitted, all the child nodes of the current processing node are processed. Listing 5-6 shows an example of an xsl:apply-templates element within an xsl:template element. Listing 5-6. xsl:apply-templates 	Titles
	 

 In Listing 5-6, the xsl:apply-templates instruction selects child journal nodes of the current catalog element, tries to find a matching template in Listing 5-3 for the selected journal node, and then applies the matched template. Earlier we discussed the matched template for this xsl:apply-templates instruction.



xsl:call-template Element If you specify the name attribute in an xsl:template element, you can invoke the template with the xsl:call-template element. Listing 5-7 shows an example of xsl:call-template. Listing 5-7. xsl:call-template The difference between xsl:call-template and xsl:apply-template is that the former is an explicit call to a named xsl:template element where the match attribute is irrelevant; the latter is an implicit call that depends on a match between the select attribute in xsl:apply-template and the match attribute in xsl:template.
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xsl:for-each Element For iterating over a node set, you can use the xsl:for-each element. Listing 5-8 shows an example of xsl:for-each, which is an excerpt from Listing 5-3. Listing 5-8. The xsl:for-each Element 	 

 In the example xsl:for-each element, the select attribute evaluates to a node set of journal elements in the document shown in Listing 5-1. For each node in this node set, the body of the xsl:for-each instruction is processed.



Variables You can specify variables in XSLT with xsl:variable and xsl:param elements. The xsl:variable and xsl:param elements have the attributes name and select. You specify the value of a variable or a parameter in the select attribute or in the element. For example, you can specify a variable with the value var1 as follows: or as follows: var1 You can specify a parameter similarly: A difference between a parameter and a variable is that the value specified in the xsl:param element is the default value and may be overridden when a template is invoked. You can specify a parameter value with the xsl:with-param element. Listing 5-9 shows an example of overriding the default parameter value. Listing 5-9. Applying Templates with Parameter Values 



You can declare xsl:variable and xsl:param elements at the top level or in a template. Another difference between xsl:param and xsl:variable is that you can declare an xsl:param element in an xsl:template element only at the beginning of the template.
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Conditional Processing The XSLT specification provides the xsl:if and xsl:choose elements for conditional processing. The attribute named test of the xsl:if element evaluates to a boolean value and controls conditional processing. Listing 5-10 shows an example of an xsl:if element. Listing 5-10. Conditional Application of the Template The test attribute in Listing 5-10 compares the value of the param parameter with the string param1. If the test expression evaluates to true, is invoked.



xsl:copy-of Element You can select elements in a result tree from the source tree, or you can add new elements. You can copy a source tree fragment to the result tree with the xsl:copy-of element. xsl:copy-of copies the selected element node, the attributes of the element, and the subelements of the element. The following is an example of xsl:copy-of: The xsl:copy element copies a selected node, but any attributes and subelements of the node are not copied.



xsl:value-of Element The xsl:value-of element adds a text node in the result tree. The xsl:value-of element’s select attribute expression evaluates to a string. The following is an example of an xsl:value-of element that evaluates the string value of a title attribute of a journal element: 



Adding Elements Attributes and Text You can add elements to a result tree with the xsl:element element. The following is an example of xsl:element that creates a table element: You can add attributes to a result tree with the xsl:attribute element. The following is an example of the xsl:attribute element that creates the attribute title: XML Journal You can add a text node to a result tree with the xsl:text element. The body of this element specifies the text node in the result tree.
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Setting Up the Eclipse Project In this chapter, we will show how to transform an example XML document, listed in Listing 5-11, using various XSLT style sheets; each style sheet will demonstrate a specific transformation example. In these style sheets, duplicate elements in catalog.xml will be removed, title elements will be sorted, and various nodes will be filtered. Listing 5-11. catalog.xml  Service Oriented Architecture Frameworks Naveen Balani   Advanced DAO Programming Sean Sullivan   Best Practices in EJB Exception Handling Srikanth Shenoy  Before you can build and run the code examples included in this chapter, you need an Eclipse project. The quickest way to create an Eclipse project is to download the Chapter5 project from the Apress website (http://www.apress.com) and import this project into Eclipse. This will create all the Java packages and files needed for this chapter automatically. In this chapter, we will show how to use the JAXP 1.3 TrAX APIs included in J2SE 5.0 Therefore, you need to install the J2SE 5.08 SDK and set its JRE system library as the JRE system library in your Eclipse project Java build path. You can do this by right-clicking the Eclipse project name in the Package Explorer, choosing Properties, selecting the Java Build Path to Libraries tab, and clicking the Add Library button. Figure 5-3 shows all the files and folders in the Chapter5 project.



8. You can find information about J2SE 5.0 at http://java.sun.com/j2se/1.5.0/.
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Figure 5-3. Chapter5 project directory structure



JAXP 1.3 Transformation APIs TrAX is specified in JAXP 1.3 and included in J2SE 5.0. You use the TrAX APIs to transform an XML document by applying an XSLT style sheet to an input XML document. The output from a transformation application can be XML, HTML, or text. The transformation APIs are organized into the following packages: • The generic transformation APIs are in the javax.xml.transform package. • The stream- and URI-specific transformation APIs, which you use to specify stream-based input and output for a transformation application, are in the javax.xml.transform.stream package. • The DOM-specific transformation APIs, which you use to specify DOM-based input and output to a transformation application, are in the javax.xml.transform.dom package. • The SAX 2-specific transformation APIs, which you use to specify SAX-based input and output to a transformation application, are in the javax.xml.transform.sax package. Table 5-1 lists the basic classes in the javax.xml.transform package.



Table 5-1. Classes in the javax.xml.transform Package



Class Name



Description



TransformerFactory



A factory class for generating Transformer objects



Transformer



A class to transform a source tree to a result tree



Source



An interface that defines an input source for an input XML document or an input XSLT style sheet



Result



An interface that defines a transformation result tree



OutputKeys



Specifies output properties for a Transformer object
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With the only ordering constraint that both an input source and a result tree holder have to be ready before a transformer is applied to an input source, the conceptual steps in the use of transformation APIs are as follows: 1. Create an instance of a transformer factory. 2. Use the factory to create an instance of a transformer based on an input source for an XSLT style sheet definition. 3. Configure the transformer for error handling. 4. Create an input source from the input XML document. The input source can be based on an input stream or a document object tree. 5. Define a holder for the result tree; the holder can be a stream or a document object. 6. Apply the transformer to the input source to obtain the result tree in its holder. The main class for transforming a source tree to a result tree is the Transformer class. You use the TransformerFactory class to generate Transformer objects. The TransformerFactory class is instantiated with the static method newInstance(): TransformerFactory factory=TransformerFactory.newInstance(); The default TransformerFactory implementation class that is instantiated is org.apache. xalan.processor.TransformerFactoryImpl. You can use the following lookup procedure to obtain a TransformerFactory implementation class: 1. Use the system property javax.xml.transform.TransformerFactory. 2. Use the javax.xml.transform.TransformerFactory property value in the lib/jaxp. properties file in the JRE directory. 3. Use the Services API to obtain the class name from the META-INF/services/javax.xml. transform.TransformerFactory file. 4. Use the platform default TransformerFactory instance. You can obtain a Transformer object from a TransformerFactory object with the newTransformer(Source xsltSource) method. To apply an XSLT style sheet to an XML document, obtain an XSLT Source object with the StreamSource class, as shown in Listing 5-12. Listing 5-12. Creating a Transformer Object StreamSource xsltSource=new StreamSource(new File ("sort.xslt")); Transformer transformer=factory.newTransformer(xsltSource); You can also obtain a Transformer object from a Templates object, which is a representation of the transformations in an XSLT style sheet. To use the Templates interface to obtain a Transformer object, create a Templates object from a TransformerFactory object and create a Transformer object from the Templates object, as shown in Listing 5-13. Listing 5-13. Creating a Transformer Object from a Templates Object Templates templates=factory.newTemplates(xsltSource); Transformer transformer=templates.newTransformer(); You can set the output properties on a Transformer object with the setOutputProperty(String name, String value) method. You specify the Transformer output
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properties string constants in the OutputKeys class. Table 5-2 lists the string constants specified in the OutputKeys class.



Table 5-2. Output Properties



Static Field



Description



DOCTYPE_PUBLIC



Specifies the public identifier for a DOCTYPE declaration.



DOCTYPE_SYSTEM



Specifies the system identifier for the DOCTYPE identifier.



ENCODING



Specifies the encoding for the XML document.



INDENT



Value can be yes or no. If the INDENT property is set to yes, the output is indented.



METHOD



Value can be xml, html, or text. Other non-namespaced values can also be specified. Specifies the method used to construct the result tree.



OMIT_XML_DECLARATION



Value can be yes or no. To omit the XML declaration from an output XML document, specify the value as yes.



VERSION



Specifies the output version. If the output method is set to xml, the default version is 1.0. If the output method is set to html, the default version is 4.0.



You can register an ErrorListener with a Transformer object to output transformation errors. To register error handling with a Transformer, create an implementation class for ErrorListener, as shown in Listing 5-14. Listing 5-14. ErrorListener Implementation Class private class ErrorListenerImpl implements ErrorListener { public TransformerException e = null; public void error(TransformerException exception) { this.e = exception; } public void fatalError(TransformerException exception) { this.e = exception; } public void warning(TransformerException exception) { this.e = exception; } } To register an error handler with a Transformer object, create an error handler object. With the setErrorListener(ErrorListener) method, register the error handler with a Transformer object, as shown in Listing 5-15.
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Listing 5-15. Setting ErrorListener ErrorListenerImpl errorHandler=new ErrorListenerImpl(); transformer.setErrorListener(errorHandler); An XML source tree is transformed to a result tree with the transform(Source source, Result result) method. The Source object can be a DOMSource, a SAXSource, or a StreamSource. The Result object may be a DOMResult, a SAXResult, or a StreamResult. To use a DOMSource object, obtain a Document object from a DocumentBuilder parser class, as shown in Listing 5-16. Listing 5-16. Creating a DOMSource Object DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance(); DocumentBuilder builder = factory.newDocumentBuilder(); Document document = builder.parse(new File("catalog.xml")); DOMSource domSource=new DOMSource(document); To output to a StreamResult, create a StreamResult object. Transform the input XML document with the transform() method, as shown in Listing 5-17. Listing 5-17. Transforming the Source Tree to a Result Tree StreamResult streamResult=new StreamResult(System.out); transformer.transform(domSource, streamResult);



TrAX Application In the previous section, we discussed TrAX. In this section, we will use a transformation application built using TrAX to demonstrate some examples of XSLT transformations. We’ll use the example XML document shown in Listing 5-11 as input for the XSLT transformations. We’ll use a generic Java application called XSLTTransformer.java, shown in Listing 5-18, for all the transformation examples. XSLTTransformer.java takes a style sheet and an XML document as input and transforms the XML document with the transformations specified in the style sheet. The TrAX application, XSLTTransformer, parses the example XML document, catalog.xml, and creates a Document object. It then transforms the Document object with a style sheet using Transformer object. An ErrorListener is set on the Transformer object to output transformation errors. You can run the TrAX application, XSLTTransformer.java, with different XSLT style sheets by setting the style sheet in the stylesheet File object to the required XSLT. For example, to sort elements in the input XML document, set the style sheet to sort.xslt, as shown here: File stylesheet = new File("sort.xslt"); We’ve discussed most of the code in Listing 5-18 in the preceding sections; in addition, it is annotated with comments. Listing 5-18. XSLTTransformer.java package com.apress.xslt; import import import import import



javax.xml.parsers.*; org.xml.sax.*; org.w3c.dom.*; javax.xml.transform.*; javax.xml.transform.dom.*;
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import javax.xml.transform.stream.*; import java.io.*; public class XSLTTransformer { public static void main(String argv[]) {



try { //Create a DocumentBuilderFactory DocumentBuilderFactory factory= DocumentBuilderFactory.newInstance(); //Create File object for input XSLT and // example XML document File stylesheet = new File("identityTransform.xslt"); File datafile = new File("catalog.xml"); //Create DocumentBuilder object DocumentBuilder builder = factory.newDocumentBuilder(); //Parse example XML Document Document document = builder.parse(datafile); //Create a TransformerFactory object TransformerFactory tFactory = TransformerFactory.newInstance(); //Create a Stylesource object from the stylesheet File object StreamSource stylesource = new StreamSource(stylesheet); //Create a Transformer object from the StyleSource object Transformer transformer = tFactory.newTransformer(stylesource); //Create a DOMSource object from an XML document DOMSource source = new DOMSource(document); //Create a StreamResult object to output the result of a transformation. StreamResult result = new StreamResult(System.out); //Create a ErrorListener and set the ErrorListener on the Transformer XSLTTransformer xsltTransformer = new XSLTTransformer(); ErrorListenerImpl errorHandler = xsltTransformer.new ErrorListenerImpl(); transformer.setErrorListener(errorHandler); //Transform an XML document with an XSLT style sheet transformer.transform(source, result); //Output transformation errors if (errorHandler.e != null) { System.out.println("Transformation Exception: " + errorHandler.e.getMessage()); } } catch (TransformerConfigurationException e) { System.out.println(e.getMessage()); } catch (TransformerException e) {
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System.out.println(e.getMessage()); } catch (SAXException e) { System.out.println(e.getMessage()); } catch (ParserConfigurationException e) { System.out.println(e.getMessage()); } catch (IOException e) { System.out.println(e.getMessage()); } } //ErrorListener class private class ErrorListenerImpl implements ErrorListener { public TransformerException e = null; public void error(TransformerException exception) { this.e = exception; } public void fatalError(TransformerException exception) { this.e = exception; } public void warning(TransformerException exception) { this.e = exception; } } } In the following sections, we’ll show how to apply some various XSLT transformations to the example XML document. You can apply transformations other than those discussed in these sections with the transformation application XSLTTransformer.java. Just modify the input XML document and the style sheet in the XSLTTransformer application, and run the application in Eclipse.



Transforming Identically Identity transformation copies an input XML document to an output document without changing any of the elements or attributes. You could apply the identity transformation to modify the encoding or DOCTYPE or to add appropriate indentation. Listing 5-19 shows an example XSLT for identity transformation. The style sheet identityTransform.xslt applies a template pattern recursively to nodes in catalog.xml. The XPath expression @*|node() selects all the element and attribute nodes. In the XPath pattern, @* represents all the attribute nodes, and node() represents all the other nodes. The output from the identity transformation is the input XML document with optional modification to the document encoding, DOCTYPE, or indentation. Listing 5-19. identityTransform.xslt 
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Removing Duplicates An XML document could have duplicate elements that are required to be removed in the output. The example XML document has a duplicate title element. To remove any duplicate title elements, run the transformation application with style sheet shown in Listing 5-20, which outputs nonduplicate article titles. The XPath expression //title[not(.=following::title)] selects nonduplicate title elements. The XPath function text() in the XSLT pattern outputs the title element text. Listing 5-20. removeDuplicates.xslt When the output method is xml or html, certain characters are automatically escaped in the output. To disable the automatic escaping of a character, you can use the disable-output-escaping="yes" attribute in xsl:text; the body of the element contains the escaped sequence. For example, in Listing 5-20, the following instruction disables output escaping for a carriage return: Before we can apply this style sheet, we need to add duplicate title elements to catalog.xml, shown in Listing 5-11. We can do so by simply copying and pasting the last article element, just below itself. This will add a duplicate title element, by virtue of the fact that there is a duplicate article element. To run the transformation application with the removeDuplicates.xslt style sheet, specify the style sheet as input to the File object stylesheet in XSLTTransformer.java in the Chapter5 project. The output is the nonduplicate article titles, as shown in Listing 5-21. Listing 5-21. Output in Eclipse from Removing Duplicates Service Oriented Architecture Frameworks Advanced DAO Programming Best Practices in EJB Exception Handling



■Note In subsequent sections, we’ll use the XML document whose duplicate element has been removed as input, so remove the duplicate title element in catalog.xml in the Eclipse project Chapter5.Sorting Elements
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Sorting Elements You can use the XSLT element xsl:sort to sort a group of elements. The attribute order of the xsl:sort element specifies the sorting order: ascending or descending. The data-type attribute (whose value can be number or text) specifies the data type of the element to be sorted. The default datatype value is text. The xsl:sort element is required to be in an xsl:for-each element or xsl:apply-templates element. For instance, try sorting the title elements in the example XML document in ascending order. The style sheet sort.xslt, shown in Listing 5-22, sorts the title elements in ascending order and outputs the text nodes in the title elements. To run the transformation application with sort.xslt, set sort.xslt as the style sheet in the File object stylesheet in XSLTTransformer.java. Listing 5-22. sort.xslt Title: In Listing 5-22, the template is matched by the following built-in implicit XSLT instruction: The built-in rule matches the template for each journal node in the input source document, shown in Listing 5-11. Since the instruction within the template has no select attribute, this means each child of the journal node is selected and a matching template is searched. For each article child of the journal node, the matching template that works is of course , which outputs titles that get sorted by the xsl:sort instruction in the result tree. The output is a sorted list of article titles in ascending order, as shown in Listing 5-23. Listing 5-23. Output in Eclipse from Sorting Title: Advanced DAO Programming Title: Best Practices in EJB Exception Handling Title: Service Oriented Architecture Frameworks



Converting to HTML Data in an XML document may have to be presented as an HTML document. You can define a transformation with HTML output by setting the method attribute to html within the xsl:output element. Listing 5-24 shows the XSLT style sheet for applying an HTML transformation.
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The style sheet htmlTransform.xslt has HTML tags to generate an HTML file. In this style sheet, a template matches the pattern /catalog/journal, and the xsl:for-each element is used to iterate over the article elements in a journal element. Text values are output with the xsl:value-of element. To run the transformation application XSLTTransformer.java with this style sheet, set input to the File object stylesheet to htmlTransform.xslt, and set the output file to catalog.html. Listing 5-24. htmlTransform.xslt Catalog 	Level	Date	Section	Title	Author
					

 The output from the XSLT is an HTML document that can be displayed in a browser, as shown in Figure 5-4.
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Figure 5-4. Output in Eclipse from HTML transformation



Merging Documents When you merge XML documents, you create a new XML document from two XML documents. You obtain a copy of an XML document in another XML document with the document() function. As an example, combine the example XML document, catalog.xml, with the XML document, catalog2.xml, listed in Listing 5-25. Listing 5-25. catalog2.xml  Design XML Schemas Using UML Ayesha Malik  The style sheet merge.xslt creates a copy of catalog.xml and combines the copy with a copy of catalog2.xml. To run the transformation application XSLTTransformer.java with merge.xslt, set the input XML document to catalog.xml and the input style sheet to merge.xslt, shown in Listing 5-26.
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Listing 5-26. merge.xslt The style sheet combines the example XML document catalog.xml and another XML document, catalog2.xml, as shown in Listing 5-25, to produce the output shown in Listing 5-27. Listing 5-27. Output in Eclipse from Merging XML Documents  Service Oriented Architecture Frameworks Naveen Balani   Advanced DAO Programming Sean Sullivan   Best Practices in EJB Exception Handling Srikanth Shenoy   Design XML Schemas Using UML Ayesha Malik  



Obtaining Node Values with XPath XSLT node selection is based on XPath. With the xsl:value-of element, you can select the element and attribute nodes in an XML document with XPath. As an example, select the value of the date attribute for the article element with the title Advanced DAO Programming, and select the value of the title element for the article by author Srikanth Shenoy. The style sheet xpath.xslt, shown in Listing 5-28, outputs the value of the date attribute and the title element. The XPath expression article[title='Advanced DAO Programming']/@date selects the date attribute, and the XPath expression article[author='Srikanth Shenoy']/title selects the title element.
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Listing 5-28. xpath.xslt Date: Title: To run the transformation application with xpath.xslt, set the input style sheet in XSLTTransformer.java to xpath.xslt. Listing 5-29 shows the output from the XSLT transformation. Listing 5-29. Output in Eclipse with XPath Node Selection Date: October-2003 Title: Best Practices in EJB Exception Handling



Filtering Elements Applying xsl:apply-templates elements to only those elements and attributes that are required in the output can filter elements in an XML document. As an example, select the article elements with the level attribute specified as Intermediate. The style sheet filter.xslt, shown in Listing 5-30, selects the article elements that have level attributes with a value of Intermediate. The XPath expression article[@level='Intermediate'] selects the article elements with the level attributes set to Intermediate. Listing 5-30. filter.xslt Title: Author: To run the transformation application with filter.xslt, set the File object stylesheet input to filter.xslt in XSLTTransformer.java. The output contains only the article element with the level value of Intermediate, as shown in Listing 5-31.
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Listing 5-31. Output in Eclipse from Filtering Elements Title: Service Oriented Architecture Frameworks Author: Naveen Balani



Copying Nodes The XSLT specification provides two elements for copying nodes, xsl-copy-of and xsl-copy. The xsl:copy-of element copies a selected element and also copies attributes and subelements of the selected node. xsl:copy, a different version of the xsl:copy-of element, doesn’t copy the subelements and attributes of the selected node. As an example, copy the second article element in the journal element in catalog.xml to output. The style sheet copy.xslt in Listing 5-32 copies the second article element in the journal node in the catalog.xml document to the output document. The XPath expression journal/article[2] selects the second article element in the journal element. Listing 5-32. copy.xslt To run the transformation application with copy.xslt, specify copy.xslt as input to the File object stylesheet in XSLTTransformer.java. The output from the XSLT transformation consists of the second article element in the journal node from the input XML document, as shown in Listing 5-33. Listing 5-33. Output in Eclipse from Copying Nodes  Advanced DAO Programming Sean Sullivan 



Creating Elements and Attributes The XSLT specification provides the xsl:element element to create an element and the xsl:attribute element to create an attribute in the resulting XML document. You specify the name of an element or an attribute in the name attribute, and you specify the namespace of an element or attribute in the namespace attribute. The style sheet createElement.xslt in Listing 5-34 creates an element journal and adds an attribute publisher to the journal element. The attribute value is specified with an xsl:text element in an xsl:attribute element.
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Listing 5-34. createElement.xslt IBM developerWorks To run the transformation application with createElement.xslt, specify input to the File object stylesheet as createElement.xslt in XSLTTransformer.java. The output from the style sheet consists of a journal element with a publisher attribute, as shown in Listing 5-35. Listing 5-35. Output in Eclipse with createElement.xslt 



Adding Indentation You can format the XSLT output with the xsl:output element. You can set the indentation in the xsl:output element with the indent attribute. To add indentation, specify the xalan-indent-amount attribute and the xalan namespace attribute. The output gets indented if the XSLT processor supports indentation. Listing 5-36 shows the style sheet indent.xslt that adds indentation to the example XML document. Listing 5-36. indent.xslt 
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Summary XSLT is a language for transforming XML documents to other XML documents or non-XML documents such as HTML or plain-text documents. To apply transformations described in an XSLT style sheet to an XML document, you need an XSLT processor and an API to invoke the XSLT processor. The TrAX API set available within JAXP 1.3 is ideally suited for transforming an input XML document using an XSLT style sheet. The type of target output document types produced by an XSLT style sheet is limited only by your imagination. In this chapter, we showed how to successfully transform XML documents into other XML documents, HTML documents, and plain-text documents.
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Object Binding with JAXB



X



ML is a simple, flexible, platform-independent language for representing structured textual information. The platform-independent nature of XML makes it an ideal vehicle for exchanging data across application components. When disparate application components exchange XML-based data, they do so because they want to process the exchanged data in some application-specific manner, such as extracting and storing the data in a database or maybe formatting and presenting the data as part of a user interface. This raises an interesting point: although XML is ideal for exchanging data, processing XML content using the various APIs we have discussed in the preceding chapters can be highly inefficient. Why is that so? The answer is that most processing logic today resides within application components that are object oriented, whereas processing XML content is extremely procedural in nature. Each component that wants to process some XML content has to not only be concerned that the content is wellformed but also that it conforms to some specific structure (or, in other words, is valid with respect to some schema). Furthermore, once the component has verified that the XML content is well-formed and valid, it has to use an appropriate API to access the data embedded within the XML content. Of course, it can certainly do all that—in previous chapters, we discussed how to parse and validate XML content and how to access and modify data embedded within XML content by using the appropriate APIs, but directly using these APIs within most object-oriented applications can be highly inefficient from the point of view of encapsulation and code reuse. To address the inefficiencies associated with directly processing XML content within object-oriented Java applications, you need a Java API that transparently maps XML content to Java objects and Java objects to XML content. Java Architecture for XML Binding (JAXB) is precisely such an API.



Overview The key to understanding JAXB is to focus on the following points: • Given an XML Schema document, an infinite number of XML documents can be constructed that would be valid with respect to the given schema. • Given a schema and an XML document that conforms to the given schema, an element within the given XML document must conform to a type component specified within the given schema. • What an object instance is to its corresponding class within Java, an element in an XML document is to an element declaration specified within the document’s schema.
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• Each type component (with some exceptions) specified within a schema can be mapped to a Java class. This Java class may already exist as part of the Java platform, or it may need to be defined as a new class. • The process of binding schema type components to various Java class definitions is at the core of JAXB. The JAXB API was developed as a part of the Java Community Process.1 It is important to note that at the time of writing this book, two versions of JAXB were available: • The first available version is JAXB 1.0, which was finalized in January 2003. An implementation of this specification is available in Java Web Services Developer Pack (JWSDP) 1.6 and also in J2EE 1.4. • The second available version is JAXB 2.0, which was finalized in May 2006. An implementation of this specification is available in JWSDP 2.0 and also in Java Enterprise Edition 5. The principal objectives of JAXB are unchanged from JAXB 1.0 to 2.0. However, 2.0 has a number of significant additions. So, we will first discuss JAXB 1.0 in detail and then discuss the significant additions made in JAXB 2.0.



JAXB 1.0 In the following sections, we will cover JAXB 1.0.



Architecture Figure 6-1 shows the basic architecture of JAXB 1.0. JAXB binds a source XML Schema to a set of schema-derived Java content classes. A binding compiler (xjc) within JAXB generates Java content classes corresponding to top-level type components specified within the source schema. A runtimebinding framework API available within JAXB marshals and unmarshals an XML document from and to its corresponding Java objects.



Figure 6-1. JAXB 1.0 architecture



1. Information about this process is available at http://jcp.org/en/home/index.
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It is important to note that the JAXB 1.0 binding compiler does not support the mapping of every type of XML Schema component. In fact, the following XML Schema 2 components are not supported in JAXB 1.0: • Element declarations using the substitutionGroup attribute, which is resolved to a predefined model group schema component (). • Wildcard schema components (xs:any and xs:anyAttribute). • Identity constraints used to specify uniqueness across multiple elements (xs:key, xs:keyref, and xs:unique). • Redefined XML Schema components using the redefine declaration (). • Notation XML Schema components (). • The following schema attributes are not supported: complexType.abstract, element.abstract, element.substitutionGroup, xsi:type, complexType.block, complexType.final, element.block, element.final, schema.blockDefault, and schema.finalDefault.



XML Schema Binding to Java Representation JAXB 1.0 defines a default binding of the supported schema subset to Java. However, you can override this default binding through external binding declarations, which you can specify inline in the schema or in a separate XML binding declaration document. Either way, the binding declarations override the default XML Schema to Java bindings. The detailed algorithms that bind the XML Schema subset to Java are best left to the JAXB 1.0 specification. Having said that, we will quickly add that these details will be of limited value to you if your sole interest lies in applying JAXB, not in implementing JAXB. Therefore, instead of covering all the details associated with the schema binding to Java, we will help you develop an intuitive understanding of the schema binding by presenting a simple example.



Simple Binding Example Say you have a simple schema that specifies a structure for a postal address within the United States or Canada. It specifies the obvious elements such as name, street, city, and state. It specifies a choice of either U.S. ZIP code or Canadian postal code. It constrains the country element content to be either United States or Canada. Listing 6-1 shows an example of such a schema. Listing 6-1. U.S. or Canadian Address Schema: address.xsd 



2. You can find detailed information about XML Schema components at http://www.w3.org/TR/xmlschema-1/.
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Now, to keep things simple, you will accept all the default XML Schema binding rules, except for one. You will override the default package name for generated Java classes and interfaces with a specific package name, com.apress.jaxb1.example, as in the external binding file shown in Listing 6-2. Listing 6-2. External Binding Declaration for a Package Name Later in this chapter, in the “Binding the Catalog Schema to Java Classes” section, we will discuss in detail how to configure and run the xjc compiler from within Eclipse. For now, assume you know how to do that, and run the xjc compiler so it consumes the schema in Listing 6-1 and the external binding declarations in Listing 6-2. Running xjc binds the schema components to Java. For the schema shown in Listing 6-1, the xjc schema binding works as follows: • In the com.apress.jaxb1.example package, xjc generates two Java interfaces and one Java class. The interfaces are UsOrCanadaAddressType and UsOrCanadaAddress, and the class is ObjectFactory. • The UsOrCanadaAddressType interface is the Java representation for the component defined within the component.
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• The UsOrCanadaAddress interface is the Java representation for the component. • The UsOrCanadaAddress interface extends the UsOrCanadaAddressType interface. • The ObjectFactory class is a typical object factory implementation that you can use to create new instances of UsOrCanadaAddress or UsOrCanadaAddressType. • Within the com.apress.jaxb1.example.impl package, xjc generates two implementation classes: UsOrCanadaAddressTypeImpl and UsOrCanadaAddressImpl. The implementation classes implement their corresponding interfaces. • Within the com.apress.jaxb1.example.impl.runtime package, xjc generates a number of classes that do all the low-level work associated with parsing, validating, element accessing, marshaling, and unmarshaling. • Marshaling an XML document creates an XML document from Java classes. Unmarshaling an XML document creates a Java object tree from an XML document. Now, let’s look at the code in the Java interface UsOrCanadaAddressType. Listing 6-3 shows this generated code. Listing 6-3. UsOrCanadaAddressType Interface Code package com.apress.jaxb1.example; public interface UsOrCanadaAddressType { java.lang.String getPostalCode(); void setPostalCode(java.lang.String value); java.lang.String getState(); void setState(java.lang.String value); int getZip(); void setZip(int value); java.lang.String getCountry(); void setCountry(java.lang.String value); java.lang.String getCity(); void setCity(java.lang.String value); java.lang.String getStreet(); void setStreet(java.lang.String value); java.lang.String getName(); void setName(java.lang.String value); } When you study the code in Listing 6-3, notice that each element defined within the top-level element shown in Listing 6-1 maps to a property with get and set accessor methods. This mapping intuitively makes sense for most of the elements, but not for the two elements, zip and postalCode, that are part of a choice group. For these two elements, the obvious question is, how is the choice group reflected in the UsOrCanadaAddressType interface? The simple answer is, it is not. Under the default mapping rules, the choice group is not reflected in the interface. However, the choice is correctly implemented within the marshaling and unmarshaling logic. This is also true for the enumeration values for the country element shown in Listing 6-1. From an intuitive standpoint, you have seen that the default binding model treats the nested elements within a top-level element as a flat list of elements, ignoring group components such as a choice group. However, an alternative binding style called model group binding binds each group component to its own Java interface. To understand this alternative style better, specify this in the external binding declaration file using a globalBindings element, as shown in Listing 6-4.
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Listing 6-4. External Binding Declaration with Model Group Binding Style Now, if you apply the binding shown in Listing 6-4 to the schema in Listing 6-1, the results are slightly different. In particular, the interface UsOrCanadaAddressType contains the nested interface ZipOrPostalCode; in addition, the corresponding property get and set methods for the ZIP and postal code are now merged and use this new interface, as shown in Listing 6-5. (For simplicity, we have omitted the property get and set methods that are unchanged from the default binding style in Listing 6-5.) Listing 6-5. UsOrCanadaAddressType Derived with Model Group Binding Style package com.apress.jaxb1.example; public interface UsOrCanadaAddressType { … com.apress.jaxb1.example.UsOrCanadaAddressType.ZipOrPostalCode getZipOrPostalCode(); void setZipOrPostalCode(com.apress.jaxb1.example. UsOrCanadaAddressType.ZipOrPostalCode value); public interface ZipOrPostalCode { java.lang.String getPostalCode(); void setPostalCode(java.lang.String value); boolean isSetPostalCode(); int getZip(); void setZip(int value); boolean isSetZip(); java.io.Serializable getContent(); boolean isSetContent(); void unsetContent(); } } The obvious advantage of this alternative style is that the semantics associated with various group components become apparent through the designated Java interfaces. The obvious disadvantage of this style is the proliferation of Java content interfaces, one per group component. Next, you will see an example use case that illustrates how to use the JAXB binding compiler and runtime framework.
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Example Use Case Imagine a website selling various trade journals. This website offers a web service where associated publishers can send catalog information about their journals. The website provides an XML Schema that specifies the structure of an XML document containing catalog information. This catalog schema defines a top-level catalog element. This catalog element can have zero or more journal elements, and each journal element can have zero or more article elements. Each of these elements defines relevant attributes. The elements are defined by reference to their associated types, which are defined separately. Listing 6-6 shows this catalog schema, catalog.xsd. Listing 6-6. catalog.xsd The web service client at the publisher must construct an XML document that conforms to the catalog schema shown in Listing 6-6 and must send this document in a web service message. Listing 6-7 shows an example of such a document, catalog.xml.
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Listing 6-7. catalog.xml  Service Oriented Architecture Frameworks Naveen Balani   Advance DAO Programming Sean Sullivan   Best Practices in EJB Exception Handling Srikanth Shenoy  The web service receiving this catalog information message needs to retrieve relevant element and attribute values from the message and store those values in a database. In this chapter, you are not concerned with the aspects of this use case that deal with storing data in a database or that deal with the mechanics of assembling and transporting a web service message. We will cover those aspects in later chapters. Your sole concern in this chapter is marshaling and unmarshaling the document shown in Listing 6-7 and subsequently retrieving the relevant element and attribute values from the mapped Java objects. In this use case example, your objectives are as follows: • Bind the catalog schema shown in Listing 6-6 using the xjc compiler, and generate Java content classes representing the various schema components defined within the catalog schema. • Marshal and unmarshal the XML document shown in Listing 6-7. • Retrieve the relevant element and attribute values from the mapped Java objects. • Customize schema bindings using inline binding declarations. Before presenting some Java code associated with this use case, we’ll discuss how to download and install the required software and how to create and configure the Eclipse project required for this chapter.
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Downloading and Installing the Software To run the JAXB 1.0 examples, you will need to install the following software.



Installing Java Web Service Developer Pack (JWSDP) JAXB 1.0 is included in JWSDP 1.6. Therefore, you need to download and install JWSDP 1.6.3 Install JWSDP 1.6 in any directory. For this chapter, we will assume JWSDP is installed under the default installation directory, which on Windows is C:\Sun\jwsdp-1.6; assuming that is the case, JAXB is included in the C:\Sun\jwsdp-1.6\jaxb directory.



Installing J2SE We recommend using J2SE 5.0 with JWSDP 1.6 because JAXB uses some SAXParserFactory class methods that are defined in J2SE 5.0 but are not defined in J2SE 1.4.2. With JRE 1.4.2, unmarshaling generates the following error: java.lang.NoSuchMethodError: javax.xml.parsers.SAXParserFactory. getSchema()Ljavax/xml/validation/Schema You can use J2SE 1.4.2 with JWSDP 1.6 if you use the Endorsed Standards Override Mechanism (http://java.sun.com/j2se/1.4.2/docs/guide/standards/).4 If you want to use J2SE 5.0, which we strongly recommend, you need to download and install it. The xjc compiler does not run if the JAVA_HOME environment variable has empty spaces in its path name. Therefore, install J2SE 5.0 in a directory with no empty spaces in its path name.



Creating and Configuring the Eclipse Project To compile the example schema with xjc and to run the marshaling and unmarshaling code examples included in this project, you need to create an Eclipse Java project. The quickest way to create the Eclipse project is to download the Chapter6 project from the Apress website (http://www.apress.com) and import this project into Eclipse. This creates all the Java packages and files needed for this chapter automatically. You also need to set the Chapter6 JRE to the J2SE 5.0 JRE. You set the JRE in the project Java build path by clicking the Add Library button. Figure 6-2 shows the Chapter6 build path. If your JWSDP 1.6 install location is not C:\Sun\jwsdp-1.6, you may need to explicitly add or edit the external JARs. Either way, make sure your Java build path shows all the JWSDP 1.6 JAR files shown in Figure 6-2. We will show how to configure the binding compiler xjc to generate Java content classes in the gen_source folder and the gen_source_customized_bindings folder; therefore, add these two folders to the source path under the Source tab in the Java build path area, as shown in Figure 6-3.



3. You can find JWSDP 1.6 at http://java.sun.com/webservices/downloads/webservicespack.html. 4. You can find this information at http://java.sun.com/webservices/docs/1.6/ReleaseNotes.html#new.
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Figure 6-2. Chapter6 Eclipse project Java build path



Figure 6-3. Source path for the Chapter6 project
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Figure 6-4 shows the Chapter6 project directory structure.



Figure 6-4. Chapter6 Eclipse project directory structure



Binding the Catalog Schema to Java Classes In this section, you will bind the catalog schema shown in Listing 6-6 to its Java content classes. You’ll subsequently use the Java content classes to marshal and unmarshal the XML document shown in Listing 6-7. You compile the XML Schema with the JAXB binding compiler xjc, which can be run with the runtime options listed in Table 6-1.



Table 6-1. xjc Command Options



Option



Description



-nv



The strict validation of the input schema(s) is not performed.



-b 



Specifies the external binding file.



-d 



Specifies the directory for generated files.



-p 



Specifies the target package.



-classpath 



Specifies the classpath.



-use-runtime 



The impl.runtime package does not get generated. Instead, the runtime in the specified package is used.



-xmlschema



The input schema is a W3C XML Schema (the default).
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You will run xjc from within Eclipse. Therefore, configure xjc as an external tool in Eclipse. To configure xjc as an external tool, select Run ➤ External Tools. In the External Tools dialog box, you need to create a new program configuration, which you do by right-clicking the Program node and selecting New. This adds a new configuration, as shown in Figure 6-5. In the new configuration, specify a name for the configuration in the Name field, and specify the path to the xjc batch or shell file, which resides in the jaxb/bin folder under the JWSDP install directory, in the Location field.



Figure 6-5. Creating an external tool configuration for xjc You also need to set the working directory and program arguments. To set the working directory, click the Variables button for the Working Directory field, and select the container_loc variable. This specifies a value of ${container_loc} in the Working Directory field. This value implies that whatever schema file is selected at the time xjc is run, that file’s parent directory becomes the working directory for xjc.
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In the Arguments field, you need to set the classpath and the schema that needs to be compiled with the xjc compiler. You can do that by clicking the Variables button for the Arguments field and selecting the variables project_loc and resource_loc. This specifies the values ${project_loc} and ${resource_loc} in the Arguments field. Add the –classpath option before ${project_loc}. The value ${resource_loc} means that whatever file is selected at the time xjc is run, that file becomes the schema file argument to xjc. If the directory in which Eclipse is installed has empty spaces in its path name, enclose ${project_loc} and ${resource_loc} within double quotes, as shown in Figure 6-5. To store the new configuration, click the Apply button. You also need to set the environment variables JAVA_HOME and JAXB_HOME in the external tool configuration for xjc. On the Environment tab, add the environment variables JAVA_HOME and JAXB_HOME, as shown in Figure 6-6. Your values for these variables may of course be different.



Figure 6-6. Adding environment variables To add the XJC configuration to the External Tools menu, select the Common tab, and select the External Tools check box in the Display in Favorites menu area, as shown in Figure 6-7.
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Figure 6-7. Adding the xjc configuration to the external Tools menu To run the xjc compiler on the example schema, catalog.xsd, select the catalog.xsd file in the Package Explorer, and then select Run ➤ External Tools ➤ XJC. The Java interfaces and classes get generated in the gen_source folder, as shown in Figure 6-8. The Java classes and interfaces are generated in the package generated, by default. The jaxb.properties file specifies an instantiation class for the javax.xml.bind.context.factory class, and the bgm.ser file contains implementation-specific serialized objects. It is important to include both these files in any JAR file containing generated classes. For each top-level xsd:element and xsd:complexType schema component defined in the example schema shown in Listing 6-6, a Java interface is generated. For example, for the top-level schema component, a Catalog interface gets generated (as shown in Listing 6-8), and for the component, a CatalogType interface gets generated (as shown in Listing 6-9). Listing 6-8. Catalog.java package generated; public interface Catalog extends javax.xml.bind.Element, generated.CatalogType { } Listing 6-9. CatalogType.java package generated; public interface CatalogType { java.lang.String getSection(); void setSection(java.lang.String value);
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java.util.List getJournal(); java.lang.String getPublisher(); void setPublisher(java.lang.String value); }



Figure 6-8. Schema-derived Java content classes generated by xjc The CatalogType interface consists of getter and setter methods for each of the attributes of the component and also a getter method for the journal elements in this component. A setter method is not created for the journal element, because the maxOccurs cardinality of the journal element is set to unbounded. We will explain in the next section the procedure for adding journal elements to the catalog element. CatalogImpl.java and CatalogTypeImpl.java are the implementation Java classes generated for the Catalog.java and CatalogType.java interfaces, respectively. Similarly, the interface Journal.java and implementation class JournalImpl.java are generated for the journal schema element, and so on. The jaxb.properties file specifies an instantiation class for the javax.xml.bind.context.factory class, and the bgm.ser file contains implementation-specific serialized objects. It is important to include both these files in any JAR file containing generated classes.



Marshaling an XML Document Marshaling a document means creating an XML document from a Java object tree. In the use case example, the web services client has to marshal the XML document shown in Listing 6-7. In this section, we will show how to marshal such a document from a Java object tree that contains objects that are instances of generated Java content classes.
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To marshal the example document, you need to follow these steps: 1. Create a JAXBContext object, and use this object to create a Marshaller object. 2. Create an ObjectFactory object to create instances of the relevant generated Java content classes. 3. Using the ObjectFactory object, create an object tree with Catalog as the root object. Populate these tree objects with the relevant data using the appropriate setter methods. An application creates a new instance of the JAXBContext class with the static method newInstance(String contextPath), where contextPath specifies a list of Java packages for the schema-derived classes. In this case, generated contains the schema-derived classes, and you create this object as follows: JAXBContext jaxbContext=JAXBContext.newInstance("generated"); The Marshaller class converts a Java object tree to an XML document. You create a Marshaller object with the createMarshaller() method of the JAXBContext class, as shown here: Marshaller marshaller=jaxbContext.createMarshaller(); The Marshaler class has overloaded marshal() methods to marshal into SAX 2 events, a DOM structure, an OutputStream, a javax.xml.transform.Result, or a java.io.Writer object. To create a Java object tree for marshaling into an XML document, create an ObjectFactory, as shown here: ObjectFactory factory=new ObjectFactory(); For each schema-derived Java class, a static factory method to create an object of that class is defined in the ObjectFactory class. The Java interface corresponding to the root element catalog is Catalog; therefore, create a Catalog object with the createCatalog() method of the ObjectFactory class: Catalog catalog=factory.createCatalog(); The root element in the XML document to be marshaled has the attributes section and publisher. The Catalog interface provides the setter methods setSection() and setPublisher() for these attributes. You can set the section and publisher attributes with these setter methods, as shown in Listing 6-10. Listing 6-10. Setting the section and publisher Attributes catalog.setSection("Java Technology"); catalog.setPublisher("IBM developerWorks"); The Java interface for the journal element is Journal. catalog.xml has more than one journal element, which can be created from the ObjectFactory class with the createJournal() method, which returns a Journal object, as shown here: Journal journal=factory.createJournal(); To add a journal element to a catalog element, obtain a java.util.List of Journal objects for a Catalog object, and add the journal element to this List, as shown in Listing 6-11. Listing 6-11. Adding a journal Element to the catalog Element java.util.List journalList=catalog.getJournal(); journalList.add(journal);
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The Java interface for an article element is Article. You create an Article object with the createArticle() method of the ObjectFactory class: Article article=factory.createArticle(); The element article has the attributes level and date for which the corresponding setter methods in the Article interface are setLevel() and setDate(). You can set the attributes level and date for an article element with these setter methods, as shown in Listing 6-12. Listing 6-12. Setting the Attributes level and date article.setLevel("Intermediate"); article.setDate("January-2004"); The element article has the subelements title and author. The Article interface has setter methods, setTitle() and setAuthor(), for setting the title and author elements, as shown in Listing 6-13. Listing 6-13. Setting the title and author Elements article.setTitle("Service Oriented Architecture Frameworks"); article.setAuthor("Naveen Balani"); To add an article element to a journal element, obtain a java.util.List of Article objects from a Journal object and add an Article object to this List, as shown in Listing 6-14. Listing 6-14. Adding an article Element to a journal Element java.util.List articleList=journal.getArticle(); articleList.add(article); To create the XML document, marshal the Catalog object with a marshal() method of class Marshaller. The Catalog object created in this section is marshaled to an XML file with an OutputStream, as shown here: marshaler.marshal(catalog,System.out); JAXBMarshaller.java in Listing 6-15 contains the complete program that marshals the example XML document from a Java object tree, following the steps outlined earlier. In the JAXBMarshaller. java application, the generateXMLDocument() method is where the marshaled document is generated. You can run the JAXBMarshaller.java application in Eclipse to marshal the example XML document. Listing 6-15. JAXBMarshaller.java package com.apress.jaxb; import generated.*; import javax.xml.bind.*; public class JAXBMarshaller { public void generateXMLDocument() { try { JAXBContext jaxbContext = JAXBContext.newInstance("generated"); Marshaller marshaller = jaxbContext.createMarshaller(); generated.ObjectFactory factory = new generated.ObjectFactory();
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Catalog catalog = factory.createCatalog(); catalog.setSection("Java Technology"); catalog.setPublisher("IBM developerWorks"); Journal journal = factory.createJournal(); Article article = factory.createArticle(); article.setLevel("Intermediate"); article.setDate("January-2004"); article.setTitle("Service Oriented Architecture article.setAuthor("Naveen Balani");



Frameworks");



java.util.List journalList = catalog.getJournal(); journalList.add(journal); java.util.List articleList = journal.getArticle(); articleList.add(article); article = factory.createArticle(); article.setLevel("Advanced"); article.setDate("October-2003"); article.setTitle("Advance DAO Programming"); article.setAuthor("Sean Sullivan"); articleList = journal.getArticle(); articleList.add(article); article = factory.createArticle(); article.setLevel("Advanced"); article.setDate("May-2002"); article.setTitle("Best Practices in EJB article.setAuthor("Srikanth Shenoy"); articleList = journal.getArticle();



Exception Handling");



articleList.add(article); marshaller.setProperty("jaxb.formatted.output",Boolean.TRUE); marshaller.marshal(catalog, System.out); }



catch (JAXBException e) { System.out.println(e.toString());



} } public static void main(String[] argv) { JAXBMarshaller jaxbMarshaller = new JAXBMarshaller(); jaxbMarshaller.generateXMLDocument(); } } Listing 6-16 shows the output from running JAXBMarshaller.java, which shows an XML document marshaled from a Java object tree.
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Listing 6-16. Output from JAXBMarshaller.java  Service Oriented Architecture Frameworks Naveen Balani   Advance DAO Programming Sean Sullivan   Best Practices in EJB Exception Handling Srikanth Shenoy  



Unmarshaling an XML Document Unmarshaling means creating a Java object tree from an XML document. In the example use case, the website receives an XML document containing catalog information, and it needs to unmarshal this document before it can process the catalog information contained within the document. In this section, we’ll first show how to unmarshal the example XML document using the JAXB API, and subsequently we’ll show how to access various element and attribute values in the resulting Java object tree. To unmarshal, you need to follow these steps: 1. The example XML document, catalog.xml (Listing 6-7), is the starting point for unmarshaling. Therefore, import catalog.xml to the Chapter6 project in Eclipse by selecting File ➤ Import. 2. Create a JAXBContext object, and use this object to create an UnMarshaller object. 3. The Unmarshaller class converts an XML document to a Java object. As discussed in the previous section, create a JAXBContext object, which implements the JAXB binding framework operations unmarshal() and validate(). You need an Unmarshaller object to unmarshal an XML document to a Java object. Therefore, create an UnMarshaller object with the createUnmarshaller() method of the JAXBContext class, as shown here: Unmarshaller unMarshaller=jaxbContext.createUnmarshaller(); The Unmarshaller class has overloaded unmarshal() methods for unmarshaling. To validate an XML document that is being unmarshaled, set the Unmarshaller object to be validating with the setValidating(boolean) method, as shown here: unMarshaller.setValidating(true); To create a Java object representation of an XML document, unmarshal the XML document to obtain a Catalog object: Catalog catalog=(Catalog)(unMarshaller.unmarshal(xmlDocument));
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xmlDocument is the File object for the XML document. The unmarshal() method also accepts an InputSource, an InputStream, a Node, a Source, or a URL as input. The unmarshal() method returns a Java object corresponding to the root element in the XML document being unmarshaled. This completes the unmarshaling of the document. Now that you have an object tree, accessing data embedded within the document is a simple matter of using the right property method on the right object. The root element catalog has the attributes section and publisher, which you can access with the getSection() and getPublisher() methods, as shown in Listing 6-17. Listing 6-17. Outputting section and publisher Attributes System.out.println("Section: "+catalog.getSection()); System.out.println("Publisher: "+catalog.getPublisher()); You can obtain a List of Journal objects for a Catalog object with the getJournal() method of the Catalog interface: java.util.List journalList=catalog.getJournal(); Iterate over the List to obtain the Journal objects, which correspond to the journal elements in the XML document, catalog.xml, as shown in Listing 6-18. Listing 6-18. Retrieving Journal Objects for a Catalog Object for(int i=0; i 
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