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INTRODUCTION



Introduction When the first edition of PHP Solutions was published, I was concerned that the subtitle, Dynamic Web Design Made Easy, sounded overambitious. PHP is not difficult, but nor is it like an instant cake mix: just add water and stir. Every website is different, so its impossible to grab a script, paste it into a web page, and expect it to work. My aim was to help web designers with little or no knowledge of programming gain the confidence to dive into the code and adjust it to their own requirements. The enduring popularity of the first edition suggests that many readers took up the challenge. Part of the books success stemmed from the use of clear, straightforward language, highlighting points where you might make mistakes, with advice on how to solve problems. Another factor was its emphasis on forward and backward compatibility. The solutions were based on PHP 5, but alternatives were provided for readers still stuck on PHP 4. Time has moved on. PHP 5 is now a mature and stable platform. This new edition of PHP Solutions requires PHP 5.2 and MySQL 4.1 or later. Some code will work with earlier versions, but most of it wont. The emphasis on future compatibility remains unchanged. All the code in this book avoids features destined for removal when work resumes on PHP 6 (at the time of this writing, its not known when that will be). The decision to drop support for older versions of PHP and MySQL has been liberating. When friends of ED asked me to prepare a new edition of this book, I initially thought it would involve just brushing away a few cobwebs. As soon as I started reviewing the code, I realized just how much the need to cater for PHP 4 had constrained me. Its also fair to say that my coding style and knowledge of PHP had expanded greatly in the intervening years. As a result, this new edition is a major rewrite. The basic structure of the book remains the same, but every chapter has been thoroughly revised, and an extra two have been added. In some cases, little remains of the original chapter other than the title. For example, the file upload and thumbnail creation scripts in Chapters 6 and 8 have been completely refactored as PHP 5 custom classes, and the mail processing script in Chapter 5 has been rewritten to make it easier to redeploy in different websites. Other big changes include a class to check password strength in Chapter 9 and detailed coverage of the date and time classes introduced in PHP 5.2 and 5.3. Want to display the date of events on the second Tuesday of each month? Chapter 14 shows how to do it in half a dozen lines of code. Chapter 16 adds coverage of foreign key constraints in InnoDB, the default storage engine in MySQL 5.5. I hesitated before devoting so much attention to using PHP classes. Many regard them as an advanced subject, not suitable for readers who dont have a programming background. But the advantages far outweighed my reservations. In simple terms, a class is a collection of predefined functions designed to perform related tasks. The beauty of using classes is that theyre project-neutral. Admittedly, the file upload class in Chapter 6 is longer than the equivalent script in the first edition of PHP Solutions, but you can reuse it in multiple projects with just a few lines of code. If youre in hurry or are daunted by the prospect of building class definitions, you can simply use the finished files. However, I encourage you to explore the class definitions. The code will teach you a lot of PHP that youll find useful in other situations.
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INTRODUCTION



Each chapter takes you through a series of stages in a single project, with each stage building on the previous one. By working through each chapter, you get the full picture of how everything fits together. You can later refer to the individual stages to refresh your memory about a particular technique. Although this isnt a reference book, Chapter 3 is a primer on PHP syntax, and some chapters contain short reference sections—notably Chapter 7 (reading from and writing to files), Chapter 9 (sessions), Chapter 10 (MySQL data types), Chapter 11 (MySQL prepared statements), Chapter 13 (the four essential SQL commands), and Chapter 14 (working with dates and times). So, how easy is easy? I have done my best to ease your path, but there is no magic potion. It requires some effort on your part. Dont attempt to do everything at once. Add dynamic features to your site a few at a time. Get to understand how they work, and your efforts will be amply rewarded. Adding PHP and MySQL to your skills will enable you to build websites that offer much richer content and an interactive user experience.



Using the example files All the files necessary for working through this book can be downloaded from the friends of ED website at http://www.friendsofed.com/downloads.html. Make sure you select the download link for PHP Solutions: Dynamic Web Design Made Easy, Second Edition. The code is very different from the first edition. Set up a PHP development environment, as described in Chapter 2. Unzip the files, and copy the phpsols folder and all its contents into your web servers document root. The code for each chapter is in a folder named after the chapter: ch01, ch02, and so on. Follow the instructions in each PHP solution, and copy the relevant files to the site root or the work folder indicated. Where a page undergoes several changes during a chapter, I have numbered the different versions like this: index_01.php, index_02.php, and so on. When copying a file that has a number, remove the underscore and number from the filename, so index_01.php becomes index.php. If you are using a program like Dreamweaver that prompts you to update links when moving files from one folder to another, do not update them. The links in the files are designed to pick up the right images and style sheets when located in the target folder. I have done this so you can use a file comparison utility to check your files against mine. If you dont have a file comparison utility, I strongly urge you to install one. It will save you hours of head scratching when trying to spot the difference between your version and mine. A missing semicolon or mistyped variable can be hard to spot in dozens of lines of code. Windows users can download WinMerge for free from http://winmerge.org/. I use Beyond Compare (www.scootersoftware.com). Its not free but is excellent and reasonably priced. BBEdit on a Mac includes a file comparison utility. Alternatively, use the file comparison feature in TextWrangler, which can be downloaded free from www.barebones.com/products/textwrangler/. The HTML code in the example files and text uses HTML5 syntax, but I have avoided using elements that are not supported by older browsers. Even Internet Explorer 6 understands the HTML5 DOCTYPE declaration, and new form elements that older browsers dont recognize are rendered as text input fields.



x vii



INTRODUCTION



Layout conventions To keep this book as clear and easy to follow as possible, the following text conventions are used throughout. Important words or concepts are normally highlighted on the first appearance in bold type. Code is presented in fixed-width font. New or changed code is normally presented in bold fixed-width font. Pseudo-code and variable input are written in italic fixed-width font . Menu commands are written in the form Menu ➤ Submenu ➤ Submenu. Where I want to draw your attention to something, Ive highlighted it like this:



Ahem, dont say I didnt warn you. Sometimes code wont fit on a single line in a book. Where this happens, I use an arrow like this: ➥. This is a very, very long section of code that should be written all on the same ➥ line without a break.
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Chapter 1



What Is PHP—And Why Should I Care? One of the first things most people want to know about PHP is what the initials stand for. Then they wish they had never asked. Officially, PHP stands for PHP: Hyperte x t Preprocessor. Its an ugly name that gives the impression that its strictly for nerds or propellerheads. Nothing could be further from the truth. PHP is a scripting language that brings websites to life in the following ways:



• • • • • • • •



Sending feedback from your website directly to your mailbox Uploading files through a web page Generating thumbnails from larger images Reading and writing to files Displaying and updating information dynamically Using a database to display and store information Making websites searchable And much more . . .



By reading this book, youll be able to do all that. PHP is easy to learn; its platform-neutral, so the same code runs on Windows, Mac OS X, and Linux; and all the software you need to develop with PHP is open source and therefore free. Several years ago, there was a lighthearted debate on the PHP General mailing list (http://news.php.net/php.general) about changing what PHP stands for. Among the suggestions were Positively Happy People and Pretty Happy Programmers. The aim of this book is to help you put PHP to practical use—and in the process understand what makes PHP programmers so happy. In this chapter, youll learn about the following:



• • • • •



How PHP has grown into the most widely used technology for dynamic websites How PHP makes web pages dynamic How difficult—or easy—PHP is to learn Whether PHP is safe What software you need to write PHP
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CHAPTER 1



How PHP has grown Although PHP is now the most widely used technology for creating dynamic websites, it started out with rather modest ambitions—and a different name—in 1995. Originally called Personal Home Page Tools (PHP Tools), one of its goals was to create a guestbook by gathering information from an online form and displaying it on a web page. Shortly afterward, the ability to communicate with a database was added. When version 3 was released in 1998, it was decided to drop Personal Home Page from the name, because it sounded like something for hobbyists and didnt do justice to the range of sophisticated features that had been added. PHP 3 was described as “a very programmer-friendly scripting language suitable for people with little or no programming experience as well as the seasoned web developer who needs to get things done quickly.” Since then, PHP has developed even further, adding extensive support for object-oriented programming (OOP) in PHP 5. One of the languages great attractions, though, is that it remains true to its roots. You can start writing useful scripts without the need to learn lots of theory, yet be confident in the knowledge that youre using a technology with the capability to develop industrial-strength applications. PHP is the language that drives the highly popular content management systems (CMSs), Drupal (http://drupal.org/), Joomla! (www.joomla.org), and WordPress (http://wordpress.org/). It also runs some of the most heavily used websites, including Facebook (www.facebook.com) and Wikipedia (www.wikipedia.org). PHP can now be regarded as a mature technology in the sense that it has a large user base, is widely supported, and has many advanced features. New features are being continually added, although these are mainly of interest to advanced users.



At the time of this writing, the current version is PHP 5.3. Development of PHP 6 was suspended indefinitely in early 2010, when it was realized the original plans had been too ambitious. The emphasis in this book is on code that works now, not on what might work at some unspecified time in the future. Care has also been taken to avoid using features that have been deprecated—in other words, marked for removal from the next major version of PHP.



How PHP makes pages dynamic PHP was originally designed to be embedded in the HTML of a web page, and thats the way its often still used. For example, if you want to display the current year in a copyright notice, you could put this in your footer: © < ?php echo date('Y'); ?> PHP Solutions
 On a PHP–enabled web server, the code between the tags is automatically processed and displays the year like this:



This is only a trivial example, but it illustrates some of the advantages of using PHP:
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WHAT IS PHP—AND WHY SHOULD I CARE?



• • •



You can enjoy your New Years party without worrying about updating your copyright notice. Anyone accessing your site after the stroke of midnight sees the correct year. Unlike using JavaScript to display the date, the processing is done on the web server, so it doesnt rely on JavaScript being enabled in the users browser. The date is calculated by the web server, so its not affected if the clock in the users computer is set incorrectly.
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Although its convenient to embed PHP code in HTML like this, it often results in typing the same code repeatedly, which is boring and leads to mistakes. It can also make your web pages difficult to maintain, particularly once you start using more complex PHP code. Consequently, its common practice to store a lot of dynamic code in separate files and use PHP to build your pages from the different components. The separate files—or include files, as theyre usually called—can contain either only PHP, only HTML, or a mixture of both. At first, it can be difficult to get used to this way of working, but its much more efficient. As a simple example, you can put your websites navigation menu in an include file and use PHP to include it in each page. Whenever you need to make any changes to the menu, you edit just one file—the include file—and the changes are automatically reflected in every page that includes the menu. Just imagine how much time that saves on a website with dozens of pages. With an ordinary HTML page, the content is fixed by the web developer at design time and uploaded to the web server. When somebody visits the page, the web server simply sends the HTML and other assets, such as images and style sheet. Its a simple transaction—the request comes from the browser, and the fixed content is sent back by the server. When you build web pages with PHP, much more goes on. Figure 1-1 shows what happens.



Figure 1-1. The web server builds each PHP page dynamically in response to a request. When a PHP–driven website is visited, it sets in train the following sequence of events: 1.



The browser sends a request to the web server.



2.



The web server hands the request to the PHP engine, which is embedded in the server.



3.



The PHP engine processes the code. In many cases, it might also query a database before building the page.



4.



The server sends the completed page back to the browser.



This process usually takes only a fraction of a second, so the visitor to a PHP website is unlikely to notice any delay. Because each page is built individually, PHP pages can respond to user input, displaying different content when a user logs in or showing the results of a database search.
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Creating pages that think for themselves PHP is a server-side language. The PHP code remains on the web server. After it has been processed, the server sends only the output of the script. Normally, this is HTML, but PHP can also be used to generate other web languages, such as Extensible Markup Language (XML). PHP enables you to introduce logic into your web pages. This logic is based on alternatives. Some decisions are based on information that PHP gleans from the server: the date, the time, the day of the week, information in the pages URL, and so on. If its Wednesday, show Wednesdays TV schedules. At other times, decisions are based on user input, which PHP extracts from online forms. If you have registered with a site, display your personalized information . . . that sort of thing. As a result, you can create an infinite variety of output from a single script. For example, if you visit my blog at http://foundationphp.com/blog/ (see Figure 1-2), and click various internal links, what you see is always the same page but with different content. Admittedly, I tend to write always about the same kinds of subjects, but thats my fault, not PHPs.



Figure 1-2. Blogs are a good example of sites ideally suited to PHP.
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How hard is PHP to use and learn? PHP isnt rocket science, but at the same time, dont expect to become an expert in five minutes. Perhaps the biggest shock to newcomers is that PHP is far less tolerant of mistakes than browsers are with HTML. If you omit a closing tag in HTML, most browsers will still render the page. If you omit a closing quote, semicolon, or brace in PHP, youll get an uncompromising error message like the one shown in Figure 1-3. This isnt just a feature of PHP but of all server-side technologies, including ASP, ASP.NET, and ColdFusion.



Figure 1-3. Server-side languages like PHP are intolerant of most coding errors. If youre the sort of web designer or developer who uses a visual design tool, such as Adobe Dreamweaver or Microsoft Expression Web, and never looks at the underlying code, its time to rethink your approach. Mixing PHP with poorly structured HTML is likely to lead to problems. PHP uses loops to perform repetitive tasks, such as displaying the results of a database search. A loop repeats the same section of code— usually a mixture of PHP and HTML—until all results have been displayed. If you put the loop in the wrong place, or if your HTML is badly structured, your page is likely to collapse like a house of cards. If youre not already in the habit of doing so, its a good idea to check your pages using the World Wide Web Consortiums (W3C) Markup Validation Service (http://validator.w3.org/unicorn).



The W3C is the international body that develops standards—such as HTML and CSS—and guidelines to ensure the long-term growth of the Web. Its led by the inventor of the World Wide Web, Tim Berners-Lee. To learn about the W3Cs mission, see www.w3.org/Consortium/mission.
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Can I just copy and paste the code? Theres nothing wrong with copying the code in this book. Thats what its there for. Copying is the way we all learn as children, but most of us progress from the copycat stage by asking questions and beginning to experiment on our own. Rather than attempt to teach you PHP by going through a series of boring exercises that have no immediate value to your web pages, Ive structured this book so that you jump straight into applying your newfound knowledge to practical projects. At the same time, I explain what the code is for and why its there. Even if you dont understand exactly how it all works, this should give you sufficient knowledge to know which parts of the code to adapt to your own needs and which parts are best left alone. PHP is a toolbox full of powerful features. It has thousands of built-in functions that perform all sorts of tasks, such as converting text to uppercase, generating thumbnail images from full-sized ones, or connecting to a database. The real power comes from combining these functions in different ways and adding your own conditional logic. To get the best out of this book, you need to start experimenting with the tools you learn about in these pages and come up with your own solutions.



How safe is PHP? PHP is like the electricity or kitchen knives in your home: handled properly, its very safe; handled irresponsibly, it can do a lot of damage. One of the inspirations for the first edition of this book was a spate of malicious attacks that erupted in late 2005. The attacks exploited a vulnerability in email scripts, turning websites into spam relays. Few people were immune. I certainly wasnt, but once I was alerted to the problem, I plugged the hole and stopped the attacks in their tracks. However, day after day, people were sending frantic pleas for help to online forums. Even when they were told how to deal with the problem, their response became even more frantic. Many admitted they didnt know the first thing about any of the code they were using in their websites. For someone building websites as a hobby, this might be understandable, but many of these people were “professionals” who had built sites on behalf of clients. The clients were naturally unhappy when their mailboxes started filling with spam. They were no doubt even unhappier when their domains were suspended by hosting companies fed up with insecure scripts on their servers. The moral of this story is not that PHP is unsafe; nor does everyone need to become a security expert to use PHP. What is important is to understand the basic principle of PHP safety: always check user input before processing it. Youll find that to be a constant theme throughout this book. Most security risks can be eliminated with very little effort. Perhaps the most worrying aspect is that, more than five years after this exploit was first revealed, I still see people using insecure email scripts. The best way to protect yourself is to understand the code youre using. Even if you cant solve a problem yourself, you can implement any remedies suggested to you by the author of the script or another expert.



What software do I need to write PHP? Strictly speaking, you dont need any special software to write PHP scripts. PHP code is plain text and can be created in any text editor, such as Notepad on Windows or TextEdit on Mac OS X. Having said that, you would need to be a masochist to use a plain text editor. Your current web development program might already support PHP. If it doesnt theres a wide choice of programs—both paid-for and free—that have features designed to speed up the development process.



6



WHAT IS PHP—AND WHY SHOULD I CARE?



What to look for when choosing a PHP editor If theres a mistake in your code, your page will probably never make it as far as the browser, and all youll see is an error message. You should choose a script editor that has the following features:



•



• •



• •



PHP syntax checking: This used to be found only in expensive, dedicated programs, but its now a feature in several free programs. Syntax checkers monitor the code as you type and highlight errors, saving a great deal of time and frustration. PHP syntax coloring: Code is highlighted in different colors according to the role it plays. If your code is in an unexpected color, its a sure sign youve made a mistake. PHP code hints: PHP has so many built-in functions, it can be difficult to remember how to use them—even for an experienced user. Many script editors automatically display tooltips with reminders of how a particular piece of code works. Line numbering: Finding a specific line quickly makes troubleshooting a lot simpler. A “balance braces” feature: Parentheses (()), square brackets ([]), and curly braces ({}) must always be in matching pairs. Its easy to forget to close a pair. All good script editors help find the matching parenthesis, bracket, or brace.



The following sections describe some of the script editors you might like to consider. Its by no means an exhaustive list but is based on personal experience.



General purpose web development tools with PHP support Two of the most widely used integrated development environments (IDEs) for building websites, Adobe Dreamweaver (www.adobe.com/products/dreamweaver/) and Microsoft Expression Web (www.microsoft.com/expression/products/web_overview.aspx), have built-in support for PHP.



•



Dreamweaver CS5: Dreamweaver is a good, standards-compliant visual editor. PHP support was taken to a completely new level in Dreamweaver CS5 with the addition of syntax checking, embedded documentation (complete with examples), and autocompletion of variables. Particularly useful is the ability to work in PHP includes, while keeping the main page visible in the workspace (see Figure 1-4).



Figure 1-4. Dreamweaver CS5 lets you edit PHP include files and view the results in Live View.
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•



Expression Web: The level of PHP support in versions 2, 3, and 4 of Expression Web is similar to that offered in older versions of Dreamweaver—in other words, syntax coloring, code hints for PHP core functions, and line numbers. The big drawback at the time of this writing is theres no support for syntax checking.



Dedicated script editors Even if you dont plan to do a lot of PHP development, you should consider using a dedicated script editor if your web development IDE doesnt support syntax checking. The following dedicated script editors have all the essential features, such as syntax checking and code hints. They also support HTML and CSS but lack the visual display offered by Dreamweaver or Expression Web.



•



•



•



•



Zend Studio (www.zend.com/en/products/studio/): If youre really serious about PHP development, Zend Studio is the most fully featured IDE for PHP. Its created by Zend, the company run by leading contributors to the development of PHP. Zend Studio runs on Windows, Mac OS X, and Linux. Its main drawback is cost, although the price includes 12 months of free upgrades and support. PhpED (www.nusphere.com/products/phped.htm): This is available in three different versions. The least expensive version has all the features you need as a beginner. If you need the more advanced features later, you can upgrade to one of the other versions. Windows only. PHP Development Tools (www.eclipse.org/pdt/): PDT is actually a cut-down version of Zend Studio and has the advantage of being free. The disadvantage is that at the time of this writing, the documentation for PDT is almost nonexistent. It runs on Eclipse, the open source IDE that supports multiple computer languages. If you have used Eclipse for other languages, you should find it relatively easy to use. PDT runs on Windows, Mac OS X, and Linux and is available either as an Eclipse plug-in or as an all-in-one package that automatically installs Eclipse and the PDT plug-in. Komodo Edit (www.activestate.com/komodo-edit): This is a free, open source IDE for PHP and a number of other popular computer languages. Its available for Windows, Mac OS X, and Linux. Its a cut-down version of Komodo IDE, which is a paid-for program with more advanced features. There are separate download links for a free trial of Komodo IDE, which is time-limited, and for Komodo Edit, which doesnt expire.



So, lets get on with it . . . This chapter has provided only a brief overview of what PHP can do to add dynamic features to your websites and what software you need. The first stage in working with PHP is to set up a testing environment. The next chapter covers the process for both Windows and Mac OS X.
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Getting Ready to Work with PHP Now that youve decided to use PHP to enrich your web pages, you need to make sure that you have everything you need to get on with the rest of this book. Although you can test everything on your remote server, its usually more convenient to test PHP pages on your local computer. Everything you need to install is free. In this chapter, Ill explain the various options and give instructions for both Windows and Mac OS X. What this chapter covers:



• • • •



Determining what you need Deciding whether to create a local testing setup Using a ready-made package Making sure PHP has the right settings



Checking whether your website supports PHP The easiest way to find out whether your website supports PHP is to ask your hosting company. The other way to find out is to upload a PHP page to your website and see if it works. Even if you know that your site supports PHP, do the following test to confirm which version is running: 1.



Open a text editor, such as Notepad or TextEdit, and type the following code into a blank page: 



2.



Save the file as phpversion.php. Its important to make sure that your operating system doesnt add a .txt filename extension after the .php. Mac users should also make sure that TextEdit doesnt save the file in Rich Text Format (RTF). If youre at all unsure, use phpversion.php from the ch02 folder in the files accompanying this book.
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3.



Upload phpversion.php to your website in the same way you would an HTML page, and then type the URL into a browser. Assuming you upload the file to the top level of your site, the URL will be something like http://www.example.com/phpversion.php. If you see a three-part number like 5.3.3 displayed onscreen, youre in business: PHP is enabled. The number tells you which version of PHP is running on your server. You need a minimum of 5.2.0 to use the code in this book. If you get a message that says something like Parse error, it means PHP is supported but that you have made a mistake in typing the file. Use the version in the ch02 folder instead. If you just see the original code, it means PHP is not supported.



Official support for PHP 4 was terminated in August 2008. Although PHP 4 was excellent, the time to lay it to rest has long since passed. PHP 5 has been around since 2004. Its faster and has more features, and most important of all, its actively maintained, making it more secure. At the time of this writing, two series are being currently maintained: PHP 5.2 and PHP 5.3. All the code in this book has been designed to run on both versions, and it avoids using features that are scheduled to be removed from future versions. If your server is running a version earlier than PHP 5.2, contact your host and tell them you want the most recent stable version of PHP. If your host refuses, its time to change your hosting company.



Deciding where to test your pages Unlike ordinary web pages, you cant just double-click PHP pages in Windows Explorer or Finder on a Mac and view them in your browser. They need to be parsed—processed—through a web server that supports PHP. If your hosting company supports PHP, you can upload your files to your website and test them there. However, you need to upload the file every time you make a change. In the early days, youll probably find you have to do this often because of some minor mistake in your code. As you become more experienced, youll still need to upload files frequently because youll want to experiment with different ideas. If you want to get working with PHP straight away, by all means use your own website as a test bed. However, youll soon discover the need for a local PHP test environment. The rest of this chapter is devoted to showing you how to do it, with instructions for Windows and Mac OS X.



What you need for a local test environment To test PHP pages on your local computer, you need to install the following:



• •



A web server (Apache or IIS) PHP



To work with a database, youll also need MySQL and a web-based front end for MySQL called phpMyAdmin. All the software you need is free. The only cost to you is the time it takes to download the necessary files, plus, of course, the time to make sure everything is set up correctly. In most cases, you should be up and running in less than an hour, probably considerably less.
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You dont need any special equipment. A web server is a piece of software that displays web pages, not a separate computer. As long as you have at least 1GB of free disk space, you should be able to install all the software on your computer—even one with modest specifications.



If you already have a PHP test environment on your local computer, theres no need to reinstall. Just check the section at the end of the chapter titled “Checking your PHP (Windows and Mac).”



Individual programs or an all-in-one package? For many years, I advocated installing each component of a PHP testing environment separately, rather than using a package that installs Apache, PHP, MySQL, and phpMyAdmin automatically in a single operation. My advice was based on the dubious quality of some early all-in-one packages, which installed easily but were next to impossible to uninstall or upgrade. The all-in-one packages currently available are excellent, and I have no hesitation in recommending them. On my computers, I use XAMPP for Windows (www.apachefriends.org/en/xampp-windows.html) and MAMP for Mac OS X (www.mamp.info/en/ mamp/index.html).



Setting up a PHP testing environment with an all-in-one package is normally trouble free. The main cause of difficulty is a conflict with another program using port 80, which Apache and IIS use to listen for page requests. If Skype is installed, go to the Advanced section of Skype Preferences, and make sure its not using port 80. Try 42815 as the incoming port instead.



Setting up on Windows These instructions have been tested on Windows 7, Windows Vista, and Windows XP. Make sure that youre logged on as an Administrator before proceeding.



Getting Windows to display filename extensions By default, most Windows computers hide the three- or four-letter filename extension, such as .doc or .html, so all you see in dialog boxes and Windows Explorer is thisfile instead of thisfile.doc or thisfile.html. The ability to see these filename extensions is essential for working with PHP. Use these instructions to enable the display of filename extensions in Windows 7 and Windows Vista: 1.



Open Start  Computer.



2.



Select Organize  Folder and Search Options.



3.



In the dialog box that opens, select the View tab.



4.



In the Advanced se ttings section, uncheck the box marked Hide e x tensions for known file types.



5.



Click OK.
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Use these instructions in Windows XP: 1.



Open Start  My Computer.



2.



Select Tools  Folder Options.



3.



In the dialog box that opens, select the View tab.



4.



Uncheck the box marked Hide e x tensions for known file types.



5.



Click OK.



I recommend that you leave your computer at this setting because it is more secure—you can tell if a virus writer has attached an .exe or .scr executable file to an innocent-looking document.



Choosing a web server Most PHP installations run on the Apache web server. Both are open source and work well together. However, Windows has its own web server, Internet Information Services (IIS), which also supports PHP. In fact, Microsoft has worked closely with the PHP development team to improve the performance of PHP on IIS to roughly the same level as Apache. So, which should you choose? The answer depends on whether you develop web pages using ASP or ASP.NET, or intend to do so. ASP and ASP.NET require IIS. You can install Apache on the same computer as IIS, but they both listen for requests on port 80. You cant run both servers simultaneously on the same port. Unless you need IIS for ASP or ASP.NET, I recommend that you install Apache, using XAMPP or one of the other popular all-in-one packages, as described in the next section. For instructions on how to install PHP in IIS, skip ahead to “Installing PHP with the Microsoft Web Platform Installer.”



Installing XAMPP on Windows XAMPP installs Apache, PHP, MySQL, phpMyAdmin, and several other tools on your computer in a single operation. Apart from the time it takes to download, the installation process normally takes less than five minutes. Once it has been installed, you need to change a few settings, but most changes can be made through a web interface. XAMPP isnt the only all-in-one package. Two others are WampServer (www.wampserver.com/en/) and EasyPHP (www.easyphp.org). They all install the software you need to develop PHP. The main difference lies in the interface they provide to control the web server and database. The following instructions describe how to install XAMPP:
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In a browser, go to www.apachefriends.org/en/xampp-windows.html#641, and download XAMPP for Windows. Choose the Basic package self-extracting RAR archive.



2.



Close all applications on your computer, and double-click the .exe file you downloaded. A dialog box asks you where you want to install XAMPP. The default is C:\. If you select the default, all the necessary files are extracted to a new folder called C:\xampp.



Download from Wow! eBook 
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3.



At the end of the extraction process, the installer opens a Windows Command Prompt window with a series of questions about installation options. Type y or n, depending on your preference, and press Enter.



4.



After you have set the options, you should see a message telling you that XAMPP is ready. Type 1, and press Enter to start the XAMPP Control Panel (see Figure 2-1).



Figure 2-1. The XAMPP Control Panel 5.



Type x, and press Enter to close the Command Prompt window.



6.



Start Apache and MySQL by clicking the top two Start buttons in the XAMPP Control Panel. FileZilla, Mercury, and Tomcat are not required for a PHP testing environment and are not covered in this book. If the servers start up without error, the control panel should display Running alongside Apache and MySQL, and the labels on the Start buttons should change to Stop, as shown in Figure 2-2.



Figure 2-2. The XAMPP Control Panel confirms the servers are running.
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Troubleshooting If Apache or MySQL fail to start, check the following:



• •



•



•



If Apache reports an error on startup, double-click C:\xampp\apache\logs\error.log in Windows Explorer, and scroll to the bottom of the file to read any error messages. Check that another program isnt using port 80. Your security software should indicate any program that has initiated communication on port 80. This port is used for HTTP (Hypertext Transfer Protocol), so the program is usually web-related. The error log for MySQL is located in the C:\xampp\mysql\data folder. It's in a file that uses the same name as your computer followed by an .err filename extension. Double-click its icon, and select Notepad when prompted to select a program to use. If the error logs dont reveal the cause, try disabling any security software temporarily. If that solves problem, adjust the settings in the security software before re-enabling it.



The Explore button in the XAMPP Control Panel is a quick way to open the xampp folder. The PortCheck button will let you know whats running on each port, so you can see if you have a conflict on port 80.



Configuring XAMPP After installing XAMPP, you need to create a password for the main administrative account in the MySQL database. This is how you do it: 1.



Make sure that Apache and MySQL are running. Launch a browser, type http://localhost/ into the address bar, and press Enter.



2.



You should see a web page offering a choice of languages. Select the language you want to use. This launches the XAMPP welcome screen, as shown in Figure 2-3.



Figure 2-3. The XAMPP Welcome screen
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3.



Click Security in the menu on the left of the screen. This opens a new browser window or tab with a report on your installations security status. Scroll down below the status report, and click the following link: http://localhost/security/xamppsecurity.php. This displays the screen shown in Figure 2-4, which prompts you to create a password for the MySQL superuser, root. Even if you are the only person using the computer, it's good practice to password protect the MySQL database.



4.



Enter your chosen password in both fields. It can contain special characters but should not have any spaces.



Figure 2-4. Setting the MySQL root password in XAMPP. 5.



Immediately below the password fields is a pair of radio buttons that determine how phpMyAdmin connects to MySQL as the root superuser. The default is to store it in a cookie. This is fine for a local development environment.



6.



You are also asked whether to set a random password for the phpMyAdmin pma user. phpMyAdmin uses this for advanced features beyond the scope of this book, but the default Yes is fine.



7.



If you're worried about forgetting the root superuser password, select the check box to store it in a plain text file at C:\xampp\security\mysqlrootpassword.txt. How much of a security risk this represents depends on who else has access to your computer.



8.



After making your choices, click the Password changing button.



Starting Apache and MySQL automatically with XAMPP The Apache web server needs to be running whenever you test your PHP scripts. MySQL also needs to be running if your script accesses a database. Forgetting to switch them on is a common mistake. Apache and MySQL consume few computer resources, so many developers leave them running all the time. To launch them automatically as Windows services each time your computer starts, select the Svc check boxes alongside Apache and MySQL in the XAMPP Control Panel. On the other hand, the XAMPP Control Panel makes it easy to run the servers whenever you need them. The servers take only a few seconds to start and stop, so its up to you if you want to leave them running or only start them when required.
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Congratulations. You now have a working PHP development environment on your computer. Skip to “Checking you PHP settings (Windows and Mac)” later in this chapter.



If you run into problems with installing or running XAMPP, the best place to start looking for answers is in the XAMPP forum at www.apachefriends.org/f/viewforum.php?f=34 .



Installing PHP with the Microsoft Web Platform Installer If you need to use IIS instead of Apache, the easiest way to install PHP is with the Microsoft Web Platform Installer (Web PI). The Web PI automatically downloads the correct version of PHP and integrates it into your IIS server. At the time of this writing, the Web PI doesnt support MySQL or phpMyAdmin, so you need to install them separately afterward. If you havent yet installed IIS or the .NET framework, the Web PI can install them at the same time as PHP. 1.



Download the Web PI from www.microsoft.com/web/downloads/platform.aspx. If you are using Internet Explorer, click Run to install it. Otherwise, save the .exe file to your local computer, and double-click it to install the Web PI. You need to remain online, because the Web PI connects to Microsoft to find the most up-todate components and then asks which ones you want to install (see Figure 2-5).



Figure 2-5. The Microsoft Web Platform Installer makes it easy to integrate PHP in IIS.
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2.



Select Web Platform from the menu on the left. To select the components you want to install, click the Customize link in the relevant section. IIS and ASP are located in the Web Server section. PHP and ASP.NET are in the Frameworks and Runtimes section.



3.



At the time of this writing, the Database section supports only Microsoft SQL Server. If you want to use this database instead of MySQL, you also need to select the Microsoft SQL Server Driver for PHP.



Using PHP with Microsoft SQL Server is beyond the scope of this book. However, the chapters on database connection show how to use PHP Data Objects (PDO), which work with all major databases, including Microsoft SQL Server and MySQL.



4.



After you have made your selections, click Install. The Web PI downloads the necessary components and installs them on your computer.



5.



When the installation is complete, launch your browser, type http://localhost/ in the address bar, and press Enter. In Windows 7, Windows Vista, and other recent versions of Windows, you should see the IIS welcome page.



6.



If this is the first time you have installed IIS, you need to change the permissions on the folder where IIS stores websites:



•



In Windows Explorer, locate C:\inetpub\wwwroot, right-click, and select Properties.



•



Select the Security tab, and click Edit.



•



In the Group Or User Names section at the top of the panel, select IIS_IUSRS, and select the Allow check box for the Write permission in the lower half of the panel.



•



Click OK twice to close the Permissions and Properties panels.



Installing MySQL separately (for IIS only) The Web PI doesnt install MySQL, so you need to download and install it independently. During the configuration process, youre prompted to create a password for the root superuser. This is the main administrative user account in MySQL. Make a note of the password, because you wont be able to access MySQL without it. 1.



Go to the MySQL downloads page at http://dev.mysql.com/downloads/mysql/. Select Microsoft Windows from the Select Platform menu, and download the MSI Installer Essentials for your operating system (there are different versions for 32-bit and 64-bit Windows).



2.



Double-click the installer file, and follow the onscreen instructions. Choose Typical Install.



3.



At the end of the installation process, select the option to configure the MySQL server, and click Finish.
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4.



5.



In the MySQL Server Instance Configuration Wizard, select the following options:



•



Configuration type: Detailed Configuration



•



Server type: Developer Machine



•



Database usage: Multifunctional Database



•



Number of concurrent connections: Decision Support (DSS)/OLAP



•



Networking options: Accept the default settings.



•



Default character set: Accept the default setting.



•



Windows options: Select Install As Windows Service and Include Bin Directory in Windows Path.



•



Security: Enter and confirm a password for the root superuser.



Click Execute to configure MySQL.



Installing phpMyAdmin separately (for IIS only) phpMyAdmin is a web-based front end for MySQL. Use the following instructions to install it in IIS:
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Go to www.phpmyadmin.net/home_page/, and download the latest version of phpMyAdmin.



2.



Unzip the downloaded file. It extracts the contents to a folder called phpMyAdmin-x.x.x, where x represents the version number.



3.



Rename the folder phpMyAdmin, and move it to C:\inetpub\wwwroot\phpmyadmin.



4.



Create a new subfolder called config in C:\inetpub\wwwroot\phpmyadmin.



5.



Open a browser, type http://localhost/phpmyadmin/setup/index.php in the address bar, and press Enter. Ignore any warning about the connection not being secure. It applies only if you are installing phpMyAdmin on a live server on the Internet.



6.



Click the New Server button in the Servers section. This loads a form with most of the necessary information already filled in. Verify the following settings:



•



Server hostname: localhost



•



Server port: Leave blank



•



Server socket: Leave blank



•



Connection type: tcp



•



Authentication type: config



•



User for config auth: root



•



Password for config auth: Enter your MySQL root password.
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7.



Click Save. The next screen will probably warn you that using the config authentication type is not desirable for live hosts. This is not important in a local testing environment. However, if you share the computer with others and want to force users to log into phpMyAdmin, click the Edit link in the Servers section to return to the setup, and select http as the authentication type. You might also see a warning that you didn't set up a phpMyAdmin database. You can set one up later if you decide to use the advanced features of phpMyAdmin.



8.



Scroll down to the Configuration file section near the bottom of the page, and click Save.



9.



Open the config folder in Windows Explorer. You should see a new file called config.inc.php. Move it the main phpmyadmin folder.



10. Delete the config folder. 11. Type http://localhost/phpmyadmin/ in your browser address bar, and press Enter to load phpMyAdmin to verify you have installed it correctly. Congratulations. You now have a working PHP development environment on your computer. Skip to “Checking you PHP settings (Windows and Mac)” later in this chapter.



Setting up on Mac OS X The Apache web server and PHP are preinstalled on Mac OS X, but they are not enabled by default. Rather than using the preinstalled versions, I recommend that you use MAMP, which installs Apache, PHP, MySQL, and phpMyAdmin in a single operation. To avoid conflicts with the preinstalled versions of Apache and PHP, MAMP locates all the applications in a dedicated folder on your hard disk. This makes it easier to uninstall everything by simply dragging the MAMP folder to the Trash if you decide you no longer want MAMP on your computer.



Installing MAMP Before you begin, check that the preinstalled versions of Apache and PHP are not running. You should also be logged into your computer with administrative privileges. 1.



Open System Preferences, and select Sharing in Internet & Ne twork.



2.



Make sure that Web Sharing is not selected. If MySQL is installed on your computer (its not installed by default), make sure its turned off, and deselect the option to launch it when you start your computer.



3.



Go to www.mamp.info/en/downloads/index.html, and select the link for MAMP & MAMP PRO. This downloads a disk image that contains both the free and commercial versions of MAMP.



4.



When the download completes, you will be presented with a license agreement. You must click Agree to continue with mounting the disk image.
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5.



Drag the MAMP folder onto the shortcut icon for the Applications folder.



6.



Verify that MAMP has been copied to your Applications folder, and eject the disk image.



Testing and configuring MAMP By default, MAMP uses nonstandard ports for Apache and MySQL. Unless youre using multiple installations of Apache and MySQL, you should change the port settings. 1.



Double-click the MAMP icon in Applications/MAMP. Your default browser should launch and present you with the MAMP welcome page. Note that the URL in the browser address bar begins with http://localhost:8888. The :8888 indicates that Apache is listening for requests on the nonstandard port 8888.



2.



Minimize the browser, and locate the MAMP control panel (see Figure 2-6), which should be running on your desktop. The green lights alongside Apache Server and MySQL Server indicate that both servers are running.



Figure 2-6. The MAMP control panel 3.
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Click the Preferences button, and select Ports at the top of the panel that opens. It shows Apache and MySQL are running on ports 8888 and 8889 (see Figure 2-7).
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Figure 2-7. Changing the Apache and MySQL ports 4.



Click Set to default Apache and MySQL ports, as shown in Figure 2-7. The numbers change to the standard ports: 80 for Apache and 3306 for MySQL.



5.



Click OK, and enter your Mac password when prompted. MAMP restarts both servers.



If any other program is using port 80, Apache won't restart. If you can't find what's preventing Apache from using port 80, open the MAMP preference panel, and click Reset MAMP ports.



6.



When both lights are green again, click Open start page in the MAMP Control Panel. This reloads the MAMP welcome page into your browser. This time, the URL is likely to have :80 after localhost. Because port 80 is the default, the addition of :80 is unnecessary, so it doesn't matter if it's missing. The only time you need the colon followed by a number is if you use nonstandard ports.



If you were expecting to have to do more, thats all there is to it. The Windows section was longer because of the different options for XAMPP and IIS. If you run into difficulties, the best place to look for help is in the MAMP forum (http://forum.mamp.info/index.php?c=1).



Checking your PHP settings (Windows and Mac) After installing PHP, its a good idea to inspect how it has been configured. In addition to the core features, PHP has a large number of optional extensions. Which ones have been installed depends on the package you chose. XAMPP, MAMP, and the Microsoft Web PI install all the extensions that you need for this book. However, some of the basic configuration settings might be slightly different. To avoid unexpected problems, adjust your PHP configuration to match the settings recommended in the following pages.
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1.



Make sure that Apache or IIS is running on your local computer.



2.



If you installed XAMPP or MAMP, click the phpinfo link in the XAMPP or MAMP welcome page. In XAMPP, its in the menu on the left of the screen. In MAMP, its in the menu at the top of the browser window. Skip to step 6. If you installed PHP in IIS, continue with step 3.



3.



Open Notepad or a script editor, and type the following script: There should be nothing else in the file.



4.



Save the file as phpinfo.php in C:\inetpub\wwwroot.



5.



Type http://localhost/phpinfo.php in your browser address bar, and press Enter. You should see a page similar to Figure 2-8 displaying the version of PHP running in your local testing environment followed by extensive details of your PHP configuration.



Figure 2-8. Running the phpinfo() command displays full details of your PHP configuration.



22



6.



Make a note of the value of Loaded Configuration File. This tells you where to find php.ini, the text file that you need to edit to change most settings in PHP.



7.



Scroll down to the section labeled Core (in PHP 5.2, its called PHP Core), and compare the settings with those recommended in Table 2-1. Make a note of any differences, so you can change them as described later in this chapter.
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Table 2-1. Recommended PHP configuration settings Directive



Local value



Remarks



display_errors



On



Essential for debugging mistakes in your scripts. If set to Off, some errors result in a completely blank screen, leaving you clueless as to the possible cause.



error_reporting



32767



This sets error reporting to the highest level. In PHP 5.2, the value should be 6143.



file_uploads



On



Allows you to use PHP to upload files to a website.



log_errors



Off



With display_errors set on, you dont need to fill your hard disk with an error log.



magic_quotes_gpc



Off



See “Eliminating magic quotes.”



8.



The rest of the configuration page shows you which PHP extensions are enabled. Although the page seems to go on forever, theyre all listed in alphabetical order after Core (or PHP Core). To work with this book, make sure the following extensions are enabled:



• • • • • • •



gd: Enables PHP to generate and modify images and fonts. mbstring: Provides multilingual support. mysqli: Connects to MySQL (note the “i,” which stands for “improved” and distinguishes this extension from the older mysql one, which should no longer be used). PDO: Provides software-neutral support for databases (optional). pdo_mysql: Alternative method of connecting to MySQL (optional). session: Sessions maintain information associated with a user and are used, among other things, for user authentication. SPL: This is the Standard PHP Library, which improves performance with loops and file manipulation.



If you installed XAMPP, MAMP, or used the Microsoft Web PI to install PHP, all the extensions listed here should be enabled. If you used a different method to install PHP, and any of the extensions are missing from your setup, you need to upgrade your PHP testing environment. You should also run phpinfo() on your remote server to check which features are enabled. If the listed extensions arent supported, some of the code in this book wont work when you upload your files to your website. PDO and pdo_mysql arent always enabled on shared hosting, but you can use mysqli instead. The advantage of PDO is that its software-neutral, so you can adapt scripts to work with a database other than MySQL by changing only one or two lines of code. Using mysqli ties you to MySQL. If any of the Core settings in your setup are different from the recommendations in Table 2-1, you need to edit the PHP configuration file, php.ini, as described in “Editing php.ini.” Before doing so, read the next section about magic quotes, because it might influence which setting you use for magic_quotes_gpc.
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Eliminating magic quotes Quotation marks need special handling when querying a database, so the developers of PHP had what they thought was the brilliant idea to insert a backslash automatically in front of single and double quotes in text submitted from an online form. They called this idea magic quotes. For a while, most people were happy. It was good magic; it made life easier for beginners and went a long way toward solving security problems. Then, people realized magic quotes didnt really do the job properly. Worse, they littered dynamically generated text with unsightly backslashes. Eventually, it was decided that magic quotes should have no future in PHP; but by then, the damage had already been done. Countless scripts that rely on magic quotes had already been deployed on websites. Simply removing the feature would cause mayhem. So, magic quotes are being phased out gradually. In PHP 5.3, magic quotes are disabled by default, but system administrators can still turn them back on. However, that wont be possible in the next major version of PHP. The feature will no longer exist. Because magic quotes are destined for the chop, all the scripts in this book are written on the assumption that magic_quotes_gpc in your PHP configuration is set to Off. However, that presents a problem if the setting on your remote server is On. To find out whether your remote server has magic quotes on or off, upload phpinfo.php from the ch02 folder to your website. This contains a single-line script that displays your PHP configuration. Load the page into a browser, and find the line indicated in Figure 2-9. Its in the section labeled Core close to the top of the page.



Figure 2-9. Checking whether magic quotes are enabled



Delete phpinfo.php , or move it to a password-protected folder after checking your remote servers settings. Leaving it publicly accessible exposes details that malicious users might try to exploit.



If the value of magic_quotes_gpc is Off, youre in luck. Just check that its also turned off in your testing environment. If the value of magic_quotes_gpc is On, you need to turn off magic quotes. There are three ways to do so, as follows:



•
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If your hosting company allows you to edit php.ini, the PHP configuration file, this is the best option. Change the value of magic_quotes_gpc from On to Off, and restart the web server. Some companies allow you to make changes through a web interface, but you might need to edit the configuration file manually in a text editor.
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•



•



If you dont have control over the settings in php.ini, but your hosting company uses Apache and allows you to control your configuration with an .htaccess file, add the following line to the .htaccess file in the top-level folder of your website: php_flag magic_quotes_gpc Off If neither option is available, you need to include nuke_magic_quotes.php at the beginning of all scripts that process the input of online forms. The file contains a script that strips the backslashes from form input. Chapter 4 describes how to include external scripts in PHP.



Using nuke_magic_quotes.php is inefficient. If you cant edit php.ini or use an .htaccess file, ask your hosting company if you can transfer to a server where magic quotes are disabled.



If you cant turn off magic quotes on your remote server, make sure magic_quotes_gpc is set to On in your local testing environment.



Editing php.ini The PHP configuration file, php.ini, is a very long file, which tends to unnerve newcomers to programming, but theres nothing to worry about. Its written in plain text, and one reason for its length is that it contains copious comments explaining the various options. That said, its a good idea to make a backup copy before editing php.ini in case you make a mistake. How you open php.ini for editing depends on your operating system and how you installed PHP:



• •



•



If you used an all-in-one package, such as XAMPP, on Windows, double-click php.ini in Windows Explorer. The file opens automatically in Notepad. If you installed PHP using the Microsoft Web PI, php.ini is normally located in a subfolder of Program Files. Although you can open php.ini by double-clicking it, you wont be able to save any changes you make. Instead, select Start  All Programs  Accessories, rightclick Notepad, and select Run as Administrator from the context menu. Inside Notepad, select File  Open, and set the option to display All Files (*.*). Navigate to the folder where php.ini is located, select the file, and click Open. On Mac OS X, php.ini is displayed in Finder as an executable file. Use a text editor, such as BBEdit or TextWrangler (both available from www.barebones.com), to open php.ini.



Lines that begin with a semicolon (;) are comments. The lines you need to edit do not begin with a semicolon. Use your text editors Find functionality to locate the directives you need to change to match the recommended settings in Table 2-1. Most directives are preceded by one or more examples of how they should be set. Make sure you dont edit one of the commented examples by mistake. For directives that use On or Off, just change the value to the recommended one. For example, if you need to turn on the display of error messages, edit this line: display_errors = Off Change it to this:
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display_errors = On To set the level of error reporting, you need to use PHP constants, which are written in uppercase and are case-sensitive. For PHP 5.3, the directive should look like this: error_reporting = E_ALL | E_STRICT The character between E_ALL and E_STRICT is a vertical pipe. On most keyboards, you insert it by holding down the Shift key and typing a backslash. To set the level of error reporting on PHP 5.2, use this: error_reporting = E_ALL After editing php.ini, save the file, and restart Apache or IIS for the changes to take effect. If the web server wont start, check the log files, as described earlier in this chapter, and be thankful you followed the advice to make a backup of php.ini before editing it. Start again with a fresh copy of php.ini, and check your edits carefully.



Where to locate your PHP files You need to create your files in a location where the web server can process them. Normally, this means that the files should be in the servers document root or a subfolder of the document root. The default location of the document root for the most common setups is as follows:



• • • • •



XAMPP: C:\xampp\htdocs WampServer: C:\wamp\www EasyPHP: C:\EasyPHP\www IIS: C:\inetpub\wwwroot MAMP: Macintosh HD:Applications:MAMP:htdocs



To view a PHP page, you need to load it in a browser using a URL. The URL for the web servers document root in your local testing environment is http://localhost/. If you store the files for this book in a subfolder of the document root called phpsols, the URL is http://localhost/phpsols/ followed by the name of the folder (if any) and file. If your web server uses a nonstandard port, add the port number preceded by a colon after localhost. For example, if you installed MAMP and decided against using the default Apache and MySQL ports, use http://localhost:8888/ instead of http://localhost/.
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In some rare cases, you might need to use http://127.0.0.1/ instead of http://localhost/. 127.0.0.1 is the loopback IP address all computers use to refer to the local machine. The alternative to storing your PHP files in the web servers document root is to use virtual hosts. A virtual host creates a unique address for each site and is how hosting companies manage shared hosting. Setting up virtual hosts involves editing one of your computers system files to register the host name on your local machine. You also need to tell the web server in your local testing environment where the files are located. The process isnt difficult, but it needs to be done each time you set up a new virtual host. The advantage of setting up each site in a virtual host is that it matches more accurately the structure of a live website. However, when learning PHP, its probably more convenient to use a subfolder of your testing servers document root. Once you have gained experience with PHP, you can advance to using virtual hosts. Instructions for setting up virtual hosts in Apache are on my website at the following addresses:



• •



Windows: http://foundationphp.com/tutorials/apache22_vhosts.php MAMP: http://foundationphp.com/tutorials/vhosts_mamp.php



Creating a new website in IIS on Windows 7 and Windows Vista is the equivalent of creating a virtual host. The first stage involves editing the hosts file in C:\Windows\System32\drivers\etc in the same way as described on my website for setting up a virtual host on Apache. Then register the new site in Internet Information Services (IIS) Manager by selecting Sites in the Connections panel. Right-click and select Add Web Site. IIS on Windows XP does not support more than one website. You can store files in a virtual directory, but the URL remains http://localhost/foldername/.



Remember to start the web server in your testing environment to view PHP pages.



Whats next? Now that youve got a working test bed for PHP, youre no doubt raring to go. The last thing I want to do is dampen any enthusiasm, but before using any PHP in a live website, its important to have a basic understanding of the basic rules of the language. So before jumping into the really cool stuff, the next chapter explains how to write PHP. Dont skip it—its really important stuff. You may also be pleasantly surprised at how few rules there are.
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How to Write PHP Scripts If youre the sort of person who runs screaming at the sight of code, this is probably going to be the chapter you enjoy least, but its an important one—and Ive tried to make it as user friendly as possible. Ive divided this chapter into two parts: the first section offers a quick overview of how PHP works and gives you the basic rules; the second section goes into more detail. Depending on your style of working, you can read just the first section and come back to the more detailed parts later, or you can read the chapter straight through. However, dont attempt to memorize everything at one sitting. The best way to learn anything is by doing it. Coming back to the second part of the chapter for a little information at a time is likely to be much more effective. If youre already familiar with PHP, you may want to skim through the main headings to see what this chapter contains and brush up your knowledge on any aspects that youre a bit hazy about. This chapter covers:



• • • • • • • • •



Understanding how PHP is structured Embedding PHP in a web page Storing data in variables and arrays Getting PHP to make decisions Looping through repetitive tasks Using functions for preset tasks Understanding PHP objects and classes Displaying PHP output Understanding PHP error messages
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PHP: The big picture At first glance, PHP code can look quite intimidating, but once you understand the basics, youll discover that the structure is remarkably simple. If you have worked with any other computer language, such as JavaScript or ActionScript, youll find they have a lot in common. Every PHP page must have the following:



• •



The correct filename extension, usually .php Opening and closing PHP tags surrounding each block of PHP code (although the closing PHP tag can be omitted in certain circumstances)



A typical PHP page will use some or all of the following elements:



• • • • •



Variables to act as placeholders for unknown or changing values Arrays to hold multiple values Conditional statements to make decisions Loops to perform repetitive tasks Functions or objects to perform preset tasks



Lets take a quick look at each of these in turn, starting with the filename and the opening and closing tags.



Telling the server to process PHP PHP is a server-side language. This means that the web server processes your PHP code and sends only the results—usually as HTML—to the browser. Because all the action is on the server, you need to tell it that your pages contain PHP code. This involves two simple steps, namely:



• •



Give every page a PHP filename extension—the default is .php. Do not use anything other than .php unless you are told to specifically by your hosting company. Enclose all PHP code within PHP tags.



The opening tag is . If you put the tags on the same line as surrounding code, there doesnt need to be a space before the opening tag or after the closing one, but there must be a space after the php in the opening tag like this: This is HTML with embedded PHP.
 When inserting more than one line of PHP, its a good idea to put the opening and closing tags on separate lines for the sake of clarity. You may come across tag. If the PHP code produces any output, its inserted at that point.



You can have multiple PHP code blocks on a page, but they cannot be nested inside each other.



Figure 3-1 shows a block of PHP code embedded in an ordinary web page and what it looks like in a browser and in a page source view after it has been passed through the PHP engine. The code calculates the current year, checks whether its different from a fixed year (represented by $startYear in line 26 of the code on the left of the figure), and displays the appropriate year range in a copyright statement. As you can see from the page source view at the bottom right of the figure, theres no trace of PHP in whats sent to the browser.



Figure 3-1. The PHP code remains on the server; only the output is sent to the browser.



PHP doesnt always produce direct output for the browser. It may, for instance, check the contents of form input before sending an email message or inserting information into a database. So some code blocks are placed above or below the main HTML code, or in external files. Code that produces direct output, however, always goes where you want the output to be displayed.



Storing PHP in an external file As well as embedding PHP in HTML, its common practice to store frequently used code in separate files. When a file contains only PHP code, the opening tag is
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optional. In fact, the recommended practice is to leave out the closing PHP tag. However, you must use the closing ?> tag if the external file contains HTML after the PHP code.



Using variables to represent changing values The code in Figure 3-1 probably looks like an awfully long-winded way to display a range of years. Surely its much simpler to just type out the actual dates? Yes, it is, but the PHP solution saves you time in the long run. Instead of you needing to update the copyright statement every year, the PHP code does it automatically. You write the code once and forget it. Whats more, as youll see in the next chapter, if you store the code in an external file, any changes to the external file are reflected on every page of your site. This ability to display the year automatically relies on two key aspects of PHP: variables and functions. As the name suggests, functions do things; they perform preset tasks, such as getting the current date and converting it into human readable form. Ill cover functions a little later, so lets take variables first. The script in Figure 3-1 contains two variables: $startYear and $thisYear.



A variable is simply a name that you give to something that may change or that you dont know in advance. Variables in PHP always begin with $ (a dollar sign).



Although the concept of variables sounds abstract, we use variables all the time in everyday life. When you meet somebody for the first time, one of the first things you ask is “Whats your name?” It doesnt matter whether the person youve just met is Tom, Dick, or Harry, the word “name” remains constant. Similarly, with your bank account, money goes in and out all of the time (mostly out, it seems), but as Figure 3-2 shows, it doesnt matter whether youre scraping the bottom of the barrel or as rich as Croesus, the amount available is always referred to as the balance.



Figure 3-2. The balance on your bank statement is an everyday example of a variable—the name stays the same, even though the value may change from day to day. So, “name” and “balance” are everyday variables. Just put a dollar sign in front of them, and you have two ready-made PHP variables, like this: $name $balance Simple.
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Naming variables You can choose just about anything you like as the name for a variable, as long as you keep the following rules in mind:



• • • •



Variables always begin with a dollar sign ($). The first character after the dollar sign cannot be a number. No spaces or punctuation marks are allowed, except for the underscore (_). Variable names are case-sensitive: $startYear and $startyear are not the same.
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When choosing names for variables, it makes sense to choose something that tells you what its for. The variables youve seen so far—$startYear, $thisYear, $name, and $balance—are good examples. Because you cant use spaces in variable names, its a good idea to capitalize the first letter of the second or subsequent words when combining them (sometimes called camel case). Alternatively, you can use an underscore ($start_year, $this_year, etc.). Technically speaking, you can use an underscore as the first character after the dollar sign, but starting a variable name with an underscore is normally reserved for special situations, such as creating protected properties in a class (you'll learn about protected properties in Chapter 6). PHP predefined variables (e.g., the superglobal arrays described a little later in this chapter) also begin with an underscore. Dont try to save time by using really short variables. Using $sy, $ty, $n, and $b instead of the more descriptive ones makes code harder to understand—and that makes it hard to write. More important, it makes errors more difficult to spot. As always, there are exceptions to a rule. By convention, $i, $j, and $k are frequently used to keep count of the number of times a loop has run; and $e is used in error checking. Youll see examples of these later in this chapter.



Although you have considerable freedom in the choice of variable names, you cant use $this , because it has a special meaning in PHP object-oriented programming. Its also advisable to avoid using any of the keywords listed at http://docs.php.net/manual/en/reserved.php .



Assigning values to variables Variables get their values from a variety of sources, including the following:



• • • • •



User input through online forms A database An external source, such as a news feed or XML file The result of a calculation Direct inclusion in the PHP code



Wherever the value comes from, its always assigned with an equal sign (=), like this: $variable = value ; The variable goes on the left of the equal sign, and the value goes on the right. Because it assigns a value, the equal sign is called the assignment operator. Familiarity with the equal sign from childhood makes it difficult to get out of the habit of thinking that it means “is equal to.” However, PHP uses two equal signs (==) to signify equality. This is one of the biggest
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causes of beginner mistakes—and it often catches more experienced developers, too. The difference between = and == is covered in more detail later in this chapter.



Ending commands with a semicolon PHP is written as a series of commands or statements. Each statement normally tells the PHP engine to perform a particular action, and it must always be followed by a semicolon, like this: As with all rules, there is an exception: you can omit the semicolon if theres only one statement in the code block. However, dont do it. Unlike JavaScript or ActionScript, PHP wont automatically assume there should be a semicolon at the end of a line if you miss it out. This has a nice side-effect: you can spread long statements over several lines and lay out your code for ease of reading. PHP, like HTML, ignores whitespace in code. Instead, it relies on semicolons to indicate where one command ends and the next one begins.



Using a semicolon at the end of a PHP statement (or command) is always right. A missing semicolon will bring your script to a grinding halt.



Commenting scripts PHP treats everything between the opening and closing PHP tags as statements to be executed, unless you tell it not to do so by marking a section of code as a comment. The following three reasons explain why you may want to do this:



• • •



To insert a reminder of what the script does To insert a placeholder for code to be added later To disable a section of code temporarily



When a script is fresh in your mind, it may seem unnecessary to insert anything that isnt going to be processed. However, if you need to revise the script several months later, youll find comments much easier to read than trying to follow the code on its own. Comments are also vital when youre working in a team. They help your colleagues understand what the code is intended to do. During testing, its often useful to prevent a line of code, or even a whole section, from running. PHP ignores anything marked as a comment, so this is a useful way of turning on and off code. There are three ways of adding comments: two for single-line comments and one for comments that stretch over several lines.
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Single-line comments The most common method of adding a single-line comment is to precede it with two forward slashes, like this: // this is a comment and will be ignored by the PHP engine PHP ignores everything from the double slashes to the end of the line, so you can also place comments alongside code (but only to the right): $startYear = 2006; // this is a valid comment Comments arent PHP statements, so they dont end with a semicolon. But dont forget the semicolon at the end of a PHP statement thats on the same line as a comment. An alternative style uses the hash or pound sign (#) like this: # this is another type of comment that will be ignored by the PHP engine $startYear = 2006; # this also works as a comment Because # stands out prominently when several are used together, this style of commenting often indicates sections of a longer script, like this: ################## ## Menu section ## ##################



Multiline comments For a comment to stretch over several lines, use the same style of comments as in Cascading Style Sheets (CSS), JavaScript, and ActionScript. Anything between /* and */ is treated as a comment, like this: /* This is a comment that stretches over several lines. It uses the same beginning and end markers as in CSS. */ Multiline comments are particularly useful when testing or troubleshooting, as they can be used to disable long sections of script without the need to delete them.



A combination of good comments and well-chosen variable names makes code easier to understand and maintain.



Using arrays to store multiple values In common with other computing languages, PHP lets you store multiple values in a special type of variable called an array. The simple way of thinking about arrays is that theyre like a shopping list. Although each item might be different, you can refer to them collectively by a single name. Figure 3-3 demonstrates this concept: the variable $shoppingList refers collectively to all five items—wine, fish, bread, grapes, and cheese.
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Figure 3-3. Arrays are variables that store multiple items, just like a shopping list. Individual items—or array elements—are identified by means of a number in square brackets immediately following the variable name. PHP assigns the number automatically, but its important to note that the numbering always begins at 0. So the first item in the array, wine in our example, is referred to as $shoppingList[0], not $shoppingList[1]. And although there are five items, the last one (cheese) is $shoppingList[4]. The number is referred to as the array key or index, and this type of array is called an indexed array. PHP uses another type of array, in which the key is a word (or any combination of letters and numbers). For instance, an array containing details of this book might look like this: $book['title'] = 'PHP Solutions: Dynamic Web Design Made Easy, Second Edition'; $book['author'] = 'David Powers'; $book['publisher'] = 'friends of ED'; $book['ISBN'] = '978-1-4302-3249-0'; This type of array is called an associative array. Note that the array key is enclosed in quotes (single or double, it doesnt matter). It mustnt contain any spaces or punctuation, except for the underscore. Arrays are an important—and useful—part of PHP. Youll use them a lot, starting with the next chapter, when youll store details of images in an array to display a random image on a web page. Arrays are also used extensively with a database, as you fetch the results of a search in a series of arrays. You can learn the various ways of creating arrays in the second half of this chapter.



PHPs built-in superglobal arrays PHP has several built-in arrays that are automatically populated with really useful information. They are called superglobal arrays, and all begin with a dollar sign followed by an underscore. Two that you will meet frequently are $_POST and $_GET. They contain information passed from forms through the Hypertext Transfer Protocol (HTTP) post and get methods, respectively. The superglobals are all
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associative arrays, and the keys of $_POST and $_GET are automatically derived from the names of form elements. Lets say you have a text input field called address in a form; PHP automatically creates an array element called $_POST['address'] when the form is submitted by the post method or $_GET['address'] if you use the get method. As Figure 3-4 shows, $_POST['address'] contains whatever value a visitor enters in the text field, enabling you to display it onscreen, insert it in a database, send it to your email inbox, or do whatever you want with it.



Figure 3-4. You can retrieve the values of user input through the $_POST array, which is created automatically when a form is submitted using the post method. Youll work with the $_POST array in Chapter 5, when you send the content of an online feedback form by email to your inbox. Other superglobal arrays that youll use in this book are $_SERVER, to get information from the web server in Chapters 4, 12, and 13, $_FILES to upload files to your website in Chapter 6, and $_SESSION, to create a simple login system in Chapters 9 and 17.



Dont forget that PHP is case-sensitive. All superglobal array names are written in uppercase. $_Post or $_Get , for example, wont work.



Understanding when to use quotes If you look closely at the PHP code block in Figure 3-1, youll notice that the value assigned to the first variable isnt enclosed in quotes. It looks like this: $startYear = 2006; Yet all the examples in “Using arrays to store multiple values” did use quotes, like this: $book['title'] = 'PHP Solutions: Dynamic Web Design Made Easy, Second Edition'; The simple rules are as follows:



• •



Numbers: No quotes Text: Requires quotes



As a general principle, it doesnt matter whether you use single or double quotes around text—or a string, as text is called in PHP and other computer languages. The situation is actually a bit more complex than that, as explained in the second half of this chapter, because theres a subtle difference in the way single and double quotes are treated by the PHP engine.



The word “string” is borrowed from computer and mathematical science, where it means a sequence of simple objects—in this case, the characters in text.
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The important thing to remember for now is that quotes must always be in matching pairs. This means you need to be careful about including apostrophes in a single-quoted string or double quotes in a doublequoted string. Take a look at the following line of code: $book['description'] = 'This is David's latest book on PHP.'; At first glance, there seems nothing wrong with it. However, the PHP engine sees things differently from the human eye, as Figure 3-5 demonstrates.



Figure 3-5. An apostrophe inside a single-quoted string confuses the PHP engine. There are two ways around this problem:



• •



Use double quotes if the text includes any apostrophes. Precede apostrophes with a backslash (this is known as escaping).



So, either of the following is acceptable: $book['description'] = "This is David's latest book on PHP."; $book['description'] = 'This is David\\ 's latest book on PHP.'; The same applies with double quotes in a double-quoted string (although with the rules reversed). The following code causes a problem: $play = "Shakespeare's "Macbeth""; In this case, the apostrophe is fine, because it doesnt conflict with the double quotes, but the opening quotes in front of Macbeth bring the string to a premature end. To solve the problem, either of the following is acceptable: $play = 'Shakespeare\'s "Macbeth"'; $play = "Shakespeare's \"Macbeth\""; In the first example, the entire string has been enclosed in single quotes. This gets around the problem of the double quotes surrounding Macbeth but introduces the need to escape the apostrophe in Shakespeares. The apostrophe presents no problem in a double-quoted string, but the double quotes around Macbeth both need to be escaped. So, to summarize:



• • •
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Single quotes and apostrophes are fine inside a double-quoted string. Double quotes are fine inside a single-quoted string. Anything else must be escaped with a backslash.
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The key is to remember that the outermost quotes must match. My preference is to use single quotes and to reserve double quotes for situations where they have a special meaning, as described in the second half of this chapter.



Special cases: true, false, and null Although text should be enclosed in quotes, three special cases—true, false, and null—should never be enclosed in quotes unless you want to treat them as genuine text (or strings). The first two mean what you would expect; the last one, null, means “nothing” or “no value.”



Technically speaking, true and false are Boolean values. The name comes from a nineteenthcentury mathematician, George Boole, who devised a system of logical operations that subsequently became the basis of much modern-day computing. Its a complicated subject, but you can find out more at http://en.wikipedia.org/wiki/Boolean_logic. For most people, its sufficient to know that Boolean means true or false .



As the next section explains, PHP makes decisions on the basis of whether something equates to true or false. Putting quotes around false has surprising consequences. The following code $OK = false; does exactly what you expect: it makes $OK false. Now, take a look at this: $OK = 'false'; This does exactly the opposite of what you might expect: it makes $OK true! Why? Because the quotes around false turn it into a string, and PHP treats strings as true. (Theres a more detailed explanation in “The truth according to PHP” in the second half of this chapter.) The other thing to note about true, false, and null is that they are case-insensitive. The following examples are all valid: $OK = TRUE; $OK = tRuE; $OK = true; So, to recap: PHP treats true, false, and null as special cases.



• •



Dont enclose them in quotes. They are case-insensitive.



Making decisions Decisions, decisions, decisions . . . Life is full of decisions. So is PHP. They give it the ability to display different output according to circumstances. Decision-making in PHP uses conditional statements. The most common of these uses if and closely follows the structure of normal language. In real life, you may be faced with the following decision (admittedly not very often if you live in Britain): if the weathers hot, Ill go to the beach.
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In PHP pseudo-code, the same decision looks like this: if ( the weather's hot ) { I'll go to the beach ; } The condition being tested goes inside parentheses, and the resulting action goes between curly braces. This is the basic decision-making pattern: if ( condition is true ) { // code to be executed if condition is true }



Confusion alert: I mentioned earlier that statements must always be followed by a semicolon. This applies only to the statements (or commands) inside the curly braces. Although called a conditional statement, this decision-making pattern is one of PHPs control structures, and it shouldnt be followed by a semicolon. Think of the semicolon as a command that means “do it.” The curly braces surround the command statements and keep them together as a group.



The code inside the curly braces is executed only if the condition is true. If its false, PHP ignores everything between the braces and moves on to the next section of code. How PHP determines whether a condition is true or false is described in the following section. Sometimes, the if statement is all you need, but you often want a default action to be invoked if the condition isnt met. To do this, use else, like this: if ( condition is true ) { // code to be executed if condition is true } else { // default code to run if condition is false } What if you want more alternatives? One way is to add more conditional statements like this: if ( condition is true ) { // code to be executed if condition is true } else { // default code to run if condition is false } if ( second condition is true ) { // code to be executed if second condition is true } else { // default code to run if second condition is false } However, its important to realize that both conditional statements will be run. If you want only one code block to be executed, use elseif like this: if ( condition is true ) { // code to be executed if first condition is true
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} elseif ( second condition is true ) { // code to be executed if first condition fails // but second condition is true } else { // default code if both conditions are false } You can use as many elseif clauses in a conditional statement as you like. Its important to note that only the first one that equates to true will be executed; all others will be ignored, even if theyre also true. This means you need to build conditional statements in the order of priority that you want them to be evaluated. Its strictly a first-come, first-served hierarchy.



Although elseif is normally written as one word, you can use else if as separate words.



An alternative decision-making structure, the switch statement, is described in the second half of this chapter.



Making comparisons Conditional statements are interested in only one thing: whether the condition being tested equates to true. If its not true, it must be false. Theres no room for half-measures or maybes. Conditions often depend on the comparison of two values. Is this bigger than that? Are they both the same? And so on. To test for equality, PHP uses two equal signs (==) like this: if ($status == 'administrator') { // send to admin page } else { // refuse entry to admin area }



Dont use a single equal sign in the first line ( $status = 'administrator' ). Doing so will open the admin area of your website to everyone. Why? Because this automatically sets the value of $status to administrator ; it doesnt compare the two values. To compare values, you must use two equal signs. Its an easy mistake to make, but one with potentially disastrous consequences.



Size comparisons are performed using the mathematical symbols for less than (). Lets say youre checking the size of a file before allowing it to be uploaded to your server. You could set a maximum size of 50kB like this (1 kilobyte = 1024 bytes): if ($bytes > 51200) { // display error message and abandon upload } else { // continue upload } You can test for multiple conditions simultaneously. Details are in the second half of this chapter.
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Using indenting and whitespace for clarity Indenting code helps to keep statements in logical groups, making it easier to understand the flow of the script. There are no fixed rules; PHP ignores any whitespace inside code, so you can adopt any style you like. The important thing is to be consistent so that you can spot anything that looks out of place. The limited width of the printed page means that I normally use just two spaces to indent code in this book, but most people find that tabbing four or five spaces makes for the most readable code. Perhaps the biggest difference in styles lies in the way individual developers arrange curly braces. I put the opening curly brace of a code block on the same line as the preceding code, and put the closing brace on a new line after the code block, like this: if ($bytes > 51200) { // display error message and abandon upload } else { // continue upload } However, others prefer this style: if ($bytes > 51200) { // display error message and abandon upload } else { // continue upload } The style isnt important. What matters is that your code is consistent and easy to read.



Using loops for repetitive tasks Loops are huge time-savers because they perform the same task over and over again, yet involve very little code. Theyre frequently used with arrays and database results. You can step through each item one at a time looking for matches or performing a specific task. Loops are particularly powerful in combination with conditional statements, allowing you to perform operations selectively on a large amount of data in a single sweep. Loops are best understood by working with them in a real situation, but details of all looping structures, together with examples, are in the second half of this chapter.



Using functions for preset tasks As I mentioned earlier, functions do things . . . lots of things, mind-bogglingly so in PHP. A typical PHP setup gives you access to several thousand built-in functions. Dont worry: youll only ever need to use a handful, but its reassuring to know that PHP is a full-featured language capable of industrial-strength applications. The functions youll be using in this book do really useful things, such as get the height and width of an image, create thumbnails from existing images, query a database, send email, and much, much more. You can identify functions in PHP code because theyre always followed by a pair of parentheses. Sometimes, the parentheses are empty, as in the case of phpversion(), which you used in phptest.php in the
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previous chapter. Often, though, the parentheses contain variables, numbers, or strings, like this line of code from the script in Figure 3-1: $thisYear = date('Y'); This calculates the current year and stores it in the variable $thisYear. It works by feeding the string 'Y' to the built-in PHP function date(). Placing a value between the parentheses like this is known as passing an argument to a function. The function takes the value in the argument and processes it to produce (or return) the result. For instance, if you pass the string 'M' as an argument to date() instead of 'Y', it will return the current month as a three-letter abbreviation (e.g., Mar, Apr, May). As the following example shows, you capture the result of a function by assigning it to a suitably named variable: $thisMonth = date('M'); The date() function is covered in depth in Chapter 14. Some functions take more than one argument. When this happens, separate the arguments with commas inside the parentheses, like this:



Download from Wow! eBook 



$mailSent = mail($to, $subject, $message); It doesnt take a genius to work out that this sends an email to the address stored in the first argument, with the subject line stored in the second argument, and the message stored in the third one. Youll see how this function works in Chapter 5.



Youll often come across the term “parameter” in place of “argument.” There is a technical difference between the two words, but for all practical purposes, they are interchangeable.



As if all the built-in functions werent enough, PHP lets you build your own custom functions. Even if you dont relish the idea of creating your own, throughout this book youll use some that I have made. You use them in exactly the same way.



Understanding PHP classes and objects Functions and variables give PHP tremendous power and flexibility, but classes and objects take the language to an even higher level. Classes are the fundamental building blocks of object-oriented programming (OOP), an approach to programming thats designed to make code reusable and easier to maintain. PHP isnt an object-oriented language, but it has supported OOP since version 3. Unfortunately, PHPs original implementation of OOP had severe shortcomings. The problems were rectified in PHP 5, but in a way that was incompatible with PHP 4, slowing down widespread adoption of OOP in PHP. Now that PHP 4 is no longer supported, use of classes and objects is likely to increase significantly. In fact, youll start building classes in Chapter 6. An object is a sophisticated data type that can store and manipulate values. A class is the code that defines an objects features and can be regarded as a blueprint for making objects. Among PHPs many built-in classes, two of particular interest are the DateTime and DateTimeZone classes, which deal with dates and time zones. Two other classes that youll use in this book are MySQLi and PDO, which are used for communicating with databases.
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To create an object, you use the new keyword with the class name like this: $now = new DateTime(); This creates an instance of the DateTime class and stores it in a DateTime object called $now. What distinguishes this from the date() function in the preceding section is that a DateTime object is aware not only of the date and time it was created but also of the time zone used by the web server. The date() function, on the other hand, simply generates a number or string containing the date formatted according to the arguments passed to it. In the preceding example, no arguments were passed to the class, but classes can take arguments in the same way as functions, as youll see in the next example. Most classes also have properties and methods, which are similar to variables and functions, except that theyre related to a particular instance of a class. For example, you can use the DateTime classs methods to change certain values, such as the month, year, or time zone. A DateTime object is also capable of performing date calculations, which are much more complicated using ordinary functions. You access an objects properties and methods using the -> operator. To reset the time zone of a DateTime object, pass a DateTimeZone object as an argument to the setTimezone() method like this: $westcoast = new DateTimeZone('America/Los_Angeles'); $now->setTimezone($westcoast); This resets the date and time stored in $now to the current date and time in Los Angeles, regardless of where the web server is located, automatically making any adjustments for daylight saving time. The DateTime and DateTimeZone classes dont have properties, but you access an objects properties using the -> operator in the same way like this: $someObject->propertyName Dont worry if you find the concepts of objects, properties, and methods difficult to grasp. All you need to know is how to instantiate objects with the new keyword and how to access properties and methods with the -> operator.



For an in-depth discussion of OOP in PHP with extensive hands-on examples, see my book PHP Object-Oriented Solutions (friends of ED, 2008, ISBN: 978-1-4302-1011-5).



Displaying PHP output Theres not much point in all this wizardry going on behind the scenes unless you can display the results in your web page. There are two ways of doing this in PHP: using echo or print. There are some subtle differences between the two, but they are so subtle, you can regard echo or print as identical. I prefer echo for the simple reason that its one fewer letter to type. You can use echo with variables, numbers, and strings. Simply put it in front of whatever you want to display, like this: $name = 'David'; echo $name; // displays David echo 5; // displays 5
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echo 'David'; // displays David The important thing to remember about echo and print, when using them with a variable, is that they work only with variables that contain a single value. You cannot use them to display the contents of an array or of a database result. This is where loops are so useful: you use echo or print inside the loop to display each element individually. You will see plenty of examples of this in action throughout the rest of the book. You may see scripts that use parentheses with echo and print, like this: echo('David'); // displays David The parentheses make no difference. Unless you enjoy typing for the sake of it, leave them out.



Joining strings together PHP has a rather unusual way of joining strings (text). Although many other computer languages use the plus sign (+), PHP uses a period, dot, or full stop (.) like this: $firstName = 'David'; $lastName = 'Powers'; echo $firstName.$lastName; // displays DavidPowers As the comment in the final line of code indicates, when two strings are joined like this, PHP leaves no gap between them. Dont be fooled into thinking that adding a space after the period will do the trick. It wont. You can put as much space on either side of the period as you like; the result will always be the same, because PHP ignores whitespace in code. In fact, its recommended to leave a space on either side of the period for readability. To display a space in the final output, you must either include a space in one of the strings or insert the space as a string in its own right, like this: echo $firstName . ' ' . $lastName; // displays David Powers



The period—or concatenation operator, to give it its correct name—can be difficult to spot among a lot of other code. Make sure the font size in your script editor is large enough to read without straining to see the difference between periods and commas.



Working with numbers PHP can do a lot with numbers—from simple addition to complex math. The second half of this chapter contains details of the arithmetic operators you can use with PHP. All you need to remember at the moment is that numbers mustnt contain any punctuation other than a decimal point. PHP will choke if you feed it numbers that contain commas (or anything else) as the thousands separator.



Understanding PHP error messages Error messages are an unfortunate fact of life, so you need to understand what theyre trying to tell you. The following illustration shows a typical error message.
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The first thing to realize about PHP error messages is that they report the line where PHP discovered a problem. Most newcomers—quite naturally—assume thats where theyve got to look for their mistake. Wrong . . . What PHP is telling you most of the time is that something unexpected has happened. In other words, the mistake lies before that point. The preceding error message means that PHP discovered an echo command where there shouldnt have been one. (Error messages always prefix PHP elements with T_, which stands for token. Just ignore it.) Instead of worrying what might be wrong with the echo command (probably nothing), start working backward, looking for anything missing, probably a semicolon or closing quote on a previous line. Sometimes, the message reports the error on the last line of the script. That always means you have omitted a closing curly brace somewhere further up the page. There are seven main categories of error, presented here in descending order of importance:



•



•



•



•



•



• •
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Fatal error: Any HTML output preceding the error will be displayed, but once the error is encountered—as the name suggests—everything else is killed stone dead. A fatal error is normally caused by referring to a nonexistent file or function. Recoverable error: This type of error occurs only when a particular type of error known as an e xception is thrown. The error message contains much detail, explaining the cause and location of the problem, but it can be difficult for beginners to understand. To avoid recoverable errors, use try and catch blocks as described in “Handling exceptions.” Parse error: This means theres a mistake in your code syntax, such as mismatched quotes or a missing semicolon or closing brace. It stops the script in its tracks, and it doesnt even allow any HTML output to be displayed. Warning: This alerts you to a serious problem, such as a missing include file. (Include files are the subject of Chapter 4.) However, the error is not serious enough to prevent the rest of the script from being executed. Deprecated: Introduced in PHP 5.3.0, this warns you about features that are scheduled to be removed from the next major version of PHP. If you see this type of error message, you should seriously consider updating your script, as it could suddenly stop working if your server is upgraded. Strict: This type of error message warns you about using techniques that are not considered good practice. Notice: This advises you about relatively minor issues, such as the use of a nondeclared variable. Although this type of error wont stop your page from displaying (and you can turn off the display of notices), you should always try to eliminate them. Any error is a threat to your output.
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Handling exceptions PHP 5 introduced a new way of handling errors—common to many other programming languages—known as exceptions. When a problem arises, many built-in classes automatically throw an excep tion—or generate a special type of object that contains details of what caused the error and where it arose. You can also throw custom exceptions, using the keyword throw like this: if ( error occurs ) { throw new Exception('Houston, we have a problem'); } The string inside the parentheses is used as the error message. Obviously, in a real script, you need to make the message more explicit. When an exception is thrown, you should deal with it in a separate code block called—appropriately enough—catch. When using objects, wrap your main script in a block called try, and put the error handling code in a catch block. If an exception is thrown, the PHP engine abandons the code in the try block, and executes only the code in the catch block. The advantage is that you can use the catch block to redirect the user to an error page, rather than displaying an ugly error message onscreen—or a blank screen if the display of error messages is turned off, as it should be in a live website. During the development stage, you should use the catch block to display the error message generated by the exception like this: try { // main script goes here } catch (Exception $e) { echo $e->getMessage(); } This produces an error message thats usually much easier to understand than the lengthy message generated by a recoverable error. In the case of the previous example, it would output “Houston, we have a problem.” Although I advised you earlier to use descriptive variable names, using $e for an exception is a common convention.



PHP: A quick reference The first half of this chapter gave you a high-level overview of PHP and should be sufficient to get you started. The rest of this chapter goes into greater detail about individual aspects of writing PHP scripts. Rather than plowing straight on, I suggest you take a short break and then move on to the next chapter. Come back to this reference section when youve gained some practical experience of working with PHP, as it will make much more sense then. The following sections dont attempt to cover every aspect of PHP syntax. For that, you should refer to the PHP documentation at http://docs.php.net/manual/en/ or a more detailed reference book, such as Beginning PHP and MySQL: From Novice to Professional, Fourth Edition by W. Jason Gilmore (Apress, 2010, ISBN: 978-1-4302-3114-1).
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Using PHP in an existing website There is no problem mixing .html and .php pages in the same website. However, PHP code will be processed only in files that have the .php filename extension, so its a good idea to give the same extension to all your pages, even if they dont all contain dynamic features. That way, you have the flexibility to add PHP to pages without breaking existing links or losing search engine rankings.



Data types in PHP PHP is whats known as a weakly typed language. In practice, this means that, unlike some other computer languages (e.g., Java or C#), PHP doesnt care what type of data you store in a variable. Most of the time, this is very convenient, although you need to be careful with user input. You may expect a user to enter a number in a form, but PHP wont object if it encounters a word instead. Checking user input carefully is one of the major themes of later chapters. Even though PHP is weakly typed, it uses the following eight data types:



•



•



• • •



• • •



Integer: This is a whole number, such as 1, 25, 42, or 2006. Integers must not contain any commas or other punctuation as thousand separators. You can also use hexadecimal numbers, which should be preceded by 0x (e.g., 0xFFFFFF, 0x000000). Floating-point number: This is a number that contains a decimal point, such as 9.99, 98.6, or 2.1. PHP does not support the use of the comma as the decimal point, as is common in many European countries. You must use a period. Like integers, floating-point numbers must not contain thousand-separators. (This type is also referred to as float or double.) String: A string is text of any length. It can be as short as zero characters (an empty string), and it has no upper limit. Boolean: This type has only two values: true or false. However, PHP treats other values as implicitly true or false. See “The truth according to PHP” later in this chapter. Array: An array is a variable capable of storing multiple values, although it may contain none at all (an empty array). Arrays can hold any data type, including other arrays. An array of arrays is called a multidimensional array. See “Creating arrays” later in this chapter for details of how to populate an array with values. Object: An object is a sophisticated data type capable of storing and manipulating values. Youll learn more about objects in Chapter 6. Resource: When PHP connects to an external data source, such as a file or database, it stores a reference to it as a resource. NULL: This is a special data type that indicates that a variable has no value.



An important side-effect of PHPs weak typing is that, if you enclose an integer or floating-point number in quotes, PHP automatically converts it from a string to a number, allowing you to perform calculations without the need for any special handling. This is different from JavaScript and ActionScript, and it can have unexpected consequences. When PHP sees the plus sign (+), it assumes you want to perform addition, and it tries to convert strings to integers or floating-point numbers, as in the following example (the code is in data_conversion1.php in the ch03 folder): $fruit = '2 apples';
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$veg = ' 2 carrots'; echo $fruit + $veg; // displays 4 PHP sees that both $fruit and $veg begin with a number, so it extracts the number and ignores the rest. However, if the string doesnt begin with a number, PHP converts it to 0, as shown in this example (the code is in data_conversion2.php): $fruit = '2 apples'; $veg = ' and 2 carrots'; echo $fruit + $veg; // displays 2 Weak typing is a mixed blessing. It makes PHP very easy for beginners, but it means you often need to check that a variable contains the correct data type before using it.



Doing calculations with PHP PHP is highly adept at working with numbers and can perform a wide variety of calculations, from simple arithmetic to complex math. This reference section covers only the standard arithmetic operators. See http://docs.php.net/manual/en/book.math.php for details of the mathematical functions and constants supported by PHP.



A constant is similar to a variable in that it uses a name to represent a value. However, the value of a constant, once defined, cannot be changed. All PHP predefined constants are in uppercase. Unlike variables, they do not begin with a dollar sign. For example, the constant for  (pi) is M_PI .



Arithmetic operators The standard arithmetic operators all work the way you would expect, although some of them look slightly different from those you learned at school. For instance, an asterisk (*) is used as the multiplication sign, and a forward slash (/) is used to indicate division. Table 3-1 shows examples of how the standard arithmetic operators work. To demonstrate their effect, the following variables have been set: $x = 20; $y = 10; $z = 3; Table 3-1. Arithmetic operators in PHP Operation



Operator



Example



Result



Addition



+



$x + $y



30



Subtraction



-



$x - $y



10



Multiplication



*



$x * $y



200



Division



/



$x / $y



2
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Operation



Operator



Example



Result



Modulo division



%



$x % $z



2



Increment (add 1)



++



$x++



21



Decrement (subtract 1)



--



$y--



9



The modulo operator returns the remainder of a division, as follows: 26 % 5 26 % 27 10 % 2



// result is 1 // result is 26 // result is 0



A practical use of modulo division is to work out whether a number is odd or even. $number % 2 always produces 0 or 1. If the result is 0, there is no remainder, so the number must be even. The increment (++) and decrement (--) operators can come either before or after the variable. When they come before the variable, 1 is added to or subtracted from the value before any further calculation is carried out. When they come after the variable, the main calculation is carried out first, and then 1 is either added or subtracted. Since the dollar sign is an integral part of the variable name, the increment and decrement operators go before the dollar sign when used in front: ++$x --$y



Determining the order of calculations Calculations in PHP follow exactly the same rules as standard arithmetic. Table 3-2 summarizes the precedence of arithmetic operators. Table 3-2. Precedence of arithmetic operators Precedence



Group



Operators



Rule



Highest



Parentheses



()



Operations contained within parentheses are evaluated first. If these expressions are nested, the innermost is evaluated foremost.



Next



Multiplication and division



* / %



These operators are evaluated next. If an expression contains two or more operators, they are evaluated from left to right.



Lowest



Addition and subtraction



+ -



These are the final operators to be evaluated in an expression. If an expression contains two or more operators, they are evaluated from left to right.
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Combining calculations and assignment PHP offers a shorthand way of performing a calculation on a variable and reassigning the result to the variable through combined assignment operators. The main ones are listed in Table 3-3. Table 3-3. Combined arithmetic assignment operators used in PHP Operator



Example



Equivalent to



+=



$a += $b



$a = $a + $b



-=



$a -= $b



$a = $a - $b



*=



$a *= $b



$a = $a * $b



/=



$a /= $b



$a = $a / $b



%=



$a %= $b



$a = $a % $b



Adding to an existing string The same convenient shorthand allows you to add new material to the end of an existing string by combining a period and an equal sign, like this: $hamlet = 'To be'; $hamlet .= ' or not to be'; Note that you need to create a space at the beginning of the additional text unless you want both strings to run on without a break. This shorthand, known as the combined concatenation operator, is extremely useful when combining many strings, such as you need to do when building the content of an email message or looping through the results of a database search.



The period in front of the equal sign is easily overlooked when copying code. When you see the same variable repeated at the beginning of a series of statements, its often a sure sign that you need to use .= instead of = on its own.



All you ever wanted to know about quotes—and more Handling quotes within any computer language—not just PHP—can be fraught with difficulties because computers always take the first matching quote as marking the end of a string. Structured Query Language (SQL)—the language used to communicate with databases—also uses strings. Since your strings may include apostrophes, the combination of single and double quotes isnt enough. Moreover, PHP gives variables and escape sequences (certain characters preceded by a backslash) special treatment inside double quotes. Over the next few pages, Ill unravel this maze and make sense of it all for you.
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How PHP treats variables inside strings Choosing whether to use double quotes or single quotes might just seem like a question of personal preference, but theres an important difference in the way that PHP handles them.



• •



Anything between single quotes is treated literally as text. Double quotes act as a signal to process variables and special characters known as escape sequences.



Take a look at the following examples to see what this means. In the first example (the code is in quotes1.php), $name is assigned a value and then used in a single-quoted string. As you can see from the screenshot alongside the code, $name is treated like normal text. $name = 'Dolly'; // Single quotes: $name is treated as literal text echo 'Hello, $name';



If you replace the single quotes in the final line with double ones (see quotes2.php), $name is processed and its value is displayed onscreen. $name = 'Dolly'; // Double quotes: $name is processed echo "Hello, $name";



In both examples, the string in the first line is in single quotes. What causes the variable to be processed is the fact that its in a double-quoted string, not how it originally got its value.



Because double quotes are so useful in this way, many people use them all the time. Technically speaking, using double quotes when you dont need to process any variables is inefficient. My preference is to use single quotes unless the string contains variables.



Using escape sequences inside double quotes Double quotes have another important effect: they treat escape sequences in a special way. All escape sequences are formed by placing a backslash in front of a character. Most of them are designed to avoid conflicts with characters that are used with variables, but three of them have special meanings: \n inserts a new line character, \r inserts a carriage return, and \t inserts a tab. Table 3-4 lists the main escape sequences supported by PHP.
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Table 3-4. The main PHP escape sequences Escape sequence



Character represented in double-quoted string



\"



Double quote



\n



New line



\r



Carriage return



\t



Tab



\\



Backslash



\$



Dollar sign



\{



Opening curly brace



\}



Closing curly brace



\[



Opening square bracket



\]



Closing square bracket



With the exception of \\ , the escape sequences listed in Table 3-4, work only in double-quoted strings. If you use them in a single-quoted string, they will be treated as a literal backslash followed by the second character. A backslash at the end of the string always needs to be escaped. Otherwise, its interpreted as escaping the following quotation mark. In a single-quoted string, escape single quotes and apostrophes with a backslash as described in the first half of this chapter.



Avoiding the need to escape quotes with heredoc syntax Using a backslash to escape one or two quotation marks isnt a great burden, but I frequently see examples of code where backslashes seem to have run riot. It must be difficult to type, and its certainly difficult to read. Moreover, its totally unnecessary. The PHP heredoc syntax offers a relatively simple method of assigning text to a variable without any special handling of quotes.



The name “heredoc” is derived from here-document, a technique used in Unix and Perl programming to pass large amounts of text to a command.
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Assigning a string to a variable using heredoc involves the following steps: 1.



Type the assignment operator, followed by 'ISBN' =>



'PHP Solutions: Dynamic Web Design Made Easy, Second Edition', 'David Powers', 'friends of ED', '978-1-4302-3249-0');



Its not essential to align the => operators like this, but it makes code easier to read and maintain.



Using array() to create an empty array There are two reasons you might want to create an empty array, as follows:



• •



To create (or initialize) an array so that its ready to have elements added to it inside a loop To clear all elements from an existing array



To create an empty array, simply use array() with nothing between the parentheses, like this: $shoppingList = array(); The $shoppingList array now contains no elements. If you add a new one using $shoppingList[], it will automatically start numbering again at 0.



Multidimensional arrays Array elements can store any data type, including other arrays. For instance, the $book array holds details of only one book. It might be more convenient to create an array of arrays—in other words, a multidimensional array—containing details of several books, like this: $books = array( array( 'title' => 'PHP Solutions: Dynamic Web Design Made Easy, Second Edition', 'author' => 'David Powers', 'publisher' => 'friends of ED', 'ISBN' => '978-1-4302-3249-0'), array( 'title' => 'Beginning PHP and MySQL: From Beginner to Professional,  Fourth Edition', 'author' => 'W. Jason Gilmore', 'publisher' => 'Apress', 'ISBN' => 978-1-4302-3114-1') ); This example shows associative arrays nested inside an indexed array, but multidimensional arrays can nest either type. To refer to a specific element, use the key of both arrays, for example: $books[1]['author']



// value is 'W. Jason Gilmore'



Working with multidimensional arrays isnt as difficult as it first looks. The secret is to use a loop to get to the nested array. Then, you can work with it in the same way as an ordinary array. This is how you handle the results of a database search, which is normally contained in a multidimensional array.
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Using print_r() to inspect an array To inspect the content of an array during testing, pass the array to print_r() like this (see inspect_array1.php): print_r($books); Load inspect_array1.php into a browser to see how print_r() outputs the contents of an ordinary array. The following screenshot shows how PHP displays a multidimensional array. Often, it helps to switch to Source view to inspect the details, as browsers ignore indenting in the underlying output. Alternatively, add HTML  tags outside the PHP code block to preserve the indenting.



Always use print_r() to inspect arrays; echo and print dont work. To display the contents of an array in a web page, use a foreach loop, as described later in this chapter.



The truth according to PHP Decision-making in PHP conditional statements is based on the mutually exclusive Boolean values, true and false. If the condition equates to true, the code within the conditional block is executed. If false, its ignored. Whether a condition is true or false is determined in one of these ways:
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• • •



A variable set explicitly to one of the Boolean values A value PHP interprets implicitly as true or false The comparison of two non-Boolean values



Explicit Boolean values If a variable is assigned the value true or false and used in a conditional statement, the decision is based on that value. The keywords true and false are case-insensitive and must not be enclosed in quotes, for example: $OK = false; if ($OK) { // do something } The code inside the conditional statement wont be executed, because $OK is false.



Implicit Boolean values Using implicit Boolean values provides a convenient shorthand, although it has the disadvantage—at least to beginners—of being less clear. Implicit Boolean values rely on PHPs relatively narrow definition of what it regards as false, namely:



• • • • •



The case-insensitive keywords false and null Zero as an integer (0), a floating-point number (0.0), or a string ('0' or "0") An empty string (single or double quotes with no space between them) An empty array SimpleXML objects created from empty tags



Everything else is true.



This definition explains why "false" (in quotes) is interpreted by PHP as true .



Making decisions by comparing two values Most true/false decisions are based on a comparison of two values using comparison operators. Table 3-5 lists the comparison operators used in PHP. Table 3-5. PHP comparison operators used for decision-making Symbol



Name



Example



Result



==



Equality



$a == $b



Returns true if $a and $b are equal; otherwise, returns false.



!=



Inequality



$a != $b



Returns true if $a and $b are different; otherwise, returns false.



58



 HOW TO WRITE PHP SCRIPTS



Symbol



Name



Example



Result



===



Identical



$a === $b



Determines whether $a and $b are identical. They must not only have the same value but also be of the same data type (e.g., both integers).



!==



Not identical



$a !== $b



Determines whether $a and $b are not identical (according to the same criteria as the previous operator).



>



Greater than



$a > $b



Returns true if $a is greater than $b.



>=



Greater than or equal to



$a >= $b



Returns true if $a is greater than or equal to $b.




 5 || $b > 30) // returns true, $b never tested



You should always design your tests to provide the speediest result. If all conditions must be met, evaluate the one most likely to fail first. If only one condition needs to be met, evaluate the one most likely to succeed first. If a set of conditions needs to be considered as a group, enclose them in parentheses. if (($a > 5 && $a < 8) || ($b > 20 && $b < 40)) PHP also uses AND in place of && and OR in place of || . However, they arent exact equivalents. To avoid problems, its advisable to stick with && and || .



Using the switch statement for decision chains The switch statement offers an alternative to if . . . else for decision making. The basic structure looks like this: switch( variable being tested ) { case value1 : statements to be executed break; case v alue2 : statements to be executed break; default: statements to be executed } The case keyword indicates possible matching values for the variable passed to switch(). Each alternative value must be preceded by case and followed by a colon. When a match is made, every subsequent line of code is executed until the break keyword is encountered, at which point the switch statement comes to an end. A simple example follows: switch($myVar) { case 1: echo '$myVar is 1'; break; case 'apple': case 'banana': case 'orange': echo '$myVar is a fruit'; break; default: echo '$myVar is neither 1 nor a fruit'; }
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The main points to note about switch are as follows:



• • • • •



The expression following the case keyword must be a number or a string. You cant use comparison operators with case. So case > 100: isnt allowed. Each block of statements should normally end with break, unless you specifically want to continue executing code within the switch statement. You can group several instances of the case keyword together to apply the same block of code to them. If no match is made, any statements following the default keyword are executed. If no default has been set, the switch statement exits silently and continues with the next block of code.



Using the ternary operator The ternary operator (?:) is a shorthand method of representing a simple conditional statement. Its name comes from the fact that it normally uses three operands. The basic syntax looks like this:



condition ? value if true : value if false ; Here is an example of it in use: $age = 17; $fareType = $age > 16 ? 'adult' : 'child'; The second line tests the value of $age. If its greater than 16, $fareType is set to adult, otherwise $fareType is set to child. The equivalent code using if . . . else looks like this: if ($age > 16) { $fareType = 'adult'; } else { $fareType = 'child'; } The if . . . else version is easier to read, but the conditional operator is more compact. Most beginners hate this shorthand, but once you get to know it, youll realize how convenient it can be. In PHP 5.3 and later, you can leave out the value between the question mark and the colon. This has the effect of assigning the value of the condition to the variable if the condition is true. In the preceding example, leaving out the value between the question mark and the colon results in $fareType being true: $age = 17; $fareType = $age > 16 ?: 'child'; // $fareType is true In this case, the result is almost certainly not what you want. This shorthand is useful when the condition is a value that PHP treats as implicitly true, such as an array with at least one element.



Omitting the value between the question mark and the colon is a specialized use of the ternary operator and is not used in the scripts in this book. It is mentioned here only to alert you to its meaning if you come across it elsewhere.
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Creating loops A loop is a section of code that is repeated over and over again until a certain condition is met. Loops are often controlled by setting a variable to count the number of iterations. By increasing the variable by one each time, the loop comes to a halt when the variable gets to a preset number. The other way loops are controlled is by running through each item of an array. When there are no more items to process, the loop stops. Loops frequently contain conditional statements, so although theyre very simple in structure, they can be used to create code that processes data in often sophisticated ways.



Loops using while and do . . . while The simplest type of loop is called a while loop. Its basic structure looks like this: while ( condition is true ) { do something } The following code displays every number from 1 through 100 in a browser (you can test it in while.php in the files for this chapter). It begins by setting a variable ($i) to 1 and then using the variable as a counter to control the loop, as well as display the current number onscreen. $i = 1; // set counter while ($i  value_variable ) { do something with key_variable and value_variable } This next example uses the $book associative array from the “Creating arrays” section earlier in the chapter and incorporates the key and value of each element into a simple string, as shown in the screenshot (see book.php): foreach ($book as $key => $value) { echo "The value of $key is $value
"; }



The foreach keyword is one word. Inserting a space between for and each doesnt work.



Breaking out of a loop To bring a loop prematurely to an end when a certain condition is met, insert the break keyword inside a conditional statement. As soon as the script encounters break, it exits the loop. To skip an iteration of the loop when a certain condition is met, use the continue keyword. Instead of exiting, it returns to the top of the loop and executes the next iteration. For example, the following loop skips the current element if $photo has no value: foreach ($photos as $photo) { if (empty($photo)) continue; // code to display a photo }



Modularizing code with functions Functions offer a convenient way of running frequently performed operations. In addition to the large number of built-in functions, PHP lets you create your own. The advantages are that you write the code only once, rather than needing to retype it everywhere you need it. This not only speeds up your development time but also makes your code easier to read and maintain. If theres a problem with the code in your function, you update it in just one place rather than hunting through your entire site. Moreover, functions usually speed up the processing of your pages.



64



 HOW TO WRITE PHP SCRIPTS



Building your own functions in PHP is very easy. You simply wrap a block of code in a pair of curly braces and use the function keyword to name your new function. The function name is always followed by a pair of parentheses. The following—admittedly trivial—example demonstrates the basic structure of a custombuilt function (see functions1.php in the files for this chapter): function sayHi() { echo 'Hi!'; } Simply putting sayHi(); in a PHP code block results in Hi! being displayed onscreen. This type of function is like a drone: it always performs exactly the same operation. For functions to be responsive to circumstances, you need to pass values to them as arguments (or parameters).



Passing values to functions Lets say you want to adapt the sayHi() function so that it displays someones name. You do this by inserting a variable between the parentheses in the function declaration. The same variable is then used inside the function to display whatever value is passed to the function. To pass more than one argument to a function, separate the variables with commas inside the opening parentheses. This is how the revised function looks (see functions2.php): function sayHi($name) { echo "Hi, $name!"; } You can now use this function inside a page to display the value of any variable passed to sayHi(). For instance, if you have an online form that saves someones name in a variable called $visitor, and Ben visits your site, you give him the sort of personal greeting shown alongside by putting sayHi($visitor); in your page.



A downside of PHPs weak typing is that if Ben is being particularly uncooperative, he might type 5 into the form instead of his name, giving you not quite the type of high five you might have been expecting.



This illustrates why its so important to check user input before using it in any critical situation. Its also important to understand that variables inside a function remain exclusive to the function. This example should illustrate the point (see functions3.php): function doubleIt($number) { $number *= 2; echo "$number
"; } $number = 4; doubleIt($number); echo $number;
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If you view the output of this code in a browser, you may get a very different result from what you expect. The function takes a number, doubles it, and displays it onscreen. Line 5 of the script assigns the value 4 to $number. The next line calls the function and passes it $number as an argument. The function processes $number and displays 8. After the function comes to an end, $number is displayed onscreen by echo. This time, it will be 4 and not 8. This example demonstrates that the variable $number that has been declared inside the function is limited in scope to the function itself. The variable called $number in the main script is totally unrelated to the one inside the function. To avoid confusion, its a good idea to use variable names in the rest of your script that are different from those used inside functions. This isnt always possible, so its useful to know that functions work like little black boxes and dont normally have any direct impact on the values of variables in the rest of the script.



Returning values from functions Theres more than one way to get a function to change the value of a variable passed to it as an argument, but the most important method is to use the return keyword and to assign the result either to the same variable or to another one. This can be demonstrated by amending the doubleIt() function like this: function doubleIt($number) { return $number *= 2; } $num = 4; $doubled = doubleIt($num); echo "\$num is: $num
"; echo "\$doubled is: $doubled";



You can test this code in functions4.php. The result is shown in the screenshot following the code. This time, I have used different names for the variables to avoid confusing them. I have also assigned the result of doubleIt($num) to a new variable. The benefit of doing this is that I now have available both the original value and the result of the calculation. You wont always want to keep the original value, but it can be very useful at times.



Where to locate custom-built functions If your custom-built function is in the same page as its being used, it doesnt matter where you declare the function; it can be either before or after its used. Its a good idea, however, to store functions together, either at the top or the bottom of a page. This makes them easier to find and maintain. Functions that are used in more than one page are best stored in an external file and included in each page. Including external files with include() and require() is covered in detail in Chapter 4. When functions are stored in external files, you must include the external file before calling any of its functions.
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PHP quick checklist This chapter contains a lot of information that is impossible to absorb in one sitting, but hopefully the first half has given you a broad overview of how PHP works. Heres a reminder of some of the main points:



• • • • • • • • • • • • • • • • • •



Always give PHP pages the correct filename extension, normally .php. Enclose all PHP code between the correct tags: . Avoid the short form of the opening tag:  Theres no need to use a loop this time: youre just writing the value of $contents to the opened file. The function fwrite() takes two arguments: the reference to the file and whatever you want to write to it.



In other books or scripts on the Internet, you may come across fputs() instead of fwrite() . The two functions are identical: fputs() is a synonym for fwrite() .



If you load fopen_write.php into a browser, type something into the text area, and click Write to file, PHP creates filetest_03.txt and inserts whatever you typed into the text area. Since this is just a demonstration, Ive omitted any checks to make sure that the file was successfully written. Open filetest_03.txt to verify that your text has been inserted. Now, type something different into the text area and submit the form again. The original content is deleted from filetest_03.txt and replaced with the new text. The deleted text is gone forever.



Appending content with fopen() The append mode is one of the most useful ways of using fopen(), because it adds new content at the end, preserving any existing content. The main code in fopen_append.php is the same as fopen_write.php, apart from those elements highlighted here in bold: // open the file in append mode $file = fopen('C:/private/filetest_03.txt', 'a'); // write the contents after inserting new line fwrite($file, PHP_EOL . $_POST['contents']); // close the file fclose($file);
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Notice that I have concatenated PHP_EOL to the beginning of $_POST['contents'] . This is a PHP constant that represents a new line on any operating system. On Windows, new lines require a carriage return and newline character, but Macs traditionally use only a carriage return, while Linux uses only a newline character. PHP_EOL gets round this nightmare by automatically choosing the correct characters depending on the servers operating system. If you load fopen_append.php into a browser and insert some text, it should now be added to the end of the existing text, as shown in the following screenshot.



This is a very easy way of creating a flat-file database. Well come back to append mode in Chapter 9.



Writing a new file with fopen() Although it can be useful to have a file created automatically with the same name, it may be exactly the opposite of what you want. To make sure youre not overwriting an existing file, you can use fopen() with x mode. The main code in fopen_exclusive.php looks like this (changes are highlighted in bold): // create a file ready for writing only if it doesn't already exist $file = fopen('C:/private/filetest_04.txt', 'x'); // write the contents fwrite($file, $_POST['contents']); // close the file fclose($file); If you load fopen_exclusive.php into a browser, type some text, and click Write to file, the content should be written to filetest_04.txt in your target folder. If you try it again, you should get a series of error messages telling you that the file already exists.



Combined read/write operations with fopen() By adding a plus sign (+) after any of the previous modes, the file is opened for both reading and writing. You can perform as many read or write operations as you like—and in any order—until the file is closed. The difference between the combined modes is as follows:



• • • •



r+: The file must already exist; a new one will not be automatically created. The internal pointer is placed at the beginning, ready for reading existing content. w+: Existing content is deleted, so there is nothing to read when the file is first opened. a+: The file is opened with the internal pointer at the end, ready to append new material, so the pointer needs to be moved back before anything can be read. x+: Always creates a new file, so theres nothing to read when the file is first opened.



Reading is done with fread() or fgets() and writing with fwrite() exactly the same as before. Whats important is to understand the position of the internal pointer.
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Moving the internal pointer Reading and writing operations always start wherever the internal pointer happens to be, so you normally want it to be at the beginning of the file for reading, and at the end of the file for writing. To move the pointer to the beginning of a file, pass the file reference to rewind() like this: rewind($file); Moving the pointer to the end of a file is more complex. You need to use fseek(), which moves the pointer to a location specified by an offset and a PHP constant. The constant that represents the end of the file is SEEK_END, so an offset of 0 bytes places the pointer at the end. You also need to pass fseek() a reference to the open file, so all three arguments together look like this: fseek($file, 0, SEEK_END);



Download from Wow! eBook 



SEEK_END is a constant, so it doesnt need quotes, and it must be in uppercase. You can also use fseek() to move the internal pointer to a specific position or relative to its current position. For details, see http://docs.php.net/manual/en/function.fseek.php. The file fopen_pointer.php uses the fopen() r+ mode to demonstrate combining several read and write operations, and the effect of moving the pointer. The main code looks like this: $filename = 'C:/private/filetest_04.txt'; // open a file for reading and writing $file = fopen($filename, 'r+'); // the pointer is at the beginning, so existing content is overwritten fwrite($file, $_POST['contents'] ); // read the contents from the current position $readRest = ''; while (!feof($file)) { $readRest .= fgets($file); } // reset internal pointer to the beginning rewind($file); // read the contents from the beginning (nasty gotcha here) $readAll = fread($file, filesize($filename)); // pointer now at the end, so write the form contents again fwrite($file, $_POST['contents']); // read immediately without moving the pointer $readAgain = ''; while (!feof($file)) { $readAgain .= fgets($file); }
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// close the file fclose($file); The version of this file in the ch07 folder contains code that displays the values of $readRest, $readAll, and $readAgain to show what happens at each stage of the read/write operations. The existing content in filetest_04.txt was This works only the first time. When I typed New content. in fopen_pointer.php and clicked Write to file, I got the results shown here:



Table 7-3 describes the sequence of events. Table 7-3. Sequence of read/write operations in fopen_pointer.php Command



Position of pointer



Result



$file = fopen($filename,'r+');



Beginning of file



File opened for processing



fwrite($file, $_POST['contents']);



End of write operation



Form contents overwrites beginning of existing content



while (!feof($file)) { $readRest .= fgets($file); }



End of file



Remainder of existing content read



rewind($file);



Beginning of file



Pointer moved back to beginning of file



$readAll = fread($file,  filesize($filename));



See text



Content read from beginning of file



fwrite($file, $_POST['contents']);



At end of previous operation



Form contents added at current position of pointer



while (!feof($file)) { $readAgain .= fgets($file); }



End of file



Nothing read because pointer was already at end of file



fclose($file);



Not applicable



File closed and all changes saved
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When I opened filetest_04.txt, this is what it contained:



If you study the code in fopen_pointer.php, youll notice that the second read operation uses fread(). It works perfectly with this example but contains a nasty surprise. Change the code in fopen_pointer.php to add the following line after the external file has been opened (its commented out in the download version): $file = fopen($filename, 'r+'); fseek($file, 0, SEEK_END); This moves the pointer to the end of the file before the first write operation. Yet, when you run the script, fread() ignores the text added at the end of the file. This is because the external file is still open, so filesize() reads its original size. Consequently, you should always use a while loop with !feof() and fgets() if your read operation takes place after any new content has been written to a file.



The changes to a file with read and write operations are saved only when you call fclose() or when the script comes to an end. Although PHP saves the file if you forget to use fclose() , you should always close the file explicitly. Dont get into bad habits; one day they may cause your code to break and lose valuable data.



When you create or open a file in a text editor, you can use your mouse to highlight and delete existing content, or position the insertion point exactly where you want. You dont have that luxury with a PHP script, so you need to give it precise instructions. On the other hand, you dont need to be there when the script runs. Once you have designed it, it runs automatically every time.



Exploring the file system PHPs file system functions can also open directories (folders) and inspect their contents. You put one of these functions to practical use in PHP Solution 6-5 by using scandir() to create an array of existing filenames in the images folder and looping through the array to create a unique name for an uploaded file. From the web developers point of view, other practical uses of the file system functions are building dropdown menus displaying the contents of a folder and creating a script that prompts a user to download a file, such as an image or PDF document.



Inspecting a folder with scandir() Lets take a closer look at the scandir() function, which you used in PHP Solution 6-5. It returns an array consisting of the files and folders within a specified folder. Just pass the pathname of the folder (directory) as a string to scandir(), and store the result in a variable like this: $files = scandir('../images');
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You can examine the result by using print_r() to display the contents of the array, as shown in the following screenshot (the code is in scandir.php in the ch07 folder):



As you can see, the array returned by scandir() doesnt contain only files. The first two items are known as dot files, which represent the current and parent folders. The third item is a folder called _notes, and the penultimate item is a folder called thumbs. The array contains only the names of each item. If you want more information about the contents of a folder, its better to use the DirectoryIterator class.



Inspecting the contents of a folder with DirectoryIterator The DirectoryIterator class is part of the Standard PHP Library (SPL), which has been part of PHP since PHP 5.0. The SPL offers a mind-boggling assortment of specialized iterators that allow you to create sophisticated loops with very little code. As the name suggests, the DirectoryIterator class lets you loop through the contents of a directory or folder. Because its a class, you instantiate a DirectoryIterator object with the new keyword and pass the path of the folder you want to inspect to the constructor like this: $files = new DirectoryIterator('../images'); Unlike scandir(), this doesnt return an array of filenames—although you can loop through $files in the same way as an array. Instead, it returns an SplFileInfo object that gives you access to a lot more information about the folders contents than just the filenames. Because its an object, you cant use print_r() to display its contents. However, if all you want to do is to display the filenames, you can use a foreach loop like this (the code is in iterator_01.php in the ch07 folder): $files = new DirectoryIterator('../images'); foreach ($files as $file) { echo $file . '
'; }
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This produces the following result:



Although using echo in the foreach loop displays the filenames, the value stored in $file each time the loop runs is not a string. In fact, its another SplFileInfo object. Table 7-4 lists the main SplFileInfo methods that can be used to extract useful information about files and folders. Table 7-4. File information accessible through SplFileInfo methods Me thod



Returns



getFilename()



The name of the file



getPath()



The current objects relative path minus the filename, or minus the folder name if the current object is a folder



getPathName()



The current objects relative path, including the filename or folder name, depending on the current type



getRealPath()



The current objects full path, including filename if appropriate



getSize()



The size of the file or folder in bytes



isDir()



True, if the current object is a folder (directory)



isFile()



True, if the current object is a file



isReadable()



True, if the current object is readable



isWritable()



True, if the current object is writable
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The RecursiveDirectoryIterator class burrows down into subfolders. To use it, you wrap it in the curiously named RecursiveIteratorIterator like this (the code is in iterator_03.php): $files = new RecursiveIteratorIterator(new RecursiveDirectoryIterator('../images')); foreach ($files as $file) { echo $file->getRealPath() . '
'; } As the following screenshot shows, the RecursiveDirectoryIterator inspects the contents of all subfolders, revealing the contents of the thumbs and _notes folders, in a single operation:



However, what if you want to find only certain types of files? Cue another iterator. . . .



Restricting file types with the RegexIterator The RegexIterator acts as a wrapper to another iterator, filtering its contents using a regular expression (regex) as a search pattern. To restrict the search to the most commonly used types of image files, you need to look for any of the following filename extensions: .jpg, .png, or .gif. The regex used to search for these filename extensions looks like this: '/\.(?:jpg|png|gif)$/i' In spite of its similarity to Vogon poetry, this regex matches image filename extensions in a caseinsensitive manner. The code in iterator_04.php has been modified like this: $files = new RecursiveIteratorIterator(new RecursiveDirectoryIterator('../images')); $images = new RegexIterator($files, '/\.(?:jpg|png|gif)$/i'); foreach ($images as $file) { echo $file->getRealPath() . '
'; }
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The original $files object is passed to the RegexIterator constructor, with the regex as the second argument, and the filtered set is stored in $images. The result is this:



Only image files are now listed. The folders and other miscellaneous files have been removed. Before PHP 5, the same result would have involved many more lines of complex looping.



To learn more about the mysteries of regular expressions (regexes), see my two-part tutorial at www.adobe.com/devnet/dreamweaver/articles/regular_expressions_pt1.html . As you progress through this book, youll see I make frequent use of regexes. Theyre a useful tool to add to your skill set.



I expect that by this stage, you might be wondering if this can be put to any practical use. OK, lets build a drop-down menu of images in a folder.



PHP Solution 7-3: Building a drop-down menu of files When you work with a database, you often need a list of images or other files in a particular folder. For instance, you may want to associate a photo with a product detail page. Although you can type the name of the image into a text field, you need to make sure that the image is there and that you spell its name correctly. Get PHP to do the hard work by building a drop-down menu automatically. Its always up-todate, and theres no danger of misspelling the name. 1.



Create a PHP page called imagelist.php in the filesystem folder. Alternatively, use imagelist_01.php in the ch07 folder.
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2.



Create a form inside imagelist.php, and insert a  element with just one  like this (the code is already in imagelist_01.php):   Select an image   This  is the only static element in the drop-down menu.



3.



Amend the form like this:   Select an image  			
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