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In a highly connected World, network security is a must even for embedded systems. However, cryptographic algorithms are computationally intensive and the processors used in FPGA-based embedded systems are known to have a modest performance. In fact, this paper presents a study showing that unless HW acceleration is used, the throughput of secure applications on FPGA-based embedded systems is poor when compared to the current networking standards. But the multi-algorithm nature of most applications poses many diﬃculties to classic HW acceleration, particularly large area utilization and diﬃculty in supporting new algorithms. Fortunately, these problems can be easily solved using partial run-time reconﬁguration. This paper proposes an architecture based on self-reconﬁguration that allows the implementation of hardware accelerated secure applications in FPGA-based embedded systems. Cryptographic coprocessors are eﬃciently deployed without incurring in the problems mentioned above, and moreover, without needing any external components. To prove the feasibility of this proposal, a proof-of-concept implementation of the well-known SSH application has been developed in a low-cost commercial device running a standard operating system.  2007 Published by Elsevier B.V.
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One of the trends of this increasingly connected World is that every computing appliance, including embedded systems, should have a TCP/IP-enabled networking interface. The beneﬁts of networking are well known, apart from the countless possibilities oﬀered by the Internet, there are many other advantages. They include remote accessibility and maintainability, the use of distributing computing/ storage techniques, etc. However networking also poses evident security challenges, such as ensuring conﬁdentiality or protecting the systems against malicious accesses. Security issues have to be particularly addressed when the devices are being connected to such a public communication medium as the Internet. Fortunately security is a well studied problem, and there exists a comprehensive set of network protocols and pro-
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gramming libraries that can be used to develop secure applications. All these protocols and libraries are based on cryptography, which is the underlying technique that supplies the mechanisms necessary to provide the accountability, accuracy and conﬁdentiality required by secure systems [1]. Most secure applications do not rely on a single encryption algorithm, but on a broad collection of ciphering standards. A good example of this is SSH [2], which will be reviewed in Section 2. SSH oﬀers a choice of diﬀerent symmetric ciphers and hashes to ensure the privacy and integrity of the data. The algorithms to be used are negotiated during the connection establishment phase, which is also encrypted using an asymmetric cipher, that is, with private and public keys. The beneﬁts arising from the multi-algorithmic approach are clear. First, ﬂexibility is improved so that new encryption standards can be easily deployed as soon as they become available. Moreover, if a given encryption standard is broken, then secure applications can be easily reprogrammed to avoid this one and keep utilizing the safe ones.
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2. Secure applications
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SSH is a protocol that enables secure login connections and ﬁle transfers over the Internet or other untrusted networks. Cryptographic algorithms are used to authenticate both ends of the connection, to encrypt all transmitted data, and to protect the data integrity. SSH may also be used to forward X11 connections and any arbitrary TCP/ IP port from a remote machine in a secure way. The ultimate goal of SSH is to provide strong security in a transparent way to the user. Currently, there are two SSH protocols, SSH1 and SSH2. SSH2 is a complete rewrite of the SSH1 protocol. Among its main diﬀerences, SSH2 encrypts diﬀerent parts of the packet and uses slightly diﬀerent key exchange algorithms. The SSH2 protocol is considered more secure, as it avoids the known vulnerabilities of the SSH1 implementa-
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Instead of implementing all the HW accelerators in the FPGA, the architecture developed in this work reserves an area in the device equal to the one needed by just one of coprocessors. Depending on the algorithm that is being used at any given moment, that area is reconﬁgured to place the corresponding accelerator on it. This approach consequently saves a lot of area and thus allows the designer to use a smaller device, reducing both the cost and the static power consumption. The architecture proposed in this paper requires that the reconﬁgurable area for the coprocessor is changed using partial reconﬁguration, to ensure that the rest of the PSoC continues its normal operation. Regular reconﬁguration would reset the FPGA to its initial state, causing the embedded processor (and all the applications running on it) to abruptly stop. However, this requirement is not a major problem, since many commercial FPGAs support this mode of operation, most notably all Xilinx devices since the introduction of the Virtex family (1998). Actually, the architecture presented in this paper goes one step further, as it uses self-reconﬁguration to modify the reconﬁgurable area. That is, the FPGA is partially reconﬁgured by the processor embedded in it. This is the most compelling approach of dynamic reconﬁguration [5,6], and has the advantage of achieving a true system-on-chip solution without needing any external components to tackle the reconﬁguration process. Section 5 provides an introduction to self-reconﬁgurable systems, in particular how to build one using commercial FPGAs. An implementation of the proposed architecture in low-cost PSoCs based on Xilinx Spartan-3 FPGAs and the MicroBlaze soft-core processor is also presented in Section 5. Finally, Section 6 provides the description of a proof-ofconcept implementation of SSH that is used to validate the methodology proposed in this paper. It is created using a commercial development board from Avnet that features a Spartan-3 FPGA. The PSoC is based on the MicroBlaze soft-core processor and runs the uCLinux operating system, a port of Linux for MMU-less processors.
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In the recent years, the capacity of FPGAs has grown exponentially. Programmable logic devices are now able to hold multi-million gate designs, opening up the possibility of implementing a full embedded system on a single FPGA. This is the idea behind the concept of Programmable System-on-Chip (PSoC) [3], a FPGA-based embedded system which may include one or more processors, diﬀerent communication busses, many peripherals and, naturally, one or more network interfaces. These systems are very competitive in terms of customizability and price for small to medium volumes of production. Nevertheless, PSoCs have some limitations, and one of their major drawbacks is the modest performance of the microprocessors running on them. This disadvantage is especially relevant in softcore processors (implemented using the general-purpose programmable logic fabric), and less so for their hard-core counterparts (available as blocks embedded in the silicon). Lack of performance is a serious drawback for secure applications, since cryptography is known to be a computationally intensive task. Fortunately, the performance problems can be very eﬀectively solved in PSoCs using a HW/SW codesign approach. The programmable logic fabric of the FPGA can be used to implement a coprocessor that will accelerate in HW the critical functions causing the poor performance of the SW. Many works have been written about this approach, proving that it provides signiﬁcant speedups for many diﬀerent applications [4]. In fact, Sections 3 and 4 present a comprehensive study about HW/SW codesign for the ciphers and hashes commonly used in secure applications. It has been done in systems based on two wellknown soft-core processors: The proprietary Xilinx MicroBlaze and the open-source LEON2, from Gaisler Research. The results from Section 4 show that HW acceleration is required to attain a performance on a par with current networking standards. However, a second look at HW acceleration shows that this technique, at least in its conventional way, is not suitable to improve the performance of secure applications. The problem is that if a secure application is going to be HW-accelerated, then all the supported cryptographic algorithms must be ported to HW. The reason is that it is not a-priori known which algorithm will be used after the negotiation phase. This will need a signiﬁcant amount of silicon area, most probably making this approach economically unfeasible. Even if there is enough area available for all the HW accelerators, the problem arises again when a new encryption algorithm becomes available. In an ASIC it would be simply impossible to add a new coprocessor, but in an FPGA this can be done by changing its conﬁguration. Although the reconﬁguration may pose some diﬃculties, the major problem rises from the fact that if new accelerators are added, the area problem will appear again. It is just a matter of time. This paper proposes a solution to this problem using dynamic reconﬁguration, based on the fact that secure applications only use one encryption standard at a time.
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3.2. SCP systems and algorithm implementation



242



OO



F



3.1.2. LEON2 LEON2 is a highly conﬁgurable VHDL model of a 32bit SPARC processor. It features a SPARC V8 compliant integer unit with 5-stage pipeline, hardware multiply, divide and MAC units, a Memory Management Unit (MMU), an interface to connect a Float Point Unit (like the Meiko FPU from Sun), and a custom coprocessor interface. AMBA-2.0 AHB and APB buses [10] are used to connect the on-chip peripherals to LEON2. The development tool provides UARTs, timers, an interrupt controller, a 16-bit I/O port, etc. as well as more advanced peripherals like memory and network controllers. Fig. 2 shows the MMU-less LEON2 system implemented in this paper.



For each processor, a basic system consisting on the SCP and a minimal set of peripherals was ﬁrst implemented. The systems were evaluated on the RC1000PP development board from Celoxica. This PCI board includes a Xilinx Virtex-E FPGA (XCV2000E), a programmable clock oscillator and 8 Mbytes of 20 ns SRAM memory. The main characteristics of the systems are reviewed in Table 1. Neither hardware multiplication nor division units were available for MicroBlaze: The former because the XCV2000E device does not include embedded multipliers, the latter because none of the commonly used cryptographic algorithms use this operation [12]. MicroBlaze and LEON2 were conﬁgured to use the same cache organization scheme (Direct-Mapped) with an 8-Kbyte data cache and an 8-Kbyte instruction cache. The implementation tools were the Xilinx EDK 6.2i, ISE 6.2i and Synplify 7.7.1, and the best clock speed that could be obtained in



CO



RR E



The computational burden of cryptographic algorithms is known to be the major bottleneck in the performance of secure applications [4]. In this section, the performance of several algorithms in two diﬀerent soft-core processor (SCP) cores is evaluated: the proprietary MicroBlaze, from Xilinx [9], and the open-source LEON2, from Gaisler Research [10]. Contrary to hard-core processors, which are embedded in the silicon of certain high-end FPGA families (like Virtex-II Pro or Virtex-4 FX), soft-core processors come as synthesizable designs than can be targeted to a broad range of programmable devices. Another advantage of SCPs is that the number of processors per FPGA is only limited by the available logic resources, instead of being ﬁxed by the manufacturer (currently there are only devices with at most two hard-processors). Due to these beneﬁts, SCPs have been chosen for this study.
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196 3. Implementation of cryptographic algorithms on FPGA197 based processors



Peripheral Bus (OPB) [9] is used to connect these peripherals. Custom hardware accelerators are usually attached to MicroBlaze using the proprietary Fast Simplex Link (FSL) [11], although the OPB bus can be also used for this purpose at the cost of a poorer performance Fig. 1.
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tion. There are three main components in the SSH protocol: algorithm negotiation, authentication, and data encryption. Algorithm negotiation is mainly responsible for determining the encryption algorithms, compression algorithms and the authentication methods to be used between the client and the server. Authentication is broken into two processes: key exchange (transport layer) and user authentication (user authentication layer). Key exchange has two purposes: It attempts to authenticate the server to the client, and it establishes a shared key which is used as a session key to encrypt all the data being transferred between the two machines, using a symmetric-key algorithm. Additionally, a hash is generated for checking the integrity of the data. SSH1 oﬀers four encryption algorithms: DES, 3DES, IDEA and Blowﬁsh. SSH2 dropped support for DES (weak algorithm) and IDEA (patent issues), but added three new algorithms: AES (Rinjdael), Twoﬁsh and CAST. SSH1 also utilized the RSA authentication algorithm, while SSH2 switched to the Digital Signature Algorithm (DSA) [7,8]. These changes were designed to both circumvent intellectual property issues surrounding the use of IDEA and RSA, and increase the base level of security in SSH2 by utilizing stronger algorithms. Finally, the MD5 or SHA hash algorithms are used for data integrity protection [7,8].
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214 3.1. Embedded soft-core processors in FPGAs 215 216 217 218 219 220 221 222



3.1.1. MicroBlaze MicroBlaze is a conventional 32-bit RISC Harvard-style SCP. It targets Xilinx FPGA devices, and it is highly parameterizable: Its cache, divide unit, barrel shifter, FPU, etc. can be included or not. MicroBlaze systems are created using the Xilinx EDK (Embedded Development Kit), which oﬀers many on-chip peripherals such UARTs, timers, memory and network controllers, etc. The On-Chip
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Fig. 1. MicroBlaze processor, FSL interface and busses.
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additional operations to generate the sub-keys before starting the ciphering or deciphering. Note that the cores were not optimized for performance: The goal was to achieve the same clock frequency as the processor (50 MHz) while maintaining a reasonably low FPGA area usage and a short development time. Table 3 summarizes the characteristics of the cryptographic accelerators that have been developed. All accelerators execute the complete ciphering algorithm in hardware with the only exception of IDEA subkey generation, which is done in software. The hardware accelerators are connected to the processors either using the MicroBlaze FSL bus or the LEON2 custom coprocessor interface. The peripheral busses (OPB and APB) were not evaluated because they are not well suited to connect acceleration cores [12,24]. For MicroBlaze, all coprocessors have been implemented with the same interface: one master FSL bus for receiving the key (not used in the hash algorithms) and two pairs of master/slave FSL busses to send/receive data. The control bit of the FSL bus is used to select ciphering or deciphering. All FSL buses are 32 bits wide and have 16-byte FIFOs. On the other hand, LEON2 accelerators have a dedicated FSM to implement the protocol used by the custom coprocessor interface of this processor [10]. A set of 64-bit registers store the key, the input data and the output data. They have been placed between the coprocessor and the main CPU core and they are accessible directly from the integer unit of the processor. Custom instructions for that interface have been implemented to manage the accelerators.
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4. Performance results
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Fig. 2. LEON2 processor, coprocessor interface and busses.
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this environment was 50 MHz for MicroBlaze architecture and 25 MHz for LEON2. After implementing these basic systems, hardware accelerators were developed for each of the algorithms being studied: the symmetric-key ciphers IDEA [13], DES [14], 3DES [14], Blowﬁsh [15] and AES [16], and the hash algorithms MD5 [17] and SHA-1 [18]. Table 2 shows the most relevant operations that are required by these algorithms. There are many previous works [19–29] about the implementation of these cryptographic standards. These works have been used as a basis for the development of the cores used in this study. Diﬀerent approaches [12] were followed depending on the characteristics of the algorithm being implemented. For example, IDEA and BLOWFISH use a FSM (Finite-State Machine) to execute the diﬀerent rounds iteratively. Other implementations, like 3DES and AES, are fully unrolled. Furthermore, some algorithms need
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Table 1 Diﬀerent architectures proposed and device resources used



The reference systems previously described are used in 309 this section to show how standard, all-software implemen- 310 tations of the cryptographic algorithms compare to 311 Table 3 Characteristics of each cryptographic core Algorithm



Key/block Key cycles



DES 64/64 3DES 192/64 IDEA 128/64 BLOWFISH 448/64 AES 128/128 MD5 0/512 SHA-1 0/512



Cipher cycles Slices
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Table 2 Operations used in the analyzed cryptographic algorithms Algorithm
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Fig. 3 compares the results achieved for each processor running the algorithms without coprocessor. In some cases, LEON2 obtains a better throughput in spite of working at half the clock frequency than MicroBlaze. The reasons for this superior performance might be the advanced features of the SPARC architecture and the maturity of its toolchain. It should be noted that the MicroBlaze processor and its C compiler have been recently designed. However, the performance obtained by both SCPs is not enough to execute secure applications over 10/100 Mbps networks. The same comparison is presented in Fig. 4 where cryptographic cores have been connected to the coprocessor interface of each SCP. The results show that LEON2 and MicroBlaze present similar throughputs when they have
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4.1. Results discussion
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hardware accelerated ones. Processor-agnostic C sources compiled with the GNU tools with default optimizations are used for the all-software test: The goal is to know the minimum performance for the shortest possible development time (no time spent on optimizations or hardware acceleration). The proposed test program measures the execution time consumed by the encryption and consecutive decryption of data blocks (Table 2 shows the block size) until 4 MB of data are processed. Although this mechanism is not suitable to obtain the best throughput, it resembles more the operation of data management subroutines in interactive secure communication applications like SSH. The application code and the data to cipher are stored in external SRAM memory. For MicroBlaze, Table 4 shows the execution time of each algorithm for full-software implementations and hardware acceleration using a FSL coprocessor. In the latter case, the speedup ranges from 6 to 80 times. The results obtained for this LEON2 are shown in Table 5. The full-software values proves that the SPARC architecture provides a good performance in cryptographic applications, at least when compared to MicroBlaze. The results for HW acceleration show an improvement over the algorithms running without custom coprocessor, which ranges from 4 to 40 times better.
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Table 4 Comparison of the diﬀerent implementations of the algorithms in MicroBlaze (Speedup = Texec_Soft/Texec_FSL)



Fig. 3. Performance comparison of the best architectures without speciﬁc hardware core.
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Table 5 Comparison of the diﬀerent implementations of the algorithms in LEON2 (Speedup = Texec_Soft/Texec_CP) Algorithm
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Fig. 4. Performance comparison of the best architectures with speciﬁc hardware core.
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366 5. A Self-reconﬁgurable MicroBlaze-based system on 367 Spartan-3 FPGA
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FPGA-based embedded systems. However, these results also showed that the area required to accelerate in HW all the necessary cryptographic algorithms can be unaﬀordable. For example, the logic resources required to implement all FSL accelerator cores plus the MicroBlaze system are 30,729 Slices, that is, 160% of the device chosen for this study (XCV2000E). However, the MicroBlaze system plus the biggest accelerator (3DES) only occupies 13,396 Slices, 70% of the selected FPGA. The solution proposed in this paper is to load ondemand the required coprocessor as needed by the secure application. As it was stated in the introduction, this approach not only solves the area problem but also provides HW acceleration with a versatility similar to that of SW. In order to evaluate this possibility, a self-reconﬁgurable system based on MicroBlaze has been designed. This system is capable of modifying the conﬁguration of the own FPGA in which it is running in order to load (or unload) the coprocessor. MicroBlaze was selected because it uses a smaller area than LEON2, thus making it possible to dedicate more logic resources for the coprocessor implementation. The system was implemented on a Spartan-3 FPGA, which was chosen because of its low cost. The main goal of the work was minimizing the overall price of the system while maintaining its performance. The cost is reduced because reconﬁguration allows optimizing the area, and also because a low-cost FPGA family has been selected.
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5.1. Design methodology
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Partial reconﬁguration is not supported using traditional design ﬂows. However, Xilinx provides an alternative based on Modular Design together with the RECONFIG mode for the AREA_GROUP constraint [30]. Modular Design allows the user to build the ﬁnal FPGA layout from separated modules (blocks), each located in a rectangular section of the device. The partial reconﬁguration support added to Modular Design allows the modiﬁcation of a module of the circuit while leaving the rest unchanged, and guarantees that the placement and routing of the module being modiﬁed will not overlap other modules.
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368 The previous section proved the beneﬁts of HW acceler369 ation to improve the performance of secure applications in



Table 6 Implementation results of each SCP-based system with the diﬀerent ciphering cores connected as coprocessor
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coprocessors available. All algorithms experience a signiﬁcant speedup when coprocessors are used (Fig. 5), and the performance obtained with this approach is enough to run secure applications eﬃciently in a 10/100 Mbps local area network. Another interesting variable is the area necessary to implement the diﬀerent soft-core systems. This number is especially useful when FPGAs are used to implement systems-on-chip. Fig. 6 and Table 6 compare the performance versus area of each coprocessor-based solution. In particular, MicroBlaze is the best solution if the area is the most important restriction.
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Fig. 5. Speedup obtained using speciﬁc hardware cores.



Fig. 6. Comparing performance/area of each coprocessor-based solution.
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All Xilinx Virtex FPGAs are partially reconﬁgurable at run-time [31]. This is also true for their low-cost counterparts, the Spartan families, but with some limitations. For example, the restrictions for the Spartan-3 devices used in this work are that a glitchless reconﬁguration is not assured, and also that the minimal conﬁguration unit is a whole CLB column (19 frames) instead a single frame. But these limitations are not a problem for the goal of this work, they only compel the designer to use complete CLB columns (from top to bottom of the chip) for the area occupied by the reconﬁgurable coprocessors. In Spartan-3 FPGAs, only the JTAG and SelectMap (parallel) conﬁguration interfaces support partial reconﬁg-
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uration. These devices lack the internal conﬁguration port speciﬁcally designed for self-reconﬁguration, the ICAP [5], which is only available on higher-end Xilinx families. However, self-reconﬁguration can be accomplished by means of a simple external circuit: it is only needed to add a general purpose I/O (GPIO) to the MicroBlaze embedded processor, and externally connect it to the pins of the parallel conﬁguration interface. Although this procedure solves the run-time partial reconﬁguration, the ﬁrst conﬁguration of the chip, at power-up, still needs to be done. This problem can be solved with an external conﬁguration Flash memory and following the connections recommended by Xilinx [32]. The MicroBlaze system has been implemented on a Spartan-3 Development Board together with the Communications Module, both from Avnet. The latter was used because of 64 MB of SDRAM that it provides. The only modiﬁcation done to Avnet’s board was to add the external loopback connections for self-reconﬁguration, as shown in Fig. 8. Apart from the coprocessor interface, the MicroBlaze system includes 8 KB data and instruction caches, an SDRAM controller, an Ethernet MAC, one timer, one interrupt controller, one UART for console I/O and three
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To make external connections between modules, Xilinx provides the bus macro [30], which implements the connections using pairs of tri-state buﬀers (TBUFs). This component is implemented as a hard macro to prevent the routes going through module boundaries from changing when reimplementing a partially reconﬁgurable module. Unfortunately, Spartan-3 does not have tri-state buﬀers, so Xilinx’s bus macros cannot be used. However, the concept behind bus macros can be extended to other FPGA components, following the idea suggested in [31]. In this way, ad-hoc bus macros are created that emulate the buﬀers with LUTs. While Xilinx’s bus macro is a generic component, the macros developed here are speciﬁcally tailored for the MicroBlaze FSL bus. Using this methodology, the system being designed includes two modules, as shown in Fig. 7: The ﬁrst module is composed of a MicroBlaze processor and its peripherals, and it is located in the left half of the FPGA; and the second module is the coprocessor, placed to the right of the device. The diﬀerent designs were constructed using the same MicroBlaze module and changing only the coprocessors. Modular design is used for all the steps but the ﬁnal module assembly, which cannot be completed due to bugs in the version of Xilinx tools being used. Instead, a Perl script working over XDL ﬁles was developed as workaround for this problem. Recently, a patch solving these reconﬁguration problems has been released by Xilinx for a more recent version of the software (ISE 8.1i).
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Fig. 8. Avnet’s board with the external loopback connections for self-reconﬁguration.



Fig. 7. Modular Design and Reconﬁguration: MicroBlaze system is the module located on the left half, the coprocessor is the one to the right.
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SSH is the secure application that has been selected to test the proposed architecture, in particular its open source implementation OpenSSH [33], which is available in the uCLinux distribution [34,35]. Only two minor modiﬁcations have been done to its source code: Substitute the ciphering/deciphering code by calls to the coprocessors, and add the routines to manage the reconﬁguration process. The two symmetric-key ciphers that are executed in hardware are the default AES128-CBC and the optional 3DES-CBC. Although two algorithms are enough for a proof-of-concept implementation, the same approach could be used for the remaining cryptographic algorithms, including the hash algorithms used for data integrity and the asymmetric-key ciphers utilized during the session setup.
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Table 7 shows the resources used for the diﬀerent modules: the MicroBlaze system and the two coprocessors. The cores are based on the ones developed in Section 3, but have been redesigned to support diﬀerent keys for ciphering and deciphering, as required by SSH2, and also to adapt them to the limited area available (for example, 3DES have been implemented as one DES round iteratively executed). However, they maintain the same interface described previously: One 32-bit master FSL bus for receiving the keys and two pairs of 32-bit master/slave FSL busses to send/receive data. The OpenSSL library [36] must be changed in order to use the coprocessors instead of the SW implementations of the encryption algorithms. These modiﬁcations are related to the crypto library, and basically consist on substituting the original encrypt/decrypt code by calls to the functions which interact to the coprocessor. For example, the AES coprocessor encrypt/decrypt functions substitute the original functions AES_encrypt() and AES_decrypt() in function AES_cbc_encrypt() from aes_cbc.c ﬁle. The functions that send the key to the coprocessor are inserted in the AES_set_encrypt_key() function inside aes_core.c ﬁle. Similar changes were carried out for the 3DES algorithm. After completing these changes, the SSH application must be also be modiﬁed to tackle the reconﬁguration of the coprocessor needed for the selected ciphering algorithm. The OpenSSH interface to the OpenSSL library includes an initialization function, cipher_init(), that sets the algorithms up. This function has been modiﬁed in order to load the bitstream which contains the coprocessor for the selected ciphering algorithm. The following pseudocode shows how reconﬁguration is managed during the negotiation phase:
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GPIOs: one for the board leds and switches, another one for self-reconﬁguration and a third one for coprocessor reset. The last GPIO is needed to reset the newly inserted logic, as the global set/reset (GSR) signal cannot be used because it would initialize the MicroBlaze processor that is executing the application. The proposed solution adds a local reset signal to the reconﬁgurable logic, which will be controlled by the processor. It will be asserted before starting the reconﬁguration process, and will remain active until the process has ﬁnished ensuring that the new logic starts at a known state. The ﬁnal system, Fig. 9, was implemented in a XC3S2000FG676-4C running at 65 MHz.
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The ﬁrst condition checks if the algorithm has already 555 been selected for encryption, in order to avoid reconﬁgur- 556 ing the FPGA twice with the same coprocessor. After that, 557 Table 7 Logic usage – MicroBlaze and coprocessors



Fig. 9. MicroBlaze-uCLinux system implementation in Avnet’s board.
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In the ﬁrst section of this paper, a comprehensive study about the implementation of encryption and hashing algorithms in FPGA-based embedded systems has been done. The results conﬁrm that HW acceleration is required to achieve a reasonable performance in the execution of these algorithms, which are the basis of secure applications. In fact, for both systems based on proprietary (MicroBlaze) or opensource (LEON2) processors, the transfer speed of SW-only implementations is at most a few Mbps. The performance is poor when compared to the current networking standards. Moreover, it does not even reach one Mbps for complex ciphers like IDEA or 3DES. HW acceleration improves this number at least one order of magnitude, making thus possible for most algorithms to break the 10 Mbps barrier. However, this study also shows the drawbacks arising from taking a classic approach to HW acceleration. The loss of versatility and substantial area requirements makes it unsuitable for low-cost solutions. Here, an architecture based on self-reconﬁguration is proposed to overcome these limitations. It not only provides signiﬁcant advantages from the theoretical point of view, but it can also be implemented on commercial low-cost FPGAs. This architecture is based on a very simple concept, the processor dynamically loads the coprocessor it needs at a given moment using self-reconﬁguration (that is, partially changing the bitstream of the own FPGA where it is running). As it is only necessary to reserve area for just one coprocessor, the system can ﬁt in a signiﬁcantly smaller device. Moreover, new coprocessors can be added at any moment by, for example, loading the new bitstream over the network. This way the system is no longer ﬁxed at design-time, so a versatility similar to that of SW is achieved. Finally, a proof-of-concept system has been developed. It shows how the proposed architecture can be successfully used to accelerate a representative secure application (SSH) running on a standard operating system (uCLinux) in a low-cost FPGA (Spartan-3). Speedup results reaching 223% prove the validity of the proposed approach. Undoubtedly, better results can be obtained with optimized implementations where not only the encryption algorithms but also the hashing ones are accelerated. This is certainly one of the future works that should be addressed relating this research.
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After ﬁnishing the modiﬁcations explained before, it was possible to establish a connection to a SSH server and open a remote shell. However, this test only checked the application functionality but not the throughput improvements. Instead, a ﬁle transfer speed test was deployed to evaluate the performance speedup due to the use of HW accelerators. The Secure Copy application (scp) was used to fulﬁl this test. It provides a means of securely transferring ﬁles between two machines using the SSH protocol, and also shows the time employed and the throughput reached for each ﬁle copied. To carry out this test, the MicroBlaze system was connected to an internal 10 Mbps LAN. In order to minimize the traﬃc impact, only a few other computers, including the SSH server, were connected to this network. Table 8 shows the average results for the diﬀerent combinations of SSH implementation (HW or SW) and encryption algorithm (AES or 3DES). The results show that the SW implementation of the AES algorithm is more eﬃcient than the 3DES one. However, when hardware coprocessors are used both algorithms achieve a comparable performance, most probably because the speed is now determined by the access to the coprocessor. The performance improvement when using HW acceleration ranges from 119% (AES) to 223% (3DES), but the performance for the secure ﬁle transfer is signiﬁcantly worse than the traditional ﬁle transfer protocol (FTP). This is mainly caused by the overhead from the hash algorithms used for data integrity (MD5 in this test). It is important to take into consideration that this work has only improved the ciphering process of SSH, but each data packet is still processed to verify its data integrity using a software implementation of the MD5 algorithm. In order to further improve the performance it would be necessary to use another reconﬁgurable coprocessor to accelerate the hash algorithms (MD5 and SHA).
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Table 8 File transfer throughput in Kbytes/s Protocol
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