






[image: PDFHALL.COM]






Menu





	 maison
	 Ajouter le document
	 Signe
	 Créer un compte







































Teach Yourself - Bab Docs

Middle managers, in turn, report to senior managers, and senior ...... The common characteristic of all UNIX filters is that they can read input from standard input ... 

















 Télécharger le PDF 






 14MB taille
 26 téléchargements
 447 vues






 commentaire





 Report




















Teach Yourself



UNIX in 24 Hours



Dave Taylor James C. Armstrong, Jr.



201 West 103rd Street Indianapolis, Indiana 46290



Teach Yourself UNIX in 24 Hours



iv



Decimilli accipitrae Raptor Regina.—JA



To the newest light of my life: Ashley Elizabeth.—DT



Copyright ! 1997 by Sams Publishing FIRST EDITION All rights reserved. No part of this book shall be reproduced, stored in a retrieval system, or transmitted by any means, electronic, mechanical, photocopying, recording, or otherwise, without written permission from the publisher. No patent liability is assumed with respect to the use of the information contained herein. Although every precaution has been taken in the preparation of this book, the publisher and author assume no responsibility for errors or omissions. Neither is any liability assumed for damages resulting from the use of the information contained herein. For information, address Sams Publishing, 201 W. 103rd St., Indianapolis, IN 46290. International Standard Book Number: 0-672-31107-0 Library of Congress Catalog Card Number: 97-66198 2000 99



98



97



4



3



2



1



Acquisitions Editor Grace M. Buechlein Development Editor Brian-Kent Proffitt Production Editor Kristi Hart Indexer Greg Pearson Technical Reviewer Raj Mangal Editorial Coordinators Mandi Rouell Katie Wise Technical Edit Coordinator Lynette Quinn Resource Coordinator Deborah Frisby



Interpretation of the printing code: the rightmost double-digit number is the year of the book’s printing; the rightmost single-digit, the number of the book’s printing. For example, a printing code of 97-1 shows that the first printing of the book occurred in 1997.



Editorial Assistants Carol Ackerman Andi Richter Rhonda Tinch-Mize



Composed in AGaramond and MCPdigital by Macmillan Computer Publishing



Cover Designer Tim Amrhein



Printed in the United States of America All terms mentioned in this book that are known to be trademarks or service marks have been appropriately capitalized. Sams Publishing cannot attest to the accuracy of this information. Use of a term in this book should not be regarded as affecting the validity of any trademark or service mark.



Book Designer Gary Adair Copy Writer David Reichwein Production Team Supervisors Brad Chinn Charlotte Clapp



President, Sams Publishng Richard K. Swadley Publishing Manager Dean Miller Director of Editorial Services Cindy Morrow Director of Marketing Kelli Spencer Product Marketing Manager Wendy Gilbride Assistant Marketing Managers Jen Pock, Rachel Wolfe



Production Brad Lenser Chris Livengood Gene Redding Janet Seib



Overview Hour 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24



Introduction What Is this UNIX Stuff? Getting onto the System and Using the Command Line Moving About the File System Listing Files and Managing Disk Usage Ownership and Permissions Creating, Moving, Renaming, and Deleting Files and Directories Looking into Files Filters and Piping Wildcards and Regular Expressions Power Filters and File Redirection An Introduction to the v i Editor Advanced v i Tricks, Tools, and Techniques An Overview of the ema cs Editor Introduction to Command Shells Getting the Most Out of the C Shell Basic Shell Programming Job Control Printing in the UNIX Environment Searching for Information and Files Communicating with Others Using Netscape To See the World Wide Web Internet E-Mail, Netnews, and IRC Using t e l ne t and f t p Programming in C for UNIX Glossary



xvi 1 21 43 63 87 113 127 145 161 187 199 245 281 305 323 347 361 379 397 407 425 443 479 509 531



Index



541



Teach Yourself UNIX in 24 Hours



vi



Contents Hour 1



2



3



What Is This UNIX Stuff? 1 Goals for This Hour ................................................................................... 1 What Is UNIX? .......................................................................................... 2 A Brief History of UNIX ............................................................................ 3 The C Programming Language .............................................................. 4 UNIX Becomes Popular ........................................................................ 5 What’s All This About Multiuser Systems? ................................................. 5 Cracking Open the Shell ............................................................................ 6 Getting Help .............................................................................................. 7 Task 1.1: Man Pages, UNIX Online Reference ...................................... 7 Task 1.2: Other Ways to Find Help in UNIX ..................................... 14 Summary .................................................................................................. 17 Workshop ................................................................................................ 17 Key Terms ........................................................................................... 17 Questions ............................................................................................ 18 Preview of the Next Hour .................................................................... 19 Getting onto the System and Using the Command Line 21 Goals for This Hour ................................................................................. 21 Task 2.1: Logging In and Out of the System ....................................... 22 Task 2.2: Changing Passwords with passwd ........................................ 25 Task 2.3: Picking a Secure Password .................................................... 26 Task 2.4: Who Are You? ...................................................................... 28 Task 2.5: Finding Out What Other Users Are Logged in to the System ................................................................................. 30 Task 2.6: What Is Everyone Doing on the Computer? ......................... 31 Task 2.7: Checking the Current Date and Time .................................. 33 Task 2.8: Looking at a Calendar .......................................................... 33 Simple Math with UNIX .......................................................................... 36 Task 2.9: Using the bc Infix Calculator ............................................... 36 Task 2.10: Using the dc Postfix Calculator .......................................... 38 Summary .................................................................................................. 40 Workshop ................................................................................................ 40 Key Terms ........................................................................................... 40 Questions ............................................................................................ 41 Preview of the Next Hour .................................................................... 41 Moving About the File System 43 Goals for This Hour ................................................................................. 43 What a Hierarchical File System Is All About ........................................... 44 Task 3.1: The UNIX File System Organization ................................... 45 The b i n Directory ............................................................................... 46



The dev Directory ............................................................................... 47 The e t c Directory ............................................................................... 47 The l i b Directory ............................................................................... 47 The l os t + f ound Directory .................................................................. 48 The mn t and sys Directories ............................................................... 48 The t mp Directory ............................................................................... 48 The us r Directory ............................................................................... 48 Other Miscellaneous Stuff at the Top Level ......................................... 49 How Mac and PC File Systems Differ from the UNIX File System .......... 50 Directory Separator Characters ................................................................. 50 The Difference Between Relative and Absolute Filenames ........................ 51 Task 3.2: Hidden Files in UNIX ......................................................... 52 Task 3.3: The Special Directories “.” and “..” ...................................... 55 Task 3.4: The env Command .............................................................. 56 Task 3.5: PATH and HOME ..................................................................... 57 Task 3.6: Find Where You Are with pwd ............................................. 58 Task 3.7: Move to Another Location with cd ...................................... 58 Summary .................................................................................................. 60 Workshop ................................................................................................ 60 Key Terms ........................................................................................... 60 Questions ............................................................................................ 62 Preview of the Next Hour .................................................................... 62



4



Listing Files and Managing Disk Usage 63 Goals for This Hour ................................................................................. 63 The l s Command ............................................................................... 64 Task 4.1: All About the l s Command ................................................. 64 Task 4.2: Having l s Tell You More .................................................... 65 Task 4.3: Combining Flags .................................................................. 68 Task 4.4: Listing Directories Without Changing Location ................... 69 Special l s Command Flags ....................................................................... 71 Task 4.5: Changing the Sort Order in l s ............................................. 71 Task 4.6: Listing Directory Trees Recursively in l s ............................. 73 Task 4.7: Long Listing Format in l s ................................................... 74 Permissions Strings .............................................................................. 74 Task 4.8: Long Listing Format for Directories in l s ............................ 75 Task 4.9: Creating Files with the t ouch Command ............................. 78 Task 4.10: Check Disk-Space Usage with du ....................................... 79 Task 4.11: Check Available Disk Space with d f ................................... 82 Task 4.12: Shrink Big Files with the comp r ess Program ..................... 83 Summary .................................................................................................. 84 Workshop ................................................................................................ 84 Key Terms ........................................................................................... 84 Questions ............................................................................................ 85 Preview of the Next Hour .................................................................... 85



Teach Yourself UNIX in 24 Hours



viii



5



6



7



Ownership and Permissions 87 Goals for This Hour ................................................................................. 87 Task 5.1: Understand File Permissions Settings ................................... 88 Task 5.2: Directory Permissions Settings ............................................. 93 Task 5.3: Modify File and Directory Permissions with chmod .............. 96 Task 5.4: Set New File Permissions with chmod ................................... 98 Task 5.5: Calculating Numeric Permissions Strings ........................... 102 Task 5.6: Establish Default File and Directory Permissions with the umas k Command .............................................................. 104 Task 5.7: Identify Owner and Group for Any File or Directory ......... 107 Task 5.8: Change the Owner of a File or Directory ........................... 108 Task 5.9: Change the Group of a File or Directory ............................ 109 Summary ................................................................................................ 110 Workshop .............................................................................................. 110 Key Terms ......................................................................................... 110 Questions .......................................................................................... 111 Preview of the Next Hour .................................................................. 111 Creating, Moving, Renaming, and Deleting Files and Directories 113 Goals for This Hour ............................................................................... 113 Task 6.1: Creating New Directories Using mkd i r .............................. 114 Task 6.2: Copying Files to New Locations Using cp .......................... 116 Task 6.3: Moving Files to New Locations Using mv ........................... 118 Task 6.4: Renaming Files with mv ...................................................... 119 Task 6.5: Removing Directories with r md i r ...................................... 120 Task 6.6: Removing Files Using r m .................................................... 121 Task 6.7: Minimizing the Danger of the r m Command ..................... 123 Summary ................................................................................................ 125 Workshop .............................................................................................. 125 Key Terms ......................................................................................... 125 Questions .......................................................................................... 126 Preview of the Next Hour .................................................................. 126 Looking into Files 127 Goals for This Hour ............................................................................... 127 Task 7.1: Using f i l e to Identify File Types ...................................... 128 Task 7.2: Exploring UNIX Directories with f i l e .............................. 130 Task 7.3: Peeking at the First Few Lines with head ........................... 133 Task 7.4: Viewing the Last Few Lines with t a i l ............................... 135 Task 7.5: Viewing the Contents of Files with ca t .............................. 136 Task 7.6: Viewing Larger Files with mo r e .......................................... 139 Summary ................................................................................................ 143 Workshop .............................................................................................. 143 Key Terms ......................................................................................... 143 Questions .......................................................................................... 144 Preview of the Next Hour .................................................................. 144



Contents



8



9



10



11



Filters and Piping 145 Goals for This Hour ............................................................................... 145 Task 8.1: The Secrets of File Redirection ........................................... 146 Task 8.2: Counting Words and Lines Using wc ................................. 147 Task 8.3: Removing Extraneous Lines Using un i q ............................ 149 Task 8.4: Sorting Information in a File Using so r t ........................... 150 Task 8.5: Number Lines in Files Using ca t - n and n l ....................... 153 Task 8.6: Cool n l Tricks and Capabilities ......................................... 154 Summary ................................................................................................ 157 Workshop .............................................................................................. 158 Key Terms ......................................................................................... 158 Questions .......................................................................................... 158 Preview of the Next Hour .................................................................. 159 Wildcards and Regular Expressions 161 Goals for This Hour ............................................................................... 161 Task 9.1: Filename Wildcards ............................................................ 162 Task 9.2: Advanced Filename Wildcards ........................................... 164 Task 9.3: Creating Sophisticated Regular Expressions ........................ 167 Task 9.4: Searching Files Using g r ep ................................................. 172 Task 9.5: For Complex Expressions, Try eg r ep ................................. 175 Task 9.6: Searching for Multiple Patterns at Once with f g r ep .......... 176 Task 9.7: Changing Things En Route with sed ................................. 179 Summary ................................................................................................ 185 Workshop .............................................................................................. 185 Key Terms ......................................................................................... 185 Questions .......................................................................................... 185 Preview of the Next Hour .................................................................. 186 Power Filters and File Redirection 187 Goals for This Hour ............................................................................... 187 Task 10.1: The Wild and Weird awk Command ............................... 188 Task 10.2: Re-routing the Pipeline with t ee ...................................... 196 Summary ................................................................................................ 197 Workshop .............................................................................................. 197 Questions .......................................................................................... 197 Preview of the Next Hour .................................................................. 198 An Introduction to the v i Editor 199 Goals for This Hour ............................................................................... 200 Task 11.1: How To Start and Quit v i ............................................... 200 Task 11.2: Simple Cursor Motion in v i ............................................ 205 Task 11.3: Moving by Words and Pages ............................................ 208 Task 11.4: Inserting Text into the File Using i , a, o, and O ............... 212 Task 11.5: Deleting Text ................................................................... 220 Task 11.6: Searching Within a File .................................................... 229 Task 11.7: How To Start v i Correctly .............................................. 234 Task 11.8: The Colon Commands in v i ........................................... 236



ix



Teach Yourself UNIX in 24 Hours



x



Summary ................................................................................................ 242 Workshop .............................................................................................. 243 Key Terms ......................................................................................... 243 Questions .......................................................................................... 244 Preview of the Next Hour .................................................................. 244



12



13



14



Advanced v i Tricks, Tools, and Techniques 245 Goals for This Hour ............................................................................... 245 Task 12.1: The Change and Replace Commands ............................... 246 Task 12.2: Numeric Repeat Prefixes .................................................. 253 Task 12.3: Numbering Lines in the File ............................................ 255 Task 12.4: Search and Replace ........................................................... 257 Task 12.5: Mapping Keys with the : map Command .......................... 260 Task 12.6: Moving Sentences and Paragraphs .................................... 266 Task 12.7: Access UNIX with ! ......................................................... 270 Summary of v i Commands .................................................................... 278 Summary ................................................................................................ 279 Workshop .............................................................................................. 279 Key Terms ......................................................................................... 279 Questions .......................................................................................... 279 Preview of the Next Hour .................................................................. 280 An Overview of the emacs Editor 281 Goals for This Hour ............................................................................... 281 Task 13.1: Launching emac s and Inserting Text ................................ 282 Task 13.2: How To Move Around in a File ....................................... 285 Task 13.3: How To Delete Characters and Words ............................ 289 Task 13.4: Search and Replace in emac s ............................................ 294 Task 13.5: Using the emac s Tutorial and Help System ...................... 297 Task 13.6: Working with Other Files ................................................ 299 Summary ................................................................................................ 303 Workshop .............................................................................................. 303 Key Terms ......................................................................................... 303 Questions .......................................................................................... 303 Preview of the Next Hour .................................................................. 304 Introduction to Command Shells 305 Goals for This Hour ............................................................................... 305 Task 14.1: What Shells Are Available? ............................................... 306 Task 14.2: Identifying Your Shell ...................................................... 309 Task 14.3: How To Choose a New Shell ........................................... 310 Task 14.4: Learning the Shell Environment ....................................... 313 Task 14.5: Exploring csh Configuration Files ................................... 317 Summary ................................................................................................ 321 Workshop .............................................................................................. 321 Key Terms ......................................................................................... 321 Questions .......................................................................................... 321 Preview of the Next Hour .................................................................. 322



Contents



15



16



17



18



Getting the Most Out of the C Shell 323 Goals for This Hour ............................................................................... 323 Task 15.1: The C Shell and Korn Shell History Mechanisms ............ 324 Task 15.2: Using History to Cut Down on Typing ........................... 327 Task 15.3: Command Aliases ............................................................. 333 Task 15.4: Some Power Aliases .......................................................... 335 Task 15.5: Setting Custom Prompts .................................................. 338 Task 15.6: Creating Simple Shell Scripts ........................................... 340 Summary ................................................................................................ 344 Workshop .............................................................................................. 344 Key Terms ......................................................................................... 344 Questions .......................................................................................... 344 Preview of the Next Hour .................................................................. 345 Basic Shell Programming 347 Goals for This Hour ............................................................................... 347 Task 16.1: Shell Variables .................................................................. 348 Task 16.2: Shell Arithmetic ............................................................... 350 Task 16.3: Comparison Functions ..................................................... 351 Task 16.4: Conditional Expressions ................................................... 355 Task 16.5: Looping expressions ......................................................... 357 Summary ................................................................................................ 359 Workshop .............................................................................................. 359 Key Terms ......................................................................................... 360 Questions .......................................................................................... 360 Preview of the Next Hour .................................................................. 360 Job Control 361 Goals for This Hour ............................................................................... 361 Task 17.1: Job Control in the Shell: Stopping Jobs ............................ 362 Task 17.2: Foreground/Background and UNIX Programs ................. 365 Task 17.3: Finding Out What Tasks Are Running ............................ 368 Task 17.4: Terminating Processes with k i l l ..................................... 374 Summary ................................................................................................ 377 Workshop .............................................................................................. 377 Key Terms ......................................................................................... 377 Questions .......................................................................................... 378 Preview of the Next Hour .................................................................. 378 Printing in the UNIX Environment 379 Goals for This Hour ............................................................................... 379 Task 18.1: Find Local Printers with p r i n t e r s .................................. 380 Task 18.2: Printing Files with l p r or l p ............................................ 384 Task 18.3: Formatting Print Jobs with p r .......................................... 387 Task 18.4: Working with the Print Queue ........................................ 391



xi



Teach Yourself UNIX in 24 Hours



xii



Summary ................................................................................................ 394 Workshop .............................................................................................. 394 Key Terms ......................................................................................... 395 Questions .......................................................................................... 395 Preview of the Next Hour .................................................................. 395



19



20



21



22



Searching for Information and Files 397 Goals for This Hour ............................................................................... 397 Task 19.1: The f i nd Command and Its Weird Options .................... 398 Task 19.2: Using f i nd with xa r gs .................................................... 403 Summary ................................................................................................ 405 Workshop .............................................................................................. 405 Questions .......................................................................................... 405 Preview of the Next Hour .................................................................. 406 Communicating with Others 407 Goals for This Hour ............................................................................... 407 Task 20.1: Enabling Messages Using mesg ......................................... 408 Task 20.2: Writing to Other Users with w r i t e .................................. 409 Task 20.3: Reading Electronic Mail with ma i l x ................................ 411 Task 20.4: Sending Mail with ma i l x ................................................. 417 Task 20.5: The Smarter Electronic Mail Alternative, e l m .................. 420 Summary ................................................................................................ 423 Workshop .............................................................................................. 423 Key Terms ......................................................................................... 424 Questions .......................................................................................... 424 Preview of the Next Hour .................................................................. 424 Using Netscape To See the World Wide Web 425 Goals for This Hour ............................................................................... 425 Introduction to the Internet ................................................................... 426 Task 21.1: Starting Your Browser ...................................................... 427 Task 21.2: Finding Some Sites ........................................................... 432 Task 21.3: Customizing Your Browser ............................................... 437 Summary ................................................................................................ 440 Workshop .............................................................................................. 440 Key Terms ......................................................................................... 440 Questions .......................................................................................... 441 Preview of the Next Hour .................................................................. 441 Internet E-Mail, Netnews, and IRC 443 Goals for This Hour ............................................................................... 443 Task 22.1: Sending E-Mail to Internet Users ..................................... 444 Task 22.2: Talking with Remote Internet Users ................................ 446 Task 22.3: Searching Databases with WAIS ....................................... 449 Task 22.4: Having the Whole World with gophe r ............................ 454



Contents



xiii



Task 22.5: Visiting Libraries Around the World ................................ 460 Task 22.6: All the News That’s Fit or Otherwise ............................... 466 Workshop .............................................................................................. 477 Key Terms ......................................................................................... 477 Questions .......................................................................................... 477 Preview of the Next Hour .................................................................. 478



23



24



Using te l net and f tp 479 Goals for This Hour ............................................................................... 479 Task 23.1: Connecting to Remote Internet Sites ................................ 480 Task 23.2: Copying Files from Other Internet Sites ........................... 483 Task 23.3: Finding Archives with a r ch i e .......................................... 493 Task 23.4: A Few Interesting t e l ne t Sites ........................................ 499 Workshop .............................................................................................. 507 Key Terms ......................................................................................... 507 Questions .......................................................................................... 507 Preview of the Next Hour .................................................................. 507 Programming in C for UNIX 509 Goals for This Hour ............................................................................... 509 Task 24.1: Your First Program ........................................................... 510 Task 24.2: Basic Data Types and Operators ...................................... 512 Task 24.3: Conditional Statements .................................................... 517 Task 24.4: Looping Statements .......................................................... 520 Task 24.5: Functions ......................................................................... 521 Task 24.6: Arrays ............................................................................... 523 Task 24.7: Pointers ............................................................................ 524 Task 24.8: Structures ......................................................................... 526 Summary ................................................................................................ 528 Where To Go Next ................................................................................ 528 Workshop .............................................................................................. 529 Key Terms ......................................................................................... 529 Questions .......................................................................................... 530 Glossary 531 Index



541



Contents Teach Yourself UNIX in 24 Hours



xiv



About the Authors Dave Taylor Dave Taylor is President and Chief Technical Officer of The Internet Mall, Inc., (h t t p : / / www . i n t e r ne t ma l l . com), the largest online shopping site in the world. He has been involved with UNIX and the Internet since 1980, having created the popular Elm Mail System and Embot mail autoresponder. A prolific author, he has been published over 1,000 times, and his most recent books include the best-selling Creating Cool HTML 3.2 Web Pages and The Internet Business Guide. Dave has a weekly intranet column in InfoWorld and a Web/CGI programming column in LOGIN. Previous positions include being a Research Scientist at HP Laboratories and Senior Reviews Editor of SunWorld magazine. He also has contributed software to the official 4.4 release of Berkeley UNIX (BSD), and his programs are found in all versions of Linux and other popular UNIX variants. Dave has a Bachelor’s degree in Computer Science (U.C.S.D., 1984) and a Master’s degree in Education (Purdue, 1995), and he teaches evening courses in San Jose State University’s Professional Development Program. His official home page on the Web is h t t p : / / www . i n t u i t i v e . com / t a y l o r , and his e-mail address for the last decade has been t ay l o r @ i n t u i t i ve . com.



James C. Armstrong, Jr. James C. Armstrong, Jr., is the Director of Engineering at The Internet Mall, Inc., a San Jose, California-based firm, dedicated to making Web-based commerce a turnkey operation. James has nearly 15 years of professional experience with UNIX software products and has worked for Bell Labs, Sun, and Tandem Computers in the past. He is also an 18-year veteran of the Internet and its predecessors; his first contact was as a college student, exchanging electronic mail with his father at AT&T. James has a Bachelor’s degree in Computer Science from Duke University and has done some graduate study at the University of St. Andrews in Scotland. James is an avid naturalist and environmentalist and has traveled the world to photograph the beauty of nature.



xiv



Tell Us What You Think! As a reader, you are the most important critic and commentator of our books. We value your opinion and want to know what we’re doing right, what we could do better, what areas you’d like to see us publish in, and any other words of wisdom you’re willing to pass our way. You can help us make strong books that meet your needs and give you the computer guidance you require. Do you have access to CompuServe or the World Wide Web? Then check out our CompuServe forum by typing GO SAMS at any prompt. If you prefer the World Wide Web, check out our site at h t t p : / / www . mcp . com.



If you have a technical question a bout this book, call the technical support line at 3 1 7-5 8 1-4 6 6 9.



JUST A MINUTE



As the team leader of the group that created this book, I welcome your comments. You can fax, e-mail, or write me directly to let me know what you did or didn’t like about this book— as well as what we can do to make our books stronger. Here’s the information: Fax:



317-581-4669



E-mail:



opsys_mg r @sams . mcp . com



Mail:



Dean Miller Comments Department Sams Publishing 201 W. 103rd Street Indianapolis, IN 46290



Teach Yourself UNIX in 24 Hours



xvi



Introduction Welcome to Teach Yourself UNIX in 24 Hours ! This book has been designed so it is helpful for both beginning users and those with previous UNIX experience. This text is helpful as a guide, as well as a tutorial. The reader of this book is assumed to be intelligent, but no familiarity with UNIX is expected.



Does Each Chapter Take an Hour? You can learn the concepts in each of the 24 chapters in one hour. If you want to experiment with what you learn in each chapter, you may take longer than an hour. However, all the concepts presented here are straightforward. If you are familiar with Windows applications, you will be able to progress more quickly through it.



How To Use This Book This book is designed to teach you topics in one-hour sessions. All the books in the Sams Teach Yourself series enable you to start working and become productive with the product as quickly as possible. This book will do that for you! Each hour, or session, starts with an overview of the topic to inform you what to expect in each lesson. The overview helps you determine the nature of the lesson and whether the lesson is relevant to your needs.



Main Section Each lesson has a main section that discusses the lesson topic in a clear, concise manner by breaking the topic down into logical component parts and explaining each component clearly. Interspersed in each lesson are special elements, called Just a Minutes, Time Savers, and Cautions, that provide additional information.



JUST A MINUTE



Just a Minutes are designed to clarify the concept that is being discussed. It ela borates on the subject, and if you are comforta ble with your understanding of the subject, you can byp ass them without d anger.



TIME SAVER



CAUTION



Time Savers inform you of tricks or elements that are easily missed by most computer users. You can skip them, but often Time Savers show you an e asier w ay to do a task.



A C aution deserves at le ast as much attention as a Time Saver because C autions point out a problematic element of the topic being discussed. Ignoring the information contained in the C aution could have a dverse effects on the task at hand. These are the most important special elements in this book.



Tasks This book offers another special element called a Task. These step-by-step exercises are designed to quickly walk you through the most important skills you can learn in UNIX. Each Task has three parts—Description, Action, and Summary.



Workshops The Workshop section at the end of each lesson provides Key Terms and Questions that reinforce concepts you learned in the lesson and help you apply them in new situations. You can skip this section, but it is advised that you go through the exercises to see how the concepts can be applied to other common tasks. The Key Terms also are compiled in one alphabetized list in the Glossary at the end of the book.
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What Is This UNIX Stuff? Welcome to Teach Yourself UNIX in 24 Hours! This hour starts you toward becoming a UNIX expert. Our goal for the first hour is to introduce you to some UNIX history and to teach you where to go for help online.



Goals for This Hour In the first hour, you learn ! ! ! ! ! ! !



The history of UNIX Why it’s called UNIX What multiuser systems are all about The difference between UNIX and other operating systems About command-line interpreters and how users interact with UNIX How to use man pages, UNIX’s online reference material Other ways to find help in UNIX
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What Is UNIX? UNIX is a computer operating system, a control program that works with users to run programs, manage resources, and communicate with other computer systems. Several people can use a UNIX computer at the same time; hence UNIX is called a multiuser system. Any of these users can also run multiple programs at the same time; hence UNIX is called multitasking. Because UNIX is such a pastiche—a patchwork of development—it’s a lot more than just an operating system. UNIX has more than 250 individual commands. These range from simple commands—for copying a file, for example—to the quite complex: those used in high-speed networking, file revision management, and software development. Most notably, UNIX is a multichoice system. As an example, UNIX has three different primary command-line-based user interfaces (in UNIX, the command-line user interface is called a shell ): The three choices are the Bourne shell, C shell, and Korn shell. Often, soon after you learn to accomplish a task with a particular command, you discover there’s a second or third way to do that task. This is simultaneously the greatest strength of UNIX and a source of frustration for both new and current users. Why is having all this choice such a big deal? Think about why Microsoft MS-DOS and the Apple Macintosh interfaces are considered so easy to use. Both are designed to give the user less power. Both have dramatically fewer commands and precious little overlap in commands: You can’t use copy to list your files in DOS, and you can’t drag a Mac file icon around to duplicate it in its own directory. The advantage to these interfaces is that, in either system, you can learn the one-and-only way to do a task and be confident that you’re as sophisticated in doing that task as is the next person. It’s easy. It’s quick to learn. It’s exactly how the experts do it, too. UNIX, by contrast, is much more like a spoken language, with commands acting as verbs, command options (which you learn about later in this lesson) acting as adjectives, and the more complex commands acting akin to sentences. How you do a specific task can, therefore, be completely different from how your UNIX-expert friend does the same task. Worse, some specific commands in UNIX have many different versions, partly because of the variations from different UNIX vendors. (You’ve heard of these variations and vendors, I’ll bet: UNIXWare from Novell, Solaris from Sun, SCO from Santa Cruz, System V Release 4 (pronounce that “system five release four” or, to sound like an ace, “ess-vee-are-four”), and BSD UNIX (pronounced “bee-ess-dee”) from University of California at Berkeley are the primary players. Each is a little different from the other.) Another contributor to the sprawl of modern UNIX is the energy of the UNIX programming community; plenty of UNIX users decide to write a new version of a command in order to solve slightly different problems, thus spawning many versions of a command.
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JUST A MINUTE



I must a dmit that I, too, am guilty of rewriting a variety of U N IX commands, including those for an electronic mail system, a simple lineoriented editor, a text formatter, a programming langua ge interpreter, calend ar mana ger, and even slightly different versions of the file-listing command l s and the remove-files command r m. As a programmer, I found that trying to duplicate the functionality of a p articular command or utility w as a wonderful w ay to le arn more a bout U N IX and programming.



Given the multichoice nature of UNIX, I promise to teach you the most popular UNIX commands, and, if there are alternatives, I will teach you about those, too. The goal of this book is for you to learn UNIX and to be able to work alongside long-time UNIX folk as a peer, sharing your expertise with them and continuing to learn about the system and its commands from them and other sources.



A Brief History of UNIX To understand why the UNIX operating system has so many commands and why it’s not only the premier multiuser, multitasking operating system, but also the most successful and the most powerful multichoice system for computers, you’ll have to travel back in time. You’ll need to learn where UNIX was designed, what were the goals of the original programmers, and what has happened to UNIX in the subsequent decades. Unlike DOS, Windows, OS/2, the Macintosh, VMS, MVS, and just about any other operating system, UNIX was designed by a couple of programmers as a fun project, and it evolved through the efforts of hundreds of programmers, each of whom was exploring his or her own ideas of particular aspects of OS design and user interaction. In this regard, UNIX is not like other operating systems, needless to say! It all started back in the late 1960s in a dark and stormy laboratory deep in the recesses of the American Telephone and Telegraph (AT&T) corporate facility in New Jersey. Working with the Massachusetts Institute of Technology, AT&T Bell Labs was codeveloping a massive, monolithic operating system called Multics. On the Bell Labs team were Ken Thompson, Dennis Ritchie, Brian Kernighan, and other people in the Computer Science Research Group who would prove to be key contributors to the new UNIX operating system. When 1969 rolled around, Bell Labs was becoming increasingly disillusioned with Multics, an overly slow and expensive system that ran on General Electric mainframe computers that themselves were expensive to run and rapidly becoming obsolete. The problem was that Thompson and the group really liked the capabilities Multics offered, particularly the individual-user environment and multiple-user aspects.
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In that same year, Thompson wrote a computer game called Space Travel, first on Multics, then on the GECOS (GE computer operating system). The game was a simulation of the movement of the major bodies of the Solar System, with the player guiding a ship, observing the scenery, and attempting to land on the various planets and moons. The game wasn’t much fun on the GE computer, however, because performance was jerky and irregular, and, more importantly, it cost almost $100 in computing time for each game. In his quest to improve the game, Thompson found a little-used Digital Equipment Corporation PDP-7, and with some help from Ritchie, he rewrote the game for the PDP-7. Development was done on the GE mainframe and hand-carried to the PDP-7 on paper tape. Once he’d explored some of the capabilities of the PDP-7, Thompson couldn’t resist building on the game, starting with an implementation of an earlier file system he’d designed, then adding processes, simple file utilities (cp , mv ), and a command interpreter that he called a “shell.” It wasn’t until the following year that the newly created system acquired its name, UNIX, which Brian Kernighan suggested as a pun on Multics. The Thompson file system was built around the low-level concept of i-nodes—linked blocks of information that together comprise the contents of a file or program—kept in a big list called the i-list, subdirectories, and special types of files that described devices and acted as the actual device driver for user interaction. What was missing in this earliest form of UNIX was pathnames. No slash ( / ) was present, and subdirectories were referenced through a confusing combination of file links that proved too complex, causing users to stop using subdirectories. Another limitation in this early version was that directories couldn’t be added while the system was running and had to be added to the preload configuration. In 1970, Thompson’s group requested and received a Digital PDP-11 system for the purpose of creating a system for editing and formatting text. It was such an early unit that the first disk did not arrive at Bell Labs until four months after the CPU showed up. The first important program on UNIX was the text-formatting program roff, which—keep with me now—was inspired by McIlroy’s BCPL program on Multics, which in turn had been inspired by an earlier program called runoff on the CTSS operating system. The initial customer was the Patent Department inside the Labs, a group that needed a system for preparing patent applications. There, UNIX was a dramatic success, and it didn’t take long for others inside Bell Labs to begin clamoring for their own UNIX computer systems.



The C Programming Language That’s where UNIX came from. What about C, the programming language that is integral to the system?
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In 1969, the original UNIX had a very-low-level assembly language compiler available for writing programs; all the PDP-7 work was done in this primitive language. Just before the PDP-11 arrived, McIlroy ported a language called TMG to the PDP-7, which Thompson then tried to use to write a FORTRAN compiler. That didn’t work, and instead he produced a language called B. Two years later, in 1971, Ritchie created the first version of a new programming language based on B, a language he called C. By 1973, the entire UNIX system had been rewritten in C for portability and speed.



UNIX Becomes Popular In the 1970s, AT&T hadn’t yet been split up into the many regional operating companies known today, and the company was prohibited from selling the new UNIX system. Hoping for the best, Bell Labs distributed UNIX to colleges and universities for a nominal charge. These institutions also were happily buying the inexpensive and powerful PDP-11 computer systems—a perfect match. Before long, UNIX was the research and software-development operating system of choice. The UNIX of today is not, however, the product of a couple of inspired programmers at Bell Labs. Many other organizations and institutions contributed significant additions to the system as it evolved from its early beginnings and grew into the monster it is today. Most important were the C shell, TCP/IP networking, vi editor, Berkeley Fast File System, and sendmail electronic-mail-routing software from the Computer Science Research Group of the University of California at Berkeley. Also important were the early versions of UUCP and Usenet from the University of Maryland, Delaware, and from Duke University. After dropping Multics development completely, MIT didn’t come into the UNIX picture until the early 1980s, when it developed the X Window System as part of its successful Athena project. Ten years and four releases later, X is the predominant windowing system standard on all UNIX systems, and it is the basis of Motif, OpenWindows, and Open Desktop. Gradually, big corporations have become directly involved with the evolutionary process, notably Hewlett-Packard, Sun Microsystems, and Digital Equipment Corporation. Little companies have started to get into the action too, with UNIX available from Apple for the Macintosh and from IBM for PCs, RISC-based workstations, and new PowerPC computers. Today, UNIX runs on all sizes of computers, from humble PC laptops, to powerful desktopvisualization workstations, and even to supercomputers that require special cooling fluids to prevent them from burning up while working. It’s a long way from Space Travel, a game that, ironically, isn’t part of UNIX anymore.



What’s All This About Multiuser Systems? Among the many multi words you learned earlier was one that directly concerns how you interact with the computer, multiuser. The goal of a multiuser system is for all users to feel
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as though they’ve each been given their own personal computer, their own individual UNIX system, although they actually are working within a large system. To accomplish this, each user is given an account—usually based on the person’s last name, initials, or another unique naming scheme—and a home directory, the default place where his or her files are saved. This leads to a bit of a puzzle: When you’re working on the system, how does the system know that you’re you? What’s to stop someone else from masquerading as you, going into your files, prying into private letters, altering memos, or worse? On a Macintosh or PC, anyone can walk up to your computer when you’re not around, flip the power switch, and pry, and you can’t do much about it. You can add some security software, but security isn’t a fundamental part of the system, which results in an awkward fit between system and software. For a computer sitting on your desk in your office, though, that’s okay; the system is not a shared multiuser system, so verifying who you are when you turn on the computer isn’t critical. But UNIX is a system designed for multiple users, so it is very important that the system can confirm your identity in a manner that precludes others from masquerading as you. As a result, all accounts have passwords associated with them—like a PIN for a bank card, keep it a secret!—and, when you use your password in combination with your account, the computer can be pretty sure that you are who you’re claiming to be. For obvious reasons, when you’re done using the computer, you always should remember to end your session, or, in effect, to turn off your virtual personal computer when you’re done. In the next hour, you learn your first UNIX commands. At the top of the list are commands to log in to the system, enter your password, and change your password to be memorable and highly secure.



Cracking Open the Shell Another unusual feature of UNIX systems, especially for those of you who come from either the Macintosh or the Windows environments, is that UNIX is designed to be a command– line-based system rather than a more graphically based (picture-oriented) system. That’s a mixed blessing. It makes UNIX harder to learn, but the system is considerably more powerful than fiddling with a mouse to drag little pictures about on the screen. There are graphical interfaces to UNIX, built within the X Window System environment. Notable ones are Motif, Open Windows, and Open Desktop. Even with the best of these, however, the command-line heart of UNIX still shines through, and in my experience, it’s impossible really to use all the power that UNIX offers without turning to a shell.
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If you’re used to writing letters to your friends and family or even mere shopping lists, you won’t have any problem with a command-line interface: It’s a command program that you tell what to do. When you type specific instructions and press the Return key, the computer leaps into action and immediately performs whatever command you’ve specified.



What Is This UNIX Stuff?



JUST A MINUTE



Throughout this book, I refer to pressing the Return key, but your keyboard may have this key la beled as “Enter” or marked with a left-pointing, specially sha ped arrow. These all me an the same thing.



In Windows, you might move a file from one folder to another by opening the folder, opening the destination folder, fiddling around for a while to be sure that you can see both of them on the screen at the same time, and then clicking and dragging the specific file from one place to the other. In UNIX it’s much easier. Typing in the following simple command does the trick: cp f o l de r 1 / f i l e f o l de r 2



It automatically ensures the file has the same name in the destination directory, too. This might not seem much of a boon, but imagine the situation where you want to move all files with names that start with the word p r o j ec t or end with the suffix . c (C program files). This could be quite tricky and could take a lot of patience with a graphical interface. UNIX, however, makes it easy: cp p r o j ec t * * . c f o l de r 2



Soon you not only will understand this command, but you also will be able to compose your own examples!



Getting Help Throughout this book, the focus is on the most important and valuable flags and options for the commands covered. That’s all well and good, but how do you find out about the other alternatives that might actually work better for your use? That’s where the UNIX “man” pages come in. You will learn how to browse them to find the information desired.



Task 1.1: Man Pages, UNIX Online Reference It’s not news to you that UNIX is a very complex operating system, with hundreds of commands that can be combined to execute thousands of possible actions. Most commands have a considerable number of options, and all seem to have some subtlety or other that it’s important to know. But how do you figure all this out? You need to look up commands in the UNIX online documentation set. Containing purely reference materials, the UNIX man pages (man is short for manual ) cover every command available. To search for a man page, enter man followed by the name of the command to find. Many sites also have a table of contents for the man pages (it’s called a whatis database, for obscure historical reasons.) You can use the all-important - k flag for keyword searches, to find the name of a command if you know what it should do but you just can’t remember what it’s called.
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JUST A MINUTE



A command performs a b asic task, which can be modified by a dding fla gs to the end of the command when you enter it on the command line. These fla gs are described in the man p a ges. For example, to use the –k fla g for man , enter: % man –k



JUST A MINUTE



The command ap r opos is availa ble on most U N IX systems and is often just an alias to man - k . If it’s not on your system, you can cre ate it by a dding the following line to your . csh r c file: a l i as ap r opos ‘ man - k \ ! ’



The UNIX man pages are organized into nine sections, as shown in Table 1.1. This table is organized for System V, but it generally holds true for Berkeley systems, too, with these few changes: BSD has I/O and special files in Section 4, administrative files in Section 5, and miscellaneous files in Section 7. Some BSD systems also split user commands into further categories: Section 1C for intersystem communications and Section 1G for commands used primarily for graphics and computer-aided design. Table 1.1. System V UNIX man page organization.
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Section



Category



1 1M 2 3 4 5 6 7 8



User commands System maintenance commands System calls Library routines Administrative files Miscellaneous Games I/O and special files Administrative commands
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1. The mkd i r man page is succinct and exemplary: % man mkd i r MKD I R ( 1 )



DYN I X P r og r amme r ’ s Manua l



MKD I R ( 1 )



NAME mkd i r - make a d i r ec t o r y SYNOPS I S mkd i r d i r name . . . DESCR I PT I ON Mkd i r c r ea t es spec i f i ed d i r ec t o r i es i n mode 777 . S t anda r d en t r i es , ` . ’ , f o r t he d i r ec t o r y i t se l f , and ` . . ’ f o r i t s pa r en t , a r e made au t oma t i ca l l y . Mkd i r r equ i r e s w r i t e pe r m i ss i on i n t he pa r en t d i r ec t o r y . SEE ALSO r md i r ( 1 ) Rev i s i on 1 . 4 . 2 . 2 88 / 08 / 13 %



JUST A MINUTE



1



N otice in the example, that in the first line, the command itself is in boldface type, but everything else is not bold. Throughout this book, whenever an example contains both user input and U N IX output, the user input will be bold so that you can spot e asily what you are supposed to enter.



The very first line of the output tells me that it’s found the mkd i r command in Section 1 (user commands) of the man pages, with the middle phrase, DYN I X P r og r amme r ’ s Manua l , indicating that I’m running on a version of UNIX called DYNIX. The NAME section always details the name of the command and a one-line summary of what it does. SYNOPS I S explains how to use the command, including all possible command flags and options. DESCR I PT I ON is where all the meaningful information is, and it can run on for dozens of pages, explaining how complex commands like csh or v i work. SEE ALSO suggests other commands that are related in some way. The Revision line at the bottom is different on each version of man, and it indicates the last time, presumably, that this document was revised.
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2. The same man page from a Sun workstation is quite different: % man mkd i r MKD I R ( 1 )



USER COMMANDS



MKD I R ( 1 )



NAME mkd i r - make a d i r ec t o r y SYNOPS I S mkd i r [ - p ] d i r name . . . DESCR I PT I ON mkd i r c r ea t es d i r ec t o r i es . S t anda r d en t r i es , ` . ’ , f o r t he d i r ec t o r y i t s e l f , and ` . . ’ f o r i t s pa r en t , a r e made au t oma t i ca l l y . The - p f l ag a l l ows m i ss i ng pa r en t d i r ec t o r i es t o be as needed .



c r ea t ed



W i t h t he excep t i on o f t he se t - g i d b i t , t he cu r r en t umask ( 2V ) se t t i ng de t e r m i nes t he mode i n wh i ch d i r ec t o r i es a r e c r ea t ed . The new d i r ec t o r y i nhe r i t s t he se t - g i d b i t o f t he pa r en t d i r ec t o r y . Modes may be mod i f i ed a f t e r c r ea t i on by us i ng chmod ( 1V ) . mkd i r r equ i r e s w r i t e pe r m i ss i on i n t he pa r en t d i r ec t o r y . SEE ALSO chmod ( 1V ) , r m ( 1 ) , mkd i r ( 2V ) , umask ( 2V ) Sun Re l ease 4 . 1 %



Las t change : 22 Augus t 1989
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Notice that there’s a new flag in this version of mkd i r , the - p flag. More importantly, note that the flag is shown in square brackets within the SYNOPS I S section. By convention, square brackets in this section mean that the flag is optional. You can see that the engineers at Sun have a very different idea about what other commands might be worth viewing! 3. One thing I always forget on Sun systems is the command that lets me format a floppy disk. That’s exactly where the ap r opos command comes in handy: % apropos f l oppy f d ( 4S ) %



- d i sk d r i ve r f o r F l oppy D i sk Con t r o l l e r s



That’s not quite what I want, unfortunately. Because it’s in Section 4 (note that the word in parentheses is 4S, not 1), this document will describe the disk driver rather than any command to work with floppy disks. I can look up the d i sk command instead: % man - k d i sk acc t d i sk , acc t dusg , acc t on , acc t w t mp ( 8 ) - ove r v i ew o f accoun t i ng and "m i sce l l aneous accoun t i ng commands add_c l i en t ( 8 ) - c r ea t e a d i s k l ess ne t wo r k boo t ab l e NFS c l i en t on
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"a se r ve r cha r ge f ee , ckpacc t , dod i sk , l as t l og i n , monacc t , nu l l adm , p r c t mp , p r da i l y , "p r t acc t , r unacc t , s hu t acc t , s t a r t up , t u r nacc t ( 8 ) - she l l p r ocedu r es f o r "accoun t i ng c l i en t ( 8 ) - add o r r emov e d i sk l ess Sun386 i sys t ems d f ( 1V ) - r epo r t f r ee d i sk space on f i l e sys t ems d i skusg ( 8 ) - gene r a t e d i s k accoun t i ng da t a by use r dkc t l ( 8 ) - con t r o l spec i a l d i sk ope r a t i ons dk i n f o ( 8 ) - r epo r t i n f o r ma t i on abou t a d i sk ’ s geome t r y and "pa r t i t i on i ng dk i o ( 4S ) - gene r i c d i sk con t r o l ope r a t i ons du ( 1L ) - summa r i z e d i s k usage du ( 1V ) - d i sp l ay t he numbe r o f d i sk b l oc ks used pe r "d i r ec t o r y o r f i l e f as t boo t , f as t ha l t ( 8 ) - r eboo t / ha l t t he sys t em wh i l e d i sab l i ng d i sk "check i ng f d ( 4S ) - d i sk d r i ve r f o r F l oppy D i sk Con t r o l l e r s f d f o r ma t ( 1 ) - f o r ma t d i s ke t t es f o r use w i t h SunOS f o r ma t ( 8S ) - d i sk pa r t i t i on i ng and ma i n t enance u t i l i t y f sync ( 2 ) - synch r on i z e a f i l e ’ s i n - co r e s t a t e w i t h t ha t "on d i sk f usage ( 8 ) - RFS d i sk a ccess p r o f i l e r i d ( 4S ) - d i sk d r i ve r f o r I P I d i sk con t r o l l e r s i ns t a l l boo t ( 8S ) - i ns t a l l boo t b l ocks i n a d i sk pa r t i t i on pnpboo t , pnp . s386 ( 8C ) - pnp d i sk l es s boo t se r v i ce quo t a ( 1 ) - d i sp l ay a us e r ’ s d i sk quo t a and usage quo t ac t l ( 2 ) - man i pu l a t e d i sk quo t as r oo t ( 4S ) - pseudo - d r i ve r f o r Sun386 i r oo t d i sk sd ( 4S ) - d r i ve r f o r SCS I d i sk dev i ces sync ( 1 ) - upda t e t he supe r b l ock ; f o r ce changed b l ocks " t o t he d i sk xd ( 4S ) - D i sk d r i ve r f o r Xy l og i cs 7053 SMD D i sk "Con t r o l l e r xy ( 4S ) - D i sk d r i ve r f o r Xy l og i cs 450 and 451 SMD D i sk "Con t r o l l e r s %



JUST A MINUTE



N otice the " character at the beginning of some of the lines in this example. This character does not a ppear on your screen. It’s a typogra phical convention used in the book because the number of characters that can be displayed by U N IX on a line of your screen is gre ater than the number of characters that can a ppe ar (legibly) on a line in this book. The " indicates that the text following it is actually p art of the preceding line on your screen.



This yields quite a few choices! To trim the list down to just those that are in Section 1 (the user commands section), I use g r ep: % man - k d i sk | grep ‘ ( 1 ’ d f ( 1V ) - r epo r t f r ee d i sk space on f i l e sys t ems du ( 1L ) - summa r i z e d i s k usage
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du ( 1V ) "d i r ec t o r y o r f i l e f d f o r ma t ( 1 ) quo t a ( 1 ) sync ( 1 ) " t o t he d i sk %



- d i sp l ay t he numbe r o f d i sk b l oc ks used pe r - f o r ma t d i s ke t t es f o r use w i t h SunOS - d i sp l ay a us e r ’ s d i sk quo t a and usage - upda t e t he supe r b l ock ; f o r ce changed b l ocks



That’s better! The command I was looking for is f d f o r ma t . 4. To learn a single snippet of information about a UNIX command, you can check to see if your system has the wha t i s utility. You can even ask it to describe itself (a bit of a philosophical conundrum): % what i s what i s wha t i s ( 1 ) %



- d i sp l ay a one - l i ne summa r y abou t a keywo r d



In fact, this is the line from the NAME section of the relevant man page. The wha t i s command is different from the ap r opos command because it considers only command names rather than all words in the command description line: % what i s cd cd ( 1 ) %



- change wo r k i ng d i r ec t o r y



Now see what ap r opos does: % apropos cd bcd , pp t ( 6 ) - conve r t t o an t i que med i a cd ( 1 ) - change wo r k i ng d i r ec t o r y cdp l aye r ( 6 ) - CD - ROM aud i o demo p r og r am cd r om i o ( 4S ) - CDROM con t r o l ope r a t i ons d r aw , bd r aw , cd r aw ( 6 ) - i n t e r ac t i v e g r aph i cs d r aw i ng f cdcmd , f cd ( 1 ) - change c l i en t ’ s cu r r en t wo r k i ng d i r ec t o r y i n " t he FSP da t abase ge t ac i n f o , ge t acd i r , ge t ac f l g , ge t acm i n , se t ac , endac ( 3 ) - ge t aud i t " con t r o l f i l e i n f o r ma t i on i pa l l ocd ( 8C ) - E t he r ne t - t o - I P add r ess a l l oca t o r mp , madd , msub , mu l t , md i v , mcmp , m i n , mou t , pow , gcd , r pow , i t om , x t om , "m t ox , m f r ee ( 3X ) - mu l t i p l e p r ec i s i on i n t ege r a r i t hme t i c r execd , i n . r execd ( 8C ) - r emo t e execu t i on se r ve r sccs - cdc , cdc ( 1 ) - change t he de l t a commen t a r y o f an SCCS de l t a s r ( 4S ) - d r i ve r f o r CDROM SCS I con t r o l l e r t e r m i os , t cge t a t t r , t cse t a t t r , t csendb r eak , t cd r a i n , t c f l ush , t c f l ow , "c f ge t ospeed , c f ge t i speed , c f se t i speed , c f se t ospeed ( 3V ) - ge t and "se t t e r m i na l a t t r i bu t es , l i ne con t r o l , ge t and se t baud r a t e , ge t "and se t t e r m i na l f o r eg r ound p r ocess g r oup I D t i n , r t i n , cd t i n , t i nd ( 1 ) - A t h r eaded Ne t news r eade r u i d_a l l ocd , g i d_a l l ocd ( 8C ) - U I D and G I D a l l oca t o r daemons %



5. One problem with man is that it really isn’t too sophisticated. As you can see in the example in step 4, ap r opos (which, recall, is man - k ) lists a line more than once if more than one man page match the specified pattern. You can create your own ap r opos alias to improve the command:
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% a l i as apropos _man - k \ ! * | un i q_ % apropos cd bcd , pp t ( 6 ) - conve r t t o an t i que med i a cd ( 1 ) - change wo r k i ng d i r ec t o r y cdp l aye r ( 6 ) - CD - ROM aud i o demo p r og r am cd r om i o ( 4S ) - CDROM con t r o l ope r a t i ons d r aw , bd r aw , cd r aw ( 6 ) - i n t e r ac t i v e g r aph i cs d r aw i ng f cdcmd , f cd ( 1 ) - change c l i en t ’ s cu r r en t wo r k i ng d i r ec t o r y " i n t he FSP da t abase ge t ac i n f o , ge t acd i r , ge t ac f l g , ge t acm i n , se t ac , endac ( 3 ) - ge t aud i t "con t r o l f i l e i n f o r ma t i on i pa l l ocd ( 8C ) - E t he r ne t - t o - I P add r ess a l l oca t o r mp , madd , msub , mu l t , md i v , mcmp , m i n , mou t , pow , gcd , r pow , i t om , x t om , "m t ox , m f r ee ( 3X ) - mu l t i p l e p r ec i s i on i n t ege r a r i t hme t i c r execd , i n . r execd ( 8C ) - r emo t e execu t i on se r ve r sccs - cdc , cdc ( 1 ) - change t he de l t a commen t a r y o f an SCCS de l t a s r ( 4S ) - d r i ve r f o r CDROM SCS I con t r o l l e r t e r m i os , t cge t a t t r , t cse t a t t r , t csendb r eak , t cd r a i n , t c f l ush , t c f l ow , "c f ge t ospeed , c f ge t i speed , c f se t i speed , c f se t ospeed ( 3V ) - ge t and se t " t e r m i na l a t t r i bu t es , l i ne con t r o l , ge t and se t baud r a t e , ge t "and se t t e r m i na l f o r eg r ound p r ocess g r oup I D t i n , r t i n , cd t i n , t i nd ( 1 ) - A t h r eaded Ne t news r eade r u i d_a l l ocd , g i d_a l l ocd ( 8C ) - U I D and G I D a l l oca t o r daemons %



That’s better, but I’d like to have the command tell me about only user commands because I don’t care much about file formats, games, or miscellaneous commands when I’m looking for a command. I’ll try this: % a l i as apropos _man - k \ ! * | un i q | g rep 1_ % apropos cd cd ( 1 ) - change wo r k i ng d i r ec t o r y f cdcmd , f cd ( 1 ) - change c l i en t ’ s cu r r en t wo r k i ng d i r ec t o r y " i n t he FSP da t abase sccs - cdc , cdc ( 1 ) - change t he de l t a commen t a r y o f an SCCS de l t a t i n , r t i n , cd t i n , t i nd ( 1 ) - A t h r eaded Ne t news r eade r %



That’s much better. 6. I’d like to look up one more command— so r t —before I’m done here. % man sor t SORT ( 1 )



DYN I X P r og r amme r ’ s Manua l



SORT ( 1 )



NAME so r t - so r t o r me r ge f i l es SYNOPS I S so r t [ - mubd f i n r t x ] [ +pos1 [ - pos2 ] ] . . . [ - o name ] [ - T d i r ec t o r y ] [ name ] . . . DESCR I PT I ON So r t so r t s l i ne s o f a l l t he named f i l es t oge t he r and w r i t es t he r esu l t on t he s t anda r d ou t pu t . The name ` - ’ me ans t he s t anda r d i npu t . I f no i npu t f i l e s a r e named , t he s t anda r d i npu t i s so r t ed .



1



Hour 1



14



The de f au l t s o r t key i s an en t i r e l i ne . De f au l t o r de r i ng i s l ex i cog r aph i c by by t es i n mach i ne co l l a t i ng sequenc e . The o r de r i ng i s a f f ec t ed g l oba l l y by t he f o l l ow i ng op t i ons , one o r mo r e o f wh i ch may appea r . b I gno r e l e ad i ng b l anks ( space s and t abs ) i n f i e l d com - - Mo r e - - _



On almost every system, the man command feeds output through the mo r e program so that information won’t scroll by faster than you can read it. You also can save the output of a man command to a file if you’d like to study the information in detail. To save this particular manual entry to the file sort.manpage, you could use man so r t > so r t . manpage. Notice in the so r t man page that there are many options to the so r t command (certainly more than discussed in this book). As you learn UNIX, if you find areas about which you’d like more information, or if you need a capability that doesn’t seem to be available, check the man page. There just might be a flag for what you seek.



JUST A MINUTE



You can obtain lots of valua ble information by re a ding the introduction to e ach section of the man p ages. Use man 1 i n t r o to re a d the introduction to Section 1, for example. If your version of man doesn’t stop at the bottom of e ach p a ge, you can remedy the situation using a l i as man ‘ man \ ! * | mo r e ’ .



UNIX was one of the very first operating systems to include online documentation. The man pages are an invaluable reference. Most of them are poorly written, unfortunately, and precious few include examples of actual usage. However, as a quick reminder of flags and options, or as an easy way to find out the capabilities of a command, man is great. I encourage you to explore the man pages and perhaps even read the man page on the man command itself.



Task 1.2: Other Ways to Find Help in UNIX The man pages are really the best way to learn about what’s going on with UNIX commands, but some alternatives also can prove helpful. Some systems have a he l p command. Many UNIX utilities make information available with the - h or - ? flag, too. Finally, one trick you can try is to feed a set of gibberish flags to a command, which sometimes generates an error and a helpful message reminding you what possible options the command accepts.
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1. At the University Tech Computing Center, the support team has installed a he l p command: % he l p Look i n a p r i n t ed manua l , i f you can , f o r gene r a l he l p . You shou l d have someone show you some t h i ngs and t hen r ead one o f t he t u t o r i a l pape r s ( e . g . , UN I X f o r Beg i nne r s o r An I n t r oduc t i on t o t he C She l l ) t o ge t s t a r t ed . P r i n t ed manua l s cove r i ng a l l aspec t s o f Un i x a r e on sa l e a t t he books t o r e . Mos t o f t he ma t e r i a l i n t he p r i n t ed manua l s i s a l so ava i l ab l e on l i ne v i a “man ” and s i m i l a r commands ; f o r i n s t ance : ap r opos keywo r d - l i s t s commands r e l ev an t t o keywo r d wha t i s f i l ename - l i s t s commands i nvo l v i ng f i l ename man command - p r i n t s ou t t he manua l en t r y f o r a command he l p command - p r i n t s ou t t he pocke t gu i de en t r y f o r a command "a r e he l p f u l ; o t he r ba s i c commands a r e : ca t - d i sp l ay a f i l e on t he sc r een da t e - p r i n t t he da t e and t i me du - summa r i z e d i sk space usage ed i t - t ex t ed i t o r ( beg i nne r ) ex - t ex t ed i t o r ( i n t e r med i a t e ) f i nge r - use r i n f o r ma t i on l ookup p r og r am l ea r n - i n t e r ac t i ve se l f - paced t u t o r i a l on Un i x - - Mo r e ( 40% ) - - _



Your system might have something similar. 2. Some commands offer helpful output if you specify the



-h



flag:



% ls -h usage : l s [ - acd f g i l q r s t u1ACLFR ] name . . . %



Then again, others don’t: % ls -h G l oba l . So f t wa r e I n t e r ac t i ve . Un i x %



Ma i l / News /



Src / bin/



A few commands offer lots of output when you use the



h i s t o r y . usene t . Z t es t me -h



flag:



% elm -h Poss i b l e S t a r t i ng A r gumen t s f o r ELM p r og r am : arg Mean i ng -a A r r ow - use t he a r r ow po i n t e r r ega r d l ess -c Checka l i as - check t he g i ven a l i ases on l y - dn Debug - se t debug l eve l t o ‘ n ’ - fx Fo l de r - r ead f o l de r ‘ x ’ r a t he r t han i ncom i ng ma i l box -h He l p - g i ve t h i s l i s t o f op t i ons
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-k -K -m - sx -V -v -w -z %



Keypad - enab l e HP 2622 t e r m i na l keyboa r d Keypad&so f t keys - enab l e use o f so f t keys + “ - k ” Menu - Tu r n o f f menu , us i ng mo r e o f t he sc r een Sub j ec t ‘ x ’ - f o r ba t chma i l i ng Enab l e sendma i l voyeu r mode . P r i n t ou t ELM ve r s i on i n f o r ma t i on . Sup r ess wa r n i ng messages . . . Ze r o - don ’ t en t e r ELM i f no ma i l i s pend i ng



Unfortunately, there isn’t a command flag common to all UNIX utilities that lists the possible command flags. 3. Sometimes you can obtain help from a program by incurring its wrath. You can specify a set of flags that are impossible, unavailable, or just plain puzzling. I always use - xy z because they’re uncommon flags: % man - xyz man : unknown op t i on ‘ - x ’ , use ‘ - h ’ f o r he l p



Okay, I’ll try it: % man - h man : usage [ - S | - t | - w ] [ - ac ] [ - m pa t h ] [ - M pa t h ] [ sec t i on ] pages man : usage - k [ - ac ] [ - m pa t h ] [ - M pa t h ] [ sec t i on ] keywo r ds man : usage - f [ - ac ] [ - m pa t h ] [ - M pa t h ] [ sec t i on ] names man : usage - h man : usage - V a d i sp l ay a l l manpages f o r names c ca t ( r a t he r t han page ) manua l pages f f i nd wha t i s en t r i es f o r pages by t hese names names names t o se a r ch f o r i n wha t i s h p r i n t t h i s he l p message k f i nd wha t i s en t r i es by keywo r ds keywo r ds keywo r ds t o sea r ch f o r i n wha t i s m pa t h add t o t he s t anda r d man pa t h d i r ec t o r i es M pa t h ove r r i de s t anda r d man pa t h d i r ec t o r i es S d i sp l ay on l y SYNOPS I S sec t i on o f pages t f i nd t he sou r ce ( r a t he r t han t he f o r ma t t ed page ) V show ve r s i on i n f o r ma t i on w on l y ou t pu t wh i ch pages we wou l d d i sp l ay sec t i on sec t i on f o r t he manua l t o sea r ch pages pages t o l oca t e %



For every command that does something marginally helpful, there are a half-dozen commands that give useless, and amusingly different, output for these flags: % bc - xyz un r ecogn i z ab l e a r gumen t % ca l - xyz Bad a r gumen t % f i l e - xyz - xy z : No such f i l e o r d i r ec t o r y % grep - xyz g r ep : unknown f l ag %



1



What Is This UNIX Stuff?



You can’t rely on programs to be helpful about themselves, but you can rely on the man page being available for just about everything on the system. As much as I’d like to tell you that there is a wide variety of useful and interesting information available within UNIX on the commands therein, in reality, UNIX has man pages but precious little else. Furthermore, some commands installed locally might not even have man page entries, which leaves you to puzzle out how they work. If you encounter commands that are undocumented, I recommend that you ask your system administrator or vendor what’s going on and why there’s no further information on the program. Some vendors are addressing this problem in innovative, if somewhat limited, ways. Sun Microsystems, for example, offers its complete documentation set, including all tutorials, user guides, and man pages, on a single CD-ROM. AnswerBook, as it’s called, is helpful but has some limitations, not the least of which is that you must have a CD-ROM drive and keep the disk in the drive at all times.



Summary In this first hour, the goal was for you to learn a bit about what UNIX is, where it came from, and how it differs from other operating systems that you might have used in the past. You also learned about the need for security on a multiuser system and how a password helps maintain that security, so that your files are never read, altered, or removed by anyone but yourself. You also learned what a command shell, or command-line interpreter, is all about, how it differs from graphically oriented interface systems like the Macintosh and Windows, and how it’s not only easy to use, but considerably more powerful than dragging-and-dropping little pictures. Finally, you learned about getting help on UNIX. Although there aren’t many options, you do have the manual pages available to you, as well as the command-line arguments and ap r opos .



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms account This is the official one-word name by which the UNIX system knows you. Mine is t ay l o r .
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arguments Not any type of domestic dispute, arguments are the set of options and filenames specified to UNIX commands. When you use a command such as v i t es t . c, all words other than the command name itself ( v i ) are arguments, or parameters to the program. i-list See i-node. i-node The UNIX file system is like a huge notebook full of sheets of information. Each file is like an index tab, indicating where the file starts in the notebook and how many sheets are used. The tabs are called i-nodes, and the list of tabs (the index to the notebook) is the i-list. command Each program in UNIX is also known as a command: the two words are interchangeable. man page Each standard UNIX command comes with some basic online documentation that describes its function. This online documentation for a command is called a man page. Usually, the man page lists the command-line flags and some error conditions. multitasking A multitasking computer is one that actually can run more than one program, or task, at a time. By contrast, most personal computers lock you into a single program that you must exit before you launch another. multiuser Computers intended to have more than a single person working on them simultaneously are designed to support multiple users, hence the term multiuser. By contrast, personal computers are almost always single-user because someone else can’t be running a program or editing a file while you are using the computer for your own work. pathname UNIX is split into a wide variety of different directories and subdirectories, often across multiple hard disks and even multiple computers. So that the system needn’t search laboriously through the entire mess each time you request a program, the set of directories you reference are stored as your search path, and the location of any specific command is known as its pathname. shell To interact with UNIX, you type in commands to the command-line interpreter, which is known in UNIX as the shell, or command shell. It’s the underlying environment in which you work with the UNIX system.



Questions Each hour concludes with a set of questions for you to contemplate. Here’s a warning up front: Not all of the questions have a definitive answer. After all, you are learning about a multichoice operating system!



1



1. Name the three multi concepts that are at the heart of UNIX’s power. 2. Is UNIX more like a grid of streets, letting you pick your route from point A to point B, or a directed highway with only one option? How does this compare with other systems you’ve used?



What Is This UNIX Stuff?



3. Systems that support multiple users always ask you to say who you are when you begin using the system. What’s the most important thing to remember when you’re done using the system? 4. If you’re used to graphical interfaces, try to think of a few tasks that you feel are more easily accomplished by moving icons than by typing commands. Write those tasks on a separate paper, and in a few days, pull that paper out and see if you still feel that way. 5. Think of a few instances in which you needed to give a person written instructions. Was that easier than giving spoken instructions or drawing a picture? Was it harder?



Preview of the Next Hour In the next hour, you learn how to log in to the system at the login prompt ( l og i n : ), how to log out of the system, how to use the pas swd command to change your password, how to use the i d command to find out who the computer thinks you are, and lots more!
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Getting onto the System and Using the Command Line



Hour



2



Getting onto the System and Using the Command Line This is the second hour of UNIX lessons, so it’s time you logged in to the system and tried some commands. This hour focuses on teaching you the basics of interacting with your UNIX machine.



Goals for This Hour In this hour, you learn how to ! ! ! ! !



Log in and log out of the system Change passwords with passwd Choose a memorable and secure password Find out who the computer thinks you are Find out who else is on the system
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! ! ! !



Find out what everyone is doing on the system Check the current date and time Look at a month and year calendar Perform some simple calculations with UNIX



This hour introduces a lot of commands, so it’s very important that you have a UNIX system available on which you can work through all examples. Most examples have been taken from a Sun workstation running Solaris, a variant of UNIX System V Release 4, and have been double-checked on a BSD-based system. Any variance between the two is noted, and if you have a UNIX system available, odds are good that it’s based on either AT&T System V or Berkeley UNIX.



Task 2.1: Logging In and Out of the System Because UNIX is a multiuser system, you need to start by finding a terminal, computer, or other way to access the system. I use a Macintosh and a modem to dial up various systems by telephone. You might have a similar approach, or you might have a terminal directly connected to the UNIX computer on your desk or in your office, or you might have the UNIX system itself on your desk. Regardless of how you connect to your UNIX system, the first thing you’ll see on the screen is this: 4 . 3BSD DYN I X ( men t o r . u t ech . edu ) 5 : 38pm on F r i , 7 Feb 1997 l og i n :



The first line indicates what variant of UNIX the system is running (DYNIX is UNIX on Sequent computers), the actual name of the computer system, and the current date and time. The second line is asking for your login, your account name.



1. Connect your terminal or PC to the UNIX system until the point where you see a login prompt ( l og i n : ) on your screen similar to that in the preceding example. Use the phone and modem to dial up the computer if you need to. It would be nice if computers could keep track of us users by simply using our full names so that I could enter Dave Tay l o r at the login prompt. Alas, like the Internal Revenue Service, Department of Motor Vehicles, and many other agencies, UNIX—rather than using names—assigns each user a unique identifier. This identifier is called an account name, has eight characters or fewer, and is usually based on the first or last name, although it can be any combination of letters and numbers. I have two account names, or logins, on the systems I use: t ay l o r and, on another machine where someone already had that account name, da t ay l o r .
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2. You should know your account name on the UNIX system. Perhaps your account name is on a paper with your initial password, both assigned by the UNIX system administrator. If you do not have this information, you need to track it down before you can go further. Some accounts might not have an initial password; that means that you won’t have to enter one the first time you log in to the system. In a few minutes, you will learn how you can give yourself the password of your choice by using a UNIX command called passwd. 3. At the login prompt, enter your account name. Be particularly careful to use all lowercase letters unless specified otherwise by your administrator. l og i n : tay l or Passwo r d :



Once you’ve entered your account name, the system moves the cursor to the next line and prompts you for your password. When you enter your password, the system won’t echo it (that is, won’t display it) on the screen. That’s okay. Lack of an echo doesn’t mean anything is broken; instead, this is a security measure to ensure that even if people are looking over your shoulder, they can’t learn your secret password by watching your screen. 4. If you enter either your login or your password incorrectly, the system complains with an error message: l og i n : tay l or Passwo r d : Log i n i nco r r ec t l og i n :



CAUTION



Most systems give you three or four attempts to get both your login and p assword correct, so try a g ain. Don’t forget to enter your account name at the login prompt each time.



5. Once you’ve successfully entered your account name and password, you are shown some information about the system, some news for users, and an indication of whether you have electronic mail. The specifics will vary, but here’s an example of what I see when I log in to my account: l og i n : tay l or Passwo r d : Las t l og i n : F r i Feb 7 17 : 00 : 23 on t t yAe You have ma i l . %
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JUST A MINUTE



The percent sign is U N IX’s w ay of telling you that it’s re a dy for you to enter some commands. The percent sign is the equivalent of an enlisted soldier saluting and saying, “Re a dy for duty!” or an employee saying, “ W hat shall I do now, boss?”



Your system might be configured so that you have some slightly different prompt here. The possibilities include a $ for the Korn or Bourne shells, your current location in the file system, the current time, the command-index number (which you’ll learn about when you learn how to teach the UNIX command-line interpreter to adapt to your work style, rather than vice versa), and the name of the computer system itself. Here are some examples: [ / use r s / t ay l o r ] : ( men t o r ) 33 : t ay l o r @men t o r %



Your prompt might not look exactly like any of these, but it has one unique characteristic: it is at the beginning of the line that your cursor sits on, and it reappears each time you’ve completed working with any UNIX program. 6. At this point, you’re ready to enter your first UNIX command—ex i t —to sign off from the computer system. Try it. On my system, entering ex i t shuts down all my programs and hangs up the telephone connection. On other systems, it returns the login prompt. Many UNIX systems offer a pithy quote as you leave, too. % ex i t He who hes i t a t es i s l os t . 4 . 3BSD DYN I X ( men t o r . u t ech . edu ) 5 : 38pm on F r i , 7 Feb 1993 l og i n :



CAUTION



U N IX is case-sensitive , so the ex i t command is not the same as EX I T . If you enter a command all in uppercase, the system won’t find it and inste a d will respond with the complaint command not found.



7. If you have a direct connection to the computer, odds are very good that logging out causes the system to prompt for another account name, enabling the next person to use the system. If you dialed up the system with a modem, you probably will see something more like the following example. After being disconnected, you’ll be able to shut down your computer. % ex i t D i d you l ose you r k eys aga i n? D I SCONNECTED
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At this point, you’ve overcome the toughest part of UNIX. You have an account, know the password, logged in to the system, and entered a simple command telling the computer what you want to do, and the computer has done it!



Task 2.2: Changing Passwords with passwd Having logged in to a UNIX system, you can clearly see that there are many differences between UNIX and a PA or Macintosh personal computer. Certainly the style of interaction is different. With UNIX, the keyboard becomes the exclusive method of instructing the computer what to do, and the mouse sits idle, waiting for something to happen. One of the greatest differences is that UNIX is a multiuser system, as you learned in the previous hour. As you learn more about UNIX, you’ll find that this characteristic has an impact on a variety of tasks and commands. The next UNIX command you learn is one that exists because of the multiuser nature of UNIX: passwd. With the passwd command, you can change the password associated with your individual account name. As with the personal identification number (PIN) for your automated-teller machine, the value of your password is directly related to how secret it remains.



CAUTION



U N IX is careful a bout the whole process of changing p asswords. It requires you to enter your current p assword to prove you’re re ally you. Ima gine that you are at a computer center and have to le ave the room to make a quick phone call. W ithout much effort, a prankster could le an over and quickly change your p assword to something you wouldn’t know. That’s why you should log out if you’re not going to be ne ar your system, and that’s also why p asswords are never echoed in U N IX.



1. Consider what happens when I use the passwd command to change the password associated with my account: % passwd Chang i ng passwo r d f o r t ay l o r . O l d passwo r d : New passwd : Re t ype new pas swd : %



2. Notice that I never received any visual confirmation that the password I actually entered was the same as the password I thought I entered. This is not as dangerous as it seems, though, because if I had made any typographical errors, the password I
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entered the second time (when the system said Re t ype new passwd : ) wouldn’t have matched the first. In a no-match situation, the system would have warned me that the information I supplied was inconsistent: % passwd Chang i ng passwo r d f o r t ay l o r . O l d passwo r d : New passwd : Re t ype new passwd : M i sma t ch - passwo r d unchanged . %



Once you change the password, don’t forget it. To reset it to a known value if you don’t know the current password requires the assistance of a system administrator or other operator. Renumbering your password can be a catch-22, though: you don’t want to write down the password because that reduces its secrecy, but you don’t want to forget it, either. You want to be sure that you pick a good password, too, as described in Task 2.3.



Task 2.3: Picking a Secure Password If you’re an aficionado of old movies, you are familiar with the thrillers in which the hoods break into an office and spin the dial on the safe a few times, snicker a bit about how the boss shouldn’t have chosen his daughter’s birthday as the combination, and crank open the safe. (If you’re really familiar with the genre, you recall films in which the criminals rifle through the desk drawers and find the combination of the safe taped to the underside of a drawer as a fail-safe—or a failed safe, as the case may be.) The moral is that you always should choose good secret passwords or combinations and keep them secure. For computers, security is tougher because, in less than an hour, a fast computer system can test all the words in an English dictionary against your account password. If your password is kitten or, worse yet, your account name, any semi-competent bad guy could be in your account and messing with your files in no time. Many of the more modern UNIX systems have some heuristics, or smarts, built in to the passwd command; the heuristics check to determine whether what you’ve entered is reasonably secure. The tests performed typically answer these questions: ! Is the proposed password at least six characters long? (A longer password is more secure.) ! Does it have both digits and letters? (A mix of both is better.) ! Does it mix upper- and lowercase letters? (A mix is better.) ! Is it in the online dictionary? (You should avoid common words.) ! Is it a name or word associated with the account? (Dave would be a bad password for my account t ay l o r because my full name on the system is Dave Taylor.)
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Some versions of the passwd program are more sophisticated, and some less, but generally these questions offer a good guideline for picking a secure password.



1. An easy way to choose memorable and secure passwords is to think of them as small sentences rather than as a single word with some characters surrounding it. If you’re a fan of Alexander Dumas and The Three Musketeers, then “All for one and one for all!” is a familiar cry, but it’s also the basis for a couple of great passwords. Easily remembered derivations might be a l l 4one or one4a l l . 2. If you’ve been in the service, you might have the U.S. Army jingle stuck in your head: “Be All You Can Be” would make a great password, ba l l ucanb . You might have a self-referential password: accoun t 4me or MySek r i t would work. If you’re exVice President Dan Quayle, 1Po t a t oe could be a memorable choice (po t a t oe by itself wouldn’t be particularly secure because it lacks digits and lacks uppercase letters, and because it’s a simple variation on a word in the online dictionary). 3. Another way to choose passwords is to find acronyms that have special meaning to you. Don’t choose simple ones—remember, short ones aren’t going to be secure. But, if you have always heard that “Real programmers don’t eat quiche!” then Rpdeq ! could be a complex password that you’ll easily remember. 4. Many systems you use every day require numeric passwords to verify your identity, including the automated-teller machine (with its PIN number), government agencies (with the Social Security number), and the Department of Motor Vehicles (your driver’s license number or vehicle license). Each of these actually is a poor UNIX password: it’s too easy for someone to find out your license number or Social Security number.



JUST A MINUTE



The important thing is that you come up with a strategy of your own for choosing a p assword that is both memora ble and secure. Then, keep the p assword in your he a d rather than write it down.



Why be so paranoid? For a small UNIX system that will sit on your desk in your office and won’t have any other users, a high level of concern for security is, to be honest, unnecessary. As with driving a car, though, it’s never too early to learn good habits. Any system that has dial-up access or direct-computer-network access—you might need to use such a system—is a likely target for delinquents who relish the intellectual challenge of breaking into an account and altering and destroying files and programs purely for amusement.
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The best way to avoid trouble is to develop good security habits now when you’re first learning about UNIX—learn how to recognize what makes a good, secure password; pick one for your account; and keep it a secret. If you ever need to let someone else use your account for a short time, remember that you can use the passwd command to change your secure password to something less secure. Then, you can let that person use the account, and, when he or she is done, you can change the password back to your original password. With that in mind, log in again to your UNIX system now, and try changing your password. First, change it to easy and see if the program warns you that easy is too short or otherwise a poor choice. Then, try entering two different secret passwords to see if the program notices the difference. Finally, pick a good password, using the preceding guidelines and suggestions, and change your account password to be more secure.



Task 2.4: Who Are You? While you’re logged in to the system, you can learn a few more UNIX commands, including a couple that can answer a philosophical conundrum that has bothered men and women of thought for thousands of years: Who am I?



1. The easiest way to find out “who you are” is to enter the whoam i command: % whoam i t ay l o r %



Try it on your system. The command lists the account name associated with the current login. 2. Ninety-nine percent of the commands you type with UNIX don’t change if you modify the punctuation and spacing. With whoam i , however, adding spaces to transform the statement into proper English—that is, entering who am i —dramatically changes the result. On my system, I get the following results: % who am i men t o r . u t ech . edu ! t a y l o r %



t t yp4



Feb 8 14 : 34



This tells me quite a bit about my identity on the computer, including the name of the computer itself, my account name, and where and when I logged in. Try the command on your system and see what results you get. In this example, men t o r is a hostname—the name of the computer I am logged in to—and u t ech . edu is the full domain name—the address of men t o r . The exclamation point ( ! ) separates the domain name from my account name, t ay l o r . The
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t t yp4 (pronounced “tee-tee-why-pea-four”) is the current communication line I’m using to access men t o r , and 5 Oc t obe r a t 2 : 34pm is when I logged in to men t o r today.



JUST A MINUTE



U N IX is full of oddities that are b ased on historical precedent. O ne is “tty” to describe a computer or terminal line. This comes from the e arliest U N IX systems in which Digital Equipment C orporation teletypewriters would be hooked up as interactive devices. The teletypewriters quickly received the nickname “tty,” and all these years later, when people wouldn’t dre am of hooking up a teletypewriter, the line is still known as a tty line.



3. One of the most dramatic influences UNIX systems have had on the computing community is the propensity for users to work together on a network, hooked up by telephone lines and modems (the predominant method until the middle to late 1980s) or by high-speed network connections to the Internet (a more common type of connection today). Regardless of the connection, however, you can see that each computer needs a unique identifier to distinguish it from others on the network. In the early days of UNIX, systems had unique hostnames, but as hundreds of systems have grown into the tens-of-thousands, that proved to be an unworkable solution. 4. The alternative was what’s called a “domain-based naming scheme,” where systems are assigned unique names within specific subsets of the overall network. Consider the output that was shown in instruction 2, for example: men t o r . u t ech . edu ! t a y l o r



t t yp4



Feb 11 14 : 34



The computer I use is within the . edu domain (read the hostname and domain— men t o r . u t ech . edu —from right to left), meaning that the computer is located at an educational institute. Then, within the educational institute subset of the network, u t ech is a unique descriptor, and, therefore, if other UTech universities existed, they couldn’t use the same top-level domain name. Finally, men t o r is the name of the computer itself. 5. Like learning to read addresses on envelopes, learning how to read domain names can unlock a lot of information about a computer and its location. For example, l i b . s t an f o r d . edu is the library computer at Stanford University, and ccga t e . i n f owo r l d . com tells you that the computer is at InfoWorld, a commercial computer site, and that its hostname is ccga t e. You learn more about this a few hours down the road when you learn how to use electronic mail to communicate with people throughout the Internet.
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6. Another way to find out who you are in UNIX is the i d command. The purpose of this command is to tell you what group or groups you’re in and the numeric identifier for your account name (known as your user ID number or user ID). Enter i d and see what you get. I get the following result: % id u i d=211 ( t ay l o r ) %



JUST A MINUTE



g i d=50 ( use r s0 ) g r oups =50 ( use r s0 )



If you enter i d , and the computer returns a different result or indicates that you need to specify a filename, don’t p anic. O n many Berkeley-derived systems, the i d command is used to obtain low-level information a bout files.



7. In this example, you can see that my account name is t ay l o r and that the numeric equivalent, the user ID, is 211. (Here it’s abbreviated as u i d—pronounce it “youeye-dee” to sound like a UNIX expert.) Just as the account name is unique on a system, so also is the user ID. Fortunately, you rarely, if ever, need to know these numbers, so focus on the account name and group name. 8. Next, you can see that my group ID (or g i d) is 50, and that group number 50 is known as the use r s0 group. Finally, use r s0 is the only group to which I belong. On another system, I am a member of two different groups: % id u i d=103 ( t ay l o r ) g i d=10 ( s t a f f ) g r oups =10 ( s t a f f ) , 44 ( f t p ) %



Although I have the same account name on this system ( t ay l o r ), you can see that my user ID and group ID are both different from the earlier example. Note also that I’m a member of two groups: the s t a f f group, with a group ID of 10, and the f t p group, with a group ID of 44. Later, you learn how to set protection modes on your files so that people in your group can read your files, but those not in your group are barred from access. You’ve now learned a couple of different ways to have UNIX give you some information about your account.



Task 2.5: Finding Out What Other Users Are Logged in to the System The next philosophical puzzle that you can solve with UNIX is “Who else is there?” The answer, however, is rather restricted, limited to only those people currently
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logged in to the computer at the same time. Three commands are available to get you this information, based on how much you’d like to learn about the other users: use r s , who , and w.



1. The simplest of the commands is the use r s command, which lists the account names of all people using the system: % users dav i d ma r k t ay l o r %



2. In this example, dav i d and ma r k are also logged in to the system with me. Try this on your computer and see what other users—if any—are logged in to your computer system. 3. A command that you’ve encountered earlier in this hour can be used to find out who is logged on to the system, what line they’re on, and how long they’ve been logged in. That command is who : % who t ay l o r dav i d ma r k %



t t yp0 t t yp2 t t yp4



Oc t Oc t Oc t



8 14 : 10 4 09 : 08 8 12 : 09



( l i mbo ) ( ca l l i ope ) ( den t )



Here, you can see that three people are logged in, t ay l o r (me), dav i d, and ma r k. Further, you can now see that dav i d is logged in by connection ttyp2 and has been connected since October 4 at 9:08 a.m. He is connected from a system called ca l l i ope . You can see that ma r k has been connected since just after noon on October 8 on line t t yp4 and is coming from a computer called den t . Note that I have been logged in since 14 : 10, which is 24-hour time for 2:10 p.m. UNIX doesn’t always indicate a.m. or p.m. The use r and who commands can inform you who is using the system at any particular moment, but how do you find out what they’re doing?



Task 2.6: What Is Everyone Doing on the Computer? To find out what everyone else is doing, there’s a third command, w, that serves as a combination of “Who are they?” and “What are they doing?”
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1. Consider the following output from the w command: % w 2 : 12pm Use r t ay l o r dav i d ma r k %



up 7 days , 5 : 28 , t ty l og i n@ t t yp0 2 : 10pm t t yp2 Mon 9am t t yp4 12 : 09pm



3 use r s , l oad ave r age : 0 . 33 , 0 . 33 , 0 . 02 idle JCPU PCPU wha t 2 w 2 : 11 2 : 04 1 : 13 x f ax 2 : 03 - csh



This is a much more complex command, offering more information than either use r s or who. Notice that the output is broken into different areas. The first line summarizes the status of the system and, rather cryptically, the number of programs that the computer is running at one time. Finally, for each user, the output indicates the user name, the tty, when the user logged in to the system, how long it’s been since the user has done anything (in minutes and seconds), the combined CPU time of all jobs the user has run, and the amount of CPU time taken by the current job. The last field tells you what you wanted to know in the first place: what are the users doing? In this example, the current time is 2:12 p.m., and the system has been up for 7 days, 5 hours, and 28 minutes. Currently 3 users are logged in, and the system is very quiet, with an average of 0.33 jobs submitted (or programs started) in the last minute; 0.33, on average, in the last 5 minutes; and 0.02 jobs in the last 15 minutes. User t ay l o r is the only user actively using the computer (that is, who has no idle time) and is using the w command. User dav i d is running a program called x f ax , which has gone for quite a while without any input from the user (2 hours and 11 minutes of idle time). The program already has used 1 minute and 13 seconds of CPU time, and overall, dav i d has used over 2 minutes of CPU time. User ma r k has a C shell running, -csh. (The leading dash indicates that this is the program that the computer launched automatically when ma r k logged in. This is akin to how the system automatically launched the Finder on a Macintosh on startup.) User ma r k hasn’t actually done anything yet: notice there is no accumulated computer time for that account. 2. Now it’s your turn. Try the w command on your system and see what kind of output you get. Try to interpret all the information based on the explanation here. One thing is certain: your account should have the w command listed as what you’re doing.
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On a multiuser UNIX system, the w command gives you a quick and easy way to see what’s going on.



Task 2.7: Checking the Current Date and Time You’ve learned how to orient yourself on a UNIX system, and you are able now to figure out who you are, who else is on the system, and what everyone is doing. What about the current time and date?



2 1. Logic suggests that t i me shows the current time, and da t e the current date; but this is UNIX, and logic doesn’t always apply. In fact, consider what happens when I enter t i me on my system: % t i me 14 . 5u 17 . 0s 29 : 13 1% 172+217 i o 160p f +1w %



The output is cryptic to the extreme and definitely not what you’re interested in finding out. Instead, the program is showing how much user time, system time, and CPU time has been used by the command interpreter itself, broken down by input/output operations and more. This is not something I’ve ever used in 15 years of working with UNIX. 2. Well, t i me didn’t work, so what about da t e? % date Tue Oc t 5 15 : 03 : 41 EST 1993 %



That’s more like it! 3. Try the da t e command on your computer and see if the output agrees with your watch. How do you think da t e keeps track of the time and date when you’ve turned the computer off ? Does the computer know the correct time if you unplug it for a few hours? (I hope so. Almost all computers today have little batteries inside for just this purpose.)



Task 2.8: Looking at a Calendar Another useful utility in UNIX is the ca l command, which shows a simple calendar for the month or year specified.
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1. To confirm that 5 October 1993 is a Tuesday, turn to your computer and enter ca l 10 93. You should see the following: % ca l 10 93 Oc t obe r 93 S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 %



2. If you look closely, you’ll find that there’s a bit of a problem here. October 5 is shown as a Saturday rather than a Tuesday as expected. The reason is that ca l can list any year from A.D. 0. In fact, what you have on your screen is how the month of October would have looked in A.D. 93, 1900 years ago.



JUST A MINUTE



This is a bit misle a ding because W estern society uses the Juli an calend ar, a dopted in 1 7 5 2. Before that, the program should re ally list G regorianformat monthly calend ars, but it can’t, so don’t use this as a historical reference for ascertaining what d ay of the week the Emperor H a drian w as born.



3. To find out the information that you want, you’ll need to specify to the ca l program both the month and full year: % ca l 10 1993 Oc t obe r 1993 S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 %



This is correct. The 5th of October in 1993 is indeed a Tuesday. On some systems, ca l has no intelligent default action, so entering ca l doesn’t simply list the monthly calendar for the current month. Later you’ll learn how to write a simple shell script to do just that. For now, turn to your system and enter ca l to see what happens.
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4. My favorite example of the ca l program is to ask for the year 1752, the year when the Western calendar switched from Gregorian to Julian. Note particularly the month of September, during which the switch actually occurred. % ca l 1752 S



M Tu



5 6 7 12 13 14 19 20 21 26 27 28 S



M Tu



5 6 7 12 13 14 19 20 21 26 27 28 S



M Tu



5 6 7 12 13 14 19 20 21 26 27 28



Jan W Th 1 2 8 9 15 16 22 23 29 30 Ap r W Th 1 2 8 9 15 16 22 23 29 30 Ju l W Th 1 2 8 9 15 16 22 23 29 30



F S 3 4 10 11 17 18 24 25 31 F S 3 4 10 11 17 18 24 25



F S 3 4 10 11 17 18 24 25 31



Oc t S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31



S



1752 Feb M Tu W Th



F



S 1 8 15 22 29



2 3 4 5 6 7 9 10 11 12 13 14 16 17 18 19 20 21 23 24 25 26 27 28 May S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 Aug S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 Nov S M Tu W Th F S 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30



Ma r S M Tu W Th F 1 2 3 4 5 6 8 9 10 11 12 13 15 16 17 18 19 20 22 23 24 25 26 27 29 30 31 Jun S M Tu W Th F 1 2 3 4 5 7 8 9 10 11 12 14 15 16 17 18 19 21 22 23 24 25 26 28 29 30



S 7 14 21 28 S 6 13 20 27



Sep M Tu W Th F S 1 2 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 S



S



M Tu



Dec W Th



3 4 5 6 7 10 11 12 13 14 17 18 19 20 21 24 25 26 27 28 31



F S 1 2 8 9 15 16 22 23 29 30



%



You can experiment with ca l and easily find out fun information—for example, what day of the week you or your parents were born. If you’re curious about whether Christmas 1999 is on a weekend, ca l can answer that question, too. When you used ca l , you entered the name of the command and then some additional information to indicate the exact action you desired. You tried both ca l 10 93 and ca l 10 1993. In UNIX parlance, the first word is the command, and the subsequent words are arguments or options to the command. A special class of options are those that begin with a single dash, called flags, and you’ll learn about those starting in the next hour.
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Simple Math with UNIX Having both an internal wall clock and an internal calendar, UNIX seems to have much of what you need in an office. One piece that’s missing now, however, is a simple desktop calculator. UNIX offers two different types of calculator, although neither rightly can be called simple. Mathematicians talk about infix and postfix notation as two different ways to write an expression, the former having the operation embedded in the operators, and the latter having all the operators listed, followed by the operation required. Table 2.1 lists some examples of a mathematical expression in both formats. Table 2.1. Comparing infix and postfix notation. Infix



Postfix



75*0 . 85



75



0 . 85



( 37*1 . 334 ) +44



37



1 . 334



*



44



cos ( 3 . 45 ) / 4



3 . 45



cos



4



/



* +



You’re probably familiar with the infix notation, which is the form used in math textbooks throughout the world. Lots of calculators can work this way, too; you’d press the keys 1 + 1 = to find out that 1 plus 1 equals 2. Some calculators offer the postfix alternative, also known as (reverse) Polish notation, invented by Polish mathematician and logician Jan Lukasiewicz. Notably, for many years Hewlett-Packard has been making calculators that work with RPN notation. On an HP calculator, you’d press the keys 1 En t e r 1 + to find out that 1 plus 1 equals 2. Notice that, although parentheses were required in the second equation in the table when using infix notation, parentheses weren’t necessary to force a specific order of evaluation with postfix. Remember that in math you always work from the inside of the parentheses outward, so (3 * 4) + 8 is solved by multiplying 3 by 4, then adding 8, and that process is exactly what RPN mimics. UNIX offers two calculator programs, one with infix notation and one with postfix notation.



Task 2.9: Using the bc Infix Calculator The first calculator to learn is bc, the UNIX infix-notation calculator.
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1. To use the infix calculator, enter the following command: % bc



Nothing happens—no prompt, nothing. The reason is that bc, like its RPN cousin dc , waits for you to enter commands. The quit command lets you leave the program. You can see how it works by seeing how I solve the first and second mathematical equations of Table 2.1: % bc 75 * 0 . 85 63 . 75 ( 37*1 . 334 ) +44 93 . 358 qu i t %



2. Unfortunately, bc is, in many ways, a typical UNIX command. Consider what happens when I enter he l p, hoping for some clue on how to use the bc program: % bc he l p syn t ax e r r o r on l i ne 1 , t e l e t ype



3. This is not very helpful. If you get stuck in a command, there are two surefire ways to escape. Control-d (holding down the Control—also called Ctrl—key on your keyboard and simultaneously pressing the d key) indicates that you have no further input, which often causes programs to quit. If that fails, Control- c kills the program, that is, forces it to quit immediately. The bc command has a number of powerful and useful options, as shown in Table 2.2. Table 2.2. Helpful bc commands. Notation



Description of Function



sq r t ( n )



Square root of n Remainder To the power of (3^5 is 3 to the power of 5) Sine(n) Cosine(n) Exponential(n) Log(n)



% ^ s(n) c(n) e(n) l (n)
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4. If you wanted to calculate the sine of 4.5243 to the third power, you could do it with bc. You need to be sure, however, that the system knows you’re working with higher math functions by specifying the command flag - l ma t h (or, in some cases, just - l ): % bc - l math s ( 4 . 5243 ^ 3 ) - . 99770433540886100879 qu i t %



If you try this on your calculator, you probably won’t get a result quite as precise as this. The bc and dc commands both work with extended precision, allowing for highly accurate results.



Task 2.10: Using the dc Postfix Calculator By contrast, the dc command works with the postfix notation, and each number or operation must be on its own line. Further, the result of an operation isn’t automatically shown; you have to enter p to see the most recently calculated result.



1. To use dc for the calculations shown previously, enter the following characters shown in bold. The result follows each completed entry. % dc 75 0 . 85 * p 63 . 75 37 1 . 334 * 44 + p 93 . 358 qu i t %



2. The set of commands available in dc are different because dc addresses a different set of mathematical equations. The dc command is particularly useful if you need to work in a non-decimal base. (For example, some older computer systems worked in octal, a base-8 numbering system. The number 210 in octal, therefore, represents 2 * 8 * 8 + 1 * 8 + 0, or 136 in decimal.) Table 2.3 summarizes some of the most useful commands available in dc.
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Table 2.3. Helpful commands in dc. Notation



Description of Function



v



Square root Set radix (numeric base) for input Set radix for output Print top of stack All values in the stack are printed



i o p f



3. For example, I used dc to verify that 210 (octal) is indeed equal to 136 (decimal): % dc 8 i 210 p 136



With a little work, you can use different numeric bases within the bc program, so unless you’re really used to the RPN notation, it’s probably best to remember the bc command when you think of doing some quick calculations in UNIX.



JUST A MINUTE



I find both bc and dc ridiculously difficult to use, so I keep a small handheld calculator by my computer. For just a bout any task, simply using the calculator is faster than remembering the notational oddities of either U N IX calculator program. Your mile a ge may vary, of course. If you run the X W indow System, the U N IX gra phical interface, there are several calculator programs that look exactly like a hand-held calculator.



If you’re old enough, you’ll remember the early 1980s as the time when IBM introduced the PC and the industry was going wild, predicting that within a few years every home would have a PC and that everyone would use PCs for balancing checkbooks and keeping track of recipes. Fifteen years later, few people in fact use computers as part of their cooking ritual, although checkbook balancing programs are amazingly popular. The point is that some tasks can be done by computer but are sometimes best accomplished through more traditional means. If you have a calculator and are comfortable using it, the calculator is probably a better solution than learning how to work with bc to add a few numbers. There are definitely situations where having the computer add the numbers for you is quite beneficial—particularly when there are a lot of them—but if you’re like me, you rarely encounter that situation.
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Summary This hour focused on giving you the skills required to log in to a UNIX system, figure out who you are and what groups you’re in, change your password, and log out again. You also learned how to list the other users of the system, find out what UNIX commands they’re using, check the date and time, and even show a calendar view of almost any month or year in history. Finally, you learned some of the power of two similar UNIX utilities, bc and dc , the two UNIX desktop calculators.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms account name This is the official one-word name by which the UNIX system knows you: mine is t ay l o r . (See also account in Hour 1.) domain name UNIX systems on the Internet, or any other network, are assigned a domain within which they exist. This is typically the company (for example, sun . com for Sun Microsystems) or institution (for example, l su . edu for Louisiana State University). The domain name is always the entire host address, except the host name itself. (See also host name.) flags Arguments given to a UNIX command that are intended to alter its behavior are called flags. They’re always prefaced by a single dash. As an example, the command line l s - l / t mp has l s as the command itself, - l as the flag to the command, and / t mp as the argument. heuristic A set of well-defined steps or a procedure for accomplishing a specific task. host name UNIX computers all have unique names assigned by the local administration team. The computers I use are l i mbo, we l l , ne t com, and men t o r , for example. Enter hos t name to see what your system is called. login A synonym for account name, this also can refer to the actual process of connecting to the UNIX system and entering your account name and password to your account. user ID A synonym for account name.



2



Getting onto the System and Using the Command Line



41



Questions 1. Why can’t you have the same account name as another user? How about user ID? Can you have the same u i d as someone else on the system? 2. Which of the following are good passwords, based on the guidelines you’ve learned in this hour? foobar 4myMUM Blk&Blu 234334 Laurie Hi! 2cool. rolyat j j kim 3. Are the results of the two commands who am i and whoam i different? If so, explain how. Which do you think you’d rather use when you’re on a new computer? 4. List the three UNIX commands to find out who is logged on to the system. Talk about the differences between the commands. 5. One of the commands in the answer to question 4 indicates how long the system has been running (in the example, it’d been running for seven days). What value do you think there is for keeping track of this information? 6. If you can figure out what other people are doing on the computer, they can figure out what you’re doing, too. Does that bother you? 7. What day of the week were you born? What day of the week is July 4, 1997? For that matter, what day of the week was July 4, 1776? 8. Solve the following mathematical equations using both dc and bc, and then explain which command you prefer. 454 * 3 . 84



s i n ( 3 . 1415 )



l og ( 2 . 45 ) + l og ( 3 )



2^16



Preview of the Next Hour The next hour focuses on the UNIX hierarchical file system. You learn about how the system is organized, how it differs from Macintosh and DOS hierarchical file systems, the difference between “relative” and “absolute” filenames, and what the mysterious “.” and “..” directories are. You also learn about the env , pwd , and cd commands, and the HOME and PATH environment variables.
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Moving About the File System This third hour focuses on the UNIX hierarchical file system. You learn about how the system is organized, how it differs from the Macintosh and DOS hierarchical file systems, the difference between “relative” and “absolute” filenames, and what the mysterious “.” and “..” directories are. You also learn about the env , pwd, and cd commands and the HOME and PATH environment variables.



Goals for This Hour In this hour, you learn ! ! ! ! ! !



What a hierarchical file system is all about How the UNIX file system is organized How Mac and PC file systems differ from UNIX The difference between relative and absolute filenames About hidden files in UNIX About the special directories “.” and “..”
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! ! ! !



The env command About user environment variables, PATH and HOME How to find where you are with pwd How to move to another location with cd



The previous hour introduced a plethora of UNIX commands, but this hour takes a more theoretical approach, focusing on the UNIX file system, how it’s organized, and how you can navigate it. This hour focuses on the environment that tags along with you as you move about, particularly the HOME and PATH variables. After that is explained, you learn about the env command as an easy way to show environment variables, and you learn the pwd and cd pair of commands for moving about directly.



What a Hierarchical File System Is All About In a nutshell, a hierarchy is a system organized by graded categorization. A familiar example is the organizational structure of a company, where workers report to supervisors and supervisors report to middle managers. Middle managers, in turn, report to senior managers, and senior managers report to vice-presidents, who report to the president of the company. Graphically, this hierarchy looks like Figure 3.1. Figure 3.1. A typical organizational hierarchy.



You’ve doubtless seen this type of illustration before, and you know that a higher position indicates more control. Each position is controlled by the next highest position or row. The president is top dog of the organization, but each subsequent manager is also in control of his or her own small fiefdom. To understand how a file system can have a similar organization, simply imagine each of the managers in the illustration as a “file folder” and each of the employees as a piece of paper, filed in a particular folder. Open any file cabinet, and you probably see things organized this
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way: filed papers are placed in labeled folders, and often these folders are filed in groups under specific topics. The drawer might then have a specific label to distinguish it from other drawers in the cabinet, and so on. That’s exactly what a hierarchical file system is all about. You want to have your files located in the most appropriate place in the file system, whether at the very top, in a folder, or in a nested series of folders. With careful usage, a hierarchical file system can contain hundreds or thousands of files and still allow users to find any individual file quickly. On my computer, the chapters of this book are organized in a hierarchical fashion, as shown in Figure 3.2. Figure 3.2. File organization for the chapters of Teach Yourself UNIX in 24 Hours.
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Task 3.1: The UNIX File System Organization A key concept enabling the UNIX hierarchical file system to be so effective is that anything that is not a folder is a file. Programs are files in UNIX, device drivers are files, documents and spreadsheets are files, your keyboard is represented as a file, your display is a file, and even your tty line and mouse are files. What this means is that as UNIX has developed, it has avoided becoming an ungainly mess. UNIX does not have hundreds of cryptic files stuck at the top (this is still a problem in DOS) or tucked away in confusing folders within the System Folder (as with the Macintosh). The top level of the UNIX file structure ( / ) is known as the root directory or slash directory, and it always has a certain set of subdirectories, including b i n, dev , e t c, l i b, mn t , t mp, and us r . There can be a lot more, however. Listing 3.1 shows files found at the top level of the mentor file system (the system I work on). Typical UNIX directories are shown followed by a slash in the listing. AA OLD / a r ch i ve / ats/ backup / bin/



boo t co r e dev / d i ag / dyn i x etc/



f l ags / gendyn i x l ib/ l os t + f ound / mn t / ne t /



rf/ s t and / sys / t f t pboo t / t mp / use r a /



use r b / use r c / use r s / use r e / use r s / us r /



var /
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You can obtain a listing of the files and directories in your own top-level directory by using the l s –C - F / command. (You’ll learn all about the l s command in the next hour. For now, just be sure that you enter exactly what’s shown in the example.) On a different computer system, here’s what I see when I enter that command: % l s –C - F / Ma i l / expo r t / News / home / add_ swap / kadb* apps / l ayou t a r ch i ves / l i b@ b i n@ l os t + f ound / boo t mn t / cd r om / ne t / chess / news / dev / nn t pse r ve r etc/ pc f s /



pub l i c / r ev i ews / sb i n / sys@ t f t pboo t / t mp / us r / u t i l i t i es / va r / vmun i x*



In this example, any filename that ends with a slash ( / ) is a folder (UNIX calls these directories). Any filename that ends with an asterisk ( *) is a program. Anything ending with an at sign (@) is a symbolic link, and everything else is a normal, plain file. As you can see from these two examples, and as you’ll immediately find when you try the command yourself, there is much variation in how different UNIX systems organize the toplevel directory. There are some directories and files in common, and once you start examining the contents of specific directories, you’ll find that hundreds of programs and files always show up in the same place from UNIX to UNIX. It’s as if you were working as a file clerk at a new law firm. Although this firm might have a specific approach to filing information, the approach may be similar to the filing system of other firms where you have worked in the past. If you know the underlying organization, you can quickly pick up the specifics of a particular organization. Try the command l s –C - F / on your computer system, and identify, as previously explained, each of the directories in your resultant listing. The output of the l s command shows the files and directories in the top level of your system. Next, you learn what they are.



The b i n Directory In UNIX parlance, programs are considered executables because users can execute them. (In this case, execute is a synonym for run, not an indication that you get to wander about murdering innocent applications!) When the program has been compiled (usually from a C listing), it is translated into what’s called a binary format. Add the two together, and you have a common UNIX description for an application—an executable binary.
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It’s no surprise that the original UNIX developers decided to have a directory labeled “binaries” to store all the executable programs on the system. Remember the primitive teletypewriter discussed in the last hour? Having a slow system to talk with the computer had many ramifications that you might not expect. The single most obvious one was that everything became quite concise. There were no lengthy words like b i na r i es or l i s t f i l es , but rather succinct abbreviations: b i n and l s are, respectively, the UNIX equivalents. The b i n directory is where all the executable binaries were kept in early UNIX. Over time, as more and more executables were added to UNIX, having all the executables in one place proved unmanageable, and the b i n directory split into multiple parts ( / b i n , / sb i n, / us r / b i n).



The dev Directory Among the most important portions of any computer are its device drivers. Without them, you wouldn’t have any information on your screen (the information arrives courtesy of the display device driver). You wouldn’t be able to enter information (the information is read and given to the system by the keyboard device driver), and you wouldn’t be able to use your floppy disk drive (managed by the floppy device driver). Earlier, you learned how almost anything in UNIX is considered a file in the file system, and the dev directory is an example. All device drivers—often numbering into the hundreds— are stored as separate files in the standard UNIX dev (devices) directory. Pronounce this directory name “dev,” not “dee-ee-vee.”



The etc Directory UNIX administration can be quite complex, involving management of user accounts, the file system, security, device drivers, hardware configurations, and more. To help, UNIX designates the e t c directory as the storage place for all administrative files and information. Pronounce the directory name either “ee-tea-sea”, “et-sea,” or “etcetera.” All three pronunciations are common.



The l i b Directory Like your neighborhood community, UNIX has a central storage place for function and procedural libraries. These specific executables are included with specific programs, allowing programs to offer features and capabilities otherwise unavailable. The idea is that if programs want to include certain features, they can reference just the shared copy of that utility in the UNIX library rather than having a new, unique copy. In the previous hour, when you were exploring the dc calculator, you used the command dc - l ma t h to access trigonometric functions. The - l ma t h was to let dc know that you wanted to include the functions available through the ma t h library, stored in the l i b directory.
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Many of the more recent UNIX systems also support what’s called dynamic linking, where the library of functions is included on-the-fly as you start up the program. The wrinkle is that instead of the library reference being resolved when the program is created, it’s resolved only when you actually run the program itself. Pronounce the directory name “libe” or “lib” (to rhyme with the word bib).



The l ost+ f ound Directory With multiple users running many different programs simultaneously, it’s been a challenge over the years to develop a file system that can remain synchronized with the activity of the computer. Various parts of the UNIX kernel—the brains of the system—help with this problem. When files are recovered after any sort of problem or failure, they are placed here, in the l os t + f ound directory, if the kernel cannot ascertain the proper location in the file system. This directory should be empty almost all the time. This directory is commonly pronounced “lost and found” rather than “lost plus found.”



The mnt and sys Directories The mn t (pronounced “em-en-tea”) and sys (pronounced “sis”) directories also are safely ignored by UNIX users. The mn t directory is intended to be a common place to mount external media—hard disks, removable cartridge drives, and so on—in UNIX. On many systems, though not all, sys contains files indicating the system configuration.



The tmp Directory A directory that you can’t ignore, the t mp directory—say “temp”—is used by many of the programs in UNIX as a temporary file-storage space. If you’re editing a file, for example, the program makes a copy of the file and saves it in t mp, and you work directly with that, saving the new file back to your original file only when you’ve completed your work. On most systems, t mp ends up littered with various files and executables left by programs that don’t remove their own temporary files. On one system I use, it’s not uncommon to find 10–30 megabytes of files wasting space here. Even so, if you’re manipulating files or working with copies of files, t mp is the best place to keep the temporary copies of files. Indeed, on some UNIX workstations, t mp actually can be the fastest device on the computer, allowing for dramatic performance improvements over working with files directly in your home directory.



The usr Directory Finally, the last of the standard directories at the top level of the UNIX file system hierarchy is the us r —pronounced “user”—directory. Originally, this directory was intended to be the central storage place for all user-related commands. Today, however, many companies have their own interpretation, and there’s no telling what you’ll find in this directory.
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Stand ard practice is that / us r contains U N IX operating system binaries.



JUST A MINUTE



Other Miscellaneous Stuff at the Top Level Besides all the directories previously listed, a number of other directories and files commonly occur in UNIX systems. Some files might have slight variations in name on your computer, so when you compare your listing to the following files and directories, be alert for possible alternative spellings. A file you must have to bring up UNIX at all is one usually called un i x or vmun i x, or named after the specific version of UNIX on the computer. The file contains the actual UNIX operating system. The file must have a specific name and must be found at the top level of the file system. Hand-in-hand with the operating system is another file called boo t , which helps during initial startup of the hardware. Notice on one of the previous listings that the files boo t and dyn i x appear. (DYNIX is the name of the particular variant of UNIX used on Sequent computers.) By comparison, the listing from the Sun Microsystems workstation shows boo t and vmun i x as the two files. Another directory that you might find in your own top-level listing is d i ag —pronounced “dye-ag”—which acts as a storehouse for diagnostic and maintenance programs. If you have any programs within this directory, it’s best not to try them out without proper training! The home directory, also sometimes called users, is a central place for organizing all files unique to a specific user. Listing this directory is usually an easy way to find out what accounts are on the system, too, because by convention each individual account directory is named after the user’s account name. On one system I use, my account is t ay l o r , and my individual account directory is also called t ay l o r . Home directories are always created by the system administrator. The ne t directory, if set up correctly, is a handy shortcut for accessing other computers on your network. The t f t pboo t directory is a relatively new feature of UNIX. The letters stand for “trivial file transfer protocol boot.” Don’t let the name confuse you, though; this directory contains versions of the kernel suitable for X Window System-based terminals and diskless workstations to run UNIX. Some UNIX systems have directories named for specific types of peripherals that can be attached. On the Sun workstation, you can see examples with the directories cd r om and pc f s . The former is for a CD-ROM drive and the latter for DOS-format floppy disks. There are many more directories in UNIX, but this will give you an idea of how things are organized.
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How Mac and PC File Systems Differ from the UNIX File System Although the specific information is certainly different, some parallels do exist between the hierarchical file system structures of the UNIX and the Macintosh systems. For example, on the Macintosh, folders are distinguished by their icons. The common folders you’ll find on all Macs include System Folder and Trash. Within the system folder, all Macs have a variety of system-related files, including Finder, System, and Clipboard. Folders include Extensions, Preferences, and Control Panels. By comparison, DOS requires few files be present for the system to be usable: command . com must be present, and au t oexec . ba t and con f i g . sys usually are present. Most DOS systems have all the commands neatly tucked into the \ DOS directory on the system, but sometimes these commands appear at the very top level.



Directory Separator Characters If you look at the organizational chart presented earlier in this hour, you can see that employees are identified simply as “employee” where possible. Because each has a unique path upwards to the president, each has a unique identifier if all components of the path upward are specified. For example, the rightmost of the four employees could be described as “Employee managed by Jr. Manager 4, managed by Senior Manager 3, managed by Vice-President 2, managed by the President.” Using a single character, instead of “managed by,” can considerably shorten the description: Employee/Jr. Manager 4/Senior Manager 3/Vice-President 2/ President. Now consider the same path specified from the very top of the organization downward: President/Vice-President 2/Senior Manager 3/Jr. Manager 4/Employee. Because only one person is at the top, that person can be safely dropped from the path without losing the uniqueness of the descriptor: /Vice-President 2/Senior Manager 3/Jr. Manager 4/ Employee. In this example, the / (pronounce it “slash”) is serving as a directory separator character, a convenient shorthand to indicate different directories in a path. The idea of using a single character isn’t unique to UNIX, but using the slash is unusual. On the Macintosh, the system uses a colon to separate directories in a pathname. (Next time you’re on a Mac, try saving a file called t es t : f i l e and see what happens.) DOS uses a backslash: \ DOS indicates the DOS directory at the top level of DOS. The characters / t mp indicate the t mp directory at the top level of the UNIX file system, and : Apps is a folder called Apps at the top of the Macintosh file system.
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On the Macintosh, you rarely encounter the directory delineator because the system has a completely graphical interface. Windows also offers a similar level of freedom from having to worry about much of this complexity, although you’ll still need to remember whether “A:” is your floppy disk or hard disk drive.



The Difference Between Relative and Absolute Filenames Specifying the location of a file in a hierarchy to ensure that the filename is unique is known in UNIX parlance as specifying its absolute filename. That is, regardless of where you are within the file system, the absolute filename always specifies a particular file. By contrast, relative filenames are not unique descriptors. To understand, consider the files shown in Figure 3.3. Figure 3.3. A simple hierarchy of files.



If you are currently looking at the information in the I nd i ana directory, B l dgs uniquely describes one file: the B l dgs file in the I nd i ana directory. That same name, however, refers to a different file if you are in the Ca l i f o r n i a or Wash i ng t on directories. Similarly, the directory Pe r sonne l leaves you with three possible choices until you also specify which state you’re interested in. As a possible scenario, imagine you’re reading through the B l dgs file for Wash i ng t on and some people come into your office, interrupting your work. After a few minutes of talk, they comment about an entry in the B l dgs file in Ca l i f o r n i a. You turn to your UNIX system and bring up the B l dgs file, and it’s the wrong file. Why? You’re still in the Wash i ng t on directory. These problems arise because of the lack of specificity of relative filenames. Relative filenames describe files that are referenced relative to an assumed position in the file system. In Figure 3.3, even Pe r sonne l / Tay l o r , D . isn’t unique because that can be found in both I nd i ana and Wash i ng t on .
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To avoid these problems, you can apply the technique you learned earlier, specifying all elements of the directory path from the top down. To look at the B l dgs file for Ca l i f o r n i a , you could simply specify / Ca l i f o r n i a / B l dgs . To check the Tay l o r , D . employee in I nd i ana , you’d use / I nd i ana / Pe r sonne l / Tay l o r , D . , which is different, you’ll notice, from the employee / Wash i ng t on / Pe r sonne l / Tay l o r , D . . Learning the difference between these two notations is crucial to surviving the complexity of a hierarchical file system used with UNIX. Without it, you’ll spend half your time verifying that you are where you think you are, or, worse, not moving about at all, not taking advantage of the organizational capabilities. If you’re ever in doubt as to where you are or what file you’re working with in UNIX, simply specify its absolute filename. You always can differentiate between the two by looking at the very first character: If it’s a slash, you’ve got an absolute filename (because the filename is rooted to the very top level of the file system). If you don’t have a slash as the first character, the filename’s a relative filename. Earlier I told you that in the home directory at the top level of UNIX, I have a home directory called t ay l o r . In absolute filename terms, I’d properly say that I have / home / t ay l o r as a unique directory.



JUST A MINUTE



To a dd to the confusion, most U N IX people don’t pronounce the slashes, p articularly if the first component of the filename is a well-known directory. I would pronounce / home / t ay l o r as “home taylor,” but I would usually pronounce / new t / awk / t es t as “slash newt a wk test.” W hen in doubt, pronounce the slash.



As you learn more about UNIX, particularly about how to navigate in the file system, you’ll find that a clear understanding of the difference between a relative and absolute filename proves invaluable. The rule of thumb is that if a filename begins with / , it’s absolute.



Task 3.2: Hidden Files in UNIX One of the best aspects of living in an area for a long time, frequenting the same shops and visiting the same restaurants, is that the people who work at each place learn your name and preferences. Many UNIX applications can perform the same trick, remembering your preferred style of interaction, what files you last worked with, which lines you’ve edited, and more, through preference files. On the Macintosh, because it’s a single-user system, there’s a folder within the System Folder called Preferences, which is a central storage place for preference files, organized by application. On my Macintosh, for example, I have about 30 different preference files in this directory, enabling me to teach programs one time the defaults I prefer.
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UNIX needs to support many users at once, so UNIX preference files can’t be stored in a central spot in the file system. Otherwise, how would the system distinguish between your preferences and those of your colleagues? To avoid this problem, all UNIX applications store their preference files in your home directory. Programs want to be able to keep their own internal preferences and status stored in your directory, but these aren’t for you to work with or alter. If you use DOS, you’re probably familiar with how the DOS operating system solves this problem: Certain files are hidden and do not show up when you use D I R to list files in a directory. Macintosh people don’t realize it, but the Macintosh also has lots of hidden files. On the topmost level of the Macintosh file system, for example, the following files are present, albeit hidden from normal display: AppleShare PDS, Deleted File Record, Desktop, Desktop DB, and Desktop DF. Displaying hidden files on the Macintosh is very difficult, as it is with DOS. Fortunately, the UNIX rule for hiding files is much easier than that for either the Mac or PC. No secret status flag reminds the system not to display the file when listing directories. Instead, the rule is simple, any filename starting with a dot. These files are called dot files.



A hidden file is any file with a dot as the first character of the filename.



JUST A MINUTE



If the filename or directory name begins with a dot, it won’t show up in normal listings of that directory. If the filename or directory name has any other character as the first character of the name, it lists normally.



1. Knowing that, turn to your computer and enter the and directories in your home directory. % l s –C - F A r ch i ves / I n f oWo r l d / L I STS %



Ma i l / News / OWL /



RUMORS . 18Sep t bin/ i ecc . l i s t



ls



command to list all the files



ma i l i ng . l i s t s new l i s t s src/



2. You can see that I have 12 items in my own directory, seven directories (the directory names have a slash as the last character, remember) and five files. Files have minimal rules for naming, too. Avoid slashes, spaces, and tabs, and you’ll be fine.
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3. Without an explicit direction to the contrary, UNIX is going to let the hidden files remain hidden. To add the hidden files to the listing, you just need to add a - a flag to the command. Turn to your computer and try this command to see what hidden files are present in your directory. These are my results: % ls -a ./ ../ . Agenda . acon f i g r c . ar t i c l e . csh r c . e lm/ %



. gophe r r c . h i s t o r y* . info . l et ter . l og i n . ma i l r c . news r c



. o l dnews r c . p l an . pnewse xpe r t . r epo r t . r m - t i me s t amp . r n l as t . r nso f t



.sig A r ch i ves / I n f oWo r l d / L I STS Ma i l / News / OWL /



RUMORS . 18Sep bin/ i ecc . l i s t ma i l . l i s t s new l i s t s src/



Many dot files tend to follow the format of a dot, followed by the name of the program that owns the file, with r c as the suffix. In my directory, you can see six dot files that follow this convention: . acon f i g r c, . csh r c , . gophe r r c, . ma i l r c, . news r c , and . o l dnews r c . Because of the particular rules of hidden files in UNIX, they are often called dot files, and you can see that I have 23 dot files and directories in my directory.



JUST A MINUTE



JUST A MINUTE



The r c suffix tells you that this file is a configuration file for that particular utility. For instance, . csh r c is the configuration file for the C shell and is executed every time the C shell ( / b i n / csh) is executed. You can define aliases for C shell commands and a special se arch p ath, for example.



Because it’s important to convey the specific filename of a dot file, pronunciation is a little different than elsewhere in U N IX. The name . gophe r r c would be spoken as “dot gopher are sea,” and . ma i l r c would be “dot mail are sea.” If you can’t pronounce the program name, odds are good that no one else can either, so . csh r c is “dot sea ess aitch are sea.”



Other programs create a bunch of different dot files and try to retain a consistent naming scheme. You can see that . r n l as t and . r nso f t are both from the r n program, but it’s difficult to know simply from the filenames that . a r t i c l e, . l e t t e r , . news r c, . o l dnews r c , and . pnewsexpe r t are all also referenced by the r n program. Recognizing this problem, some application authors designed their applications to create a dot directory, with all preference files neatly tucked into that one spot. The elm program does that with its . e l m hidden directory.
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Some files are directly named after the programs that use them: the . Agenda file is used by the agenda program, and . i n f o is used by the info program. Those almost have a rule of their own, but it’s impossible to distinguish them from . l og i n, from the sh program; . p l an from the f i nge r program; . r m - t i mes t amp from a custom program of my own; and I frankly have no idea what program created the . r epo r t file! This should give you an idea of the various ways that UNIX programs name and use hidden files. As an exercise, list all the dot files in your home directory and try to extract the name of the program that probably created the file. Check by looking in the index of this book to see if a program by that name exists. If you can’t figure out which programs created which files, you’re not alone. Keep the list handy; refer to it as you learn more about UNIX while exploring Teach Yourself UNIX in 24 Hours, and by the time you’re done, you’ll know exactly how to find out which programs created which dot files.



Task 3.3: The Special Directories “ . ” and “ . . ” There are two dot directories I haven’t mentioned, although they show up in my listing and most certainly show up in your listing, too. They are dot and dot dot (“.” and “..”), and they’re shorthand directory names that can be terrifically convenient. The dot directory is shorthand for the current location in the directory hierarchy; the dot-dot directory moves you up one level, to the parent directory. Consider again the list of files shown in Figure 3.3. If you were looking at the files in the Ca l i f o r n i a Pe r sonne l directory (best specified as / Ca l i f o r n i a / Pe r sonne l ) and wanted to check quickly an entry in the B l dgs file for Ca l i f o r n i a , either you’d have to use the absolute filename and enter the lengthy ls / Ca l i f o r n i a / B l dgs , or, with the new shorthand directories, you could enter ls . . / B l dgs . As directories move ever deeper into the directory hierarchy, the dot-dot notation can save you much typing time. For example, what if the different states and related files were all located in my home directory / home / t ay l o r , in a new directory called bus i ness ? In that case, the absolute filename for employee Raab , M . in California would be / home / t ay l o r / bus i ne ss / Ca l i f o r n i a / Pe r sonne l / Raab , M . , which is unwieldy and an awful lot to type if you want to hop up one level and check on the bu i l d i ngs database in I nd i ana ! You can use more than one dot-dot notation in a filename, too, so if you’re looking at the Raab , M . file and want to check on Dun l ap , L . , you could save typing in the full filename by instead using . . / . . / . . / Wash i ng t on / Pe r sonne l / Dun l ap , L . . Look at Figure 3.3 to see how that would work, tracing back one level for each dot-dot in the filename. This explains why the dot-dot shorthand is helpful, but what about the single-dot notation that simply specifies the current directory?
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I haven’t stated it explicitly yet, but you’ve probably figured out that one ramification of the UNIX file system organization, combined with its capability to place applications anywhere in the file system, is that the system needs some way to know where to look for particular applications. Just as if you were looking for something in a public library, in UNIX, having an understanding of its organization and a strategy for searching is imperative for success and speed. UNIX uses an ordered list of directories called a search path for this purpose. The search path typically lists five or six different directories on the system where the computer checks for any application you request. The question arises: What happens if your own personal copy of an application has the same name as a standard system application? The answer is that the system always finds the standard application first, if its directory is listed earlier in the search path. To avoid this pitfall, you need to use the dot notation, forcing the system to look in the current directory rather than search for the application. If you wanted your own version of the l s command, for example, you’d need to enter . / l s to ensure that UNIX uses your version rather than the standard version.



1. Enter . / l s on your computer and watch what happens. 2. Enter l s without the dot notation, and notice how the computer searches through various directories in the search path, finds the l s program, and executes it, automatically. When you learn about cd l a t e r i n t he book, you also will learn other uses of the dotdot directory, but the greatest value of the dot directory is that you can use it to force the system to look in the current directory and nowhere else for any file specified.



Task 3.4: The env Command You’ve learned a lot of the foundations of the UNIX file system and how applications remember your preferences through hidden dot files. There’s another way, however, that the system remembers specifics about you, and that’s through your user environment. The user environment is a collection of specially named variables that have specific values.
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1. To view your environment, you can use the env command. Here’s what I see when I enter the env command on my system: % env HOME= / use r s / t ay l o r SHELL= / b i n / csh TERM=v t 100 PATH= / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oc a l / b i n : " / us r / unsup / b i n : . MA I L= / us r / spoo l / ma i l / t ay l o r LOGNAME= t ay l o r TZ=EST5 %



Try it yourself and compare your values with mine. You might find that you have more defined in your environment than I do because your UNIX system uses your environment to keep track of more information.



JUST A MINUTE



M any U N IX systems offer the p r i n t env command inste a d of env . If you enter env and the system complains that it can’t find the env command, try using p r i n t env inste a d. All examples here work with either env or p r i n t env .



Task 3.5: PATH and HOME The two most important values in your environment are the name of your home directory (HOME) and your search path (PATH). Your home directory (as it’s known) is the name of the directory that you always begin your UNIX session within. The PATH environment variable lists the set of directories, in left-to-right order, that the system searches to find commands and applications you request. You can see from the example that my search path tells the computer to start looking in the / use r s / t ay l o r / b i n directory, then sequentially try / b i n, / us r / b i n , / us r / ucb, / us r / l oca l / b i n , / us r / unsup / b i n , and . before concluding that it can’t find the requested command. Without a PATH, the shell wouldn’t be able to find any of the many, many UNIX commands: As a minimum, you always should have / b i n and / us r / b i n .
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1. You can use the echo command to list specific environment variables, too. Enter echo $PATH and echo $HOME. When I do so, I get the following results: % echo $PATH / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l / b i n : / us r / unsup / b i n : . % echo $HOME / use r s / t ay l o r %



Your PATH value is probably similar, although certainly not identical, to mine, and your HOME is / home / accoun t name or similar (accoun t name is your account name).



Task 3.6: Find Where You Are with pwd So far you’ve learned a lot about how the file system works but not much about how to move around in the file system. With any trip, the first and most important step is to find out your current location—that is the directory in which you are currently working. In UNIX, the command pwd tells you the present working directory.



1. Enter pwd. The output should be identical to the output you saw when you entered env HOME because you’re still in your home directory. % env HOME / use r s / t ay l o r % pwd / use r s / t ay l o r %



Think of pwd as a compass, always capable of telling you where you are. It also tells you the names of all directories above you because it always lists your current location as an absolute directory name.



Task 3.7: Move to Another Location with cd The other half of the dynamic duo is the cd command, which is used to change directories. The format of this command is simple, too: cd new - d i r ec t o r y (where new - d i r ec t o r y is the name of the new directory you want).
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1. Try moving to the very top level of the file system and entering pwd to see if the computer agrees that you’ve moved. % cd / % pwd / %



2. Notice that cd doesn’t produce any output. Many UNIX commands operate silently like this, unless an error is encountered. The system then indicates the problem. You can see what an error looks like by trying to change your location to a nonexistent directory. Try the / t ay l o r directory to see what happens! % cd / tay l or / t ay l o r : No such f i l e o r d i r ec t o r y %



3. Enter cd without specifying a directory. What happens? I get the following result: % cd % pwd / use r s / t ay l o r %



4. Here’s where the HOME environment variable comes into play. Without any directory specified, cd moves you back to your home directory automatically. If you get lost, it’s a fast shorthand way to move to a known location without fuss. Remember the dot-dot notation for moving up a level in the directory hierarchy? Here’s where it also proves exceptionally useful. Use the cd command without any arguments to move to your home directory, then use pwd to ensure that’s where you’ve ended up. 5. Now, move up one level by using cd . . and check the results with pwd: % cd % pwd / use r s / t ay l o r % cd . . % pwd / use r s %
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6. Use the l s - C - F command to list all the directories contained at this point in the file system. Beware, though; on large systems, this directory could easily have hundreds of different directories. On one system I use, there are almost 550 different directories one level above my home directory in the file system! % ls -C -F a r ms t r ong / b r uce / ced r i c / %



ch r i s t i ne / dav i d / g r een /



gues t / l au r a / h i gg i ns / mac / kane / ma r k /



ma t t hewm / shane / r ank / t ay l o r / sha l i n i / v i c k i /



Try using a combination of cd and pwd to move about your file system, and remember that without any arguments, cd always zips you right back to your home directory.



Summary This hour has focused on the UNIX hierarchical file system. You’ve learned the organization of a hierarchical file system, how UNIX differs from Macintosh and DOS systems, and how UNIX remembers preferences with its hidden dot files. This hour has also explained the difference between relative and absolute filenames, and you’ve learned about the “.” and “..” directories. You’ve learned three new commands too: env to list your current environment, cd to change directories, and pwd to find out your present working directory location.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms absolute filename Any filename that begins with a leading slash ( / ); these always uniquely describe a single file in the file system. binary A file format that is intended for the computer to work with directly rather than for humans to peruse. See also executable. device driver All peripherals attached to the computer are called devices in UNIX, and each has a control program always associated with it, called a device driver. Examples are the device drivers for the display, keyboard, mouse, and all hard disks. directory A type of UNIX file used to group other files. Files and directories can be placed inside other directories, to build a hierarchical system.
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directory separator character On a hierarchical file system, there must be some way to specify which items are directories and which is the actual filename itself. This becomes particularly true when you’re working with absolute filenames. In UNIX, the directory separator character is the slash ( / ), so a filename like / t mp / t es t me is easily interpreted as a file called t es t me in a directory called t mp. dot A shorthand notation for the current directory. dot-dot A shorthand notation for the directory one level higher up in the hierarchical file system from the current location. dot file A configuration file used by one or more programs. These files are called dot files because the first letter of the filename is a dot, as in . p r o f i l e or . l og i n. Because they’re dot files, the l s command doesn’t list them by default, making them also hidden files in UNIX. See also hidden file. dynamic linking Although most UNIX systems require all necessary utilities and library routines (such as the routines for reading information from the keyboard and displaying it to the screen) to be plugged into a program when it’s built (known in UNIX parlance as static linking), some of the more sophisticated systems can delay this inclusion until you actually need to run the program. In this case, the utilities and libraries are linked when you start the program, and this is called dynamic linking. executable A file that has been set up so that UNIX can run it as a program. This is also shorthand for a binary file. You also sometimes see the phrase binary executable, which is the same thing! See also binary. hidden file By default, the UNIX file-listing command l s shows only files whose first letter isn’t a dot (that is, those files that aren’t dot files). All dot files, therefore, are hidden files, and you can safely ignore them without any problems. Later, you learn how to view these hidden files. See also dot file. home directory This is your private directory, and is also where you start out when you log in to the system. kernel The underlying core of the UNIX operating system itself. This is akin to the concrete foundation under a modern skyscraper. preference file These are what dot files (hidden files) really are: They contain your individual preferences for many of the UNIX commands you use. relative filename Any filename that does not begin with a slash (/) is a filename whose exact meaning depends on where you are in the file system. For example, the file t es t might exist in both your home directory and in the root directory; / t es t is an absolute filename and leaves no question which version is being used, but t es t could refer to either copy, depending on your current directory.
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root directory



The directory at the very top of the file system hierarchy, also known as slash.



search path A list of directories used to find a command. When a user enters a command l s , the shell looks in each directory in the search path to find a file l s , either until it is found or the list is exhausted. slash The root directory. symbolic link A file that contains a pointer to another file rather than contents of its own. This can also be a directory that points to another directory rather than having files of its own. A useful way to have multiple names for a single program or allow multiple people to share a single copy of a file. user environment A set of values that describe the user’s current location and modify the behavior of commands. working directory The directory where the user is working.



Questions 1. Can you think of information you work with daily that’s organized in a hierarchical fashion? Is a public library organized hierarchically? 2. Which of the following files are hidden files and directories according to UNIX? . t es t ../



h i de - me . do t .



, t es t do t



. csh r c . H i Mom



3. What programs most likely created the following dot files and dot directories? . csh r c . t mp334



. r nso f t . exce l /



. ex r c . l et ter



. pr i nt . v i - expe r t



4. In the following list, circle the items that are absolute filenames: / Pe r sonne l / Tay l o r , D . / home / t ay l o r / bus i ness / Ca l i f o r n i a ../.. Rec i pe : Ga zpacho



5. Using the list of directories found on all UNIX systems ( / b i n, / dev , / e t c, / l i b, / l os t + f ound , / mn t , / sys , / t mp, / us r ), use cd and pwd to double-check that they are all present on your own UNIX machine.



Preview of the Next Hour In the next hour, you learn about the l s command that you’ve been using, including a further discussion of command flags. The command t ouch enables you to create your own files, and du and d f help you learn how much disk space is used and how much is available, respectively. You also learn how to use two valuable if somewhat esoteric UNIX commands, comp r ess and c r yp t , which help you minimize your disk-space usage and ensure absolute security for special files.
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Listing Files and Managing Disk Usage This hour introduces you to the l s command, one of the most commonly used commands in UNIX. The discussion includes over a dozen different command options, or flags. You also learn how to use the t ouch command to create files, how to use the du command to see how much disk space you’re using, and how to use the d f command to see how much disk space is available. Finally, the comp r ess command can help you minimize your disk-space usage, particularly on files you’re not using very often.



Goals for This Hour In this hour, you learn ! ! ! ! ! !
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All about the l s command About special l s command flags How to create files with t ouch How to check disk-space usage with du How to check available disk space with d f How to shrink big files with comp r ess



4



Hour 4



64



Your first hours focused on some of the basic UNIX commands, particularly those for interacting with the system to accomplish common tasks. In this hour, you expand that knowledge by analyzing characteristics of the system you’re using, and you learn a raft of commands that let you create your own UNIX workspace. You also learn more about the UNIX file system and how UNIX interprets command lines. In addition to the cd and pwd commands that you learned in the preceding hour, you learn how to use l s to wander in the file system and see what files are kept where. Unlike the DOS and Macintosh operating systems, information about the UNIX system is often difficult to obtain. In this hour, you learn easy ways to ascertain how much disk space you’re using, with the du command. You also learn how to interpret the oft-confusing output of the d f command, which enables you to see instantly how much total disk space is available on your UNIX system. This hour concludes with a discussion of the shrink the size of any file or set of files.



comp r ess



command, which enables you to



The l s Command This section introduces you to the l s command, which enables you to wander in the file system and see what files are kept where.



Task 4.1: All About the l s Command From the examples in the previous hour, you’ve already figured out that the command used to list files and directories in UNIX is the l s command. All operating systems have a similar command, a way to see what’s in the current location. In DOS, for example, you’re no doubt familiar with the D I R command. DOS also has command flags, which are denoted by a leading slash before the specific option. For example, D I R / W produces a directory listing in wide-display format. The D I R command has quite a few other options and capabilities. Listing the files in a directory is a pretty simple task, so why all the different options? You’ve already seen some examples, including l s - a, which lists hidden dot files. The answer is that there are many different ways to look at files and directories, as you will learn.



1. The best way to learn what l s can do is to go ahead and use it. Turn to your computer, log in to your account, and try each command as it’s explained.
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2. The most basic use of l s is to list files. The command l s lists all the files and directories in the present working directory (recall that you can check what directory you’re in with the pwd command at any time). % ls A r ch i ves I n f oWo r l d L I STS



Ma i l News OWL



RUMORS . 18Sep t bin i ecc . l i s t



ma i l i ng . l i s t s newe l s src



Notice that the files are sorted alphabetically from top to bottom, left to right. This is the default, known as column-first order because it sorts downward, then across. You should also note how things are sorted in UNIX: The system differentiates between uppercase and lowercase letters, unlike DOS. (The Macintosh remembers whether you use uppercase or lowercase letters for naming files, but it can’t distinguish between them internally. Try it. Name one file TEST and another file t es t the next time you’re using a Macintosh.)



JUST A MINUTE



Some of the U N IX versions availa ble for the PC—nota bly SC O and I N TERA CTIVE U N IX—have an l s that behaves slightly differently and may list all files in a single column rather than in multiple columns. If your PC does this, you can use the - C fla g to l s to force multiple columns.



It’s important that you always remember to type UNIX commands in lowercase letters, unless you know that the particular command is actually uppercase; remember that UNIX treats A r ch i ves and a r ch i ves as different filenames. Also, avoid entering your account name in uppercase when you log in. UNIX has some old compatibility features that make using the system much more difficult if you use an all-uppercase login. If you ever accidentally log in with all uppercase, log out and try again in lowercase.



Task 4.2: Having l s Tell You More Without options, the l s command offers relatively little information. Questions you might still have about your directory include: How big are the files? Which are files, and which are directories? How old are they? What hidden files do you have?



1. Start by entering % ls -s t o t a l 403 1 A r ch i ves 1 I n f oWo r l d 108 L I STS



ls -s



to indicate file sizes:



1 Ma i l 1 News 1 OWL



5 RUMORS . 18Sep t 1 bin 4 i ecc . l i s t



280 ma i l i ng . l i s t s 2 newe l s 1 src
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2. To ascertain the size of each file or directory listed, you can use the - s flag to l s . The size indicated is the number of kilobytes, rounded upward, for each file. The first line of the listing also indicates the total amount of disk space used, in kilobytes, for the contents of this directory. The summary number does not, however, include the contents of any subdirectories, so it’s deceptively small.



JUST A MINUTE



A kilobyte is 1 ,0 2 4 bytes of information, a byte being a single character. The preceding p ara gra ph, for example, contains slightly more than 4 0 0 characters. U N IX works in units of a block of information, which, depending on which version of U N IX you’re using, is either 1 kilobyte or 5 1 2 bytes. Most U N IX systems now work with a 1-kilobyte block.



3. Here is a further definition of what occurs when you use the - s flag: l s indicates the number of blocks each file or directory occupies. You then can use simple calculations to convert blocks into bytes. For example, the l s command indicates that the L I STS file in my home directory occupies 108 blocks. A quick calculation of block size multiplied by the number of blocks reveals the actual file size, in bytes, of L I STS, as shown here: % bc 1024 * 108 110592 qu i t %



Based on these results of the bc command, you can see that the file is 110,592 bytes in size. You can estimate size by multiplying the number of blocks by 1,000. Be aware, however, that in large files, the difference between 1,000 and 1,024 is significant enough to introduce an error into your calculation. As an example, I have a file that’s more than three megabytes in size (a megabyte is 1,024 kilobytes, which is 1,024 bytes, so a megabyte is 1,024 " 1,024, or 1,048,576 bytes): % ls -s bigf i le 3648 b i g f i l e



4. The file actually occupies 3,727,360 bytes. If I estimated its size by multiplying the number of blocks by 1,000 (which equals 3,648,000 bytes), I’d have underestimated its size by 79,360 bytes. (Remember, blocks " 1,000 is an easy estimate!)



JUST A MINUTE



4



The last example reve als something else a bout the l s command. You can specify individual files or directories you’re interested in viewing and avoid having to see all files and directories in your current location.
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5. You can specify as many files or directories as you like, and separate them by spaces: % l s - s L I STS i ecc . l i st newe l s 108 L I STS 4 i ecc . l i s t



2 newe l s



In the previous hour, you learned that UNIX identifies each file that begins with a dot ( . ) as a hidden file. Your home directory is probably littered with dot files, which retain preferences, status information, and other data. To list these hidden files, use the - a flag to l s : % ls -a . .. . Agenda . acon f i g r c . ar t i c l e . csh r c .elm



. gophe r r c . h i s tory . info . l et ter . l og i n . ma i l r c . news r c



. o l dnews r c . p l an . pnewse xpe r t . r epo r t . r m - t i mes t amp . r n l as t . r nso f t



.sig A r ch i ves I n f oWo r l d L I STS Ma i l News OWL



RUMORS . 18Sep t bin i ecc . l i s t ma i l i ng . l i s t s newe l s src



You can see that this directory contains more dot files than regular files and directories. That’s not uncommon in a UNIX home directory. However, it’s rare to find any dot files other than the standard dot and dot-dot directories (those are in every directory in the entire file system) in directories other than your home directory. 6. You used another flag to the l s command—the - F flag—in the previous hour. Do you remember what it does? % ls -F A r ch i ves / I n f oWo r l d@ L I STS



Ma i l / News / OWL /



RUMORS . 18Sep t bin/ i ecc . l i s t



ma i l i ng . l i s t s newe l s src/



Adding the - F flag to l s appends suffixes to certain filenames so that you can ascertain more easily what types of files they are. Three different suffixes can be added, as shown in Table 4.1. Table 4.1. Filename suffixes appended by l s - F. Suffix



Example



Meaning



/



Ma i l /



Ma i l



*



p r og*



@



b i n@



is a directory. p r og is an executable program. b i n is a symbolic link to another file or directory.



7. If you’re familiar with the Macintosh and have used either System 7.0 or 7.1, you may recall the new feature that enables the user to create and use an alias. An alias is a file that does not contain information, but acts, instead, as a pointer to the actual information files. Aliases can exist either for specific files or for folders.
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UNIX has offered a similar feature for many years, which in UNIX jargon is called a symbolic link. A symbolic link, such as b i n in Table 4.1, contains the name of another file or directory rather than any contents of its own. If you could peek inside, it might look like b i n = @ / us r / b i n . Every time someone tries to look at b i n, the system shows the contents of / us r / b i n instead. You’ll learn more about symbolic links and how they help you organize your files a bit later in the book. For now, just remember that if you see an @ after a filename, it’s a link to another spot in the file system. 8. A useful flag for l s (one that might not be available in your version of UNIX) is the - m flag. This flag outputs the files as a comma-separated list. If there are many files, - m can be a quick and easy way to see what’s available. % ls -m A r ch i ves , I n f oWo r l d , L I STS , Ma i l , News , OWL , RUMORS . 18Sep t , b i n , i ecc . l i s t , ma i l i ng . l i s t s , newe l s , s r c



Sometime you might want to list each of your files on a separate line, perhaps for a printout you want to annotate. You’ve seen that the - C flag forces recalcitrant versions of l s to output in multiple columns. Unfortunately, the opposite behavior isn’t obtained using a lowercase c. (UNIX should be so consistent!) Instead, use the - 1 flag to indicate that you want one column of output. Try it.



Task 4.3: Combining Flags The different flags you’ve learned so far are summarized in Table 4.2.



Table 4.2. Some useful flags to l s. Flag



Meaning



-a



List all files, including any dot files. Indicate file types; / = directory, * = executable. Show files as a comma-separated list. Show size of files, in blocks (typically, 1 block = 1,024 bytes). Force multiple-column output on listings. Force single-column output on listings.



-F -m -s -C -1



What if you want a list, generated with the all files and indicates their types?



4



-F



conventions, that simultaneously shows you
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1. Combining flags in UNIX is easy. All you have to do is run them together in a sequence of characters, and prefix the whole thing with a dash: % l s - aF ./ "RUMORS . 18Sep t ../ "b i n / . Agenda " i ecc . l i s t . acon f i g r c "ma i l i ng . l i s t s . ar t i c l e "newe l s . csh r c "s r c / . e lm/



. gophe r r c



. o l dnews r c



.sig



. h i s t o r y*



. p l an



A r ch i ves /



. info



. pnewse xpe r t



I n f oWo r l d /



. l et ter



. r epo r t



L I STS



. l og i n



. r m - t i mes t amp



Ma i l /



. ma i l r c



. r n l as t



News /



. news r c



. r nso f t



OWL /



2. Sometimes it’s more convenient to keep all the flags separate. This is fine, as long as each flag is prefixed by its own dash: % ls -s -F t o t a l 403 1 A r ch i ves / 1 I n f oWo r l d / 108 L I STS



1 Ma i l / 1 News / 1 OWL /



5 RUMORS . 18Sep t 1 bin/ 4 i ecc . l i s t



280 ma i l i ng . l i s t s 2 newe l s 1 src/



3. Try some of these combinations on your own computer. Also try to list a flag more than once (for example, l s - sss - s ), or list flags in different orders. Very few UNIX commands care about the order in which flags are listed. Because it’s the presence or absence of a flag that’s important, listing a flag more than once doesn’t make any difference.



Task 4.4: Listing Directories Without Changing Location Every time I try to do any research in the library, I find myself spending hours and hours there, but it seems to me that I do less research than I think I should. That’s because most of my time is for the tasks between the specifics of my research: finding the location of the next book, and finding the book itself. If l s constrained you to listing only the directory that you were in, it would hobble you in a similar way. Using only l s would slow you down dramatically and force you to use cd to move around each time. Instead, just as you can specify certain files by using you’re interested in viewing.



l s,



you can specify certain directories
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1. Try this yourself. List % l s - F / usr 5b i n / 5 i nc l ude / 5l ib/ acc / acc t l og* adm@ bin/ boo t @ demo /



/ us r



d i ag / dict / etc/ expo r t / games / hack / hos t s / i nc l ude / kvm /



on your system: l dd r v / l ib/ l oca l / l os t + f ound / man@ mdec@ old/ pub@ sccs /



sha r e / sou r ce / spoo l @ s r c@ s t and@ sys@ sys t em / t mp@ ucb /



ucb i nc l ude@ ucb l i b@ xpg2b i n / xpg2 i nc l ude / xpg2 l i b /



You probably have different files and directories listed in your own Remember, @ files are symbolic links in the listing, too. 2. You can also specify more than one directory: % l s / usr / l oca l / home / tay l or / home / t ay l o r : G l oba l . So f t wa r e Ma i l / Src / I n t e r ac t i ve . Un i x News / bin/ / us r / l oca l / : T/ emac s / f tp/ adm i n / emacs - 18 . 59 / gnub i n / bin/ etc/ i nc l ude / ca t / f aq / info/ doc / f o r ms / l ib/



/ us r



directory.



h i s t o r y . usene t . Z l ists/ l os t + f ound / man / menu / mo t d



mo t d~ ne t com / po l i cy / src/ t mp /



In this example, the l s command also sorted the directories before listing them. I specified that I wanted to see / us r / l oca l and then / home / t ay l o r , but it presented the directories in opposite order.



JUST A MINUTE



I’ve never been a ble to figure out how l s sorts directories when you ask for more than one to be listed—it’s not an alpha betical listing. C onsider it a mystery. Remember that if you must have the output in a specific order, you can use the l s command twice in a row.



3. Here’s where the dot-dot shorthand can come in handy. Try it yourself: % ls -m . . a r ms t r ong , b r uce , ced r i c , ch r i s t i ne , dav i d , g r een , gues t , h i gg i ns , j ame s , kane , l au r a , mac , ma r k , pa t r i ckb , r ank , sha l i n i , shane , t ay l o r , v i ck i



If you were down one branch of the file system and wanted to look at some files down another branch, you could easily find yourself using the command l s . . / I nd i ana / Pe r sonne l or l s - s . . / . . / sou r ce .
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4. There’s a problem here, however. You’ve seen that you can specify filenames to look at those files, and directory names to look at the contents of those directories, but what if you’re interested in the directory itself, not in its contents? I might want to list just two directories—not the contents, just the files themselves, as shown here: % ls -F A r ch i ves / I n f oWo r l d / L I STS % l s - s L I STS 108 L I STS Ma i l : t o t a l 705 8 cennamo 28 dan_ somme r 14 decc 3 d r uby



Ma i l / News / OWL / Ma i l new l i sts 2 new l i s t s



RUMORS . 18Sep t bin/ i ecc . l i s t



ma i l i ng . l i s t s new l i s t s src/



27 2 48 14



4 kcs 21 34 l ehman 5 64 mac 7 92 ma i l box 5



ma r k 7 sa r t i n raf 3 she l f r ock 20 s t eve r us t l e 18 t a i



ean_hou t s go r don_ha i gh t ha r r i sm j ames



5. The problem is that l s doesn’t know that you want to look at Ma i l unless you tell it not to look inside the directories specified. The command flag needed is - d, which forces l s to list directories rather than their contents. The same l s command, but with the - d flag, has dramatically different output: % l s - ds L I STS Ma i l new l i sts 108 L I STS 1 Ma i l /



4



2 new l i s t s



Try some of these flags on your own system, and watch how they work together. To list a file or directory, you can specify it to contents, unless you also include the - d flag.



l s.



Directories, however, reveal their



Special l s Command Flags It should be becoming clear to you that UNIX is the ultimate toolbox. Even some of the simplest commands have dozens of different options. On one system I use, l s has more than 20 different flags.



Task 4.5: Changing the Sort Order in l s What if you wanted to look at files, but wanted them to show up in a directory sorting order different from the default (that is, column-first order)? How could you change the sort order in l s ?



1. The - x flag sorts across, listing the output in columns, or first-row order (entries are sorted across, then down):
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% ls -a . .. . Pnews . heade r . acc i n f o . ar t i c l e . csh r c . de l g r oups % ls -x -a . . ar t i c l e . f o r wa r d . news r c . r n l as t . t in News



.elm . f o r wa r d . i r cmo t d . l og i n . l ogou t . news r c . o l dnews r c



. p l an . pnewsexpe r t . r n l as t . r n l ock . r n so f t .sig . t in



G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l News Sr c bin h i s t o r y . usene t . Z



.. . cs h r c . i r cmo t d . o l dnews r c . r n l ock G l oba l . So f t wa r e Sr c



. Pnews . heade r . de l g r oups . l og i n . p l an . r ns o f t I n t e r ac t i ve . Un i x bin



. acc i n f o .elm . l ogou t . pnewsexpe r t .sig Ma i l h i s t o r y . usene t . Z



2. There are even more ways to sort files in l s . If you want to sort by most-recentlyaccessed to least-recently-accessed, you use the - t flag: % ls -a - t ./ . news r c . o l dnews r c . ar t i c l e . e lm/ . f o r wa r d h i s t o r y . usene t . Z



../ News / . t in/ . i r cmo t d . de l g r oups . l og i n bin/



. r n l ock . r n l as t . r nso f t I n t e r ac t i ve . Un i x . acc i n f o* Sr c / G l oba l . So f t wa r e



. csh r c .sig . p l an Ma i l / . Pnews . heade r * . pnewsexpe r t . l ogou t



From this output, you can see that the most recently accessed files are . news r c and . o l dnews r c , and that it’s been quite a while since . l ogou t was touched. Try using the - t flag on your system to see which files you’ve been accessing and which you haven’t. 3. So far, you know three different approaches to sorting files within the l s command: column-first order, row-first order, and most-recently-accessed-first order. But there are more options in l s than just these three; the - r flag reverses any sorting order. % ls G l oba l . So f t wa r e I n t e r ac t i ve . Un i x % ls - r h i s t o r y . usene t . Z bin/



Ma i l / News /



Sr c / bin/



h i s t o r y . usene t . Z



Sr c / News /



Ma i l / I n t e r ac t i ve . Un i x



G l oba l . So f t wa r e



4. Things may become confusing when you combine some of these flags. Try to list the contents of the directory that is one level above the current directory, sorted so the most-recently-accessed file is last in the list. At the same time, indicate which items are directories and the size of each file. % ls - r - t -F -s . . t o t a l 150 2 b r uce / 2 r ank /



4



2 kane /



14 h i gg i ns /
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l au r a / ced r i c j ames@ v i ck i /



2 2 4 2



ch r i s t i ne / peggy / t ay l or / gues t /



2 4 4 6



shane / pa t r i c kb / g r een / sha l i n i /
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6 mac / 10 ma r k / 6 a r ms t r ong / 4 dav i d /



A better, easier way to type the previous command would be to bundle flags into the single argument l s - r t Fs . . , which would work just as well, and you’d look like an expert!



Task 4.6: Listing Directory Trees Recursively in l s In case things aren’t yet complicated enough with l s , two more important, valuable flags are available. One is the - R flag, which causes l s to list recursively directories below the current or specified directory. If you think of listing files as a numbered set of steps, recursion is simply adding a step—the rule is if this file is a directory, list it, too—to the list.



1. When I use the



-R



flag, here’s what I see:



% ls -R G l oba l . So f t wa r e Ma i l / Sr c / h i s t o r y . usene t . Z I n t e r ac t i ve . Un i x News / bin/ Ma i l : Fo l de r s / Ne t news / Ma i l / Fo l de r s : ma i l . sen t ma i l box s t e i nman t uc ke r Ma i l / Ne t news : pos t i ngs News : up t oda t e vo l t s Sr c : sum - up . c bin: Pnews* pun t * subm i t *



Try it yourself. Notice that l s lists the current directory and then alphabetically lists the contents of all subdirectories. Notice also that the Ma i l directory has two directories within it and that those are also listed here. Viewing all files and directories below a certain point in the file system can be a valuable way to look for files (although you’ll soon learn better tools for finding files). If you aren’t careful, though, you may get hundreds or thousands of lines of information streaming across your screen. Do not enter a command like l s - R / unless you have time to sit and watch information fly past.
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If you try to list the contents of a directory when you don’t have permission to access the information, l s warns you with an error message: % l s . . / marv . . / ma r v un r eadab l e



Now ask for a recursive listing, with indications of file type and size, of the directory / e t c , and see what’s there. The listing will include many files and subdirectories, but they should be easy to wade through due to all the notations l s uses to indicate files and directories.



Task 4.7: Long Listing Format in l s You’ve seen how to estimate the size of a file by using the - s flag to find the number of blocks it occupies. To find the exact size of a file in bytes, you need to use the - l flag. (Use a lowercase letter L. The numeral 1 produces single-column output, as you’ve already learned.)



1. The first long listing shows information for the L I STS file. % l s - l L I STS - r w - - - - - - - 1 t ay l o r



106020 Oc t



8 15 : 17 L I STS



The output is explained in Figure 4.1. Figure 4.1. The meaning of the - l output for a file.



For each file and directory in the UNIX file system, the owner, size, name, number of other files pointing to it (links), and access permissions are recorded. The creation, modification, and access times and dates are also recorded for each file. The modification time is the default time used for the - t sorting option and listed by the l s long format.



Permissions Strings Interpreting permissions strings is a complex issue because UNIX has a sophisticated security model for individual files. Security revolves around three different types of users: the owner of the file, the group of which that the file is a part, and everyone else.
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The first character of the permissions string, identified in Figure 4.1 as access permissions, indicates the kind of file. The two most common values are d for directories and - for regular files. Be aware that there are many other file types that you’ll rarely, if ever, see. The following nine characters in the permissions string indicate what type of access is allowed for different users. From left to right, these characters show what access is allowed for the owner of the file, the group that owns the file, and everyone else. Figure 4.2 shows how to break down the permissions string for the L I STS file into individual components. Figure 4.2. Reading access permissions for L I STS.



Each permissions string is identically composed of three components—permission for reading, writing, and execution—as shown in Figure 4.3. Figure 4.3. Elements of a permissions string.



Armed with this information—specifically, knowing that a - character means that the specific permission is denied—you can see that l s shows that the owner of the file, t ay l o r , as illustrated in Figure 4.1, has read and write permission. Nobody else either in t ay l o r ’s group or in any other group has permission to view, edit, or run the file. Earlier you learned that just about everything in UNIX ends up as a file in the file system, whether it’s an application, a device driver, or a directory. The system keeps track of whether a file is executable because that’s one way it knows whether L I STS is the name of a file or the name of an application.



Task 4.8: Long Listing Format for Directories in l s The long form of a directory listing is almost identical to a file listing, but the permissions string is interpreted in a very different manner.
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1. Here is an example of a long directory listing: % l s - l - d Examp l e d r wx r - x - - - 2 t ay l o r



1024 Sep 30 10 : 50 Examp l e /



Remember that you must have both read and execute permission for a directory. If you have either read or execute permission but not both, the directory will not be usable (as though you had neither permission). Write permission, of course, enables the user to alter the contents of the directory or add new files to the directory. 2. The Examp l e directory breaks down for interpretation as shown in Figure 4.4. Figure 4.4. Elements of directory permissions.



JUST A MINUTE



I’ve never understood the nuances of a directory with re a d but not execute permission, or vice versa , and explanations from other people have never proven to be correct. It’s okay, though, because I’ve never seen a directory on a U N IX system that w as anything other than - - - , r - x , or r wx .



3. Now try using the as shown here: % ls - l t o t a l 403 d r wx - - - - - d r wx - - - - - -
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-l



flag yourself. Move to your home directory, and enter



2 t ay l o r 3 t ay l o r



512 Sep 30 10 : 38 A r ch i ves / 512 Oc t 1 08 : 23 I n f oWo r l d /



ls - l
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- rw- - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - - rw- - - - - - d r wx - - - - - - rw- - - - - - - rw- rw- - - - rw- rw- - - d r wx - - - - - -



1 2 2 2 1 2 1 1 1 2



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



106020 1024 512 512 4643 512 3843 280232 1031 512



Oc t Sep Oc t Sep Sep Oc t Oc t Oc t Oc t Sep



8 30 6 30 20 1 6 6 7 14



15 : 17 10 : 50 09 : 36 10 : 51 10 : 49 09 : 53 18 : 02 09 : 57 15 : 44 22 : 14
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L I STS Ma i l / News / OWL / RUMORS . 18Sep t bin/ i ecc . l i s t ma i l i ng . l i s t s new l i s t s src/



The size of a directory is usually in increments of 512 bytes. The second field, the “link,” is an interesting and little-known value when a directory is being listed. Instead of counting up the number of other files that point to the file, (that is, the number of files that have a link to the current file), the second field indicates the number of directories that are contained in that specific directory. Remember, all directories have dot and dot-dot, so the minimum value is always 2. 4. Consider the following example: % l s - Fa ./ . gophe r r c ../ . h i s t o r y* "RUMORS . 18Sep t . Agenda . info . acon f i g r c . l e t ter . ar t i c l e . l og i n "ma i l i ng . l i s t s . csh r c . ma i l r c . e lm/ . news r c % ls - ld . d r wx - - - - - - 10 t ay l o r



. o l dnews r c . p l an



.sig A r ch i ves /



OWL /



. pnewse xpe r t . r epo r t . r m - t i mes t amp



Cance l l ed . ma i l I n f oWo r l d / L I STS



bin/ i ecc . l i s t



. rn l as t . r nso f t



Ma i l / News /



new l i s t s src/



1024 Oc t 10 16 : 00 . /



5. Try entering l s - l d. and see if it correctly identifies the number of directories in your home directory. Move to other directories and see whether the listing agrees with your own count of directories. The output from the l s - l command is unquestionably complex and packed with information. Interpretation of permissions strings is an important part of understanding and being able to use UNIX, and more explanation is offered in subsequent hours. Table 4.3 summarizes the many different command flags for l s that you have learned in this hour. Table 4.3. Summary of command flags for l s. Flag



Meaning



-1



Force single-column output on listings. List all files, including any dot files. Force multiple-column output on listings.



-a -C



continues
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Table 4.3. continued Flag



Meaning



-d



List directories rather than their contents. Indicate file types; / = directory, * = executable. Generate a long listing of files and directories. Show files as a comma-separated list. Reverse the order of any file sorting. Recursively show directories and their contents. Show size of files, in blocks (typically 1 block = 1,024 bytes). Sort output in most-recently-modified order. Sort output in row-first order.



-F -l -m -r -R -s -t -x



Without doubt, l s is one of the most powerful and, therefore, also one of the most confusing commands in UNIX. The best way for you to learn how all the flags work together is to experiment with different combinations.



Task 4.9: Creating Files with the touch Command At this point, you have a variety of UNIX tools that help you move through the file system and learn about specific files. The t ouch command is the first command that helps you create new files on the system, independent of any program other than the shell itself. This can prove very helpful for organizing a new collection of files, for example. The main reason that t ouch is used in UNIX is to force the last-modified time of a file to be updated, as the following example demonstrates. % l s - l i ecc . l i st - r w - - - - - - - 1 t ay l o r % touch i ecc . l i st % l s - l i ecc . l i st - r w - - - - - - - 1 t ay l o r



3843 Oc t



6 18 : 02 i ecc . l i s t



3843 Oc t 10 16 : 22 i ecc . l i s t



Because the t ouch command changes modification times of files, anything that sorts files based on modification time will, of course, alter the position of that file when the file is altered by t ouch.



1. Consider the following output:
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% ls - t ma i l i ng . l i s t s Cance l l ed . ma i l RUMORS . 18Sep t



L I STS new l i s t s i ec c . l i s t



News / bin/ I n f oWo r l d /



OWL / Ma i l / A r ch i ves /



src/
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% touch i ecc . l i st % ls - t i ecc . l i s t RUMORS . 18Sep t ma i l i ng . l i s t s L I STS Cance l l ed . ma i l new l i s t s



News / bin/ I n f oWo r l d /



OWL / Ma i l / A r ch i ves /
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src/



You probably will not use t ouch for this purpose very often. 2. If you try to use the t ouch command on a file that doesn’t exist, the program creates the file: % ls A r ch i ves / L I STS Cance l l ed . ma i l Ma i l / I n f oWo r l d / News / % touch new . f i l e % ls A r ch i ves / L I STS Cance l l ed . ma i l Ma i l / I n f oWo r l d / News / % l s - l new . f i l e - r w - r w - - - - 1 t ay l o r



OWL / RUMORS . 18Sep t bin/



i ecc . l i s t ma i l i ng . l i s t s new l i s t s



src/



OWL / RUMORS . 18Sep t bin/



i ecc . l i s t ma i l i ng . l i s t s new . f i l e



new l i s t s src/



0 Oc t 10 16 : 28 new . f i l e



The new file has zero bytes, as can be seen by the l s - l output. Notice that by default the files are created with read and write permission for the user and anyone in the user’s group. You learn in another hour how to determine, by using the umask command, your own default permission for files. You won’t need



t ouch



very often, but it’s valuable to know.



Task 4.10: Check Disk-Space Usage with du One advantage that the DOS and Macintosh systems have over UNIX is they make it easy to find out how much disk space you’re using and how much remains available. On a Macintosh, viewing folders by size shows disk space used, and the top-right corner of any Finder window shows available space. In DOS it’s even easier; both items are listed at the end of the output from a D I R command: C> D I R . BAT Vo l ume i n d r i ve C i s MS - DOS_5 Vo l ume Se r i a l Numbe r i s 197A - A8D7 D i r ec t o r y o f C : \ AUTOEXEC BAT 142 02 - 28 - 93 8 : 19p CSH BAT 36 12 - 22 - 92 3 : 01p 2 f i le(s) 178 by t es 5120000 by t es f r ee



In this DOS example, you can see that the files listed take up 178 bytes, and that there are 5,120,000 bytes (about 5 megabytes, or 5MB) available on the hard drive. Like a close-mouthed police informant, UNIX never volunteers any information, so you need to learn two new commands. The du, disk usage, command is used to find out how much disk space is used; the d f , disk free, command is used to find out how much space is available.
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1. The du command lists the size, in kilobytes, of all directories at or below the current point in the file system. % du 11 38 20 14 28 710 191 25 35 1627



. . . . . . . . . .



/ OWL / .elm / A r ch i ves / I n f oWo r l d / P I MS / I n f oWo r l d / Ma i l / News /bin / src



Notice that du went two levels deep to find the I n f oWo r l d / P I MS subdirectory, adding its size to the size indicated for the InfoWorld directory. At the very end, it lists 1,627KB as the size of the dot directory—the current directory. As you know, 1,024KB kilobytes is a megabyte. Through division, you’ll find that the I n f oWo r l d directory is taking up 1.5MB of disk space. 2. If you are interested in only the grand total, you can use the - s flag to output just a summary of the information. % du - s 1627 .



Of course, you can look anywhere on the file system, but the more subdirectories there are, the longer it takes. 3. Error messages with du are possible: % du - s / etc / e t c / shadow : Pe r m i s s i on den i ed 4417 /etc



In this example, one of the directories within the set denying access: % l s - l d / etc / shadow d r wx - - - - - - 2 r oo t



/etc



directory has a permissions



512 Oc t 10 16 : 34 / e t c / shadow /



The du command summarizes disk usage only for the files it can read, so regardless of the size of the shadow directory, I’d still have the 4,417 kilobytes size indicated. 4. Although by default du lists only the sizes of directories, it also computes the size of all files. If you’re interested in that information, you can, by adding the - a flag, have the program list it for all files. % cd I n f oWor l d % du - a 9 . / P I M . r ev i ew . Z
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/ Expe r t . op i n i on . Z / P I MS / p r oposa l . t x t . Z / P I MS / t ask1 . t x t . Z / P I MS / t ask2 . t x t . Z / P I MS / t ask3 . t x t . Z / P I MS / t ask4 . t x t . Z / P I MS / t ask5 . t x t . Z / P I MS / t ask6 . t x t . Z / P I MS / con t ac t . i n f o . Z / P I MS



The problems of the - a flag for du are similar to those for the - R flag for l s . There may be more files in a directory than you care to view. 5. The - a flag for listing all files overrides the - s flag for summarizing, but without telling you it’s doing so. A preferable way would be for the program to note that the two flags are incompatible, as many UNIX programs indicate, but that isn’t how du works. % du - s 9 5 4 1 2 2 2 2 2 1 28



-a . / P I M . r ev i ew . Z . / Expe r t . op i n i on . Z . / P I MS / p r oposa l . t x t . Z . / P I MS / t ask1 . t x t . Z . / P I MS / t ask2 . t x t . Z . / P I MS / t ask3 . t x t . Z . / P I MS / t ask4 . t x t . Z . / P I MS / t ask5 . t x t . Z . / P I MS / t ask6 . t x t . Z . / P I MS / con t ac t . i n f o . Z .



6. The du command is an exception to the rule that multiple flags can be more succinctly stated as a single multiletter flag. With l s , you’ll recall, - a - F - l could be more easily typed as - aF l . The command du does not allow similar shorthand. % du - sa - sa : No such f i l e o r d i r ec t o r y



U N IX is nothing if not varied. Some systems will accept du - as , and others will not accept du - a - s . Try yours and see what does and doesn’t work.



JUST A MINUTE



It isn’t a problem that du does not allow multiletter flags, however, because you do not use the - s and - a fla gs to du at the same time.



CAUTION
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Task 4.11: Check Available Disk Space with d f Figuring out how much disk space is available on the overall UNIX system is difficult for everyone except experts. The d f command is used for this task, but it doesn’t summarize its results—the user must add the column of numbers.



1. This is the system’s response to the d f command: % df F i l esys t em / dev / zd0a / dev / zd8d / dev / zd7d / dev / zd3 f / dev / zd3g / dev / zd2 f / dev / zd2g / dev / zd1g / dev / zd5c / dev / zd0h / dev / zd0g



kby t es 17259 185379 185379 385689 367635 385689 367635 301823 371507 236820 254987



used 14514 143995 12984 307148 232468 306189 207234 223027 314532 159641 36844



ava i l capac i t y 1019 93% 22846 86% 153857 8% 39971 88% 98403 70% 40931 88% 123637 63% 48613 82% 19824 94% 53497 75% 192644 16%



Moun t ed / / use r f / t mp / use r s / use r c / use r e / use r b / use r a / us r / us r / s r c / va r



You end up with lots of information, but it isn't easy to add up quickly to find the total space available. Nonetheless, the output offers quite a bit of information. 2. Because I know that my home directory is on the disk / use r s , I can simply look for that directory in the rightmost column to find out that I’m using the hard disk / dev / zd3 f . I can see that there are 385,689KB on the disk, and 88 percent of the disk is used, which means that 307,148KB are used and 39,971KB, or only about 38MB, are unused. 3. Some UNIX systems have relatively few separate computer disks hooked up, making the d f output more readable. The d f output is explained in Figure 4.5. % df F i l esys t em / dev / sd0a / dev / sd2b / dev / sd1a



Figure 4.5. Understanding d f output.
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kby t es 55735 187195 55688



used 37414 153569 43089



ava i l capac i t y 12748 75% 14907 91% 7031 86%



Moun t ed / / us r /ut i l s
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You can add the columns to find that the system has a total of about 300MB of disk space (55,735 + 187,195 + 55,688), of which 230MB are used. The remaining space is therefore 33MB, or 16 percent of the total disk size. Try using the du and d f commands on your system to figure out how much disk space is available on both the overall system and the disk you’re using for your home directory. Then use du to identify how much space your files and directories are occupying.



Task 4.12: Shrink Big Files with the compress Program Now that you can figure out how much space you’re using with the files in your directory, you’re ready to learn how to save space without removing any files. UNIX has a built-in program—the comp r ess program—that offers this capability.



1. In this simple example, the comp r ess program is given a list of filenames and then compresses each of the files, renaming them with a . Z suffix, which indicates that they are compressed. % l s - l L I STS - r w - - - - - - - 1 t ay l o r % compress L I STS % l s - l L I STS . Z - r w - - - - - - - 1 t ay l o r



106020 Oc t 10 13 : 47 L I STS 44103 Oc t 10 13 : 47 L I STS . Z



Compressing the L I STS file has reduced its size from 106KB to a little more than 44KB (a savings of almost 60 percent in disk space). If you expect to have large files on your system that you won’t access very often, using the comp r ess program can save lots of disk space. 2. Using comp r ess on bigger files can show even greater savings: % l s - l huge . f i l e - r wx r wx r wx 1 r oo t % compress huge . f i l e % l s - l huge . f i l e . Z - r wx r wx r wx 1 t ay l o r



3727360 Sep 27 14 : 03 huge . f i l e 2121950 Sep 27 14 : 03 huge . f i l e . Z



In this example, it took a powerful Sun computer with no other users exactly 20 seconds to compress huge . f i l e . This single command was able to free over 1.5MB of disk space. If you’re using a PC to run UNIX, or if you are on a system with many users (which you can easily ascertain by using the w command), it might take a significant amount of time to compress files.
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3. To reverse the operation, use the companion command uncomp r ess , and specify either the current name of the file (that is, with the . Z suffix) or the name of the file before it was compressed (that is, without the . Z suffix). % uncompress L I STS % l s - l L I STS - r w - - - - - - - 1 t ay l o r



JUST A MINUTE



106020 Oc t 10 13 : 47 L I STS



W hy would you compress files? You would do so to save file sp ace. Before you use any of the compressed files, though, you must uncompress them, so the comp r ess utility is best used with large files you won’t need for a while.



4. For information on how well the comp r ess program shrunk your files, you can add a - v flag to the program for verbose output: % compress - v huge . f i l e huge . f i l e : Comp r ess i on : 43 . 15% - - r ep l aced w i t h huge . f i l e . Z



Try using the comp r ess program on some of the files in your directory, being careful not to compress any files (particularly preference or dot files) that might be required to run programs.



Summary Most of this hour was spent learning about the powerful and complex l s command and its many ways of listing files and directories. You also learned how to combine command flags to reduce typing. You learned how to use the t ouch command to create new files and update the modification time on older files, if needed. The hour continued with a discussion of how to ascertain the amount of disk space you’re using and how much space is left, using the du and d f commands, respectively. Finally, you learned how the comp r ess command can keep you from running out of space by ensuring that infrequently used files are stored in the minimum space needed.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.
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access permission The set of accesses (read, write, and execute) allowed for each of the three classes of users (owner, group, and everyone else) for each file or directory on the system.
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block At its most fundamental, a block is like a sheet of information in the virtual notebook that represents the disk: A disk is typically composed of many tens, or hundreds, of thousands of blocks of information, each 512 bytes in size. You also might read the explanation of i-node in the Glossary to learn more about how disks are structured in UNIX. column-first order When you have a list of items that are listed in columns and span multiple lines, column-first order is a sorting strategy in which items are sorted so that the items are in alphabetical order down the first column and continuing at the top of the second column, then the third column, and so on. The alternative strategy is row-first order. permission strings The string that represents the access permissions. row-first order In contrast to column-first order, this is when items are sorted in rows so that the first item of each column in a row is in alphabetical order from left to right, then the second line contains the next set of items, and so on.



Questions 1. Try using the du command on different directories to see how much disk space each requires. If you encounter errors with file permissions, use l s - l d to list the permissions of the directory in question. 2. Why would you want all the different types of sorting alternatives available with l s ? Can you think of situations in which each would be useful? 3. Use a combination of the l s - t and t ouch commands to create a few new files. Then update their modification times so that in a most-recently-modified listing of files, the first file you created shows up ahead of the second file you created. 4. Try using the du - s . . command from your home directory. Before you try it, however, what do you think will happen? 5. Use d f and bc or dc to figure out the amounts of disk space used and available on your system. 6. Use the comp r ess command to shrink a file in / t mp or your home directory. Use the - v flag to learn how much the file was compressed, and then restore the file to its original condition.



Preview of the Next Hour The next hour is a bit easier. It offers further explanation of the various information given by the l s command and a discussion of file ownership, including how to change the owner and group of any file or directory. You will learn about the chmod command, which can change the specific set of permissions associated with any file or directory, and the umask command, which can control the modes that new files are given upon creation.
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Ownership and Permissions This hour focuses on teaching the basics of UNIX file permissions. Topics include setting and modifying file permissions with chmod, analyzing file permissions as shown by the l s - l command, and setting up default file permissions with the umask command. Permission is only half the puzzle, however, and you also learn about file ownership and group ownership, and how to change either for any file or directory.



Goals for This Hour In this hour, you learn how to ! ! ! ! !



Understand file permissions settings Understand directory permissions settings Modify file and directory permissions with chmod Set new file permissions with chmod Establish default file and directory permissions with umask
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! Identify the owner and group for any file or directory ! Change the owner of a file or directory ! Change the group of a file or directory The preceding hour contained the first tutorial dealing with the permissions of a file or directory using the - l option with l s . If you haven’t read that hour recently, it would help to review the material. In this hour, you learn about another option to l s that tells UNIX to show the group and owner of files or directories. Four more commands are introduced and discussed in detail: chmod for changing the permissions of a file, umask for defining default permissions, chown for changing ownership, and chg r p for changing the group of a file or directory. As you have seen in examples throughout the book, UNIX treats all directories as files; they have their own size (independent of their contents), their own permissions strings, and more. As a result, unless it’s an important difference, from here on I talk about files with the intention of referring to files and directories both. Logic will confirm whether commands can apply to both, or to files only, or to directories only. (For example, you can’t edit a directory and you can’t store files inside other files.)



Task 5.1: Understand File Permissions Settings In the last hour you learned a bit about how to interpret the information that l s offers on file permissions when l s is used with the - l flag. Consider the following example. % ls - l t o t a l 403 d r wx - - - - - d r wx - - - - - - rw- - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - - rw- - - - - - d r wx - - - - - - rw- - - - - - - rw- rw- r - - rw- rw- - - d r wx - - - - - -



2 3 1 2 2 2 1 2 1 1 1 2



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



512 512 106020 1024 512 512 4643 512 3843 280232 1031 512



Sep Oc t Oc t Sep Oc t Sep Oc t Oc t Oc t Oc t Oc t Oc t



30 1 10 30 6 30 10 10 10 10 7 10



10 : 38 08 : 23 13 : 47 10 : 50 09 : 36 10 : 51 14 : 01 19 : 09 16 : 22 16 : 22 15 : 44 19 : 09



A r ch i ves / I n f oWo r l d / L I STS Ma i l / News / OWL / RUMORS . 18Sep t bin/ i ecc . l i s t ma i l i ng . l i s t s new l i s t s src/



The first item of information on each line is what is key here. You learned in the previous hour that the first item is called the permissions string or, more succinctly, permissions. It also is sometimes referred to as the mode or permissions mode of the file, a mnemonic that can be valuable for remembering how to change permissions.
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The permissions can be broken into four parts: type, owner, group, and other permissions. The first character indicates the file type: d is a directory and - is a regular file. There are a number of other types of files in UNIX, each indicated by the first letter of its permissions string, as summarized in Table 5.1. You can safely ignore, however, any file that isn’t either a regular file or directory.
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Table 5.1. The l s file type indicators. Letter



Indicated File Type



d b c l p s -



Directory Block-type special file Character-type special file Symbolic link Pipe Socket Regular file



The next nine letters in the permissions string are broken into three groups of three each— representing the owner, group, and everyone else—as shown in Figure 5.1. Figure 5.1. Interpreting file permissions.



To understand what the permissions actually mean to the computer system, remember that UNIX treats everything as a file. If you install an application, it’s just like everything else, with one exception: the system knows that an application is executable. A letter to your Mum is a regular file, but if you were to tell UNIX that it was executable, the system would merrily try to run it as a program (and fail). There are three primary types of permission for files: read, write, and execute. Read permission enables users to examine the contents of the file with a variety of different programs, but they cannot alter, modify, or delete any information. They can copy the file and then edit the new version, however. Write permission is the next step up. Users with write access to a file can add information to the file. If you have write permission and read permission for a file, you can edit the file— the read permission enables you to view the contents, and the write permission lets you alter them. With write permission only, you’d be able to add information to the file, but you wouldn’t be able to view the contents of the file at any time. Admittedly, write-only permission is unusual in UNIX, but you might see it for log files, which are files that track activity on the system. Imagine if each time anyone logged in to your UNIX system the computer recorded the fact, noting who logged in, where they logged in from, and the current
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time and date. Armed with that information, you could ascertain who last logged in, who uses dial-up phone lines, and who uses the computer the most. (In fact, there’s a UNIX command that does just that. It’s called l as t .) So far you’ve learned that you can have files with read-only permission, read-write permission, and write-only permission. The third type of access permission is execute, noted by l s with an x in the third slot of the permissions string. % ls - l bin t o t a l 57 - r wx - - - - - - r wx r wx - - - r wx - - - - - - rw- - - - - - - r wx - - - - - -



1 1 1 1 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



1507 32916 18567 334 3424



Aug Oc t Sep Oc t Sep



17 10 14 1 10



13 : 27 19 : 09 22 : 14 09 : 53 22 : 27



bounce . msg ca l c f ixi t pun t r umo r . m i l l . sh



1. Try listing the files in the directory / e t c on your system, and see if you can identify which are executable files or programs, which are directories, which are symbolic links (denoted with an l as the first character of the permissions string; they’re files that point to other files or directories that point to other directories), and which are regular files. 2. Execute permission is slightly different from either read or write permission. If the directory containing the file is in your search path (the value of the environment variable PATH), any file that has execute permission is automatically started each time that filename is entered, regardless of where you are in the file system. % pwd / use r s / t ay l o r % env PATH / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l : / us r / l oca l / b i n : % l s - l b i n / say . h i - r wx r wx - - - 1 t ay l o r 9 Oc t 11 13 : 32 b i n / say . h i % say . h i hi



You can now see the importance of your search PATH. Without a search PATH, the system wouldn’t be able to find any commands, and you’d be left with a barely functional system. You can also see the purpose of checking the executable permission status. I’m going to jump ahead a bit to show you one use of the chmod function so that you can see what happens if I remove the execute permission from the say . h i program: % chmod - x b i n / say . h i % l s - l b i n / say . h i - r w - r w - - - - 1 t ay l o r 9 Oc t 11 13 : 32 b i n / say . h i % say . h i / use r s / t ay l o r / b i n / s ay . h i : Pe r m i ss i on den i ed .
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This time UNIX searched through my search path, found a file that matched the name of the program I requested, and then ascertained that it wasn’t executable. The resultant error message: Pe r m i ss i on den i ed . 3. Now try entering say . h i on your computer system. You’ll get a different error message, Command no t f ound , which tells you that UNIX searched all the directories in your search path but couldn’t find a match anywhere. 4. Check your PATH and find a directory that you can add files in. You’ll probably have a b i n directory in your home directory on the list, as I have / use r s / t ay l o r / b i n in my search path. That’s a good place to add a file using the t ouch command: % env PATH / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l : / us r / l oca l / b i n : % touch b i n / my . new . cmd % ls - l bin - r w - r w - - - - 1 t ay l o r 0 Oc t 11 15 : 07 my . new . cmd



5. Now try to actually execute the command by entering its name directly: % my . new . cmd / use r s / t ay l o r / b i n / my . new . cmd : Pe r m i ss i on den i ed .



JUST A MINUTE



If you’re using the C Shell as your command interpreter, it prob a bly won’t find the new command you just cre ated. This is because, to speed things up, it keeps an internal ta ble of where different commands are found in your se arch p ath. You need to force the program to rebuild its ta ble, and you can do that with the simple command r ehash . If, when you enter the filename, you don’t get permission denied but inste a d see Command no t f ound , enter r ehash and try a g ain.



6. Finally, use chmod to add execute permission to the file, and try executing it one more time. % chmod +x b i n / my . new . cmd % l s - l b i n / my . new . cmd - r wx r w - - - - 1 t ay l o r % my . new . cmd %



0 Oc t 11 15 : 07 b i n / my . new . cmd



Voila! You’ve created your first UNIX command, an achievement even though it doesn’t do much. You can now see how the search path and the UNIX philosophy of having applications be identical to regular files, except for the permission, can be invaluable as you learn how to customize your environment. Execute permission enables the user to run the file as if it were a program. Execute permission is independent of other permissions granted—or denied—so it’s perfectly feasible to have a program with read and execute permission, but no write permission. (After all, you wouldn’t want others altering the program itself.) You also can have programs with
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execute permission only. This means that users can run the application, but they can’t examine it to see how it works or copy it. (Copying requires the ability to read the file.)



Though actual programs with execute-only permission work fine, a special class of programs called shell scripts fail. Shell scripts act like a U N IX command-line macro facility, which ena bles you to save e asily a series of commands in a file and then run them as a single program. To work, however, the shell must be a ble to re a d the file and execute it, too, so shell scripts alw ays require both re a d and execute permissions.



JUST A MINUTE



There are clearly quite a few permutations on the three different permissions: read, write, and execute. In practice, there are a few that occur most commonly, as listed in Table 5.2. Table 5.2. The most common file permissions. Permission



Meaning



---



No access is allowed Read-only access Read and execute access, for programs and shell scripts Read and write access, for files All access allowed, for programs



r-r -x rwr wx



These permissions have different meanings when applied to directories, but indicates that no one can access the file in question.



---



always



Interpretation of the following few examples should help: - rw- - - - - - - rw- rw- r - - rw- rw- - - - r wx r - x - - -



1 1 1 1



t ay l o r t ay l o r t ay l o r t ay l o r



3843 280232 1031 64



Oc t 10 16 : 22 Oc t 10 16 : 22 Oc t 7 15 : 44 Oc t 9 09 : 31



i ecc . l i s t ma i l i ng . l i s t s new l i s t s t he . sc r i p t



The first file, i ecc . l i s t , has read and write permission for the owner ( t ay l o r ) and is off-limits to all other users. The file ma i l i ng . l i s t s offers similar access to the file owner ( t ay l o r ) and to the group but offers read-only access to everyone else on the system. The third file, new l i s t s , provides read and write access to both the file owner and group, but no access to anyone not in the group.
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The fourth file on the list, t he . sc r i p t , is a program that can be run by both the owner and group members, read (or copied) by both the owner and group, and written (altered) by the owner. In practice, this probably would be a shell script, as described earlier, and these permissions would enable the owner ( t ay l o r ) to use an editor to modify the commands therein. Other members of the group could read and use the shell script but would be denied access to change it.



Task 5.2: Directory Permissions Settings Directories are similar to files in how you interpret the permissions strings. The differences occur because of the unique purpose of directories, namely to store other files or directories. I always think of directories as bins or boxes. You can examine the box itself, or you can look at what’s inside. In many ways, UNIX treats directories simply as files in the file system, where the content of the file is a list of the files and directories stored within, rather than a letter, program, or shopping list. The difference, of course, is that when you operate with directories, you’re operating both with the directory itself, and, implicitly, with its contents. By analogy, when you fiddle with a box full of toys, you’re not altering just the state of the box itself, but also potentially the toys within. There are three permissions possible for a directory, just as for a file: read, write, and execute. The easiest is write permission. If a directory has write permission enabled, you can add new items and remove items from the directory. It’s like owning the box; you can do what you’d like with the toys inside. The interaction between read and execute permissions with a directory is confusing. There are two types of operations you perform on a directory: listing the contents of the directory (usually with l s ) and examining specific, known files within the directory.



1. Start by listing a directory, using the % l s - l d testme d r - x - - - - - - 2 t ay l o r % l s - l testme tota l 0 - r w - r w - - - - 1 t ay l o r % l s - l testme / f i l e - r w - r w - - - - 1 t ay l o r



-d



flag:



512 Oc t 11 17 : 03 t es t me / 0 Oc t 11 17 : 03 f i l e 0 Oc t 11 17 : 03 t es t me / f i l e



For a directory with both read and execute permissions, you can see that it’s easy to list the directory, find out the files therein, and list specific files within the directory.
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2. Read permission on a directory enables you to read the “table of contents” of the directory but, by itself, does not allow you to examine any of the files therein. By itself, read permission is rather bizarre: % l s - l d testme d r - - - - - - - - 2 t ay l o r % l s - l testme t es t me / f i l e no t f ound tota l 0 % l s - l testme / f i l e t es t me / f i l e no t f ound



512 Oc t 11 17 : 03 t es t me /



Notice that the system indicated the name of the file contained in the t es t me directory. When I tried to list the file explicitly, however, the system couldn’t find the file. 3. Compare this with the situation when you have execute permission—which enables you to examine the files within the directory—but you don’t have read permission, and you are prevented from viewing the table of contents of the directory itself: % l s - l d testme d - - x - - - - - - 2 t ay l o r % l s - l testme t es t me un r eadab l e % l s - l testme / f i l e - r w - r w - - - - 1 t ay l o r



512 Oc t 11 17 : 03 t es t me /



0 Oc t 11 17 : 03 t es t me / f i l e



With execute-only permission, you can set up directories so that people who know the names of files contained in the directories can access those files, but people without that knowledge cannot list the directory to learn the filenames. 4. I’ve actually never seen anyone have a directory in UNIX with execute-only permission, and certainly you would never expect to see one set to read-only. It would be nice if UNIX would warn you if you set a directory to have one permission and not the other. However, UNIX won’t do that. So, remember for directories always to be sure that you have both read and execute permission set. Table 5.3 summarizes the most common directory permissions. Table 5.3. The most common directory permissions. Permission



Meaning



---



No access allowed to directory Read-only access, no modification allowed All access allowed



r -x r wx
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5. One interesting permutation of directory permissions is for a directory that’s writeonly. Unfortunately, the write-only permission doesn’t do what you’d hope, that is, enable people to add files to the directory without being able to see what the directory already contains. Instead, it’s functionally identical to having it set for no access permission at all. At the beginning of this hour, I used l s to list various files and directories in my home directory: % ls - l t o t a l 403 d r wx - - - - - d r wx - - - - - - rw- - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - - rw- - - - - - d r wx - - - - - - rw- - - - - - - rw- rw- r - - rw- rw- - - d r wx - - - - - -



2 3 1 2 2 2 1 2 1 1 1 2



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



512 512 106020 1024 512 512 4643 512 3843 280232 1031 512



Sep Oc t Oc t Sep Oc t Sep Oc t Oc t Oc t Oc t Oc t Oc t



30 1 10 30 6 30 10 10 10 10 7 10



10 : 38 08 : 23 13 : 47 10 : 50 09 : 36 10 : 51 14 : 01 19 : 09 16 : 22 16 : 22 15 : 44 19 : 09



A r ch i ves / I n f oWo r l d / L I STS Ma i l / News / OWL / RUMORS . 18Sep t bin/ i ecc . l i s t ma i l i ng . l i s t s new l i s t s src/



Now you can see that all my directories are set so that I have list, examine, and modify (read, execute, and write, respectively) capability for myself, and no access is allowed for anyone else. 6. The very top-level directory is more interesting, with a variety of different directory owners and permissions: % ls - l / - rw- r - - r - d r wx r - x r - x -r--r--r-d r wx r - x r - x d r wx r - x r - x l r wx r - x r - x d r wx r wx r wx d r wx r - x r - x d r wx r - x r - x d r wx r - x r - x d r wx r - x r - x d r wx r - x r - x d r wx r - x r - x



1 4 1 6 2 1 65 753 317 626 534 34 5



r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t r oo t



61440 23552 686753 3072 8192 7 12800 14848 13312 13312 10752 1024 1024



Nov Sep Aug Oc t Ap r Ju l Oc t Oc t Oc t Oc t Sep Oc t Oc t



29 27 27 11 12 28 11 5 5 8 30 1 1



1991 11 : 31 21 : 58 16 : 30 1991 1988 17 : 33 10 : 07 10 : 17 13 : 02 13 : 06 09 : 10 09 : 20



boo t dev dyn i x etc l os t + f ound sys - > us r / sys t mp use r a use r b use r c use r s us r va r



Clearly, this machine has a lot of users. Notice that the link count for use r a, use r b, use r c , and use r s are each in the hundreds. The dev directory has read and execute permission for everyone and write permission for the owner ( r oo t ). Indeed, all the directories at this level are identical except for t mp, which has read, write, and execute permission for all users on the system.
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7. Did you notice the listing for the sys directory buried in that output? l r wx r - x r - x



1 r oo t



7 Ju l 28



1988 sys - > us r / sys



From the information in Table 5.1, you know that the first letter of the permissions string being an l means that the directory is a symbolic link. The filename shows just the specifics of the link, indicating that sys points to the directory us r / sys . In fact, if you count the number of letters in the name us r / sys , you’ll find that it exactly matches the size of the sys link entry, too. 8. Try using l s - l / yourself. You should be able to understand the permissions of any file or directory that you encounter. Permissions of files and directories will prove easier as you work with UNIX more.



Task 5.3: Modify File and Directory Permissions with chmod Now that you can list directory permissions and understand what they mean, how about learning a UNIX command that lets you change them to meet your needs? You’ve already had a sneak preview of the command: chmod . The mnemonic is “change mode,” and it derives from early UNIX folk talking about permission modes of files. You can remember it by thinking of it as a shortened form of change permission modes.



To sound like a U N IX expert, pronounce chmod as “ch-mod,” “ch” like the beginning of child, and “mod” to rhyme with cod.



JUST A MINUTE



The chmod command enables you to specify permissions in two different ways: symbolically or numerically. Symbolic notation is most commonly used to modify existing permissions, whereas numeric format always replaces any existing permission with the new value specified. In this task, you learn about symbolic notation, and the next task focuses on the powerful numeric format. Symbolic notation for chmod is a bit like having a menu of different choices, enabling you to pick the combination that best fits your requirements. Figure 5.2 shows the two menus. Figure 5.2. The menu of symbolic chmod values.
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The command chmod is like a smorgasbord where you can choose any combination of items from either the first or last boxes, and stick your choice from the center box between them. For example, if you wanted to add write permission to the file t es t for everyone in your group, you would, working backwards from that description, choose g for group, + for add, and w for write. The finished UNIX command would be chmod g+w t es t . If you decided to take away read and execute permission for everyone not in your group, you could use chmod o - r x t es t to accomplish the task.



1. Turn to your computer and, using what happens. I’ll do the same: % touch test % l s - l test - r w - r w - - - - 1 t ay l o r



t ouch



and



l s,



try changing permissions and see



0 Oc t 11 18 : 29 t es t



2. The first modification I want to make is that people in my group should be able to read the file. Because I don’t really want them altering it, I’ll rescind write permission for group members: % chmod g - w test % l s - l test - r w - r - - - - - 1 t ay l o r



0 Oc t 11 18 : 29 t es t



3. But then my boss reminds me that everyone in the group should have all access permissions for everyone in that group. Okay, I’ll do so. % chmod g+wx test % l s - l test - r w - r wx - - - 1 t ay l o r



5 0 Oc t 11 18 : 29 t es t



I also could have done that with chmod g= r wx, of course. 4. Wait a second. This t es t file is just for my own use, and nobody in my group should be looking at it anyway. I’ll change it back. % chmod g - rwx test % l s - l test - r w - - - - - - - 1 t ay l o r



0 Oc t 11 18 : 29 t es t



Great. Now the file is set so that I can read and write it, but nobody else can touch it, read it, modify it, or anything else. 5. If I relented a bit, I could easily add, with one last chmod command, read-only permission for everyone: % chmod a+r test % l s - l test - r w - r - - r - - 1 t ay l o r



0 Oc t 11 18 : 29 t es t
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Permissions in UNIX are based on a concentric access model from Multics. (In Hour 1, you learned that the name UNIX is also a pun on Multics.) Figure 5.3 illustrates this concept. Figure 5.3. The concentric circles of access.



As a result, it’s incredibly rare to see a file where the owner doesn’t have the most access to a file. It’d be like buying a car and letting everyone but yourself drive it—rather silly. Similarly, members of the group are given better or equal permission to everyone else on the machine. You would never see r - - r - - r wx as a permissions string. Experiment a bit more with the various combinations possible with the chmod symbolic notation. How would you change permission on a directory to enable all users to use l s to examine it but to deny them the ability to add or remove files? How about adding write access for the owner but removing it for everyone else?



Task 5.4: Set New File Permissions with chmod The second form of input that chmod accepts is absolute numeric values for permissions. Before you can learn how to use this notation, you have to learn a bit about different numbering systems first. The numbering system you’re familiar with, the one you use to balance your checkbook and check the receipt from the market, is decimal, or base 10. This means that each digit—from right to left—has the value of the digit raised by a power of 10, based on the digit’s location in the number. Figure 5.4 shows what the number 5,783 is in decimal. You can see that in a base-10 numbering system, the value of a number is the sum of the value of each digit multiplied by the numeric base raised to the nth power. The n is the number of spaces the digit is away from the rightmost digit. That is, in the number 5,783, you know that the 7 is worth more than just 7, because it’s two spaces away from the rightmost digit



5



Ownership and Permissions



99



(the 3). Therefore, its value is the numeric base (10) raised to the nth power, where n is 2 (it’s two spaces away). Ten to the second power equals 100 (102 = 100), and when you multiply that by 7, sure enough, you find that the 7 is worth 700 in this number. Figure 5.4. Interpreting decimal numbers.



What does all this have to do with the chmod command? At its most fundamental, UNIX permissions are a series of on/off switches. Does the group have write permission? One equals yes, zero equals no. Each digit in a decimal system can have 10 different values. A binary system is one in which each digit can have only two values: on or off, yes or no. Therefore, you can easily and uniquely describe any permissions string as a series of zeroes and ones— as a binary number. Figure 5.5 demonstrates. Figure 5.5. Permissions as binary numbers.



5



The convention is that if a letter is present, the binary digit is a 1—that permission is permitted—and if no letter is present, the digit is a zero. Thus, r - x r - - - - - can be described as 101100000, and r - - r - - r - - can be described in binary as 100100100. You’ve already learned that the nine-character permissions string is really just a threecharacter permissions string duplicated thrice for the three different types of user (the owner, group, and everyone else). That means that you can focus on learning how to translate a single tri-character permissions substring into binary and extrapolate for more than one permission. Table 5.3 lists all possible permissions and their binary equivalents.
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Table 5.3. Permissions and binary equivalents. Permissions String



Binary Equivalent



---



000 001 010 011 100 101 110 111



- -x -w- wx r-r -x rwr wx



Knowing how to interpret decimal numbers using the rather complex formula presented earlier, you should not be surprised that the decimal equivalent of any binary number can be obtained by the same technique. Figure 5.6 shows how, with the binary equivalent of the r - x permission. Figure 5.6. Expressing r - x as a single digit.



If r - x is equal to 5, it stands to reason that each of the possible three-character permissions has a single-digit equivalent, and Table 5.4 expands Table 5.3 to include the single-digit equivalents.
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Table 5.4. Permissions and numeric equivalents. Permissions String



Binary Equivalent



Decimal Equivalent



---



000 001 010 011 100 101 110 111



0 1 2 3 4 5 6 7



- -x -w- wx r-r -x rwr wx



The value of having a single digit to describe any of the seven different permission states should be obvious. Using only three digits, you now can fully express any possible combination of permissions for any file or directory in UNIX—one digit for the owner permission, one for group, and one for everyone else. Figure 5.7 shows how to take a full permissions string and translate it into its three-digit numeric equivalent. Figure 5.7. Translating a full permissions string into its numeric equivalent.
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From this illustration, you can see how the permissions string r w - r - - - - - (read and write permission for the owner, read permission for the group, and no access allowed for everyone else) is exactly equivalent to the numeric string 640.



1. Try to create numeric strings on your own, using Table 5.4 to help. Turn to your computer and use l s to display some listings. Break each permissions string into three groups of three letters, and figure out the numeric equivalents. Here are some examples from the l s –C –F listing of my home directory: d r wx - - - - - -



2 t ay l o r



512 Sep 30 10 : 38 A r ch i ves /



For A r ch i ves / , the equivalent numeric permission is 700.
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- rw- - - - - - -



1 t ay l o r



106020 Oc t 10 13 : 47 L I STS



For L I STS, the equivalent numeric permission is 600. - rw- rw- r - -



1 t ay l o r



280232 Oc t 10 16 : 22 ma i l i ng . l i s t s



For ma i l i ng . l i s t s , the equivalent numeric permission is 664. - rw- rw- - - -



1 t ay l o r



1031 Oc t



7 15 : 44 new l i s t s



For new l i s t s , the equivalent numeric permission is 660. There’s one last step required before you can try using the numeric permissions strings with chmod. You need to be able to work backwards to determine a permission that you’d like to set, and figure out the numeric equivalent for that permission.



Task 5.5: Calculating Numeric Permissions Strings For example, if you wanted to have a directory set so that you have all access, people in your group can look at the contents but not modify anything, and everyone else is shut out, how would you do it? All permissions for yourself means you want read+write+execute for owner (or numeric permission 7); read and listing permission for others in the group means read+execute for group (numeric permission 5); and no permission for everyone else, numeric permission 0. Put the three together and you have the answer, 750. That’s the trick of working with chmod in numeric mode. You specify the absolute permissions you want as a three-digit number, and the system sets the permissions on the file or directory appropriately. The absolute concept is important with this form of chmod . You cannot use the chmod numeric form to add or remove permissions from a file or directory. It is usable only for reassigning the permissions string of a file or directory. The good news is that, as you learned earlier in this hour, there is a relatively small number of commonly-used file permissions, summarized in Table 5.5. Table 5.5. Common permissions and their numeric equivalents. Permission



Numeric



Used With



---------



000 400 444 600 644 664



All types Files Files Files Files Files



r-------r--r--r-rw- - - - - - rw- r - - r - rw- rw- r - -
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Permission



Numeric



Used With



rw- rw- rw-



666 700 750 755



Files Programs and directories Programs and directories Programs and directories



r wx - - - - - r wx r - x - - r wx r - x r - x



1. Turn to your computer and try using the numeric mode of chmod, along with display the actual permissions to learn for yourself how this works. % touch examp l e % l s - l examp l e - r w - r w - - - - 1 t ay l o r
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l s,



to



0 Oc t 12 10 : 16 examp l e



By default, files are created in my directory with mode 660. 2. To take away read and write permission for people in my group, I’d replace the 660 permission with what numeric permissions string? I’d use 600: % chmod 600 examp l e % l s - l examp l e - r w - - - - - - - 1 t ay l o r



0 Oc t 12 10 : 16 examp l e



3. What if I change my mind and want to open the file up for everyone to read or write? I’d use 666: % chmod 666 examp l e % l s - l examp l e - r w - r w - r w - 1 t ay l o r



0 Oc t 12 10 : 16 examp l e



4. Finally, pretend that the example is actually a directory. What numeric mode would I specify to enable everyone to use l s in the directory and enable only the owner to add or delete files? I’d use 755: % chmod 755 examp l e % l s - l examp l e - r wx r - x r - x 1 t ay l o r



0 Oc t 12 10 : 16 examp l e



You’ve looked at both the numeric mode and the symbolic mode for defining permissions. Having learned both, which do you prefer?



JUST A MINUTE



Somehow I’ve never gotten the hang of symbolic mode, so I almost alw ays use the numeric mode for chmod . The only exception is when I w ant to a dd or delete simple permissions. Then, I use something like chmod + r t es t to a dd re ad permission. Part of the problem is that I don’t think of the user of the file but rather the owner, and specifying o+ r causes chmod
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to change permissions for others. It’s important, therefore, that you remember that files have users so you remember u for user, and that everyone not in the group is other so you remember o . O therwise, le arn the numeric shortcut!



File permissions and modes are one of the most complex aspects of UNIX. You can tell— it’s taken two hours to explain it fully. It’s very important that you spend the time really to understand how the permissions strings relate to directory permissions, how to read the output of l s , and how to change modes using both styles of the chmod command. It’ll be time well spent.



Task 5.6: Establish Default File and Directory Permissions with the umask Command When I’ve created files, they’ve had read+write permissions for the owner and group, but no access allowed for anyone else. When you create files on your system, you might find that the default permissions are different. The controlling variable behind the default permissions is called the file creation mask, or umask for short. Inexplicably, umask doesn’t always list its value as a three-digit number, but you can find its value in the same way you figured out the numeric permissions strings for chmod. For example, when I enter umask, the system indicates that my umask setting is 07. A leading zero has been dropped, so the actual value is 007, a value that British MI6 could no doubt appreciate! But 007 doesn’t mean that the default file is created with read+write+execute for everyone else and no permissions for the owner or group. It means quite the opposite, literally. The umask command is a filter through which permissions are pushed to ascertain what remains. Figure 5.8 demonstrates how this works. Think of your mask as a series of boxes: if the value is true, the information can’t exude through the box. If the value is false, it can. Your mask is therefore the direct opposite to how you want your permissions to be set. In Figure 5.8, I want to have 770 as the default permission for any new file or directory I create, so I want to specify the exact opposite of that, 007. Sure enough, with this umask value, when I create new files, the default permission allows read and write access to the owner and group, but no access to anyone else.
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Figure 5.8. Interpreting the uma sk value.



Things are a bit trickier than that. You’ve probably already asked yourself, “Why, if I have 007 as my mask (which results in 770 as the default permissions), do my files have 660 as the actual default permission?” The reason is that UNIX tries to be smart about the execute permission setting. If I create a directory, UNIX knows that execute permission is important, and so it grants it. However, for some files (particularly text files), execute permission doesn’t make sense, so UNIX actually masks it out internally. Another way to look at this is that any time you create a file containing information, the original mask that the system uses to compare against your umask is not 777 (not r wx r wx r wx , to put it another way), but rather 666 ( r w - r w - r w - ), in recognition of the unlikelihood that you’ll want to execute the new file. The good news is that you now know an easy way to set the execute permission for a file if the system gets it wrong: chmod +x f i l ename does the trick.
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1. Turn to your computer and check your umask setting, then alternate between changing its values and creating new files with t ouch: % umask 7 % touch test . 07 % l s - l test . 07 - r w - r w - - - - 1 t ay l o r



0 Oc t 12 14 : 38 t es t . 07



2. To change the value of your umask, add the numeric value of the desired mask to the command line: % umask 077



This changes my umask value from 007 ( - - - - - - r wx) to 077 ( - - - r wx r wx ). Before you look at the following listing, what would you expect this modification to mean? Remember, you should read it as the exact opposite of how you want the default permissions. % t ouch t es t . 077 % l s - l test . 077 - r w - - - - - - - 1 t ay l o r



0 Oc t 12 14 : 38 t es t . 077



Is that what you expected? 3. What would you do if you wanted to have the default permission keep files private to just the owner and make them read-only? You can work through this problem in reverse. If you want r - x - - - - - - as the default permission (since the system takes care of whether execute permission is needed, based on file type), write down the opposite permission, which is - w - r wx r wx. Translate that to a binary number, 010 111 111, and then to a three-digit value, 277 (010=2, 111=7, 111=7). That’s the answer. The value 277 is the correct umask value to ensure that files you create are read-only for yourself and off-limits to everyone else. % umask 277 % touch test . 277 % l s - l test . 277 - r - - - - - - - - 1 t ay l o r



0 Oc t 12 14 : 39 t es t . 277



4. What if you wanted to have files created with the default permission being readonly for everyone, read-write for the group, but read-only for the owner? Again, work backwards. The desired permission is r - x r wx r - x , so create the opposite value ( - w - - - - - w - ), translate it into binary (010 000 010), and then translate that into a three-digit value: 202 (010=2, 000=0, 010=2).
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As a rule of thumb, it’s best to le ave the execute permission ena bled when building umask values so the system doesn’t err when cre ating directories.



JUST A MINUTE



The umask is something set once and left alone. If you’ve tried various experiments on your computer, remember to restore your umask back to a sensible value to avoid future problems (though each time you log in to the system it’s reset to your default value). In the next hour, you learn how to use the mkd i r command to create new directories, and you see how the umask value affects default directory access permissions.



Task 5.7: Identify Owner and Group for Any File or Directory One of the many items of information that the l s command displays when used with the - l flag is the owner of the file or directory. So far, all the files and directories in your home directory have been owned by you, with the probable exception of the “..” directory, which is owned by whomever owns the directory above your home. In other words, when you enter every file in the listing.



l s - l,



you should see your account name as the owner for



If you’re collaborating with another user, however, there might well be times when you’ll want to change the owner of a file or directory once you’ve created and modified it. The first step in accomplishing this is to identify the owner and group. Identifying the owner is easy; l s lists that by default. But how do you identify the group of which the file or directory is a part?



1. The l s command can show the group membership of any file or directory by the addition of a new command flag, - g. By itself, - g doesn’t alter the output of l s , but when used with the - l flag, it adds a column of information to the listing. Try it on your system. Here is an example: % l s - l g / tmp - rw- r - - r - - 1 d r wx r - x r - x 2 - rw- - - - - - - 1 - rw- - - - - - - 1 - rw- - - - - - - 1 - rw- r - - - - - 1



r oo t shake s meademd dessy s t een j sm i t h



r oo t r oo t com435 s t up r sac u t ech u t ech



0 512 0 1191 1 258908



Oc t Oc t Oc t Oc t Oc t Oc t



12 12 12 12 12 12



14 : 52 07 : 23 14 : 46 14 : 57 10 : 28 12 : 37



sh145 shakes / snd . 12 snd . 15 snd . 17 so l 2
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O n many System V-b ased systems, the output of l s - l alw ays shows user and group. The - g fla g actually turns off this display!



JUST A MINUTE



Both owners and groups vary for each of the files and directories in this small listing. Notice that files can have different owners while having the same group. (There are two examples here: sh145 and the shakes directory, and snd . 17 and so l 2.) 2. Directories that have a wide variety of owners are the directories above your own home directory and the t mp directory, as you can see in instruction 1. Examine both on your system and identify both the owner and group of all files. For files in the same group you’re in (with the i d command, you can find which group or groups you are in) but not owned by you, you’ll need to check which of the three permission values to identify your own access privileges? Files and directories have both owners and groups, although the group is ultimately less important than the owner, particularly where permissions and access are involved.



Task 5.8: Change the Owner of a File or Directory Now that you can ascertain the ownership of a file or directory, it’s time to learn about the chown command. This command lets you change the ownership of whatever you specify.



CAUTION



Before you go any further, however, a stern w arning: once you’ve changed the ownership of a file, you cannot restore it to yourself. O nly the owner of a file can give a w ay its ownership, so don’t use the chown command unless you’re a bsolutely positive you w ant to!



1. The format for changing the ownership of a file is to specify the new owner and then list the files or directory you are giving away: % l s - l test - r wx r wx r wx 1 t ay l o r % chown root test % l s - l test - r wx r wx r wx 1 r oo t



5



0 Oc t 12 15 : 17 my t es t 0 Oc t 12 15 : 17 my t es t



This would change the ownership of the file system.



t es t



from me to the user



r oo t



on the
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2. If I now try to change the ownership back, it fails: % chown tay l or test chown : t es t : No t owne r



Most modern UNIX systems prevent users from changing the ownership of a file due to the inherent dangers. If you try chown, and it returns Command no t f ound or Pe r m i ss i on den i ed , that means you’re barred from making any file ownership changes. 3. On one of the systems I use, chown always reports No t owne r when I try to change a file regardless of whether I really am the owner or not: % l s - l mytest - r wx r wx r wx 1 t ay l o r % chown root mytest chown : my t es t : No t owne r



0 Oc t 12 15 : 17 my t es t



This is needlessly confusing—a message like “you’re not allowed to change file ownership” would be better. But, alas, like so much of UNIX, it’s up to the user to figure out what’s going on. To change the ownership of a file or directory, you can use the chown command if you have the appropriate access on your system. It’s like a huge supertanker, though; you can’t change course once underway, so be cautious!



Task 5.9: Change the Group of a File or Directory Changing the group membership of a file or directory is quite analogous to the steps required for changing file ownership. Almost all UNIX systems enable users to use the chg r p command to accomplish this task.



1. Usage of chg r p is almost identical to chown, too. Specify the name of the group, followed by the list of files or directories to reassign: % ls - lg - r wx r wx r wx 1 t ay l o r % chgrp f tp mytest % ls - lg - r wx r wx r wx 1 t ay l o r



ci



0 Oc t 12 15 : 17 my t es t



f tp



0 Oc t 12 15 : 17 my t es t



The caveat on this command, however, is that you must be a member of the group you’re assigning for the file, or it fails: % ls - lg - r wx r wx r wx 1 t ay l o r f tp 0 Oc t 12 15 : 17 my t es t % chgrp root mytest chg r p : You a r e no t a membe r o f t he r oo t g r oup



5



Hour 5



110



Portions of UNIX are well thought out and offer innovative approaches to common computer problems. File groups and file ownership aren’t examples of this, unfortunately. The majority of UNIX users tend to be members of only one group, so they cannot change the group membership or ownership of any file or directory on the system. Instead, users seem to just use chmod to allow full access to files; then they encourage colleagues to copy the files desired, or they simply allow everyone access. Unlike the other commands you’ve learned in this book, chown might be one you will not use. It’s entirely possible that you’ll never need to change the ownership or group membership of any file or directory.



Summary In this hour, you learned the basics of UNIX file permissions, including how to set and modify file permissions with chmod and how to analyze file permissions as shown by the l s - l command. You also learned about translating between numeric bases (binary and decimal) and how to convert permissions strings into numeric values. Both are foundations for the umask command, which you learned to interpret and alter as desired. Permission is only half the puzzle, however, so you also learned about file ownership, group ownership, and how to change either for any file or directory.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms file creation mask When files are created in UNIX, they inherit a default set of access permissions. These defaults are under the control of the user and are known as the file creation mask. mode A shorthand way of saying permissions mode. permissions mode The set of accesses (read, write, and execute) allowed for each of the three classes of users (owner, group, and everyone else) for each file or directory on the system. This is a synonym for access permission. shell script A collection of shell commands in a file.
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Questions 1. In what situations might the following file permissions be useful? r - - rw- r - -



r - - r - - rw-



rw- -w- -w-



-w- -w- -w-



r wx r - x r - x



r -x- -x- -x



2. Translate the six file permissions strings in instruction 1 into their binary and numeric equivalents. 3. Explain what the following umask values would make the default permissions for newly created files: 007 077 777 111 222 733 272 544 754 4. Count the number of groups that are represented by group membership of files in the t mp directory on your system. Use i d to see if you’re a member of any of them. 5. Which of the following directories could you modify, if the i d command listed the following information? Which could you view using the l s command? % id u i d=19 ( sm i t h ) % l s - l gF drw- r - - r - - 2 d r wx r - x r - x 2 drw- - - - - - - 2 d r wx r - x - - - 3 d r wx - - - - - - 3



g i d=50 ( use r s ) g r oups=50 ( use r s ) r oo t shake s meademd sm i t h j in



use r s r oo t com435 use r s use r s



512 512 1024 512 512



Oc t Oc t Oc t Oc t Oc t



12 12 12 12 12



14 : 52 07 : 23 14 : 46 12 : 37 12 : 37



sh / shakes / t mp / v i ewe r / Zo t ! /



Preview of the Next Hour In the next hour, you learn the various UNIX file-manipulation commands, including how to copy files, how to move them to new directories, and how to create new directories. You also learn how to remove files and directories as well as about the dangers of file removal on UNIX.
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Creating, Moving, Renaming, and Deleting Files and Directories In this hour, you learn the basic UNIX file-manipulation commands. These commands will explain how to create directories with mkd i r , remove directories with r md i r , use cp and mv to move files about in the file system, and use r m to remove files. The r m command has its dangers: you learn that there isn’t an “unremove” command in UNIX and how to circumvent the possible dangers that lurk in the program.



Goals for This Hour In this hour, you learn how to ! Create new directories using mkd i r ! Copy files to new locations using cp
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! ! ! ! !



Move files to new locations using mv Rename files using mv Remove directories using r md i r Remove files using r m Minimize the danger of using the r m command



This hour introduces several tremendously powerful commands that enable you to create a custom file-system hierarchy (or wreak unintentional havoc on your files). As you learn these commands, you also learn hints and ideas on how to best use the UNIX file system to keep your files neat and organized. These simple UNIX commands, all new in this hour, are found not only in all variants of UNIX, both BSD-based and System V-based, but they also can be brought onto DOS through utilities such as the MKS Toolkit from Mortice-Kern Systems.



Task 6.1: Creating New Directories Using mkd i r One important aspect of UNIX that has been emphasized continually in this book is that the UNIX file system is hierarchical. The UNIX file system includes directories containing files and directories, each of which can contain both files and directories. Your own home directory, however, probably doesn’t contain any directories (except “.” and “..”, of course), which prevents you from exploiting what I call the virtual file cabinet of the file system. The command for creating directories is actually one of the least complex and most mnemonic (for UNIX, anyway) in this book: mkd i r , called “make directory.”



Pronounce the mkd i r command as “make dir.”



JUST A MINUTE



1. Turn to your computer, move to your home directory, and examine the files and directories there. Here’s an example: % cd % ls A r ch i ves / I n f oWo r l d / L I STS Ma i l / News /



6



OWL / PubAccessL i s t s . Z bin/ educ ma i l i ng . l i s t s . b i t ne t . Z



r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/
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2. To create a directory, you need to specify what you’d like to name the directory and where you’d like to locate it in the file system (the default location is your current working directory): % mkd i r NEWD I R % ls A r ch i ves / I n f oWo r l d / L I STS Ma i l / NEWD I R /



News / OWL / PubAccessL i s t s . Z bin/ educ



ma i l i ng . l i s t s . b i t ne t . Z r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/



3. That’s all there is to it. You’ve created your first UNIX directory, and you can now list it with l s to see what it looks like: % l s - l d NEWD I R d r wx r wx - - - 2 t ay l o r % l s - l a NEWD I R tota l 2 d r wx r wx - - - 2 t ay l o r d r wx - - - - - - 11 t ay l o r



24 Nov 24 Nov 1024 Nov



5 10 : 48 NEWD I R / 5 10 : 48 . / 5 10 : 48 . . /



Not surprisingly, the directory is empty other than the two default entries of “.” (the directory itself) and “..” (the parent directory, your home directory). 4. Look closely at the permissions of the directory. Remember that the permissions are a result of your umask setting. As you learned in the previous hour, changing the umask setting changes the default directory permissions. Then, when you create a new directory, the new permissions will be in place: % umask 07 % umask 0 % mkd i r NEWD I R2 % l s - l d NEWD I R2 d r wx r wx r wx 2 t ay l o r % umask 222 % mkd i r NEWD I R3 % l s - l d NEWD I R3 d r - x r - x r - x 2 t ay l o r



5 24 Nov



5 10 : 53 NEWD I R2 /



24 Nov



5 10 : 54 NEWD I R3 /



5. What happens if you try to create a directory with a name that has already been used? % mkd i r NEWD I R mkd i r : NEWD I R : F i l e ex i s t s



6. To create a directory other than your current location, prefix the new directory name with a location: % mkd i r / tmp / testme % l s - l / tmp - r wx - - - - - - 1 zhongq i - r w - - - - - - - 1 xu j i a - r w - r - - r - - 1 beas t



22724 Nov 95594 Nov 572 Nov



4 21 : 33 / t mp / a . ou t * 4 23 : 10 / t mp / ac t i v e . 10122 5 05 : 59 / t mp / anon1
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- rw- rw- - - - rw- - - - - - - r wx - - - - - - r wx - - - - - - rw- r - - r - - rw- - - - - - d r wx r wx - - - rw- r - - r - -



1 1 1 1 1 1 2 1



r oo t qsc s t een t echman r oo t zhongq i t ay l o r aru



0 0 24953 3711 997536 163579 24 90



Nov Nov Nov Nov Nov Nov Nov Nov



5 5 5 5 5 4 5 5



10 : 30 00 : 18 10 : 40 10 : 45 10 : 58 20 : 16 10 : 56 02 : 55



/ t mp / ba r . r epo r t / t mp / l h013813 / t mp / mbox . s t een* / t mp / mbox . t echman* / t mp / quo t as / t mp / sp500 . 1 t es t me / / t mp / t r oub l e21972



Like other basic UNIX utilities, mkd i r has no command arguments, so it is quite easy to use. There are two things to keep in mind: You must have write permission to the current directory if you’re creating a new directory, and you should ensure that the name of the directory is not the same as (or, to avoid confusion, similar to) a directory name that already exists.



Task 6.2: Copying Files to New Locations Using cp One of the most basic operations in any system is moving files, the modern-office computer equivalent of paper shuffling. On a computer, moving files is a simple matter of using one or two commands: you can move a file to a different location, or you can create a copy of the file and move the copy to a different location. The Macintosh has an interesting strategy for differentiating between moving and copying. If you drag a file to another location that’s on the same device (a hard disk, for example), then by default the computer moves the file to that location. If you drag the file to a location on a different device (from a floppy to a hard disk, for instance), the computer automatically copies the file, placing the new, identically named copy on the device. UNIX lacks this subtlety. Instead, UNIX lets you choose which of the two operations you’d like to perform. The two commands are typically succinct UNIX mnemonics: mv to move files, and cp to copy files. The mv command also serves the dual duty of enabling you to rename files.



JUST A MINUTE



Pronounce cp as “se a pe a.” W hen you talk a bout copying a file, however, say “copy.” Similarly, pronounce mv as “em vee,” but when you spe ak of moving a file, say “move.”



I find myself using cp more than mv because it offers a slightly safer way to organize files: if I get confused and rename it such that it steps on another file (you’ll see what I mean in a moment), I still have original copies of all the files.
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1. The format of a cp command is to specify first the name of the file you want to copy and then the new filename. Both names must be either relative filenames (that is, without a leading slash or other indication of the directory) or absolute filenames. Start out by making a copy of your . l og i n file, naming the new copy l og i n . copy : % cp . l og i n l og i n . copy % l s - l d . l og i n l og i n . copy - r w - - - - - - - 1 t ay l o r 1858 Oc t 12 21 : 20 . l og i n - r w - - - - - - - 1 t ay l o r 1858 Nov 5 12 : 08 l og i n . copy



You can see that the new file is identical in size and permissions but that it has a more recent creation date, which certainly makes sense. 2. What happens if you try to copy a directory? % cp . newd i r cp : . : I s a d i r ec t o r y ( no t cop i ed ) .



Generally, UNIX won’t permit you to use the cp command to copy directories.



JUST A MINUTE



I found that this command worked—sort of—on one machine I have used. The system’s response to the cp command indicated that something peculiar w as ha ppening with the following messa ge: cp : . : I s a d i r ec t o r y ( copy i ng as p l a i n f i l e )



But, the system also cre ated newd i r as a regular, executa ble file. You may find that your system re acts in this manner, but you prob a bly do not have any use for it.



3. The cp command is quite powerful, and it can copy many files at once if you specify a directory as the destination rather than specifying a new filename. Further, if you specify a directory destination, the program automatically will create new files and assign them the same names as the original files. First, you need to create a second file to work with: % cp . cshrc cshrc . copy



Now try it yourself. Here is what I did: % cp l og i n . copy cshrc . copy NEWD I R % l s - l NEWD I R tota l 4 - r w - - - - - - - 1 t ay l o r 1178 Nov - r w - - - - - - - 1 t ay l o r 1858 Nov



5 12 : 18 csh r c . copy 5 12 : 18 l og i n . copy
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You can use the cp command to copy an original file as a new file or to a specific directory (the format being cp o r i g i na l - f i l e new - f i l e - o r - d i r ec t o r y ), and you can copy a bunch of files to a directory ( cp l i s t - o f - f i l es new - d i r ec t o r y ). Experiment with creating new directories using mkd i r and copying the files into the new locations. Use l s to confirm that the originals aren’t removed as you go along.



Task 6.3: Moving Files to New Locations Using mv Whereas cp leaves the original file intact, making a sort of electronic equivalent of a photocopy of a paper I may pick up at my desk, mv functions like a more traditional desk: papers are moved from one location to another. Rather than creating multiple copies of the files you’re copying, mv physically relocates them from the old directory to the new. 1. You use mv almost the same way that you use cp: % l s - l l og i n . copy - r w - - - - - - - 1 t ay l o r 1858 Nov % mv l og i n . copy new . l og i n % l s - l l og i n . copy new . l og i n l og i n . copy no t f ound - r w - - - - - - - 1 t ay l o r 1858 Nov



5 12 : 08 l og i n . copy



5 12 : 08 new . l og i n



2. Also, you move a group of files together using mv almost the same way you do it using cp: % cd NEWD I R % ls csh r c . copy l og i n . copy % mv cshrc . copy l og i n . copy . . % ls - l tota l 0 % ls . . A r ch i ves / OWL / I n f oWo r l d / PubAccessL i s t s . Z L I STS bin/ Ma i l / csh r c . copy NEWD I R / educ News / l og i n . copy



ma i l i ng . l i s t s . b i t ne t . Z new . l og i n r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/



3. Because you can use mv to rename files or directories, you can relocate the new directory NEWD I R. However, you cannot use mv to relocate the dot directory because you’re inside it: % mv . new . dot mv : . : r ename : I nva l i d a r gumen t



4. Both mv and cp can be dangerous. Carefully consider the following example before trying either mv or cp on your own computer: % l s - l l og i n . copy cshrc . copy - r w - - - - - - - 1 t ay l o r 1178 Nov 5 12 : 38 csh r c . copy - r w - - - - - - - 1 t ay l o r 1858 Nov 5 12 : 37 l og i n . copy % cp cshrc . copy l og i n . copy % l s - l . l og i n l og i n . copy cshrc . copy
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- rw- - - - - - - rw- - - - - - -



1 t ay l o r 1 t ay l o r



1178 Nov 1178 Nov



119



5 12 : 38 csh r c . copy 5 12 : 38 l og i n . copy



Without bothering to warn me, UNIX copied the file csh r c . copy over the existing file l og i n . copy . Notice that after the cp operation occurred, both files had the same size and modification dates. The mv command will cause the same problem: % l s - l cshrc . copy l og i n . copy - r w - - - - - - - 1 t ay l o r 1178 Nov - r w - - - - - - - 1 t ay l o r 1858 Nov % mv cshrc . copy l og i n . copy % l s - l cshrc . copy l og i n . copy csh r c . copy no t f ound - r w - - - - - - - 1 t ay l o r 1178 Nov



JUST A MINUTE



5 12 : 42 csh r c . copy 5 12 : 42 l og i n . copy



5 12 : 42 l og i n . copy



The good news is that you can set up U N IX so it won’t overwrite files. The b a d news is that for some re ason many systems don’t default to this behavior. If your system is configured re asona bly, when you try either of the two preceding d angerous examples, the system’s response is r emove l og i n . copy? You can either press the Y key to replace the old file or press Enter to change your mind. If your system cannot be set up to respond this w ay, you can use the - i fla g to both cp and mv to avoid this problem. Later, you le arn how to permanently fix this problem with a shell alias.



Together, mv and cp are the dynamic duo of UNIX file organization. These commands enable you to put the information you want where you want it, leaving duplicates behind if desired.
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Task 6.4: Renaming Files with mv Both the DOS and Macintosh systems have easy ways to rename files. In DOS, you can use RENAME to accomplish the task. On the Mac, you can select the name under the file icon and enter a new filename. UNIX has neither option. To rename files, you use the mv command, which, in essence, moves the old name to the new name. It’s a bit confusing, but it works.



1. Rename the file csh r c . copy with your own first name. Here’s an example: % l s - l cshrc . copy - r w - - - - - - - 1 t ay l o r % mv cshrc . copy dave % l s - l dave - r w - - - - - - - 1 t ay l o r



1178 Nov



5 13 : 00 csh r c . copy



1178 Nov



5 13 : 00 dave
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2. Rename a directory, too: % l s - l d NEWD I R d r wx r wx - - - 2 t ay l o r 512 Nov % mv NEWD I R New . Samp l e . D i rectory % l s - l d New . Samp l e . D i rectory d r wx r wx - - - 2 t ay l o r 512 Nov



5 12 : 32 NEWD I R / 5 12 : 32 New . Samp l e . D i r ec t o r y /



3. Be careful! Just as moving files with cp and mv can carelessly overwrite existing files, renaming files using mv can overwrite existing files: % mv dave l og i n . copy



If you try to use mv to rename a directory with a name that already has been assigned to a file, the command fails: % mv New . Samp l e . D i rec tory dave mv : New . Samp l e . D i r e c t o r y : r ename : No t a d i r ec t o r y



The reverse situation works fine because the file is moved into the directory as expected. It’s the subtlety of using the mv command to rename files. 4. If you assign a new directory a name that belongs to an existing directory, some versions of mv will happily overwrite the existing directory and name the new one as requested: % mkd i r testd i r % mv New . Samp l e . D i rec tory testd i r



Being able to rename files is another important part of building a useful UNIX virtual file cabinet for yourself. There are some major dangers involved, however, so tread carefully and always use l s in conjunction with cp and mv to ensure that in the process you don’t overwrite or replace an existing file.



Task 6.5: Removing Directories with rmd i r Now that you can create directories with the mkd i r command, it’s time to learn how to remove directories using the r md i r command.



1. With r md i r , you can remove any directory for which you have appropriate permissions: % mkd i r test % l s - l test tota l 0 % rmd i r test



Note that the output of



6



ls



shows there are no files in the



t es t



directory.
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command removes only directories that are empty:



% mkd i r test % touch test / samp l e . f i l e % l s - l test tota l 0 - r w - r w - - - - 1 t ay l o r 0 Nov % rmd i r test r md i r : t es t : D i r ec t o r y no t emp t y



5 14 : 00 samp l e . f i l e



To remove a directory, you must first remove all files therein using the r m command. In this example, t es t still has files in it. 3. Permissions are important, too. Consider what happens when I try to remove a directory that I don’t have permission to touch: % rmd i r / tmp r md i r : / t mp : Pe r m i s s i on den i ed % l s - l / tmp d r wx r wx r w t 81 r oo t 15872 Nov



5 14 : 07 / t mp /



The permissions of the parent directory, rather than the directory you’re trying to remove, are the important consideration. There’s no way to restore a directory you’ve removed, so be careful and think through what you’re doing. The good news is that, because with r md i r you can’t remove a directory having anything in it (a second reason the attempt in the preceding example to remove / t mp would have failed), you’re reasonably safe from major gaffes. You are not safe, however, with the next command, r m, because it will remove anything.



Task 6.6: Removing Files Using rm The r m command is the most dangerous command in UNIX. Lacking any sort of archival or restoration feature, the r m command removes files permanently. It’s like throwing a document into a shredder instead of into a dustbin.



1. Removing a file using % l s - l l og i n . copy - r w - - - - - - - 1 t ay l o r % rm l og i n . copy % l s - l l og i n . copy l og i n . copy no t f ound



rm



is easy. Here’s an example: 1178 Nov



5 13 : 00 l og i n . copy



If you decide that you removed the wrong file and actually wanted to keep the l og i n . copy file, it’s too late. You’re out of luck.



5



6



Hour 6



122



2. You can remove more than one file at a time by specifying each of the files to the r m command: % ls A r ch i ves / PubAccessL i s t s . Z I n f oWo r l d / bin/ L I STS csh r c . copy Ma i l / educ News / l og i n . copy OWL / ma i l i ng . l i s t s . b i t ne t . Z % rm cshrc . copy l og i n . copy new . l og i n % ls A r ch i ves / OWL / I n f oWo r l d / PubAccessL i s t s . Z L I STS bin/ Ma i l / educ News / ma i l i ng . l i s t s . b i t ne t . Z



new . l og i n r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/ t es t / t es t d i r / r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/ t es t / t es t d i r /



3. Fortunately, r m does have a command flag that to some degree helps avoid accidental file removal. When you use the - i flag to r m (the i stands for interactive in this case), the system will ask you if you’re sure you want to remove the file: % touch testme % rm - i testme r m : r emove t es t me? n % l s testme t es t me % rm - i testme r m : r emove t es t me? y % l s testme t es t me no t f ound



Note that n is no and y is yes. Delete the file. 4. Another flag that is often useful for r m, but is very dangerous, is the - r flag for recursive deletion of files (a recursive command repeatedly invokes itself). When the - r flag to r m is used, UNIX will remove any specified directory along with all its contents: % l s - l d test d r wx r wx r wx 3 tota l 1 - rw- rw- - - - 1 d r wx r wx - - - 2



; l s - l R test t ay l o r 512 Nov



5 15 : 32 t es t /



t ay l o r t ay l o r



5 15 : 32 a l pha 5 15 : 32 t es t 2 /



t es t / t es t 2 : tota l 0 - r w - r w - - - - 1 t ay l o r % rm - r test % l s - l d test t es t no t f ound



0 Nov 512 Nov



0 Nov



5 15 : 32 f i l e1



Without any warning or indication that it was going to do something so drastic, entering r m - r t es t caused not just the t es t directory, but all files and directories inside it as well, to be removed.
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This latest example demonstrates that you can give several commands in a single U N IX command line. To do this, sep arate the commands with a semicolon. Inste a d of giving the commands l s - l d t es t and l s - l R t es t on separate lines, I opted for the more efficient l s - l d t es t ; l s - l R t es t , which uses both commands at once.



The UNIX equivalent of the paper shredder, the r m command allows easy removal of files. With the - r flag, you can even clean out an entire directory. Nothing can be retrieved after the fact, however, so use great caution.



Task 6.7: Minimizing the Danger of the rm Command At this point, you might be wondering why I am making such a big deal of the r m command and the fact that it does what it is advertised to do—that is, remove files. The answer is that learning a bit of paranoia now can save you immense grief in the future. It can prevent you from destroying a file full of information you really needed to save. For DOS, there are commercial programs (Norton Utilities, for instance) that can retrieve accidentally removed files. The trash can on the Macintosh can be clicked open and the files retrieved with ease. If the trash can is emptied after a file is accidentally discarded, a program such as Symantec Utilities for the Macintosh can be used to restore files. UNIX just doesn’t have that capability, though, and files that are removed are gone forever. The only exception is if you work on a UNIX system that has an automatic, reliable backup schedule. In such a case, you might be able to retrieve from a storage tape an older version of your file (maybe). That said, there are a few things you can do to lessen the danger of using yourself the ability to remove unwanted files.



rm



5



and yet give



6 1. You can use a shorthand, a shell alias, to attach the - i flag automatically to each use of r m. To do this, you need to ascertain what type of login shell you’re running, which you can do most easily by using the following command. (Don’t worry about what it all does right now. You learn about the g r ep command a few hours from now.) % grep tay l or / etc / passwd t ay l o r : ? : 19989 : 1412 : Dave Tay l o r / use r s / t ay l o r : / b i n / csh
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The last word on the line is what’s important. The / e t c / passwd file is one of the database files UNIX uses to track accounts. Each line in the file is called a password entry or password file entry. On my password entry, you can see that the login shell specified is / b i n / csh . If you try this and you don’t have an identical entry, you should have / b i n / sh or / b i n / ksh. 2. If your entry is / b i n / csh, enter exactly what is shown here: % echo “a l i as rm / b i n / rm - i ” >> ~ / . cshr c % source ~ / . cshrc



Now



rm



includes the



-i



flag each time it’s used:



% touch testme % rm testme r m : r emove t es t me? n



3. If your entry is / b i n / ksh, enter exactly what is shown here, paying particular attention to the two different quotation mark characters used in the example: $ echo ‘ a l i as rm=” / b i n / rm - i ” ’ >> ~ / . pr o f i l e $ . ~ / . pro f i l e



Now



CAUTION



rm



includes the



-i



flag each time it’s used.



O ne thing to p ay special attention to is the difference between the single quote ( ‘ ), the double quote ( “ ), and the b ackquote ( ` ). U N IX interprets e ach differently, although single and double quotes are often interchangea ble. The b ackquotes, also known as grave accents, are more unusual and deline ate commands within other commands.



4. If your entry is / b i n / sh, you cannot program your system to include the - i flag each time r m is used. The Bourne shell, as sh is known, is the original command shell of UNIX. The Bourne shell lacks an alias feature, a feature that both the Korn shell (ksh ) and the C shell (csh) include. As a result, I recommend that you change your login shell to one of these alternatives, if available. To see what’s available, look in the / b i n directory on your machine for the specific shells: % l s - l / b i n / sh / b i n / ksh / b i n / csh - r wx r - x r - x 1 r oo t 102400 Ap r 8 1991 / b i n / csh* - r wx r - x r - x 1 r oo t 139264 Ju l 26 14 : 35 / b i n / ksh* - r wx r - x r - x 1 r oo t 28672 Oc t 10 1991 / b i n / sh*



Most of the examples in this book focus on the C Shell because I think it’s the easiest of the three shells to use. To change your login shell to csh, you can use the chsh—change login shell—command: % chsh Chang i ng l og i n she l l f o r t ay l o r .
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O l d she l l : / b i n / sh New she l l : / b i n / csh



Now you can go back to instruction 2 and set up a C shell alias. This will help you avoid mischief with the r m command. The best way to avoid trouble with any of these commands is to learn to be just a bit paranoid about them. Before you remove a file, make sure it’s the one you want. Before you remove a directory, make doubly sure that it doesn’t contain any files you might want. Before you rename a file or directory, double-check to see if renaming it is going to cause any trouble. Take your time with the commands you learned in this hour, and you should be fine. Even in the worst case, you might have the safety net of a system backup performed by a system administrator, but don’t rely on it.



Summary You now have completed six hours of UNIX instruction, and you are armed with enough commands to cause trouble and make UNIX do what you want it to do. In this hour, you learned the differences between cp and mv for moving files and how to use mv to rename both files and directories. You also learned how to create directories with the mkd i r command and how to remove them with the r md i r command. And you learned about the r m command for removing files and directories, and how to avoid getting into too much trouble with it. Finally, if you were really paying attention, you learned how to identify which login shell you’re using (csh, ksh , or sh) and how to change from one to another using the chsh command.



5



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms password entry For each account on the UNIX system, there is an entry in the account database known as the password file. This also contains an encrypted copy of the account passwo r d. This set of information for an individual account is known as the password entry. recursive command A command that repeatedly invokes itself.
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shell alias Most UNIX shells have a convenient way for you to create abbreviations for commonly used commands or series of commands, known as shell aliases. For example, if I always found myself typing l s - CF , an alias can let me type just l s and have the shell automatically add the - CF flags each time.



Questions 1. What are the differences between cp and mv ? 2. If you were installing a program from a floppy disk onto a hard disk, would you use cp or mv ? 3. If you know DOS, this question is for you. Although DOS has a RENAME command, it doesn’t have both COPY and MOVE . Which of these two do you think DOS includes? Why? 4. Try using mkd i r to create a directory. What happens and why? 5. You’ve noticed that both r md i r and r m - r can be used to remove directories. Which is safer to use? 6. The r m command has another flag that wasn’t discussed in this hour. The - f flag forces removal of files regardless of permission (assuming you’re the owner, that is). In combination with the - r flag, this can be amazingly destructive. Why?



Preview of the Next Hour The seventh hour introduces the useful f i l e command, which indicates the contents of any file in the UNIX file system. With f i l e , you will explore various directories in the UNIX file system to see what it reveals about different system and personal files. Then, when you’ve found some files worth reading, you will learn about ca t , mo r e, and pg, which are different ways of looking at the contents of a file.
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Looking into Files By this point, you’ve learned a considerable number of UNIX commands and a lot about the operating and file systems. This hour focuses on UNIX tools to help you ascertain what type of files you’ve been seeing in all the different directories. It then introduces five powerful tools for examining the content of files.



Goals for This Hour In this hour, you learn how to ! ! ! ! ! !



Use f i l e to identify file types Explore UNIX directories with f i l e Peek at the first few lines with head View the last few lines with t a i l View the contents of files with ca t View larger files with mo r e



This hour begins with a tool to help ensure that the files you’re about to view are intended for human perusal and then explores many of the commands available to view the contents of the file in various ways.
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Task 7.1: Using f i l e to Identify File Types One of the most undervalued commands in UNIX is f i l e, which is often neglected and collecting dust in some corner of the system. The f i l e command is a program that can easily offer you a good hint as to the contents of a file by looking at the first few lines. Unfortunately, there is a problem with the f i l e command: It isn’t 100 percent accurate. The program relies on a combination of the permissions of a file, the filename, and an analysis of the first few lines of the text. If you had a text file that started out looking like a C program or that had execute permission enabled, f i l e might well identify it as an executable program rather than an English text file.



JUST A MINUTE



You can determine how accurate your version of f i l e is by checking the siz e of its d ata b ase of file types. You can do this with the U N IX command wc - l / e t c / mag i c . The number of entries in the d ata b ase should be around 1 0 0. If you have many less than this number, you’re prob a bly going to have trouble. If you have considera bly more, you might have a very accurate version of f i l e at your fingertips! Remember, however, even if it’s relatively small, f i l e can still offer invalua ble suggestions reg arding file content anyw ay.



1. Start by logging in to your account and using the to check. % ls -F A r ch i ves / I n f oWo r l d / L I STS Ma i l / News /



Next, simply enter the program to analyze:



ls



OWL / PubAccessL i s t s . Z bin/ educ ma i l i ng . l i s t s . b i t ne t . Z f i le



command to find a file or two r umo r s . 26Oc t . Z r umo r s . 5Nov . Z src/ t emp /



command, listing each of the files you’d like the



% f i l e L I STS educ rumor s . 26Oct . Z src L I STS : asc i i t ex t educ : asc i i t ex t r umo r s . 26Oc t . Z : b l ock comp r essed 16 b i t code da t a src: d i r ec t o r y



From this example, you can see that f i l e correctly identifies s r c as a directory, offers considerable information on the compressed file r umo r s . 26Oc t . Z , and tags both L I STS and educ as plain ASCII text files.
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ASCII is the American Standard C ode for Information Interchange and me ans that the file contains the letters of the English alpha bet, punctuation, and numbers, but not much else. There are no multiple typefaces, italics, or underlined p assa ges, and there are no gra phics. It’s the lowest common denominator of text in U N IX.



2. Now try using the asterisk (* ), a UNIX wildcard (explained in Hour 9, “Wildcards and Regular Expressions”), to have the program analyze all files in your home directory: % f i le * G l oba l . So f t wa r e : I n t e r ac t i ve . Un i x : Ma i l : di News : di Sr c : di bin: di h i s t o r y . usene t . Z :



Eng l i sh t ex t ma i l f o l de r r ec t o r y r ec t o r y r ec t o r y r ec t o r y comp r essed da t a b l ock comp r essed 16 b i t s



The asterisk ( *) is a special character in UNIX. Used by itself, it tells the system to replace it with the names of all the files in the current directory. This time you can begin to see how f i l e can help differentiate files. Using this command, I am now reminded that the file G l oba l . So f t wa r e is English text, but I n t e r ac t i ve . Un i x is actually an old electronic mail message ( f i l e can’t differentiate between a single mail message and a multiple-message folder, so it always errs on the side of saying that the file is a mail folder). 3. Mail folders are actually problematical for the f i l e command. On one of the systems I use, the f i l e command doesn’t know what mail messages are, so asking it to analyze mail folders results in a demonstration of how accuracy is related to the size of the f i l e database. On a Sun system, I asked f i l e to analyze two mail folders, with the following results: % f i l e Ma i l / ma i l box Ma i l / sent Ma i l / ma i l box : ma i l f o l de r Ma i l / sen t : ma i l f o l de r



Those same two files on a Berkeley UNIX system, however, have very different results when analyzed: % f i l e Ma i l / ma i l box Ma i l / sent Ma i l / netnews Ma i l / ma i l box : asc i i t ex t Ma i l / sen t : she l l commands Ma i l / ne t news : Eng l i sh t ex t



Not only does the Berkeley version of UNIX not identify the files correctly, it doesn’t even misidentify them consistently.
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4. Another example of the f i l e command’s limitations is how it interacts with file permissions. Use cp to create a new file and work through this example to see how your f i l e command interprets the various changes. % cp . cshrc test % f i l e test t es t : she l l commands % chmod +x test % f i l e test t es t : she l l sc r i p t



Adding execute permission to this file caused rather than shell commands.



f i le



to identify it as a shell script



Don’t misinterpret the results of these examples as proof that the f i l e command is useless and that you shouldn’t use it. Quite the opposite is true. UNIX has neither a specific file-naming convention (DOS has its three-letter filename suffixes) nor indication of file ownership by icon (Macintosh does this with creator information added by each program). As a result, it’s vital that you have a tool for helping ascertain file types without actually opening the file. Why not just look at the contents? The best way to figure out the answer to this question is to display accidentally the contents of an executable file on the screen. You’ll see it’s quite a mess, loaded with special control characters that can be best described as making your screen go berserk.



Task 7.2: Exploring UNIX Directories with f i l e Now that you know how to work with the f i l e command, it’s time to wander through the UNIX file system, learning more about types of files that tend to be found in specific directories. Your system might vary slightly—it’ll certainly have more files in some directories than what I’m showing here in the examples, but you’ll quickly see that f i l e can offer some valuable insight into the contents of files.



1. First things first. Take a look at the files found in the very top level of the file system, in / (root): % cd / % l s - CF - No _ r m_ s t a r boo t f l ags / rhf@ use r b / OLD / co r e gendyn i x s t and / use r c / a r ch i ve / dev / l i b@ sys@ use r d / ats/ d i ag@ l os t + f ound / t f t pboo t @ use r e / backup / dyn i x mn t / t mp / use r s / b i n@ etc/ ne t / use r a / us r / % f i l e boot core gendyn i x t f tpboot boo t : SYMMETRY i 386 s t and a l one ex ecu t ab l e ve r s i on 1
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co r e : co r e f r om ge t t y gendyn i x : SYMMETRY i 386 s t and a l one execu t ab l e no t "s t r i pped ve r s i on 1 t f t pboo t : symbo l i c l i nk t o / us r / t f t pboo t



This example is from a Sequent computer running DYNIX, the Sequents’ version of UNIX, based on Berkeley 4.3 BSD with some AT&T System V extensions. It’s the same machine that has such problems identifying mail folders. Executable binaries are explained in detail by the f i l e command on this computer: boo t is listed as SYMMETRY i 386 s t and a l one execu t ab l e v e r s i on 1. The specifics aren’t vital to understand: The most important word to see in this output is execu t ab l e , indicating that the file is the result of compiling a program. The format is SYMMETRY i 386 , ve r s i on 1, and the file requires no libraries or other files to execute—it’s stand-alone. For gendyn i x , the format is similar, but one snippet of information is added that isn’t indicated for boo t : The executable file hasn’t been stripped.



JUST A MINUTE



Stripping a file doesn’t me an that you peel its clothes off, but rather that a variety of information included in most executa bles to help identify and isolate problems has been removed to save sp ace.



When a program dies unexpectedly in UNIX, the operating system tries to leave a snapshot of the memory that the program was using, to aid in debugging. Wading through these core files can be quite difficult—it’s usually reserved for a few experts at each site, but there is still some useful information inside. The best, and simplest, way to check it is with the f i l e command. You can see in the preceding listing that f i l e recognized the file core as a crashed program memory image and further extracted the name of the program that originally failed, ge t t y , causing the program to fail. When this failure happens, UNIX creates an image of the program in memory at the time of failure, which is called a core dump. The fourth of the listings offers an easy way to understand symbolic links, indicated in l s - CF output with the special suffix @, as shown in the preceding example with t f t pboo t @. Using f i l e , you can see that the file t f t pboo t in the root directory is actually a symbolic link to a file with the same name elsewhere in the file system, / us r / t f t pboo t . 2. There are differences in output formats on different machines. The following example shows what the same command would generate on a Sun Microsystems workstation, examining analogous files: % f i l e boot core kadb tmp boo t : spa r c execu t ab l e co r e : co r e f i l e f r om ‘ poppe r ’
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kadb : t mp :



spa r c execu t ab l e no t s t r i pped symbo l i c l i nk t o / va r / t mp



The Sun computer offers the same information but fewer specifics about executable binaries. In this case, Sun workstations are built around SPARC chips (just like PCs are built around Intel chips), so the executables are identified as spa r c execu t ab l e . 3. Are you ready for another directory of weird files? It’s time to move into the / l i b directory to see what devices are present on your system and what type of files they are. Entering l s will demonstrate quickly that there are a lot of files in this directory! The f i l e command can tell you about any of them. On my Sun computer, I asked for information on a few select files, many of which you might also have on yours: % f i l e l i b . b l i b300 . a d i f f h sendma i l l ib.b: c p r og r am t ex t l i b300 . a : a r ch i ve r andom l i b r a r y di f fh: spa r c pu r e dynam i ca l l y l i nked execu t ab l e no t s t r i pped sendma i l : spa r c demand paged d ynam i ca l l y l i nked se t - u i d execu t ab l e



The first file, l i b . b , demonstrates that the f i l e command works regardless of the name of a file: Standard naming for C program files specifies that they end with the characters . c, as in t es t . c. So, without f i l e, you might never have suspected that l i b . b is a C program. The second file is an actual program library and is identified here as an a r ch i ve r andom l i b r a r y , meaning that it’s an archive and that the information within can be accessed in random order (by appropriate programs). The third file is an executable, demonstrating another way that f i l e can indicate programs on a Sun workstation. The sendma i l program is an interesting program: It’s an executable, but it has some new information that you haven’t seen before. The se t - u i d indicates that the program is set up so that when anyone runs it, sendma i l runs as the user who owns the file, not the user who launched the program. A quick l s can reveal a bit more about this: % l s - l / l i b / sendma i l - r - s r - x - - x 1 r oo t



155648 Sep 14 09 : 11 / l i b / sendma i l *



Notice here that the fourth character of the permissions string is an s rather than the expected x for an executable. Also check the owner of the file in this listing. Combined, the two mean that when anyone runs this program, sendma i l actually will set itself to a different user ID ( r oo t in this case) and have that set of access permissions. Having sendma i l run with root permissions is how you can send electronic mail to someone else without fuss, but you can’t view his or her mailbox. 4. Consider now one more directory full of weird files before you start the next task. This time, move into the / dev directory and see what’s inside. Again, it’s a directory with a lot of files, so don’t be surprised if the output scrolls off the screen!
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Try to identify a few files that are similar in name to the ones I examine here, and see what f i l e says about them: % cd / dev % f i l e MAKEDEV aud i o spx sr0 t ty MAKEDEV : ex ecu t ab l e she l l sc r i p t aud i o : cha r ac t e r spec i a l ( 69 / 0 ) spx : cha r ac t e r spec i a l ( 37 / 35 ) sr0 : b l ock spec i a l ( 18 / 0 ) t ty: cha r ac t e r spec i a l ( 2 / 0 )



UNIX has two different types of devices, or peripherals, that can be attached: those that expect information in chunks and those that are happier working on a byte-bybyte basis. The former are called block special devices and the latter character special devices. You don’t have to worry about the differences, but notice that f i l e can differentiate between them: aud i o, spx, and t t y are all character-special-device files, whereas s r 0 is a block-special-device file. The pair of numbers in parentheses following the description of each file are known as the major number and minor number of the file. The first indicates the type of device, and the second indicates the physical location of the plug, wire, card, or other hardware that is controlled by the specific peripheral. The good news is that you don’t have to worry a bit about what files are in the / l i b, / e t c , or any other directory other than your own home directory. There are thousands of happy UNIX folk working busily away each day without ever realizing that these other directories exist, let alone knowing what’s in them. What’s important here is that you have learned that the f i l e command is quite sophisticated at identifying special UNIX system files of various types. It can be a very helpful tool when you are looking around in the file system and even when you are just trying to remember which files are which in your own directory.



Task 7.3: Peeking at the First Few Lines with head Now that you have the tools needed to move about in the file system, to double check where you are, and to identify the types of different files, it’s time to learn about some of the many tools UNIX offers for viewing the contents of files. The first on the list is head , a simple program for viewing the first ten lines of any file on the system. The head program is more versatile than it sounds: you can use it to view up to the first few hundred lines of a very long file, actually. To specify the number of lines you want to see, you just need to indicate how many as a starting argument, prefixing the number of lines desired with a dash.
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JUST A MINUTE



This command, head , is the first of a number of U N IX commands that tend to work with their own variant on the regular rules of starting arguments. Inste a d of a typical U N IX command argument of - l 33 to specify 3 3 lines, head uses - 33 to specify the same information.



1. Start by moving back into your home directory and viewing the first few lines of your . csh r c file: % cd % head . cshrc # # De f au l t use r . csh r c f i l e ( / b i n / csh i n i t i a l i z a t i on ) . se t hos t = l i mbo se t pa t h= ( . ~ / b i n / b i n / us r / b i n / us r / ucb / us r / l oca l / e t c / us r / e t c / us r / l oca l / b i n / us r / unsup / b i n ) # Se t up C she l l env i r onmen t : a l i as



di f f



‘ / us r / b i n / d i f f - c -w ’



The contents of your own . csh r c file will doubtless be different, but notice that the program lists only the first few lines of the file. 2. To specify a different number of lines, use the - n format (where n is the number of lines). I’ll look at just the first four lines of the . l og i n file: % head - 4 . l og i n # # @ ( # ) $Rev i s i on : 62 . 2 $ se t env TERM v t 100



3. You also can easily check multiple files by specifying them to the program: % head - 3 . newsrc / et c / passwd ==> . news r c / e t c / passwd > redirects output and appends the information to the existing file. A mnemonic for remembering which is which is to remember that, just as in English, UNIX works from left to right, so a character that points to the left () changes the output.



1. Log in to your account and create an empty file using the



t ouch



command:



% touch testme



2. First, use this empty file to learn how to redirect output. Use your directory, saving them all to the newly created file: % l s - l testme - r w - r w - r - - 1 t ay l o r % l s - l > testme % l s - l testme - r w - r w - r - - 1 t ay l o r



ls



to list the files in



0 Nov 15 09 : 11 t es t me 120 Nov 15 09 : 12 t es t me



Notice that when you redirected the output, nothing was displayed on the screen; there was no visual confirmation that it worked. But it did, as you can see by the increased size of the new file. 3. Instead of using ca t or mo r e to view this file, try using file redirection: % cat < testme t o t a l 127 d r wx - - - - - - 2 t ay l o r d r wx - - - - - - 3 t ay l o r d r wx - - - - - - 2 t ay l o r d r wx - - - - - - 2 t ay l o r



8



512 512 1024 512



Nov 6 14 : 20 Nov 16 21 : 55 Nov 19 14 : 14 Oc t 6 09 : 36



A r ch i ves / I n f oWo r l d / Ma i l / News /
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d r wx - - - - - d r wx - - - - - - rw- rw- - - - rw- rw- - - - rw- rw- - - d r wx - - - - - d r wx r wx - - - rw- rw- - - -



3 2 1 1 1 2 2 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



512 512 57683 46195 12556 512 512 0



Nov Oc t Nov Nov Nov Oc t Nov Nov



11 13 20 20 16 13 8 20



10 : 48 10 : 45 20 : 10 06 : 19 09 : 49 10 : 45 22 : 20 20 : 21
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The results are the same as if you had used the l s command, but the output file is saved, too. You now can easily print the file or go back to it later to compare the way it looks with the way your files look in the future. 4. Use the l s command to add some further information at the bottom of the t es t me file by using >> , the append double-arrow notation: % l s - FC >> testme



Recall that the - C flag to l s forces the system to list output in multicolumn mode. Try redirecting the output of l s - F to a file to see what happens without the - C flag. 5. It’s time for a real-life example. You’ve finished learning UNIX, and your colleagues now consider you an expert. One afternoon, Shala tells you she has a file in her directory, but she isn’t sure what it is. She wants to know what it is, but she can’t figure out how to get to it. You try the f i l e command, and UNIX tells you the file is data. You are a bit puzzled. But then you remember file redirection: % cat - v < mystery . f i l e > v i s i b l e . mystery . f i l e



This command has ca t - v take its input from the file mys t e r y . f i l e and save its output in v i s i b l e . mys t e r y . f i l e. All the nonprinting characters are transformed, and Shala can poke through the file at her leisure. Find a file on your system that f i l e reports as a data file, and try using the redirection commands to create a version with all characters printable through the use of ca t - v . There is an infinite number of ways that you can combine the various forms of file redirection to create custom commands and to process files in various ways. This hour has really just scratched the surface. Next, you learn about some popular UNIX filters and how they can be combined with file redirection to create new versions of existing files. Also, study the example about Shala’s file, which shows the basic steps in all UNIX file-redirection operations: Specify the input to the command, specify the command, and specify where the output should go.



Task 8.2: Counting Words and Lines Using wc Writers generally talk about the length of their work in terms of number of words, rather than number of pages. In fact, most magazines and newspapers are laid out according to formulas based on multiplying an average-length word by the number of words in an article.
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These people are obsessed with counting the words in their articles, but how do they do it? You can bet they don’t count each word themselves. If they’re using UNIX, they simply use the UNIX wc program, which computes a word count for the file. It also can indicate the number of characters (which l s - l indicates, too) and the number of lines in the file.



1. Start by counting the lines, words, and characters in the earlier in this hour: % wc testme 4 12 % wc < testme 4 12 % cat testme | wc 4 12



t es t me



file you created



121 121 121



All three of these commands offer the same result (which probably seems a bit cryptic now). Why do you need to have three ways of doing the same thing? Later, you learn why this is so helpful. For now, stick to using the first form of the command. The output is three numbers, which reveal how many lines, words, and characters, respectively, are in the file. You can see that there are 4 lines, 12 words, and 121 characters in t es t me. 2. You can have wc list any one of these counts, or a combination of two, by using different command flags: - w counts words, - c counts characters, and - l counts lines: % wc - w testme 12 t es t me % wc - l testme 4 t es t me % wc - w l testme 12 4 t es t me % wc - l w testme 4 12 t es t me



3. Now the fun begins. Here’s an easy way to find out how many files you have in your home directory: % l s | wc - l 37



The l s command lists each file, one per line (because you didn’t use the - C flag). The output of that command is fed to wc, which counts the number of lines it’s fed. The result is that you can find out how many files you have (37) in your home directory.
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4. How about a quick gauge of how many users are on the system? % who | wc - l 12



8



5. How many accounts are on your computer? % cat / etc / passwd | wc - l 3877



The wc command is a great example of how the simplest of commands, when combined in a sophisticated pipeline, can be very powerful.



Task 8.3: Removing Extraneous Lines Using un i q Sometimes when you’re looking at a file, you’ll notice that there are many duplicate entries, either blank lines or, perhaps, lines of repeated information. To clean up these files and shrink their size at the same time, you can use the un i q command, which lists each unique line in the file. Well, it sort of lists each unique line in the file. What un i q really does is compare each line it reads with the previous line. If the lines are the same, un i q does not list the second line. You can use flags with un i q to get more specific results: - u lists only lines that are not repeated, - d lists only lines that are repeated (the exact opposite of - u), and - c adds a count of how many times each line occurred.



1. If you use un i q on a file that doesn’t have any common lines, un i q has no effect. % un i q testme A r ch i ves / I n f oWo r l d / Ma i l / News /



OWL / bin/ b i t ne t . ma i l i ng - l i s t s . Z d r op . t ex t . hqx



key l i me . p i e src/ t emp / t es t me



2. A trick using the ca t command is that ca t lists the contents of each file sequentially, even if you specify the same file over and over again, so you can easily build a file with lots of lines: % cat testme testme testme > newtest



Examine new t es t to verify that it contains three copies of t es t me, one after the other. (Try using wc.) 3. Now you have a file with duplicate lines. Will un i q realize these files have duplicate lines? Use wc to find out: % wc newtest 12 36 363 % un i q newtest | wc 12 36 363
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They’re the same. Remember, the un i q command removes duplicate lines only if they’re adjacent. 4. Create a file that has duplicate lines: % ta i l - 1 testme > l as t l i ne % cat l ast l i ne l ast l i ne l ast l i ne l ast l i ne > newtest2 % cat newtest2 News / d r op . t ex t . hqx t es t me News / d r op . t ex t . hqx t es t me News / d r op . t ex t . hqx t es t me News / d r op . t ex t . hqx t es t me



Now you can see what un i q does: % un i q newtest2 News /



d r op . t ex t . hqx



t es t me



5. Obtain a count of the number of occurrences of each line in the file. The does that job: % un i q - c newtest2 4 News /



d r op . t ex t . hqx



-c



flag



t es t me



This shows that this line occurs four times in the file. Lines that are unique have no number preface. 6. You also can see what the - d and - u flags do, and how they have exactly opposite actions: % un i q - d newtest2 News / % un i q - u newtest2 %



d r op . t ex t . hqx



t es t me



Why did the - u flag list no output? The answer is that the - u flag tells un i q to list only those lines that are not repeated in the file. Because the only line in the file is repeated four times, there’s nothing to display. Given this example, you probably think un i q is of marginal value, but you will find that it’s not uncommon for files to have many blank lines scattered willynilly throughout the text. The un i q command is a fast, easy, and powerful way to clean up such files.



Task 8.4: Sorting Information in a File Using sor t



8



Whereas wc is useful at the end of a pipeline of commands, un i q is a filter, a program that is really designed to be tucked in the middle of a pipeline. Filters, of course, can be placed anywhere in a line, anywhere that enables them to help direct UNIX to do what you want it to do. The common characteristic of all UNIX filters is that they can read input from standard input, process it in some manner, and list the results in standard output. With file redirection, standard input and output also can be files. To do this, you can either specify the filenames to the command (usually input only) or use the file-redirection symbols you learned earlier in this hour (, and >>).
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Stand ard input and stand ard output are two very common expressions in U N IX. W hen a program is run, the default location for receiving input is called stand ard input. The default location for output is stand ard output . If you are running U N IX from a terminal, stand ard input and output are your terminal.
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There is a third I / O location, stand ard error . By default, this is the same as stand ard output, but you can re-direct stand ard error to a different location than stand ard output. You le arn more a bout I / O redirection later in the book.



One of the most useful filters is so r t , a program that reads information and sorts it alphabetically. You can customize the behavior of this program, like all UNIX programs, to ignore the case of words (for example, to sort B i g between app l e and ca t , rather than before—most sorts put all uppercase letters before the lowercase letters), and to reverse the order of a sort ( z to a). The program so r t also enables you to sort lists of numbers. Few flags are available for so r t , but they are powerful, as shown in Table 8.1. Table 8.1. Flags for the sor t command. Flag



Function



-b



Ignore leading blanks. Sort in dictionary order (only letters, digits, and blanks are significant). Fold uppercase into lowercase; that is, ignore the case of words. Sort in numerical order. Reverse order of the sort.



-d -f -n -r



1. By default, the l s command sorts the files in a directory in a case-sensitive manner. It first lists those files that begin with uppercase letters and then those that begin with lowercase letters: % l s - 1F A r ch i ves / I n f oWo r l d / Ma i l / News / OWL / bin/ b i t ne t . ma i l i ng - l i s t s . Z d r op . t ex t . hqx
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key l i me . p i e src/ t emp / t es t me



To force l s to list output one file per line, you can use the - 1 fla g (that’s the number one, not a lowercase L).



JUST A MINUTE



To sort filenames alphabetically regardless of case, you can use so r t



- f:



% l s - 1 | sor t - f A r ch i ves / bin/ b i t ne t . ma i l i ng - l i s t s . Z d r op . t ex t . hqx I n f oWo r l d / key l i me . p i e Ma i l / News / OWL / src/ t emp / t es t me



2. How about sorting the lines of a file? You can use the earlier: % sor t < testme A r ch i ves / I n f oWo r l d / Ma i l / News /



OWL / bin/ b i t ne t . ma i l i ng - l i s t s . Z d r op . t ex t . hqx



t es t me



file you created



key l i me . p i e src/ t emp / t es t me



3. Here’s a real-life UNIX example. Of the files in your home directory, which are the largest? The l s - s command indicates the size of each file, in blocks, and so r t - n sorts numerically: % l s - s | sor t - n t o t a l 127 1 A r ch i ves / 1 I n f oWo r l d / 1 Ma i l / 1 News / 1 OWL / 1 bin/ 1 src/ 1 t emp / 1 t es t me 13 key l i me . p i e 46 d r op . t ex t . hqx 64 b i t ne t . ma i l i ng - l i s t s . Z
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It would be more convenient if the largest files were listed first in the output. That’s where the - r flag to reverse the sort order can be useful: % l s - s | sor t - nr 64 b i t ne t . ma i l i ng - l i s t s . Z 46 d r op . t ex t . hqx 13 key l i me . p i e 1 t es t me 1 t emp / 1 src/ 1 bin/ 1 OWL / 1 News / 1 Ma i l / 1 I n f oWo r l d / 1 A r ch i ves / t o t a l 127
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4. One more refinement is available to you. Instead of listing all the files, use the head command, and specify that you want to see only the top five entries: % ls 64 46 13 1 1



- s | sor t - nr | head - 5 b i t ne t . ma i l i ng - l i s t s . Z d r op . t ex t . hqx key l i me . p i e t es t me t emp /



That’s a powerful and complex UNIX command, yet it is composed of simple and easy-to-understand components. Like many of the filters, so r t isn’t too exciting by itself. As you explore UNIX further and learn more about how to combine these simple commands to build sophisticated instructions, you will begin to see their true value.



Task 8.5: Number Lines in Files Using cat - n and n l It often can be helpful to have a line number listed next to each line of a file. It’s quite simple to do with the ca t program by specifying the - n flag to number lines in the file displayed. On many UNIX systems, there’s a considerably better command for numbering lines in a file and for many other tasks. The command n l , for number lines, is an AT&T System V command. A system that doesn’t have the n l command will complain n l : command no t f ound . If you have this result, experiment with ca t - n instead.



Step 2. Action 1. Because one of my own systems did not have the n l command, I moved to one that had the n l command for this example. I quickly rebuilt the t es t me file: % l s - l > testme
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To see line numbers now, ca t % cat - n testme 1 t o t a l 60 2 - rw- r - - r - 3 - rw- - - - - - 4 d r wx - - - - - 5 d r wx r - x r - x 6 d r wx r - x r - x 7 d r wx r - x r - x 8 - rw- r - - r - 9 - rw- r - - r - -



1 1 4 2 2 2 1 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



-n



will work fine: 1861 22194 4096 4096 4096 4096 12445 0



Jun Oc t Nov Nov Nov Nov Sep Nov



2 1 13 13 13 13 17 20



1992 1992 11 : 09 11 : 09 11 : 09 11 : 09 14 : 56 18 : 16



G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l / News / Sr c / bin/ h i s t o r y . usene t . Z t es t me



2. The alternative, which does exactly the same thing here, is to try n l without any flags: % n l testme 1 t o t a l 60 2 - rw- r - - r - 3 - rw- - - - - - 4 d r wx - - - - - 5 d r wx r - x r - x 6 d r wx r - x r - x 7 d r wx r - x r - x 8 - rw- r - - r - 9 - rw- r - - r - -



1 1 4 2 2 2 1 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



1861 22194 4096 4096 4096 4096 12445 0



Jun Oc t Nov Nov Nov Nov Sep Nov



2 1 13 13 13 13 17 20



1992 1992 11 : 09 11 : 09 11 : 09 11 : 09 14 : 56 18 : 16



G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l / News / Sr c / bin/ h i s t o r y . usene t . Z t es t me



3. Notice that both commands also can number lines fed to them via a command pipeline: % l s - CF | cat - n 1 G l oba l . So f t wa r e 2 I n t e r ac t i v e . Un i x 3 Ma i l / 1 G l oba l . So f t wa r e 2 I n t e r ac t i v e . Un i x 3 Ma i l /



News / Sr c / bin/ News / Sr c / bin/



h i s t o r y . usene t . Z t es t me % l s - CF | n l h i s t o r y . usene t . Z t es t me



Like many other UNIX tools, n l and its doppelganger ca t - n aren’t very thrilling by themselves. As additional members in the set of powerful UNIX tools, however, they can prove tremendously helpful in certain situations. As you soon will see, n l also has some powerful options that can make it a bit more fun.



Task 8.6: Cool n l Tricks and Capabilities A program that prefaces each line with a line number isn’t much of an addition to the UNIX command toolbox, so the person who wrote the n l program added some further capabilities. With different command flags, n l can either number all lines (by default it numbers only lines that are not blank) or skip line numbering (which means it’s an additional way to display the contents of a file). The best option, though, is that n l can selectively number just those lines that contain a specified pattern.
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If you don’t have the n l command on your system, I’m afraid you’re out of luck in this section. Later in the book, you le arn other w ays to accomplish these tasks. For now, though, if you don’t have n l , skip to the next hour and start to le arn a bout the g r ep command.
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The command flag format for n l is a bit more esoteric than you’ve seen up to this point. The different approaches to numbering lines with n l are all modifications of the - b flag (for body numbering options). The four flags are - ba, which numbers all lines; - b t , which numbers printable text only; - bn, which results in no numbering; and - bp pa t t e r n, for numbering lines that contain the specified pattern. One final option is to insert a different separator between the line number and the line by telling n l to use - s , the separator flag.



1. To begin, I’ll use a command that you haven’t seen before to add a few blank lines to the t es t me file. The echo command simply writes back to the screen anything specified. Try echo he l l o. % rm testme % l s - CF > testme % echo “” >> testme % echo “” >> testme % l s - CF >> testme % cat testme G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l /



News / Sr c / bin/



h i s t o r y . usene t . Z t es t me



G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l /



News / Sr c / bin/



h i s t o r y . usene t . Z t es t me



JUST A MINUTE



Parts of U N IX are rather poorly designed, as you have alre a dy le arned. For example, if you use the echo command without arguments, you get no output. However, if you a dd an empty argument (a set of quotation marks with nothing between them), echo outputs a blank line. It doesn’t make much sense, but it works.
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2. Now watch what happens when n l uses its default settings to number the lines in t es t me : % n l testme 1 G l oba l . So f t wa r e 2 I n t e r ac t i ve . Un i x 3 Ma i l / 4 5 6



G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l /



News / Sr c / bin/



h i s t o r y . u sene t . Z t es t me



News / Sr c / bin/



h i s t o r y . u sene t . Z t es t me



You can accomplish the same thing by specifying n l - b t t es t me . Try this to verify that your system gives the same results. 3. It’s time to use one of the new two-letter command options to number the lines, including the blank lines: % n l - ba testme 1 G l oba l . So f t wa r e 2 I n t e r ac t i ve . Un i x 3 Ma i l / 4 5 6 G l oba l . So f t wa r e 7 I n t e r ac t i ve . Un i x 8 Ma i l /



News / Sr c / bin/



h i s t o r y . u sene t . Z t es t me



News / Sr c / bin/



h i s t o r y . u sene t . Z t es t me



4. If you glance at the contents of my t es t me file, you can see that two lines contain the word history. To have n l number just those lines, try the - bp pattern-matching option: % n l - bph i story testme 1 G l oba l . So f t wa r e News / I n t e r ac t i ve . Un i x S r c / Ma i l / bin/ 2



G l oba l . So f t wa r e News / I n t e r ac t i ve . Un i x S r c / Ma i l / bin/



h i s t o r y . u sene t . Z t es t me



h i s t o r y . u sene t . Z t es t me



Notice that numbering the two lines has caused the rest of the lines to fall out of alignment on the display. 5. This is when the - s , or separator, option comes in handy: % n l - bph i story - s : t estme 1 : G l oba l . So f t wa r e News / I n t e r ac t i ve . Un i x S r c / Ma i l / bin/ 2 : G l oba l . So f t wa r e News / I n t e r ac t i ve . Un i x S r c / Ma i l / bin/
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h i s t o r y . u sene t . Z t es t me
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In this case, I specified that instead of using a tab, which is the default separator between the number and line, n l should use a colon. As you can see, the output now lines up again. Just about anything can be specified as the separator, as sensible or weird as it might be: % nl -s’ , 1, l h i s tory . usene t . Z 2, l 3, l



l i ne i s : ‘ t estme i ne i s : G l oba l . So f t wa r e i ne i s : I n t e r ac t i ve . Un i x i ne i s : Ma i l /



4 , l i ne i s : G l oba l . So f t wa r e h i s tory . usene t . Z 5 , l i ne i s : I n t e r ac t i ve . Un i x 6 , l i ne i s : Ma i l /
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News / Sr c / bin/



t es t me



News / Sr c / bin/



t es t me



Notice the use of single quotation marks ( ‘ ) in this example. I want to include spaces as part of my pattern, so I need to ensure that the program knows this. If I didn’t use the quotation marks, n l would use a comma as the separator and then tell me that it couldn’t open a file called l i ne or i s : . The n l command demonstrates that there are plenty of variations on simple commands. When you read earlier that you would learn how to number lines in a file, did you think that this many subtleties were involved?



Summary You have learned quite a bit in this hour and are continuing down the road to UNIX expertise. You learned about file redirection. You can’t go wrong by spending time studying these closely. The concept of using filters and building complex commands by combining simple commands with pipes has been more fully demonstrated here, too. This higher level of UNIX command language is what makes UNIX so powerful and easy to mold. This hour hasn’t skimped on commands, either. It introduced wc for counting lines, words, and characters in a file (or more than one file: try wc * in your home directory). You also learned to use the un i q, so r t , and spe l l commands. You learned about using n l for numbering lines in a file—in a variety of ways—and ca t - n as an alternative “poor person’s” line-numbering strategy. You also were introduced to the echo command. By the way, the echo command also can tell you about specific environment variables, just like env or p r i n t env do. Try echo $HOME or echo $PATH to see what happens, and compare the output with env HOME and env PATH.
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Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms file redirection Most UNIX programs expect to read their input from the user (that is, standard input) and write their output to the screen (standard output). By use of file redirection, however, input can come from a previously created file, and output can be saved to a file instead of being displayed on the screen. filter Filters are a particular type of UNIX program that expects to work either with file redirection or as part of a pipeline. These programs read input from standard input, write output to standard output, and often don’t have any starting arguments. standard input UNIX programs always default to reading information from the user by reading the keyboard and watching what’s typed. With file redirection, input can come from a file, and with pipelines, input can be the result of a previous UNIX command. standard error This is the same as standard output, but you can redirect standard error to a different location than standard output. standard output When processing information, UNIX programs default to displaying the output on the screen itself, also known as standard output. With file redirection, output can easily be saved to a file; with pipelines, output can be sent to other programs.



Questions 1. The placement of file-redirection characters is important to ensure that the command works correctly. Which of the following six commands do you think will work, and why? < f i l e wc ca t f i l e | wc



wc f i l e < ca t < f i l e | wc



wc < f i l e wc | ca t



Now try them and see if you’re correct. 2. The wc command can be used for lots of different tasks. Try to imagine a few that would be interesting and helpful to learn (for example, how many users are on the system right now?). Try them on your system. 3. Does the file size listed by wc - c always agree with the file size listed by the l s command? With the size indicated by l s - s ? If there is any difference, why?



8



Filters and Piping



4. What do you think would happen if you tried to sort a list of words by pretending they’re all numbers? Try it with the command l s - 1 | so r t - n to see what happens. Experiment with the variations. 5. Do you spell your filenames correctly? Use spe l l to find out.
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Preview of the Next Hour The next hour introduces wildcards and regular expressions, and tools to use those powerful concepts. You learn how these commands can help you extract data from even the most unwieldy files. You learn one of the secret UNIX commands for those really in the know, the secret-society, pattern-matching program g r ep. Better yet, you learn how it got its weird and confusing name! You also learn about the t ee command and the curious-but-helpful . l og i n



or $ echo “TERM=vt100 ; expor t TERM” >> . pr o f i l e



This way, the next time you log in, the system will remember what kind of terminal you’re using.



JUST A MINUTE



v i and other screen commands use a U N IX p acka ge called cu r ses to control the screen. Like most U N IX a pplications, cu r ses w as not designed for a specific configuration; inste a d, it w as designed to be deviceindependent. Therefore, to work on a specific device, you need to give it some a dditional information—in this case, the terminal type.



If v t 100 didn’t work, it’s time to talk with your system a dministrator a bout the problem or to call your U N IX vendor to find out what the specific value should be. If you are connected through a modem or other line and you actually are using a terminal emulator or communications p acka ge, you might also try using ans i as a TERM setting. If that fails, call the comp any that makes your softw are and ask the comp any what terminal type the communications program is emulating.



3. Great! You have successfully launched v i , seen what it looks like, and even entered the most important command: the qu i t command. Now create a simple file and start v i so it shows you the contents of the file: % l s - l > demo % v i demo



t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - - rw- rw- - - - rw- rw- - - d r wx - - - - - - rw- rw- - - -



11



2 3 2 2 4 1 1 2 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



512 512 1024 512 512 126 165 512 0



Nov 21 10 : 39 A r ch i ves / Dec 3 02 : 03 I n f oWo r l d / Dec 3 01 : 43 Ma i l / Oc t 6 09 : 36 News / Dec 2 22 : 08 OWL / Dec 3 16 : 34 awksc r i p t Dec 3 16 : 42 b i g f i l es Oc t 13 10 : 45 b i n / Dec 3 22 : 26 demo



An Introduction to the



- rw- rw- - - - rw- rw- - - - rw- rw- - - - rw- rw- - - d r wx - - - - - d r wx r wx - - - rw- rw- - - ~ ~ ~ ~ ~ ~ ~ “ demo ” 17 l



1 1 1 1 2 2 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



12556 8729 199 207 512 512 582



vi



Editor



205



Nov 16 09 : 49 key l i me . p i e Dec 2 21 : 19 ow l . c Dec 3 16 : 11 samp l e Dec 3 16 : 11 samp l e2 Oc t 13 10 : 45 s r c / Nov 8 22 : 20 t emp / Nov 27 18 : 29 t e t me



i nes , 846 cha r ac t e r s



You can see that v i reads the file specified on the command line. In this example, my file is 17 lines long, but my screen can hold 25 lines. To show that some lines lack any text, v i uses the tilde on a line by itself. Finally, note that, at the bottom, the program shows the name of the file, the number of lines it found in the file, and the total number of characters. Type : q again to quit v i and return to the command line for now. When you type the colon, the cursor will flash down to the bottom line and wait for the q as it did before. You have learned the most basic command in v i —the the experience. It’s all downhill from here.



:q



command—and survived



Task 11.2: Simple Cursor Motion in v i Getting to a file isn’t much good if you can’t actually move around in it. Now you will learn how to use the cursor control keys in v i . To move left one character, type h. To move up, type k . To move down, type j , and to move right a single character, type l (lowercase L). You can move left one character by pressing the Backspace key, and you can move to the beginning of the next line with the Return key.



1. Launch v i again, specifying the demo file: % v i demo
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t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - d r wx - - - - - - rw- rw- - - - rw- rw- - - d r wx - - - - - - rw- rw- - - - rw- rw- - - - rw- rw- - - - rw- rw- - - - rw- rw- - - d r wx - - - - - d r wx r wx - - - rw- rw- - - ~ ~ ~ ~ ~ ~ ~ “ demo ” 17 l



2 3 2 2 4 1 1 2 1 1 1 1 1 2 2 1



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



512 512 1024 512 512 126 165 512 0 12556 8729 199 207 512 512 582



Nov Dec Dec Oc t Dec Dec Dec Oc t Dec Nov Dec Dec Dec Oc t Nov Nov



21 3 3 6 2 3 3 13 3 16 2 3 3 13 8 27



10 : 39 02 : 03 01 : 43 09 : 36 22 : 08 16 : 34 16 : 42 10 : 45 22 : 26 09 : 49 21 : 19 16 : 11 16 : 11 10 : 45 22 : 20 18 : 29



A r ch i ves / I n f oWo r l d / Ma i l / News / OWL / awksc r i p t b i g f i l es bin/ demo key l i me . p i e ow l . c samp l e samp l e2 src/ t emp / t e t me



i nes , 846 cha r ac t e r s



You should see the cursor sitting on top of the t in t o t a l on the first line or perhaps flashing underneath the t character. Perhaps you have a flashing-box cursor or one that shows up in a different color. In any case, that’s your starting spot in the file. 2. Type h once to try to move left. The cursor stays in the same spot, and v i beeps to remind you that you can’t move left any farther on the line. Try the k key to try to move up; the same thing will happen. Now try typing j to move down a character: t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - -



2 t ay l o r 3 t ay l o r 2 t ay l o r



512 Nov 21 10 : 39 A r ch i ves / 512 Dec 3 02 : 03 I n f oWo r l d / 1024 Dec 3 01 : 43 Ma i l /



Now the cursor is on the d directory indicator of the second line of the file. Type k to move back up to the original starting spot. 3. Using the four cursor-control keys—the h, j , k, and l keys—move around in the file for a little bit, until you are comfortable with what’s happening on the screen.



11



An Introduction to the



vi



Editor



207



Now try using the Backspace and Return keys to see how they help you move around. 4. Move to the middle of a line: t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - -



2 t ay l o r 3 t ay l o r 2 t ay l o r



512 Nov 21 10 : 39 A r ch i ves / 512 Dec 3 02 : 03 I n f oWo r l d / 1024 Dec 3 01 : 43 Ma i l /



Here, I’m at the middle digit in the file size of the second file in the listing. Here are a couple of new cursor motion keys: The 0 (zero) key moves the cursor to the beginning of the line, and $ moves it to the end of the line. First, I type 0: t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - -



2 t ay l o r 3 t ay l o r 2 t ay l o r



512 Nov 21 10 : 39 A r ch i ves / 512 Dec 3 02 : 03 I n f oWo r l d / 1024 Dec 3 01 : 43 Ma i l /



Now I type $ to move to the end of the line: t o t a l 29 d r wx - - - - - d r wx - - - - - d r wx - - - - - -



2 t ay l o r 3 t ay l o r 2 t ay l o r



512 Nov 21 10 : 39 A r ch i ves / 512 Dec 3 02 : 03 I n f oWo r l d / 1024 Dec 3 01 : 43 Ma i l /



5. If you have arrow keys on your keyboard, try using them to see if they work the same way that the h, j , k, and l keys work. If the arrow keys don’t move you about, they might have shifted you into insert mode. If you type characters and they’re added to the file, you need to press the Escape key (or Esc, depending on your keyboard) to return to command mode. Let’s wrap this up by leaving this edit session. Because v i now knows that you have modified the file, it will try to ensure that you don’t quit without saving the changes: ~ ~ :q No w r i t e s i nce l as t change ( : qu i t ! ove r r i des )
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Use



JUST A MINUTE



:q!



(shorthand for



: qu i t )



to quit without saving the changes.



In general, if you try to use a colon command in v i and the program complains that it might do something b a d, try the command a g ain, followed by an exclamation point. I like to think of this as saying, “Do it anyw ay!”



Stay in this file for the next task if you’d like, or use



:q



to quit.



Moving about a file using these six simple key commands is, on a small scale, much like using the entire process of using the v i editor when working with files. Stick with these simple commands until you’re comfortable moving around, and you will be well on your way to becoming proficient using v i .



Task 11.3: Moving by Words and Pages Earlier, in the description of the emacs editor, I commented that because it’s always in insert mode, all commands must include the Control key. Well, it turns out that v i has its share of control-key commands, commands that require you to hold down the Control key and press another key. In this section, you learn about Ctrl- f , Ctrl-b, Ctrl-u, and Ctrl-d. These move you forward or backward a screen and up or down half a screen of text, respectively. I toss a few more commands into the pot, too: w moves you forward word by word, b moves you backward word by word, and the uppercase versions of these two commands have very similar, but not identical, functions.



1. To see how this works, you need to create a file that is longer than the size of your screen. An easy way to do this is to save the output of a common command to a file over and over until the file is long enough. The system I use has lots of users, so I needed to use the who command just once. You might have to append the output of who to the b i g . ou t pu t file a couple times before the file is longer than 24 lines. (You can check using wc, of course.) % who > b i g . output ; wc - l b i g . output 40 % v i b i g . output
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l eung t c t t y r V Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) yux i t t yrn Dec 1 14 : 19 ( pc115 ) f r odo t t yro De c 3 22 : 01 ( men t o r ) l abeck t tyr t De c 3 22 : 02 ( dov ) chen l x2 t t y r u De c 3 21 : 53 ( men t o r ) l eung t c t t ys0 Nov 28 15 : 11 ( go l d ) ch i nese t t ys2 Dec 3 22 : 53 ( exc a l i bu r ) cdemme r t t t ys5 De c 3 23 : 00 ( men t o r ) yuenca t t ys6 De c 3 23 : 00 ( men t o r ) j an i t o r t t ys7 De c 3 18 : 18 ( age ) ma t h i sbp t t ys8 De c 3 23 : 17 ( dov ) j an i t o r t t ys9 De c 3 18 : 18 ( age ) cs541 t t ysC De c 2 15 : 16 ( so l a r i a ) yansong t t ysL De c 1 14 : 44 ( ma t h ) mdps t t ysO Nov 30 19 : 39 ( l oc a l hos t ) md t t ysU De c 2 08 : 45 ( mu l l e r ) j ac t t ysa Dec 3 18 : 18 ( l oc a l hos t ) e i chs t ed t t ysb De c 3 23 : 21 ( pc1 ) swee t t t t ysc De c 3 22 : 40 ( dov ) “ b i g . ou t pu t ” 40 l i ne s , 1659 cha r ac t e r s



11 Because I have only a 25-line display and the output is 40 lines long (you can see that on the status line at the bottom), there is more information in this file than the screen can display at once. 2. To see the next screenful, press Ctrl- f . I press Control- f and get the following output: e i chs t ed swee t t we l l man t u t t l eno wu dau r i sm j cs414 cq cdemme r t j r l ee f i t zge j s doe r r hb cdemme r t f r az i e rw buckeye m t ay l o r l ook



t t ysb t t ysc t t ysd t t yse t t ys f t t ysg t t ysh t t ys i t t ysk t t ysn t t yso t t ysp t t ysq t t ys r t t yss t t ys t t t ysu



Dec De c De c De c De c De c De c De c De c Dec De c De c De c De c De c De c De c



3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3



23 : 21 22 : 40 23 : 01 23 : 03 23 : 10 23 : 10 23 : 12 23 : 13 22 : 37 22 : 53 23 : 18 23 : 20 23 : 00 23 : 01 23 : 20 23 : 22 23 : 12



( pc1 ) ( dov ) ( dov ) ( i ndyv ax ) ( t e r m01 ) ( dov ) ( xds ) ( expe r t ) ( xsun22 ) ( mac1 ) ( dov ) ( dov ) ( xsun22 ) ( dov ) ( mac2 ) ( dov ) ( age )
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j an i t o r a j ones ~ ~ ~ ~



t t ysw t t ysx



De c Dec



3 18 : 29 3 23 : 23



( age ) ( r ass )



Notice that the entire screen was rewritten and that the familiar tilde characters have popped up again to let me know that I have reached the end of the file. By default, v i has a two-line overlap when you move from screen to screen. If you look carefully, you can see that both e i chs t ed and swee t t show up on both screens of data. This doesn’t mean that they appear twice in the file; rather, v i is trying to help me not get lost while I wander through the file. 3. Now, what do you think will happen if I press Control-u? l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp j an i t o r cs541 yansong mdps md j ac e i chs t ed swee t t we l l man t u t t l eno wu dau r i sm j cs414 cq cdemme r t j r l ee f i t zge j s



t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8 t t ys9 t t ysC t t ysL t t ysO t t ysU t t ysa t t ysb t t ysc t t ysd t t yse t t ys f t t ysg t t ysh t t ys i t t ysk t t ysn t t yso



Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17 De c 3 18 : 18 De c 2 15 : 16 De c 1 14 : 44 Nov 30 19 : 39 De c 2 08 : 45 Dec 3 18 : 18 De c 3 23 : 21 De c 3 22 : 40 De c 3 23 : 01 De c 3 23 : 03 De c 3 23 : 10 De c 3 23 : 10 De c 3 23 : 12 De c 3 23 : 13 De c 3 22 : 37 Dec 3 22 : 53 De c 3 23 : 18



( go l d ) ( exc a l i bu r ) ( men t o r ) ( men t o r ) ( age ) ( dov ) ( age ) ( so l a r i a ) ( ma t h ) ( l oc a l hos t ) ( mu l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov ) ( dov ) ( i ndyv ax ) ( t e r m01 ) ( dov ) ( xds ) ( expe r t ) ( xsun22 ) ( mac1 ) ( dov )



The command has moved me up half a screen. Notice where e i chs t ed and swee t t are now. Instead of the text being replaced at once, as when I used Control- f , the text was scrolled downward a line at a time, each new line being added as the program went along. The Control-u command might work either way—one line or an entire screen at a time—for you.
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4. Now it’s time to try moving around in this file word by word. Type w once to see what happens. l eung t c t t ys0 ch i nese t t ys2 cdemme r t t t ys5



Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00



( go l d ) ( exc a l i bu r ) ( men t o r )



Now type w six times more, noting that the cursor stops three times in the field to indicate what time the user logged into the system (15 : 11 in this listing). Now your cursor should be sitting on the parenthesized field: l eung t c t t ys0 ch i nese t t ys2 cdemme r t t t ys5



Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00



( go l d ) ( exc a l i bu r ) ( men t o r )



5. It’s time to move backward. Type b a few times; your cursor moves backward to the beginning of each word. What happens if you try to move backward and you’re already on the first word, or if you try to move forward with the w command and you’re already on the last word of the line? Let’s find out. 6. Using the various keys you’ve learned, move back to the beginning of the line that starts with l eung t c, which you used in instruction 4: l eung t c t t ys0 ch i nese t t ys2 cdemme r t t t ys5



Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00



( go l d ) ( exc a l i bu r ) ( men t o r )



This time, type W (uppercase W, not lowercase w) to move through this line. Can you see the difference? Notice what happens when you hit the time field and the parenthesized words. Instead of typing w seven times to move to the left parenthesis before go l d , you can type W only five times. 7. Try moving backward using the B command. Notice that the B command differs from the b command the same way the W command differs from the w command. Moving about by words, both forward and backward, being able to zip through half screens or full screens at a time, and being able to zero in on specific spots with the h, j , k , and l cursor-motion keys give you quite a range of motion. Practice using these commands in various combinations to get your cursor to specific characters in your sample file.
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Task 11.4: Inserting Text into the File Using i , a, o, and O Being able to move around in a file is useful. The real function of an editor, however, is to enable you to easily add and remove—in editor parlance, insert and delete— information. The v i editor has a special insert mode, which you must use in order to add to the contents of the file. There are four different ways to shift into insert mode, and you learn about all of them in this unit. The first way to switch to insert mode is to type the letter i , which, mnemonically enough, inserts text into the file. The other commands that accomplish more or less the same thing are a, to append text to the file; o, to open up a line below the current line; and O, to open up a line above the current line.



1. For this task, you need to start with a clean file, so quit from the b i g . ou t pu t editing session and start v i again, this time specifying a nonexistent file called bucka r oo: % v i buckaroo



_ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ bucka r oo ” [ New f i l e ]
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Notice that v i reminds you that this file doesn’t exist; the bottom of the screen says New f i l e , instead of indicating the number of lines and characters. 2. Now it’s time to try using insert mode. Try to insert a k into the file by typing k once: _ ~ ~ ~



The system beeps at you because you haven’t moved into insert mode yet, and the k still has its command meaning of moving down a line (and of course, there isn’t another line yet). Type i to move into insert mode, then type k again: k_ ~ ~ ~



There you go! You’ve added a character to the file. 3. Press the Backspace key, which will move the cursor over the letter k: k ~ ~ ~



Now see what happens when you press Escape to leave insert mode and return to the v i command mode: _ ~ ~ ~



Notice that the k vanished when you pressed Escape. That’s because v i only saves text you’ve entered to the left of or above the cursor, not the letter the cursor is resting on.
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4. Now move back into insert mode by typing i , and enter a few sentences from a favorite book of mine:



JUST A MINUTE



Movie buffs perha ps will recogniz e that the text used in this hour comes from the book Buckaroo Banz ai . The film The A dventures of Buckaroo Banz ai Across the Eighth Di m ension is b ased on this very fun book.



“He ’ s not even here , ” went the conser vat i on . “Banza i . ” “Where i s he?” “At a hotps i a l i n E l paso . ” “What? Why werent ’ we i n f ormed? What ’ s wrong w i th h i m?” _ ~ ~



I’ve deliberately left some typing errors in the text here. Fixing them will demonstrate some important features of the v i editor. If you fixed them as you went along, that’s okay, and if you added errors of your own, that’s okay, too! Press Escape to leave insert mode. Press Escape a second time to ensure that it worked; remember that v i beeps to remind you that you’re already in command mode. 5. Use the cursor motion keys (h, j , k, and l ) to move the cursor to any point on the first line: “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



It turns out that I forgot a line of dialog between the line I’m on and the word Banz a i . One way to enter the line would be to move to the beginning of the line “Banz a i . ” , insert the new text, and press Return before pressing Escape to quit insert mode. But v i has a special command—o—to open a line immediately below the current line for inserting text. Type o and follow along:
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“He ’ s no t even he r e , ” wen t t he conse r va t i on . _ “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Now type the missing text: “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Who?”_ “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



That’s it. Press Escape to return to command mode. 6. The problem with the snippet of dialog we’re using is that there’s no way to figure out who is talking. Adding a line above this dialog helps identify the speakers. Again, use cursor motion keys to place the cursor on the top line: “He ’ s no t _even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Now you face a dilemma. You want to open up a line for new text, but you want the line to be above the current line, not below it. It happens that v i can do that, too. Instead of using the o command, use its big brother O instead. When I type O, here’s what I see:
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_ “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Type the new sentence and then press Escape. I f ound myse l f stea l i ng a peek at my own watch and overheard Genera l Catb i rd ’ s a i de g i ve h i m the l atest . _ “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Now the dialog makes a bit more sense. The conversation, overheard by the narrator, takes place between the general and his aide. 7. I missed a couple of words in one of the lines, so the next task is to insert them. Use the cursor keys to move the cursor to the fifth line, just after the word Whe r e: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e_ i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



At this juncture, I need to add the words t he he l l to make the sentence a bit stronger (and correct). I can use i to insert the text, but then I end up with a trailing space. Instead, I can add text immediately after the current cursor location by using the a command to append, or insert, the information. When I type a, the cursor moves one character to the right:
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I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Here’s where v i can be difficult to use. I’m in insert mode, but there’s no way for me to know that. When I type the letters I want to add, the screen shows that they are appended, but what if I thought I was in insert mode when I actually was in command mode? One trick I could use to ensure I’m in insert mode is to type the command a second time. If the letter a shows up in the text, I simply would backspace over it; now I would know that I’m in append mode. When I’m done entering the new characters and I’m still in insert mode, here’s what my screen looks like: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~



Notice that the cursor always stayed on the i in i s throughout this operation. Press Escape to return to command mode. Notice that the cursor finally hops off the i and moves left one character.



JUST A MINUTE



To differentiate between the i and a commands, remember that the insert command alw ays a dds the new information immediately before the character that the cursor is sitting upon, where as the a ppend command a dds the information immediately to the right of the current cursor position.
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8. With this in mind, try to fix the apostrophe problem in the word we r en t ’ on the last line. Move the cursor to the n in that word: “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



To add the apostrophe immediately after the current character, do you want to use the insert command ( i ) or the append ( a) command? If you said “append,” give yourself a pat on the back! Type a to append the apostrophe: “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



Type ‘ once and then press Escape. 9. Quit v i using : q, and the program reminds you that you haven’t saved your changes to this new file: ~ ~ No w r i t e s i nce l as t change ( : qu i t ! ove r r i des )



To write the changes, you need a new command, so I’ll give you a preview of a set of colon commands you learn later in this hour. Type : (the colon character), which moves the cursor to the bottom of the screen. ~ ~ :_



Now type w to write out (save) the file, and then press the Return key: ~ ~ “ bucka r oo ” 8 l i nes , 272 cha r ac t e r s
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It’s okay to leave v i now. I’ll use : q to quit, and I’m safely back at the command prompt. A quick ca t confirms that the tildes were not included in the file itself: % cat buckaroo I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” %



As you can tell, the v i editor is quite powerful, and it has a plethora of commands. Just moving about and inserting text, you have learned 24 commands, as summarized in Table 10.1. Table 10.1. Summary of v i motion and insertion commands. Command



Meaning



0



Move to the beginning of the line. Move to the end of the line. Append text—enter into insert mode after the current character. Back up one screen of text. Back up one space-delimited word. Back up one word. Move left one character. Move down half a page. Leave insert mode and return to command mode. Move forward one screen of text. Move left one character. Insert text—enter into insert mode before the current character. Move down one line. Move up one line. Move right one character. Open new line for inserting text above the current line. Open new line for inserting text below the current line. Move to the beginning of the next line.



$ a ^b B b



Backspace ^d



Escape ^f h i j k l O o



Return
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Table 10.1. continued Command



Meaning



^u



Move up half a page. Move forward one space-delimited word. Move forward one word. Write the file to disk. Quit v i and return to the UNIX system prompt. Quit v i and return to the UNIX system prompt, throwing away any changes made to the file.



W w :w :q :q!



JUST A MINUTE



In this ta ble, I use the simple shorthand notation introduced in Hour 7, “Looking into Files. ” U N IX users often use a caret followed by a character inste a d of the a wkw ard C ontrol-c notation. Therefore, ^ f has the same me aning as C ontrol- f . Expressing this operation as ^ f does not change the w ay it’s performed: you’d still press and hold down the C ontrol key and then type f . It’s just a shorter notation.



You’ve already learned quite a few commands, but you have barely scratched the surface of the powerful v i command!



Task 11.5: Deleting Text You now have many of the pieces you need to work efficiently with the v i editor, to zip to any point in the file, and to add text wherever you’d like. Now you need to learn how to delete characters, words, and lines. The simplest form of the delete command is the x command, which functions as though you are writing an X over a letter you don’t want on a printed page: It deletes the character under the cursor. Type x five times, and you delete five characters. Deleting a line of text this way can be quite tedious, so v i has some alternate commands. (Are you surprised?) One command that many v i users don’t know about is the D (for “delete through the end of the line”) command. Wherever you are on a line, if you type D, you immediately will delete everything after the cursor to the end of that line of text. If there’s an uppercase D command, you can just bet there’s a lowercase d command, too. The d delete command is the first of a set of more sophisticated v i commands that you follow with a second command that indicates what you’d like to do with the command. You already know
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that w and W move you forward a word in the file; they’re known as addressing commands in v i . You can follow d with one of these addressing commands to specify what you would like to delete. For example, to delete a word, simply type dw.



TIME SAVER



Sometimes you might get a bit overz ealous and delete more than you anticip ated. That’s not a problem—well, not too much of a problem— because v i remembers the state of the file prior to the most recent action taken. To undo a deletion (or insertion, for that matter), use the u command. To undo a line of changes, use the U command. Be a w are that once you’ve moved off the line in question, the U command is una ble to restore it!



1. Start v i again with the b i g . ou t pu t file you used earlier: l eung t c t t y r V Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) yux i t t yrn Dec 1 14 : 19 ( pc ) f r odo t t yro De c 3 22 : 01 ( men t o r ) l abeck t tyr t De c 3 22 : 02 ( dov ) chen l x2 t t y r u De c 3 21 : 53 ( men t o r ) l eung t c t t ys0 Nov 28 15 : 11 ( go l d ) ch i nese t t ys2 Dec 3 22 : 53 ( exc a l i bu r ) cdemme r t t t ys5 De c 3 23 : 00 ( men t o r ) yuenca t t ys6 De c 3 23 : 00 ( men t o r ) j an i t o r t t ys7 De c 3 18 : 18 ( age ) ma t h i sbp t t ys8 De c 3 23 : 17 ( dov ) j an i t o r t t ys9 De c 3 18 : 18 ( age ) cs541 t t ysC De c 2 15 : 16 ( so l a r i a ) yansong t t ysL De c 1 14 : 44 ( ma t h ) mdps t t ysO Nov 30 19 : 39 ( l oc a l hos t ) md t t ysU De c 2 08 : 45 ( mu l l e r ) j ac t t ysa Dec 3 18 : 18 ( l oc a l hos t ) e i chs t ed t t ysb De c 3 23 : 21 ( pc1 ) swee t t t t ysc De c 3 22 : 40 ( dov ) “ b i g . ou t pu t ” 40 l i ne s , 1659 cha r ac t e r s
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Type x a few times to delete a few characters from the beginning of the file: g t c t t y rV Dec t uy i nhwa t t y r X ho l l ens t t t y r Z b r and t t t yrb ho l mes t tyr j



1 18 : 27 ( magen t a ) De c 3 22 : 38 ( expe r t ) De c 3 22 : 14 ( dov ) No v 28 23 : 03 ( age ) De c 3 21 : 59 ( age )



Now type u to undo the last deletion: ng t c t t y r V Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age )



If you type u again, what do you think will happen? g t c t t y rV Dec t uy i nhwa t t y r X ho l l ens t t t y r Z b r and t t t yrb ho l mes t tyr j



1 18 : 27 ( magen t a ) De c 3 22 : 38 ( expe r t ) De c 3 22 : 14 ( dov ) No v 28 23 : 03 ( age ) De c 3 21 : 59 ( age )



The undo command alternates between the last command having happened or not having happened. To explain it a bit better, the undo command is an action unto itself, so the second time you type u, you’re undoing the undo command that you just requested. Type u a few more times to convince yourself that this is the case. 2. It’s time to make some bigger changes to the file. Type dw twice to delete the current word and the next word in the file. It should look something like this after using the first dw: t t y rV Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age )
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Then it should look like this after using the second dw: Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ho l l ens t t t y r Z De c 3 22 : 14 b r and t t t yrb No v 28 23 : 03 ho l mes t tyr j De c 3 21 : 59



( expe r t ) ( dov ) ( age ) ( age )



Type u. You see that you can undo only the most recent command. At this point, though, because I haven’t moved from the line I’m editing, the U, or undo-a-lineof-changes, command, will restore the line to its original splendor: l eung t c t uy i nhwa ho l l ens t b r and t ho l mes



t t y rV t t y rX t t yrZ t t yrb t tyr j



Dec 1 18 : 27 De c 3 22 : 38 De c 3 22 : 14 No v 28 23 : 03 De c 3 21 : 59



( magen t a ) ( expe r t ) ( dov ) ( age ) ( age )



3. Well, in the end, I really don’t want to see some of these folks. Fortunately, I can change the contents of this file by using the dd command to delete lines. When using one of these two-letter commands, repeating the letter means to apply the command to the entire line. What if I want to delete the entries for ch i nese and j an i t o r , both of which are visible on this screen? The first step is to use the cursor keys to move down to any place on the line for the ch i nese account, about halfway down the screen: chen l x2 l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp



t t yru t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8



De c 3 21 : 53 Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17



( men t o r ) ( go l d ) ( exc a l i bu r ) ( men t o r ) ( men t o r ) ( age ) ( dov )



If your cursor isn’t somewhere in the middle of this line, move it so that you, too, are not at an edge. I had planned to remove this line completely, but perhaps I’d rather just remove the date, time, and name of the system (in parentheses) instead. To accomplish
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this, I don’t need to type dw a bunch of times or even x a lot of times, but rather just D to delete through the end of the line: chen l x2 l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp



t t yru t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8



De c 3 21 : 53 Nov 28 15 : 11



( men t o r ) ( go l d )



De c De c De c De c



( men t o r ) ( men t o r ) ( age ) ( dov )



_ 3 3 3 3



23 : 00 23 : 00 18 : 18 23 : 17



Oh, that’s not quite what I wanted to do. No problem; the undo command can fix it. Simply typing u restores the text I deleted: chen l x2 l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp



t t yru t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8



De c 3 21 : 53 Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17



( men t o r ) ( go l d ) ( exc a l i bu r ) ( men t o r ) ( men t o r ) ( age ) ( dov )



4. The problem is that I wanted to delete the two entries ch i nese and j an i t o r from the file, but I used the wrong command. Instead of using the D command, I should use dd. Typing dd once has these results: Dec 1 18 : 27 t uy i nhwa t t y r X ho l l ens t t t y r Z b r and t t t yrb ho l mes t tyr j yux i t t yrn f r odo t t yro l abeck t tyr t chen l x2 t t y r u l eung t c t t ys0 cdemme r t t t ys5 yuenca t t ys6 j an i t o r t t ys7 ma t h i sbp t t ys8 j an i t o r t t ys9 cs541 t t ysC yansong t t ysL mdps t t ysO



11



( magen t a ) De c 3 22 : 38 De c 3 22 : 14 No v 28 23 : 03 De c 3 21 : 59 Dec 1 14 : 19 De c 3 22 : 01 De c 3 22 : 02 De c 3 21 : 53 Nov 28 15 : 11 Dec 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17 De c 3 18 : 18 De c 2 15 : 16 De c 1 14 : 44 Nov 30 19 : 39



( expe r t ) ( dov ) ( age ) ( age ) ( pc ) ( men t o r ) ( dov ) ( men t o r ) ( go l d ) ( men t o r ) ( men t o r ) ( age ) ( dov ) ( age ) ( so l a r i a ) ( ma t h ) ( l oc a l hos t )
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t t ysU t t ysa t t ysb t t ysc t t ysd



De c Dec De c De c De c



2 3 3 3 3



08 : 45 18 : 18 23 : 21 22 : 40 23 : 01
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( mu l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov ) ( dov )



Notice that a new line of information has been pulled onto the screen at the bottom to replace the blank line that you removed. If you try using the u command now, what happens? I’m almost done. A few presses of the Return key and I’m down to the entry for the j an i t o r account. Using dd removes that line, too: Dec 1 18 : 27 t uy i nhwa t t y r X ho l l ens t t t y r Z b r and t t t yrb ho l mes t tyr j yux i t t yrn f r odo t t yro l abeck t tyr t chen l x2 t t y r u l eung t c t t ys0 cdemme r t t t ys5 yuenca t t ys6 ma t h i sbp t t ys8 j an i t o r t t ys9 cs541 t t ysC yansong t t ysL mdps t t ysO md t t ysU j ac t t ysa e i chs t ed t t ysb swee t t t t ysc we l l man t t ysd t u t t l eno t t yse



( magen t a ) De c 3 22 : 38 De c 3 22 : 14 No v 28 23 : 03 De c 3 21 : 59 Dec 1 14 : 19 De c 3 22 : 01 De c 3 22 : 02 De c 3 21 : 53 Nov 28 15 : 11 De c 3 23 : 00 De c 3 23 : 00 Dec 3 23 : 17 De c 3 18 : 18 De c 2 15 : 16 De c 1 14 : 44 Nov 30 19 : 39 De c 2 08 : 45 Dec 3 18 : 18 De c 3 23 : 21 De c 3 22 : 40 De c 3 23 : 01 De c 3 23 : 03



( expe r t ) ( dov ) ( age ) ( age ) ( pc ) ( men t o r ) ( dov ) ( men t o r ) ( go l d ) ( men t o r ) ( men t o r ) ( dov ) ( age ) ( so l a r i a ) ( ma t h ) ( l oc a l hos t ) ( mu l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov ) ( dov ) ( i ndyv ax )



Each line below the one deleted moves up a line to fill in the blank space, and a new line, for t u t t l eno, moves up from the following screen. 5. Now I want to return to the bucka r oo file to remedy some of the horrendous typographical errors! I don’t really care whether I save the changes I’ve just made to this file, so I’m going to use : q ! to quit, discarding these changes to the b i g . ou t pu t file. Entering v i bucka r oo starts v i again:
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I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ bucka r oo ” 8 l i nes , 272 cha r ac t e r s



There are a couple of fixes you can make in short order. The first is to change conse r va t i on to conve r sa t i on on the fourth line. To move there, press the Return key twice, and then use W to zip forward until the cursor is at the first letter of the word you’re editing: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conse r va t i on . “Banz a i . ” “Whe r e t he he l l i s he? ”



Then use the dw command: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he . “Banz a i . ” “Whe r e t he he l l i s he? ”
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Now enter insert mode by typing i , type the correct spelling of the word conve r sa t i on, and then press Escape: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ”



6. That’s one fix. Now move down a couple of lines to fix the atrocious misspelling of hospital: “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he ho t ps i a l i n E l paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



Again, use dw to delete the word, type i to enter insert mode, type hosp i t a l , and then press Escape. Now all is well on the line: “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



Well, almost all is well. The first letter of Paso needs to be capitalized. Move to it by typing w to move forward a few words: “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~
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7. It’s time for a secret v i expert command! Instead of typing x to delete the letter, i to enter insert mode, P as the correct letter, and then Escape to return to command mode, there’s a much faster way to transpose case : the ~ (tilde) command. Type ~ once, and here’s what happens: “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



Cool, isn’t it? Back up to the beginning of the word again, using the h command, and type ~ a few times to see what happens. Notice that each time you type ~, the character’s case switches—transposes—and the cursor moves to the next character. Type ~ four times, and you should end up with this: “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l pASO . ” “Wha t ? Why we r en ’ t ’ we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~



Back up to the beginning of the word and type ~ until the word is correct. 8. One more slight change, and the file is fixed! Move to the last line of the file, to the extra apostrophe in the word we r en ’ t ’ , and type x to delete the offending character. The screen should now look like this: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ ~ ~
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~ ~ ~ ~ ~ ~



That looks great! It’s time to save it for posterity. Use : wq , a shortcut that has v i write out the changes and immediately quit the program: ~ ~ ~ “ bucka r oo ” 8 l i nes , 271 cha r ac t e r s %



Not only have you learned about the variety of deletion options in v i , but you also have learned a few simple shortcut commands: ~ to transpose case and : wq to write out the changes and quit the program all in one step. You should feel pleased; you’re now a productive and knowledgeable v i user, and you can modify files, making easy or tough changes. Go back to your system and experiment further, modifying some of the other files. Be careful, though, not to make changes in any of your dot files (for example, . csh r c), lest you cause trouble that would be difficult to fix!



Task 11.6: Searching Within a File With the addition of two more capabilities, you’ll be ready to face down any v i expert, demonstrating your skill and knowledge of the editor, and, much more important, you will be able to really fly through files, moving immediately to the information you desire. The two new capabilities are for finding specific words or phrases in a file and for moving to a specific line in a file. Similar to searching for patterns in mo r e and page, the / pa t t e r n command searches forward in the file for a specified pattern, and ?pa t t e r n searches backward for the specified pattern. To repeat the previous search, use the n command to tell v i to search again, in the same direction, for the next instance of the same pattern. You can move easily to any specific line in a file, using the G, or go-to-line, command. If you type a number before you type G, the cursor will move to that line in the file. If you type G without a line number, the cursor will zip you to the very last line of the file (by default).
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1. Start v i again with the b i g . ou t pu t file: l eung t c t t y r V Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) yux i t t yrn Dec 1 14 : 19 ( pc ) f r odo t t yro De c 3 22 : 01 ( men t o r ) l abeck t tyr t De c 3 22 : 02 ( dov ) chen l x2 t t y r u De c 3 21 : 53 ( men t o r ) l eung t c t t ys0 Nov 28 15 : 11 ( go l d ) ch i nese t t ys2 Dec 3 22 : 53 ( exc a l i bu r ) cdemme r t t t ys5 De c 3 23 : 00 ( men t o r ) yuenca t t ys6 De c 3 23 : 00 ( men t o r ) j an i t o r t t ys7 De c 3 18 : 18 ( age ) ma t h i sbp t t ys8 De c 3 23 : 17 ( dov ) j an i t o r t t ys9 De c 3 18 : 18 ( age ) cs541 t t ysC De c 2 15 : 16 ( so l a r i a ) yansong t t ysL De c 1 14 : 44 ( ma t h ) mdps t t ysO Nov 30 19 : 39 ( l oc a l hos t ) md t t ysU De c 2 08 : 45 ( mu l l e r ) j ac t t ysa Dec 3 18 : 18 ( l oc a l hos t ) e i chs t ed t t ysb De c 3 23 : 21 ( pc1 ) swee t t t t ysc De c 3 22 : 40 ( dov ) “ b i g . ou t pu t ” 40 l i ne s , 1659 cha r ac t e r s



Remember that I used : q ! to quit earlier, so my changes were not retained. To move to the very last line of the file, I type G once and see this: cdemme r t j r l ee f i t zge j s doe r r hb cdemme r t f r az i e rw buckeye m t ay l o r l ook j an i t o r a j ones ~ ~ ~ ~



11



t t ysk t t ysn t t yso t t ysp t t ysq t t ys r t t yss t t ys t t t ysu t t ysw t t ysx



De c Dec De c De c De c De c De c De c De c De c Dec



3 3 3 3 3 3 3 3 3 3 3



22 : 37 22 : 53 23 : 18 23 : 20 23 : 00 23 : 01 23 : 20 23 : 22 23 : 12 18 : 29 23 : 23



( xsun ) ( mac1 ) ( dov ) ( dov ) ( xsun ) ( dov ) ( mac2 ) ( dov ) ( age ) ( age ) ( r ass i l on )
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~ ~ ~ ~ ~ ~ ~ ~



To move to the third line of the file, I type 3 followed by G: l eung t c t uy i nhwa ho l l ens t b r and t ho l mes yux i f r odo l abeck chen l x2 l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp j an i t o r cs541 yansong mdps md j ac e i chs t ed swee t t



t t y rV t t y rX t t yrZ t t yrb t tyr j t t yrn t t yro t tyr t t t yru t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8 t t ys9 t t ysC t t ysL t t ysO t t ysU t t ysa t t ysb t t ysc



De c 1 18 : 27 De c 3 22 : 38 Dec 3 22 : 14 No v 28 23 : 03 De c 3 21 : 59 Dec 1 14 : 19 De c 3 22 : 01 De c 3 22 : 02 De c 3 21 : 53 Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17 De c 3 18 : 18 De c 2 15 : 16 De c 1 14 : 44 Nov 30 19 : 39 De c 2 08 : 45 Dec 3 18 : 18 De c 3 23 : 21 De c 3 22 : 40



( magen t a ) ( expe r t ) ( dov ) ( age ) ( age ) ( pc ) ( men t o r ) ( dov ) ( men t o r ) ( go l d ) ( exc a l i bu r ) ( men t o r ) ( men t o r ) ( age ) ( dov ) ( age ) ( so l a r i a ) ( ma t h ) ( l oc a l hos t ) ( mu l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov )



Notice that the cursor is on the third line of the file. 2. Now it’s time to search. From my previous travels in this file, I know that the very last line is for the account a j ones , but instead of using G to move there directly, I can search for the specified pattern by using the / search command. Typing / immediately moves the cursor to the bottom of the screen: md j ac e i chs t ed swee t t /_



t t ysU t t ysa t t ysb t t ysc



De c Dec De c De c



2 3 3 3



08 : 45 18 : 18 23 : 21 22 : 40



( mue l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov )
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Now I can type in the pattern a j ones : md j ac e i chs t ed swee t t / a j ones_



t t ysU t t ysa t t ysb t t ysc



De c Dec De c De c



2 3 3 3



08 : 45 18 : 18 23 : 21 22 : 40



( mue l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov )



When I press Return, v i spins through the file and moves me to the first line it finds that contains the specified pattern: cdemme r t j r l ee f i t zge j s doe r r hb cdemme r t f r az i e rw buckeye m t ay l o r l ook j an i t o r a j ones ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~



t t ysk t t ysn t t yso t t ysp t t ysq t t ys r t t yss t t ys t t t ysu t t ysw t t ysx



De c Dec De c De c De c De c De c De c De c De c Dec



3 3 3 3 3 3 3 3 3 3 3



22 : 37 22 : 53 23 : 18 23 : 20 23 : 00 23 : 01 23 : 20 23 : 22 23 : 12 18 : 29 23 : 23



( xsun ) ( mac1 ) ( dov ) ( dov ) ( xsun ) ( dov ) ( mac2 ) ( dov ) ( age ) ( age ) ( r ass i l on )



3. If I type n to search for this pattern again, a slash appears at the very bottom line to show that v i understood my request. But the cursor stays exactly where it is, which indicates that this is the only occurrence of the pattern in this file. 4. Looking at this file, I noticed that the account j an i t o r has all sorts of sessions running. To search backward for occurrences of the account, I can use the ? command: ~ ~ ? j an i tor _



11
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The first search moves the cursor up one line, which leaves the screen looking almost the same: cdemme r t j r l ee f i t zge j s doe r r hb cdemme r t f r az i e rw buckeye m t ay l o r l ook j an i t o r a j ones ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ? j an i tor



t t ysk t t ysn t t yso t t ysp t t ysq t t ys r t t yss t t ys t t t ysu t t ysw t t ysx



De c Dec De c De c De c De c De c De c De c Dec Dec



3 3 3 3 3 3 3 3 3 3 3



22 : 37 22 : 53 23 : 18 23 : 20 23 : 00 23 : 01 23 : 20 23 : 22 23 : 12 18 : 29 23 : 23



( xsun ) ( mac1 ) ( dov ) ( dov ) ( xsun ) ( dov ) ( mac2 ) ( dov ) ( age ) ( age ) ( r ass i l on )
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Here’s where the n, or next search, can come in handy. If I type n this time and there is another occurrence of the pattern in the file, v i moves me directly to the match: yux i f r odo l abeck chen l x2 l eung t c ch i nese cdemme r t yuenca j an i t o r ma t h i sbp j an i t o r cs541 yansong mdps md j ac e i chs t ed swee t t we l l man t u t t l eno



t t yrn t t yro t tyr t t t yru t t ys0 t t ys2 t t ys5 t t ys6 t t ys7 t t ys8 t t ys9 t t ysC t t ysL t t ysO t t ysU t t ysa t t ysb t t ysc t t ysd t t yse



Dec 1 14 : 19 De c 3 22 : 01 De c 3 22 : 02 De c 3 21 : 53 Nov 28 15 : 11 Dec 3 22 : 53 De c 3 23 : 00 De c 3 23 : 00 De c 3 18 : 18 De c 3 23 : 17 Dec 3 18 : 18 De c 2 15 : 16 De c 1 14 : 44 Nov 30 19 : 39 De c 2 08 : 45 Dec 3 18 : 18 De c 3 23 : 21 De c 3 22 : 40 De c 3 23 : 01 De c 3 23 : 03



( pc ) ( men t o r ) ( dov ) ( men t o r ) ( go l d ) ( exc a l i bu r ) ( men t o r ) ( men t o r ) ( age ) ( dov ) ( age ) ( so l a r i a ) ( ma t h ) ( l oc a l hos t ) ( mu l l e r ) ( l oc a l hos t ) ( pc1 ) ( dov ) ( dov ) ( i ndyv ax )
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wu t t ys f dau r i sm j t t ysg cs414 t t ysh



De c De c De c



3 23 : 10 3 23 : 10 3 23 : 12



( t e r m01 ) ( dov ) ( xds )



When you’re done, quit v i by using



: q.



There are not dozens, but hundreds of commands in v i . Rather than overwhelm you with all of them, even in a table, I have opted instead to work with the most basic and important commands. By the time you’re done with this hour, your knowledge of v i commands will be substantial, and you will be able to use the editor with little difficulty. The next hour will expand your knowledge with more shortcuts and efficiency commands. This task focused on searching for patterns, which is a common requirement and helpful feature of any editor. In addition, you learned how to move to the top of the file (1G) and to the bottom of the file (G), as well as anywhere in between.



Task 11.7: How To Start v i Correctly The v i command wouldn’t be part of UNIX if it didn’t have some startup options available, but there really are only two worth mentioning. The - R flag sets up v i as a read-only file, to ensure that you don’t accidentally modify a file. The second option doesn’t start with a dash, but with a plus sign: Any command following the plus sign is used as an initial command to the program. This is more useful than it may sound. The command v i +$ samp l e , for example, starts the editor at the bottom of the file samp l e , and v i +17 samp l e starts the editor on the 17th line of samp l e.



1. First, this is the read-only format: % v i - R buckaroo



11



I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~
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~ ~ ~ ~ ~ ~ ~ ~ ~ “ bucka r oo ” [ Read on l y ] 8 l i nes , 271 cha r ac t e r s



Notice the addition of the [ Read on l y ] message on the status line. You can edit the file, but if you try to save the edits with : w, you will see this: ~ ~ “ bucka r oo ” F i l e i s r ead on l y



Quit v i with : q ! . 2. Next, recall that j an i t o r occurs in many places in the b i g . ou t pu t file. I’ll start v i on the file line that contains the pattern j an i t o r in the file. This time, notice where the cursor is sitting. % v i + / j an i tor b i g . output



b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) yux i t t yrn Dec 1 14 : 19 ( pc ) f r odo t t yro De c 3 22 : 01 ( men t o r ) l abeck t tyr t De c 3 22 : 02 ( dov ) chen l x2 t t y r u De c 3 21 : 53 ( men t o r ) l eung t c t t ys0 Nov 28 15 : 11 ( go l d ) ch i nese t t ys2 Dec 3 22 : 53 ( exc a l i bu r ) cdemme r t t t ys5 De c 3 23 : 00 ( men t o r ) yuenca t t ys6 De c 3 23 : 00 ( men t o r ) j an i t o r t t ys7 Dec 3 18 : 18 ( age ) ma t h i sbp t t ys8 De c 3 23 : 17 ( dov ) j an i t o r t t ys9 De c 3 18 : 18 ( age ) cs541 t t ysC De c 2 15 : 16 ( so l a r i a ) yansong t t ysL De c 1 14 : 44 ( ma t h ) mdps t t ysO Nov 30 19 : 39 ( l oc a l hos t ) md t t ysU De c 2 08 : 45 ( mu l l e r ) j ac t t ysa Dec 3 18 : 18 ( l oc a l hos t ) e i chs t ed t t ysb De c 3 23 : 21 ( pc1 ) swee t t t t ysc De c 3 22 : 40 ( dov ) we l l man t t ysd De c 3 23 : 01 ( dov ) t u t t l eno t t yse De c 3 23 : 03 ( i ndyv ax ) wu t t ys f De c 3 23 : 10 ( t e r m01 ) “ b i g . ou t pu t ” 40 l i ne s , 1659 cha r ac t e r s
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3. Finally, launch v i with the cursor on the third line of the file bucka r oo: % v i +3 buckaroo



I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ bucka r oo ” 8 l i nes , 271 cha r ac t e r s



Again, notice where the cursor rests. At times it can be helpful to know these two starting options. In particular, I often use + / pa t t e r n to start the editor at a specific pattern, but you can use v i for years without ever knowing more than just the name of the command itself.



Task 11.8: The Colon Commands in v i Without too much explanation, you have learned a couple of colon commands, commands that have a colon as the first character. The colon immediately zooms the cursor to the bottom of the screen for further input. These commands are actually a subset of quite a large range of commands, all part of the ex editor on which v i is based. The colon commands that are most helpful are as follows:



Command : e f i l ename :n



11



Function Stop editing the current file and edit the specified file. Stop editing the current file and edit the next file specified on the command line.
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Command :q :q! : r f i l ename



:w : w f i l ename
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Function Quit the editor. Quit regardless of whether any changes have occurred. Include the contents of the specified file at this position in the file that is currently being edited. Save the file to disk. Save the file to disk with the specified filename.



1. Start v i again, this time specifying more than one file on the command line; v i quickly indicates that you want to edit more than one file: % v i buckaroo b i g . output 2 f i l es t o ed i t .



Then it clears the screen and shows you the first file: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ bucka r oo ” 8 l i nes , 271 cha r ac t e r s
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Using



:w



results in this:



~ ~ ~ “ bucka r oo ” 8 l i nes , 271 cha r ac t e r s



2. Instead, try writing to a different file, using



: w new f i l e :



~ ~ : w new f i l e_



When you press Return, you see this: ~ ~ “ new f i l e ” [ New f i l e ] 8 l i nes , 271 cha r ac t e r s



3. Now pay attention to where the cursor is in the file. The : r , or read-file, command always includes the contents of the file below the current line. Just before I press Return, then, here’s what my screen looks like: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ ~
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~ ~ ~ ~ ~ ~ ~ : r new f i l e_



Pressing Return yields this: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~



This can be a helpful way to include files within one another or to build a file that contains lots of other files. 4. Now that I’ve garbled the file, I want to save it to a new file, bucka r oo . con f used : ~ ~ : w buckaroo . con f used_
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When I press Return, I see this: ~ ~ “ bucka r oo . con f used ” [ New f i l e ] 16 l i nes , 542 cha r ac t e r s



O lder U N IX systems have a 1 4-character filename limit. If yours does, you will see bucka r oo . con f u as the saved filename.



JUST A MINUTE



5. Now it’s time to move to the second file in the list of files given to v i at startup. To do this, I use the : n, or next-file, command: ~ ~ : n_



Pressing Return results in the next file being brought into the editor to replace the first: l eung t c t t y r V Dec 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) yux i t t yrn Dec 1 14 : 19 ( pc ) f r odo t t yro De c 3 22 : 01 ( men t o r ) l abeck t tyr t De c 3 22 : 02 ( dov ) chen l x2 t t y r u De c 3 21 : 53 ( men t o r ) l eung t c t t ys0 Nov 28 15 : 11 ( go l d ) ch i nese t t ys2 Dec 3 22 : 53 ( exc a l i bu r ) cdemme r t t t ys5 De c 3 23 : 00 ( men t o r ) yuenca t t ys6 De c 3 23 : 00 ( men t o r ) j an i t o r t t ys7 De c 3 18 : 18 ( age ) ma t h i sbp t t ys8 De c 3 23 : 17 ( dov ) j an i t o r t t ys9 De c 3 18 : 18 ( age ) cs541 t t ysC De c 2 15 : 16 ( so l a r i a ) yansong t t ysL De c 1 14 : 44 ( ma t h ) mdps t t ysO Nov 30 19 : 39 ( l oc a l hos t ) md t t ysU De c 2 08 : 45 ( mu l l e r ) j ac t t ysa Dec 3 18 : 18 ( l oc a l hos t ) e i chs t ed t t ysb De c 3 23 : 21 ( pc1 ) swee t t t t ysc De c 3 22 : 40 ( dov ) “ b i g . ou t pu t ” 40 l i ne s , 1659 cha r ac t e r s



11



An Introduction to the



vi



Editor



241



6. In the middle of working on this, I suddenly realize that I need to make a slight change to the recently saved bucka r oo . con f used file. That’s where the : e command comes in handy. Using it, I can edit any other file: ~ ~ : e buckaroo . con f used_



I press Return and see this: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ “ bucka r oo . con f used ” 16 l i nes , 542 cha r ac t e r s



That’s it! You now know a considerable amount about one of the most important, and certainly most used, commands in UNIX. There’s more to learn (isn’t there always?), but you now can edit your files with aplomb!
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Summary Table 10.2 summarizes the basic v i commands you learned in this hour. Table 10.2. Basic v i commands. Command



Meaning



0



Move to the beginning of the line. Move to the end of the line. Search forward for the next line using a specified pattern. Search backward for the next line using a specified pattern. Append text—enter into insert mode after the current character. Back up one screen of text. Back up one space-delimited word. Back up one word. Move left one character. Move down half a page. Delete through the end of the line. Delete—dw = delete word, dd = delete line. Leave insert mode and return to command mode. Move forward one screen of text. Go to the last line of the file. Go to the nth line of the file. Move left one character. Insert text—enter into insert mode before the current character. Move down one line. Move up one line. Move right one character. Repeat last search. Open new line for inserting text above the current line. Open new line for inserting text below the current line. Move to the beginning of the next line. Move up half a page. Undo—restore current line if changed.



$ / pa t t e r n ?pa t t e r n a ^b B b



Backspace ^d D d



Escape ^f G nG h i j k l n O o



Return ^u U
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Command



Meaning



u



Undo the last change made to the file. Move forward one space-delimited word. Move forward one word. Delete a single character. Edit a specified file without leaving v i . Move to the next file in the file list. Quit v i and return to the UNIX system prompt. Quit v i and return to the UNIX system prompt, throwing away any changes made to the file. Include the contents of the specified file at this position in the file that is currently being edited. Save the file to disk with this name. Save the file to disk.



W w x :e f i le :n :q :q!



: r f i le



:w f i l e :w
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Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms addressing commands The set of v i commands that enable you to specify what type of object you want to work with. The d commands serve as an example: dw means delete word, and db means delete the previous word. colon commands The manipulation.
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commands that begin with a colon, usually used for file



command mode The mode in which you can manage your document; this includes the capability to change text, rearrange it, and delete it. insert mode The v i mode that lets you enter text directly into a file. The i command starts the insert mode, and Escape exits it. modal A modal program has multiple environments, or modes, that offer different capabilities. In a modal program, the Return key, for example, might do different things, depending on which mode you are in.
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modeless A modeless program always interprets a key the same way, regardless of what the user is doing. transpose case



Switch uppercase letters to lowercase or lowercase to uppercase.



Questions 1. What happens if you try to quit v i using : qw? Before you try it, do you expect it to work? 2. If you’re familiar with word processing programs in the Mac or Windows environment, would you describe them as modal or modeless? 3. The d command is an example of a command that understands addressing commands. You know of quite a few. Test them to see if they will all work following d. Make sure you see if you can figure out the command that has the opposite action to the D command. 4. Do each of the following three commands give the same result? D d$ dG



5. Imagine you’re in command mode in the middle of a line that’s in the middle of the screen. Describe what would happen if you were to type each of the following: Bad l uck W i ndow b l ad$



6. What would happen if you were to use the following startup flags? v i +O t es t v i + / j oe / names v i +hh j j hh v i + : q t es t me



Preview of the Next Hour The next hour expands your knowledge of the v i editor. It introduces the techniques of using numeric repeat prefixes for commands, changing characters (rather than deleting and inserting), searching and replacing, key mapping to enable arrow keys, and working with UNIX while in v i .
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Advanced v i Tricks, Tools, and Techniques In the previous hour, you learned some 50 v i commands that enable you to easily move about in files, insert text, delete other text, search for specific patterns, and move from file to file without leaving the program. This hour expands your expertise by showing you some more powerful v i commands. Before you begin this hour, I strongly recommend that you use v i to work with a few files. Make sure you’re comfortable with the different modes of the program.



Goals for This Hour In this hour, you learn how to ! ! ! !



Use the change and r ep l ace commands. Use numeric repeat prefixes. Number lines in the file. Search and replace.
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Hour 12



! Map keys with the : map command. ! Move sentences and paragraphs. ! Use the : ! command to access UNIX commands. This may seem like a small list, but there’s a lot packed into it. I’ll be totally honest: You can do fine in v i without ever reading this hour. You already know how to insert and delete text, save or quit without saving, and you can search for particular patterns, too—even from the command line as you start v i for the first time! On the other hand, v i is like any other complex topic. The more you’re willing to study and learn, the more the program will bow to your needs. This means you can accomplish a wider variety of different tasks on a daily basis.



Task 12.1: The Change and Replace Commands In the previous hour, you saw me fix a variety of problems by deleting words and then replacing them with new words. There is, in fact, a much smarter way to do this, and that is by using either the change or the replace command. Each command has a lowercase and an uppercase version, and each is quite different from the other. The r command replaces the character that the cursor is sitting upon with the next character you type, whereas the R command puts you into replace mode so that anything you type overwrites whatever is already on the line until you stop typing. By contrast, C replaces everything on the line with whatever you type. (It’s a subtle difference, but I will demonstrate it, so don’t fear.) The c command is the most powerful of them all. The change command c works just like the d command does, as described in the previous hour. You can use the c command with any address command, and it will enable you to change text through to that address, whether it’s a word, a line, or even the rest of the document.



1. Start v i with the bucka r oo . con f used file. I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .
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“Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ “ bucka r oo . con f used ” 16 l i nes , 542 cha r ac t e r s



Without moving the cursor at all, type R. Nothing happens, or so it seems. Now type the words Exce r p t f r om “Buck a r oo Banz a i ” , and watch what happens: Excerpt f rom “Bucka roo Banza i ” a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



Now press Escape and notice that what you see on the screen is exactly what’s in the file. 2. This isn’t, however, quite what I want. I could use either D or d$ to delete through the end of the line, but that’s a bit awkward. Instead, I’ll use 0 to move back to the beginning of the line. You do so, too: Exce r p t f r om “Bucka r oo Banz a i ” a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



This time, type C to change the contents of the line. Before you type even a single character of the new text, notice what the line now looks like:
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Exce r p t f r om “Bucka r oo Banz a i ” a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ $ I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



Here’s where a subtle difference comes into play! Look at the very last character on the current line. Where the s had been, when you pressed C, the program placed a $ instead to show the range of the text to be changed by the command. Press the Tab key once, and then type Exce r p t f r om “Bucka r oo Bansa i ” by Ea r l MacRauch . Excerpt f rom “Buckaroo Bansa i ” by Ear l MacRauchhea r d Gene r a l Ca t b i r d ’ $ I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



This time, watch what happens when I press Escape: Exce r p t f r om “Bucka r oo Bansa i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



3. I think I made another mistake. The actual title of the book is Buckaroo Banzai with a z, but I’ve spelled it with an s instead. This is a chance to try the new r command. Use cursor control keys to move the cursor to the offending letter. I’ll use b to back up words and then h a few times to move into the middle of the word. My screen now looks like this: Exce r p t f r om “Bucka r oo Ban sa i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .
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Now type r . Again, nothing happens; the cursor doesn’t move. Type r again to make sure it worked: Exce r p t f r om “Bucka r oo Ban r a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



That’s no good. It replaced the s with an r , which definitely isn’t correct. Type and you should have the following:



r z,



Exce r p t f r om “Bucka r oo Ban z a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



4. Okay, those are the easy ones. Now it’s time to see what the c command can do for you. In fact, it’s incredibly powerful. You can change just about any range of information from the current point in the file in either direction! To start, move to the middle of the file, where the second copy of the passage is located: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~
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~ ~ ~ “ bucka r oo . con f used ” 16 l i nes , 542 cha r ac t e r s



I think I’ll just change the word a i de that the cursor is sitting on to The t a l l be i ge wa l l c l ock op t ed t o instead. First, I type c and note that, like many other commands in v i , nothing happens. Now I type w because I want to change just the first word. The screen should look like this: “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” a i d$ g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



Again, the program has replaced the last character in the range of the change to a $ , so I can eyeball the situation. Now I type The t a l l be i ge wa l l c l ock op t ed t o . Once I reach the $, the editor stops overwriting characters and starts inserting them instead; the screen now looks like this: “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” The t a l l be i ge wa l l c l ock op t ed t o_g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



Press Escape and you’re done (though you can undo the change with the u or U command, of course). 5. Tall and beige or not, this section makes no sense now, so change this entire line by using the $ motion command you learned in the previous hour. First, use 0 to move to the beginning of the line, and then type c$ : “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” The t a l l be i ge wa l l c l ock op t ed t o g i v e h i m t he l a t es t $ “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



12



Advanced



vi



Tricks, Tools, and Techniques



251



This is working. The last character changed to $. Press Escape, and the entire line is deleted: “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” _ “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



6. There are still five lines below the current line. I could delete them and then type in the information I want, but that’s primitive. Instead, the c command comes to the rescue. Move down one line, type c5, and press Return. Watch what happens: “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” _ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ 6 l i nes changed



In general, you always can change the current and next lines by using c followed by a Return (because the Return key is a motion key, too, remember). By prefacing the command with a number, I changed the range from two lines to five.



JUST A MINUTE



You might be asking, “ W hy two lines?” The answer is subtle. In essence, whenever you use the c command, you change the current line plus any a dditional lines that might be touched by the command. Pressing Return moves the cursor to the following line; therefore, the current line (starting at the cursor location) through the following line are changed. The command prob ably should change just to the beginning of the following line, but that’s beyond even my control!
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Now press Tab four times, type screen should look like this:



( page 8 ) ,



and then press the Escape key. The



“Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ( page 8 ) ~ ~ ~



7. What if I change my mind? That’s where the u command comes in handy. Typing u once undoes the last command: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ~ ~ ~ ~ ~ ~ ~ 5 mo r e l i nes



The combination of replace and change commands adds a level of sophistication to an editor that you might have suspected could only insert or delete. There’s much more to cover in this hour, so don’t stop now!
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Task 12.2: Numeric Repeat Prefixes You have seen two commands that were prefixed by a number to cause a specific action. The G command, in the previous hour, moves you to the very last line of the file, unless you type in a number first. If you type in a number, the G command moves to the specified line number. Similarly, in the previous section, you saw that typing a number before the Return key causes v i to repeat the key the specified number of times. Numeric repeat prefixes are actually widely available in v i and are the missing piece of your navigational tool set.



1. I’ll move back to the top of the bucka r oo . con f used file. This time, I use 1G to move there, rather than a bunch of k keys or other steps. The top of the screen now looks like this: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



Now I’ll move forward 15 words. Instead of typing w 15 times, I’ll type 15w. Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t e a l i ng a peek a t my own wa t ch and ove r hea r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



2. Now I’ll move down seven lines by typing 7 and pressing Return. I’ll use o to give myself a blank line and then press Escape: “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” _ “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”
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I’d like to have Go Team Banz a i ! on the bottom, and I want to repeat it three times. Can you guess how to do it? I simply type 3 i to move into insert mode and then type Go Team Banz a i ! . The screen looks like this: “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Banza i ! _ “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



Pressing Escape has a dramatic result: “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Banz a i ! Go Team Banz a i ! Go Team Banz a i ! “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ”



3. Now I’d like to get rid of all the lines below the current line. There are many different ways to do this, but I’m going to try to guess how many words are present and use a repeat count prefix to dw to delete that many words. (Actually, it’s not critical I know the number of words, because v i will repeat the command only while it makes sense to do so). I type 75dw, and the screen instantly looks like this: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Banz a i ! Go Team Banz a i ! Go Team Banz a i !
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~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ 7 l i nes de l e t ed



Try the undo command here to see what happens! Almost all commands in v i can work with a numeric repeat prefix, even commands that you might not expect to work, such as the i insert command. Remember that a request can be accomplished in many ways. To delete five words, for example, you could use 5dw or d5w. Experiment on your own, and you’ll get the idea.



Task 12.3: Numbering Lines in the File It’s very helpful to have an editor that works with the entire screen, but sometimes you need to know only what line you’re currently on. Further, sometimes it can be very helpful to have all the lines numbered on the screen. With v i , you can do both of these— the former by pressing ^g (remember, that’s Control-g) while in command mode, and the latter by using a complex colon command, : se t numbe r , followed by Return. To turn off the display of line numbers, simply type : se t nonumbe r and press Return.



1. Much as I try to leave this file, I’m still looking at bucka r oo . con f used in v i . The screen looks like this: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ”
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Go Team Banz a i ! Go Te am Banz a i ! Go Team Banz a i ! ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ 7 l i nes de l e t ed



Can you see where the cursor is? To find out what line number the cursor is on, press ^g , and the information is listed on the status line at the bottom: ~ ~ ~ “ bucka r oo . con f used ” [ Mod i f i ed ] l i ne 10 o f 11 , co l umn 1



- - 90% - -



There’s lots of information here, including the name of the file (bucka r oo . con f used ), an indication that v i thinks I’ve changed it since I started the program ( [ Mod i f i ed ] ), the current line (10), total lines in the file (11), what column I’m in (1), and, finally, an estimate of how far into the file I am (90%). 2. Eleven lines? Count the display again. There are 12 lines. What’s going on? The answer will become clear if I turn on line numbering for the entire file. To do this, I type : , which zips the cursor to the bottom of the screen, where I then enter the : se t numbe r command: ~ ~ ~ : set number _
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Pressing Return causes the screen to change, thus: 1 2 Gene r a l 3 4 5 6 7 8 9 10 11 ~ ~ ~ ~ ~ ~ ~ ~ ~ ~



Exc e r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r hea r d Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t e ven he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hos p i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Ban z a i ! Go Team Banz a i ! Go Team Banz a i !



Now you can see how it figures that there are only 11 lines, even though it seems by the screens shown in the book that there are 12 lines. 3. To turn off the line numbering, use the opposite command : se t nonumbe r followed by Return, which restores the screen to how you’re used to seeing it. There are definitely some times when being able to include the number of each line is helpful. One example is if you are using awk (covered in Hour 10, “Power Filters and File Redirection”), and it’s complaining about a specific line being in an inappropriate format (usually by saying syn t ax e r r o r , ba i l i ng ou t ! , or something similar).



Task 12.4: Search and Replace Though most of v i is easy to learn and use, one command that always causes great trouble for users is the search-and-replace command. The key to understanding this command is to remember that v i is built on the line editor (ex). Instead of trying to figure out some arcane v i command, it’s easiest to just drop to the line editor and use a simple colon command—one identical to the command used in sed (as described in Hour 9, “Wildcards and Regular Expressions”)—to replace an old pattern with a new one. To replace an existing word on the current line with a new word (the simplest case), use : s / o l d / new / . If you want to have all occurrences on the current line matched, you need to add the g suffix (just as with sed): : s / o l d / new / g .
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To change all occurrences of one word or phrase to another across the entire file, the command is identical to the preceding command, except that you must prefix an indication of the range of lines affected. Recall that $ is the last line in the file and that ranges are specified (in this case, as in sed ) by two numbers separated by a comma. It should be no surprise that the command is : 1 , $ s / o l d / new / g.



1. You won’t be surprised to find that I’m still working with the bucka r oo . con f used file, so your screen should look very similar to this: Exce r p t f r om “Bucka r oo Banz a i ” by Ea r l MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Banz a i ! Go Team Banz a i ! Go Te am Banz a i ! ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~



The cursor is on the very first line. I’m going to rename Ea r l . I type : , the cursor immediately moves to the bottom, and then I type s / Ea r l / Duke / . Pressing Return produces this:
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Exce r p t f r om “Bucka r oo Banz a i ” by Duke MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on .



As you can see, this maneuver was simple and effective. 2. I’ve decided that development psychology is my bag. Now, instead of having this Banzai character, I want my fictional character to be called Bandura. I could use the previous command to change the occurrence on the current line, but I really want to change all occurrences within the file. This is no problem. I type : 1 , $ s / Banz a i / Bandu r a / and press Return. Here’s the result: Exce r p t f r om “Bucka r oo Bandu r a ” by Duke MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Bandu r a . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Bandu r a ! Go Team Banz a i ! Go Team Banz a i ! ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~



The result is not quite right. Because I forgot the trailing g, v i changed only the very first occurrence on each line, leaving the “go team” exhortation rather confusing.
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To try again, I type as desired:



: 1 , $ s / Banz a i / Bandu r a / g ,



press Return, and the screen changes



Exce r p t f r om “Bucka r oo Bandu r a ” by Duke MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Bandu r a . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Bandu r a ! Go Team Bandu r a ! Go Team Bandu r a ! ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ 7 subs t i t u t i ons



Notice that v i also indicates the total number of substitutions in this case. 4. I’ll press u to undo the last change. Search and replace is one area where a windowing system like that of a Macintosh or PC running Windows comes in handy. A windowing system offers different boxes for the old and new patterns; it shows each change and a dialog box asking, “Should I change this one?” Alas, this is UNIX, and it’s still designed to run on ASCII terminals.



Task 12.5: Mapping Keys with the : map Command As you have worked through the various examples, you might have tried pressing the arrow keys on your keyboard or perhaps a key labeled Ins or Del to insert or delete characters. Odds are that the keys not only didn’t work, but instead caused all sorts of weird things to happen! The good news is that within v i is a facility that enables you to map any key to a specific action. If these key mappings are saved in a file called . ex r c in your home directory, the mappings will be understood by v i automatically each time you use the program. The format for using the map command is : map key command - sequence . (In a nutshell, mapping is a way of
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associating an action with another action or result. For example, by plugging your computer into the correct wall socket, you could map your action of flipping the light switch on the wall with the result of having your computer turn on.)



JUST A MINUTE



The use of the filename . ex r c is a puz zling remnant of v i having been built on top of the ex editor. W hy it couldn’t be named . v i r c I don’t know.



You can also save other things in your . ex r c file, including the : se t numbe r option if you’re a nut about seeing line numbers. More interestingly, v i can be taught abbreviations so that each time you type the abbreviation, v i expands it. The format for defining abbreviations is : abb r ev i a t e abb r ev i a t i on expanded - va l ue . Finally, any line that begins with a double quote is considered a comment and is ignored.



1. It’s finally time to leave the bucka r oo . con f used file and restart v i , this time with the . ex r c file in your home directory: % cd % v i . exrc



_ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ . ex r c ” [ New f i l e ]
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Before I actually add any information to this new file, I’m going to define a few abbreviations to make life a bit easier. To do this, I type : , which, as you know, moves the cursor to the bottom of the screen. Then I’m going to define t yu as a simple abbreviation for the lengthy phrase Teach You r se l f UN I X i n a Few M i nu t es : ~ ~ ~ : abbrev i ate tyu Teach Yourse l f UN I X i n a Few M i nutes_



Pressing Return moves the cursor back to the top. 2. Now I’ll try the abbreviation. Recall that in the . ex r c , lines beginning with a double quote are comments and are ignored when v i starts up. I press i to enter insert mode and then type “ Samp l e . ex r c f i l e as shown i n t yu. The screen looks like this: “ Samp l e . exrc f i l e as shown i n tyu_ ~ ~



As soon as I type a space or a punctuation character, or press Return, the abbreviation is expanded. In this case, I opt to move to the next line by pressing Return: “ Samp l e . ex r c f i l e as shown i n Teach You r se l f UN I X i n a Few M i nu t es _ ~ ~



Press Escape to leave the insert mode. 3. This feature can be used also to correct common typos you make. I know that I have a bad habit of typing t eh instead of t he. Because v i is smart about abbreviation expansion, I can “abbreviate” t he as t eh and not get into trouble: ~ ~ : ab teh the_
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You don’t have to type the entire word abb r ev i a t i on e ach time. The first two letters, ab , are sufficient for v i to figure out what’s going on!



TIME SAVER I press Return. Now I can use my typo whenever I want, and the editor will fix it. I can demonstrate this by adding a second comment to this file. Adding a comment is easy because I’m still at the beginning of the second line. When I type i followed by “ ( sub t l y d i f f e r en t f r om t he examp l e i n t eh, I get the following result: “ Samp l e . ex r c f i l e as shown i n Teach You r se l f UN I X i n a Few M i nu t es “ ( sub t l y d i f f e r en t f r om t he examp l e i n t he_ ~ ~



If I type another character, instead of pressing the spacebar, v i is smart enough not to expand the abbreviation. Try it yourself. After typing h again, I’ll see this: “ Samp l e . ex r c f i l e as shown i n Teach You r se l f UN I X i n a Few M i nu t es “ ( sub t l y d i f f e r en t f r om t he examp l e i n t ehh_ ~ ~



Because I’m still in insert mode, however, I can backspace and replace the spare h with a space, which instantly fixes the spelling. Finally, I type book ) and press Escape to return to command mode. 4. I have one more nifty abbreviation trick before moving to the map command. Type : ab by itself and press Return, and v i shows you a list of the abbreviations currently in effect: ~ ~ : ab t yu t yu Tea ch You r se l f UN I X i n a Few M i nu t es t eh t eh t he [ H i t any key t o con t i nue ] _



Okay, now you can move on to key mapping.
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5. Key mapping is as easy as defining abbreviations except that you must remember one thing: Any control character entered must be prefaced with a ^v so that v i doesn’t interpret it immediately. The Escape key is included in this list, too. To map the Clear key on my keyboard to the D function, which, as you recall, deletes text through the end of the current line, I type : map , followed by a single space: ~ ~ : map



Your keyboard might not have a C le ar key. If not, ple ase rea d through the example anyw ay.



TIME SAVER Now I need to type the ^v ; otherwise, when I press the Clear key, it will send a series of non-printable characters to the screen, called an escape sequence that will confuse v i to no end. I type ^v and see this: ~ ~ : map ^



The cursor is floating over the caret, which indicates that the next character typed should be a control character. Instead of typing any specific character, however, I simply press the Clear key. The result is that it sends the escape sequence, and v i captures it without a problem: ~ ~ : map ^ [ OP_



Now I type another space, because the key part of the key mapping has been defined, and then type the command to which v i should map the Clear key: ~ ~ : map ^ [ OP D _
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Finally, I press Return, and it’s done! To test the key mapping, I’ll move back to the very first line, to the phrase Few M i nu t es : “ Samp l e . ex r c f i l e as shown i n Teach You r se l f UN I X i n a Few M i nu t es “ ( sub t l y d i f f e r en t f r om t he examp l e i n t he book ) ~ ~



To clear this line, I need only press Clear, and it works. 6. To save this as a permanent key mapping in the . ex r c file, I duplicate each keystroke, but this time while in insert mode instead of at the bottom of the screen. The result is a file that now looks like this: “ Samp l e . ex r c f i l e as shown i n Teach You r se l f UN I X i n a “ ( sub t l y d i f f e r en t f r om t he examp l e i n t he book ) : map ^ [ OP D_ ~ ~



7. Mapping the arrow keys is done the same way, and, in fact, just as typing : ab and then pressing Return shows all abbreviations. Typing : map and then Return demonstrates that I already have my arrow keys mapped to the v i motion keys: ~ ~ : map up ^[ [A down ^[ [B lef t ^[ [D r i gh t ^[ [C ^ [ OP ^ [ OP [ H i t any key t o



12 k j h l D con t i nue ] _



You can see that sometimes the system can be smart about defining specific keys by name rather than by value, but the end result is the same. I now can use the arrow keys and Clear key, and v i knows what they mean. 8. Now I’ll present one final demonstration of what you can do with keyboard mapping. Sometimes when I’m working, I find there’s a simple, tedious activity I must do over and over. An example might be surrounding a specific word with quotes to meet a style guideline. This sounds more painful than it need be because a simple key mapping can automate the entire process of quoting the current word.
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I know that ^a isn’t used by v i , so I can map that to the new quote-a-single-word command, making sure that I use either ^v before each control character or Escape. I type the characters : map ^v^a i ” , and I see this: ~ ~ : map ^A i ” _



Now I again press ^v and then the Escape key. To insert a double quote, I need to have v i go into insert mode (the i ), type the quote, and then receive an Escape to leave insert mode. The e command moves to the end of the current word, so I type that, followed by the commands needed to append the second double quote. The final map now looks like: ~ ~ : map ^A i ”^[ ea”^[ _



Press Return and it’s done. Now move to the beginning of a word and try the new key mapping for ^a. There are a variety of customizations you can use with the v i editor, including teaching it about special keys on your keyboard and defining task-specific keys to save time. You can use it to abbreviate commonly used words or phrases to save time or avoid typographical errors. Be cautious when working with the . ex r c file, however, because if you enter information that isn’t valid, it can be a bit confusing to fix it. Always try the command directly before using it in a special key mapping, and you should stay out of trouble.



Task 12.6: Moving Sentences and Paragraphs You have learned quite a variety of commands for moving about in files, but there are two more v i movement commands for you to try before you learn about shell escapes in the next unit. So far, movement has been based on screen motion, but v i hasn’t particularly known much about the information in the file itself: Type k, and you move up a line, regardless of what kind of file you’re viewing. The v i editor is smarter than that, however. It has a couple of movement commands that are defined by the text you’re currently editing. Each of these is simply a punctuation character on your keyboard, but each is quite helpful. The first is ) , which moves the cursor forward to the beginning of the next sentence in the file. Use the opposite, ( , and you can move to the beginning of the current sentence in the file. Also worth experimenting with is } , which moves forward a paragraph in the file, or { , which moves backwards a paragraph.
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1. To try this out, create a new file that has several sentences in a paragraph and a couple of paragraphs. Start v i and type the following text: % cat d i ckens . note A Ta l e o f Two C i t i es Pre f ace When I was act i ng , w i th my ch i l dren and f r i ends , i n Mr W i l k i e Co l l i ns ’ s drama o f The Frozen Deep , I f i rst conce i ved the ma i n i dea o f th i s story . A st rong des i re was upon me t hen , to embody i t i n my own person ; and I t raced out i n my f ancy , the sta te o f m i nd o f wh i ch i t wou l d necess i tate the p resentat i on to an observant spec tator , w i th par t i cu l ar care and i nterest . As the i dea became f am i l i ar to me , i t gradua l l y shaped i tse l f i nto i ts present f orm . Throughout i ts execut i on , i t has had comp l ete possess i on o f me ; I have so f a r ver i f i ed what i s done and su f f ered i n these pages , as that I have cer ta i n l y done and su f f e red i t a l l myse l f . Whenever any re f erence ( however s l i gh t ) i s made here to the cond i t i on o f the French peop l e be f ore or dur i ng the Revo l ut i on , i t i s t ru l y made , on the f a i th o f the most t rustwor thy w i tnesses . I t has been one o f my hopes to add someth i ng to the popu l ar and p i cturesque means o f understand i ng that ter r i b l e t i me , though no one can hope to add anyth i ng to the ph i l osophy o f Mr Car l y l e ’ s wonde r f u l book . Tav i stock House November 1859



When I start
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on this file, here’s what my initial screen looks like: A Ta l e o f Two C i t i es P r e f ace



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f .
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Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1122 cha r ac t e r s



Now I’ll move to the beginning of the first paragraph of text by typing followed by Return. Now the screen looks like this:



/ When



A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ;



2. Type ) once. The cursor moves to the beginning of the next sentence:



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on



Try ( to move back a sentence. I end up back on the W of When starting the sentence. Repeatedly typing ( and ) should let you fly back and forth through the file, sentence by sentence. Notice what occurs when you’re at the top few lines of the title.



CAUTION
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A little experimentation will demonstrate that v i defines a sentence as anything that occurs either at the beginning of a block of text (for example, When I was ...) or any word that follows a punctuation character followed by two sp aces. This two-sp ace rule is a bit unfortunate because modern typogra phic conventions have moved a w ay from using two sp aces after the end of a sentence. If you use only one sp ace between sentences (as I have for this book), moving by sentence is less helpful.
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3. I can move back to the opening word of the first paragraph by typing n to repeat the last search pattern. The screen now looks like this: A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1122 cha r ac t e r s



To move to the next paragraph, type } once: A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f .
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Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1122 cha r ac t e r s



Type { , and you move right back to the beginning of the previous paragraph. In fact, you can fly easily back and forth in the file by using sequences of } (or a numeric repeat prefix like 2 } ) to get there faster. These two motion commands to move by sentence and to move by paragraph are helpful when working with stories, articles, or letters. Any time you’re working with words rather than commands (as in the . ex r c file), these commands are worth remembering. By the way, try d ) to delete a sentence, or c } to change an entire paragraph. Recall that you always can undo the changes with u if you haven’t done anything else between the two events.



Task 12.7: Access UNIX with ! This final task on v i introduces you to one of the most powerful and least-known commands in the editor: the ! escape-to-UNIX command. When prefaced with a colon ( : ! , for example), it enables you to run UNIX commands without leaving the editor. More powerfully, the ! command in v i itself, just like d and c, accepts address specifications, feeds that portion of text to the command, and replaces that portion with the results of having run that command on the text. Let’s have a look.



1. You should still be in the d i ckens . i n t r o file. I’ll start by double-checking what files I have in my home directory. To do this, I type : ! , which moves the cursor to the bottom line: o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f : !_
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l s - CF
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and press Return, as if I were at the % prompt in the command



o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f : ! l s - CF A r ch i ves / b i g . ou t pu t d i ckens . no t e src/ I n f oWo r l d / b i g f i l es key l i me . p i e t emp / Ma i l / bin/ new f i l e t e t me News / bucka r oo ow l . c OWL / bucka r oo . con f used samp l e awksc r i p t demo samp l e2 [ H i t any key t o con t i nue ] _



If I press Return, I’m back in the editor, and I have quickly checked what files I have in my home directory. 2. Now for some real fun, move back to the beginning of the first paragraph and add the text Chuck , he r e a r e my cu r r en t f i l es : . Press Return twice before using the Escape key to return to command mode. My screen now looks like this: A Ta l e o f Two C i t i es P r e f ace Chuck , here are my cur rent f i l es : _ When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o



Notice that the cursor was moved up a line. I’m now on a blank line, and the line following is also blank. To feed the current line to the UNIX system and replace it with the output of the command, v i offers an easy shortcut: ! ! . As soon as I type the second ! (or, more precisely, once v i figures out the desired range specified for this command), the cursor moves to the bottom of the screen and prompts with a single ! character: o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f : !_
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To list all the files in my directory, I can again type l s - CF and press Return. After a second, v i adds the output of that command to the file: A Ta l e o f Two C i t i es P r e f ace Chuck , he r e a r e my cu r r en t f i l es : A r ch i ves / b i g f i l es I n f oWo r l d / bin/ Ma i l / bucka r oo News / bucka r oo . con f used OWL / demo awksc r i p t d i ckens . no t e b i g . ou t pu t key l i me . p i e



new f i l e ow l . c samp l e samp l e2 src/ t emp / t e t me



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on 6 mo r e l i nes



Notice that this time the status on the bottom indicates how many lines were added to the file. Type u to undo this change. Notice that the v i status indicator on the bottom line says there are now six fewer lines. 3. Move back to the W in When. You are now ready to learn one of the commands that I like most in v i . This command gives you the ability to hand a paragraph of text to an arbitrary UNIX command. This time, I’m going to use a sed command that was first shown in Hour 9 sed ‘ s / ^ / > / ’ , which prefaces each line with >. Ready? This is where the } command comes in handy, too. To accomplish this trick, I type ! } , moving the cursor to the bottom of the screen, and then type the sed command as you saw earlier: sed ‘ s / ^ / > / ’ . Pressing Return feeds the lines to sed. The sed command makes the change indicated and replaces those lines with the output of the sed command. Voilà! The screen now looks like this:
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A Ta l e o f Two C i t i es P r e f ace Chuck , he r e a r e my cu r r en t f i l es : > > > > > > > >



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t s pec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t .



As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , ! sed ‘ s / ^ / > / ’



4. I hope you’re excited to see this command in action! It’s a powerful way to interact with UNIX while within v i . I’ll provide a few more examples of ways to interact with UNIX while within v i . First, I don’t really want the prefix to each line, so I’m going to type u to undo the change. Instead, I would rather have the system actually tighten up the lines, ensuring that a reasonable number of words occur on each line and that no lines are too long. On the majority of systems, there is a command called either f m t or ad j us t to accomplish this. To figure out which works on your system, simply use the : ! command, and feed a word or two to the f m t command to see what happens: Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , : ! echo h i | f mt [ No w r i t e s i nce l a s t change ] hi [ H i t any key t o con t i nue ] _



In this case, f m t did what I hoped, so I can be sure that the command exists on my system. If your response was command unknown , ad j us t is a likely synonym. If neither exists, complain to your vendor!
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Armed with this new command, you can try another variant of ! } , this time by feeding the entire paragraph to the f m t command. I’m still at the beginning of the word When in the text. So when I type the command ! } f m t , the paragraph is cleaned up, and the screen changes to this: A Ta l e o f Two C i t i es P r e f ace Chuck , he r e a r e my cu r r en t f i l es : When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add 2 f ewe r l i nes



Again, v i tells us that the number of lines in the file has changed as a result of the command. In this situation, tightening up the paragraph actually reduced it by two display lines, too. This command is so helpful that I often have it bound to a specific key with the map command. A typical way to do this in an . ex r c might be this: : map ^P ! } f m t ^M



The ^M is what v i uses to record a Return. (Recall that you need to use the ^v beforehand.) With this defined in my . ex r c, I can press ^p to format the current paragraph. 5. I will provide one more example of the ! command before I wrap up this hour. Remember the awk command that was introduced in Hour 10? Remember how it can easily be used to extract specific fields of information? This can be tremendously helpful in v i . Rather than continue working with the d i ckens . i n t r o file, however, I’ll quit v i and create a new file containing some output from the l s command:
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% l s - CF A r ch i ves / b i g . ou t pu t I n f oWo r l d / b i g f i l es Ma i l / bin/ News / bucka r oo OWL / bucka r oo . con f used awksc r i p t demo % l s - l a* b* > l i st i ng



Now I can use v i - rw- rw- - - - rw- rw- - - - rw- rw- - - - rw- rw- - - - rw- rw- - - ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ “ l i s t i ng ” 5



1 1 1 1 1



l i s t i ng



t ay l o r t ay l o r t ay l o r t ay l o r t ay l o r



d i ckens . no t e key l i me . p i e new f i l e ow l . c samp l e samp l e2
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src/ t emp / t e t me



to start the file with the output of the 126 1659 165 270 458



Dec Dec Dec Dec Dec



3 3 3 4 4



16 : 34 23 : 26 16 : 42 15 : 09 23 : 22



ls



command:



awksc r i p t b i g . ou t pu t b i g f i l es bucka r oo bucka r oo . con f used



l i nes , 282 cha r ac t e r s



It would be nice to use this as the basis for creating a shell script (which is just a series of commands that you might type to the shell directly, all kept neatly in a single file). A shell script can show me both the first and last few lines of each file, with the middle chopped out. The commands I’d like to have occur for each file entry are these: echo ==== f i l ename ==== head - 5 f i l ename ; echo . . . s i z e by t es . . . ; t a i l - 5 f i l ename



I’ll do this with a combination of the ! command in v i and the awk program with the awk command: awk ‘ { p r i n t “ echo ==== “ $8 ” ==== ” ; p r i n t “ head “ $8 ” ; e cho . . . ” $4 " by t es . . . ; t a i l “ $8 } ’
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With the cursor on the very top line of this file, I can now type ! G to pipe the entire file through the command. The cursor drops to the bottom of the screen, and then I type the awk script shown previously and press Return. The result is this: echo ==== awksc r i p t ==== head - 5 awksc r i p t ; echo . . . 126 by t es . . . ; t a i l - 5 awksc r i p t echo ==== b i g . ou t pu t ==== head - 5 b i g . ou t pu t ; echo . . . 1659 by t es . . . ; t a i l - 5 b i g . ou t pu t echo ==== b i g f i l es ==== head - 5 b i g f i l es ; e cho . . . 165 by t es . . . ; t a i l - 5 b i g f i l es echo ==== bucka r oo ==== head - 5 bucka r oo ; e cho . . . 270 by t es . . . ; t a i l - 5 bucka r oo echo ==== bucka r oo . con f used ==== head - 5 bucka r oo . con f used ; echo . . . 458 by t es . . . ; t a i l - 5 bucka r oo . con f used~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ~ ! awk ‘ { p r i n t “ echo ==== “ $8 ” ==== ” ; p r i n t “ head “ $8 ” ; e cho . . . ” $4 " by t es . . . ; t a i l “ $8 } ’ _



If I now quit v i and ask sh to interpret the contents, here’s what happens: % chmod +x l i st i ng % sh l i st i ng ==== awksc r i p t ==== { coun t [ l eng t h ( $1 ) ] ++ } END { f o r ( i =1 ; i < 9 ; i ++ ) . . . 126 by t es . . . } END { f o r ( i =1 ; i < 9 ; i ++ ) p r i n t “ The r e a r e “ coun t i “ accoun t s w i t h “ i “ l e t t e r names . ” } ==== b i g . ou t pu t ==== l eung t c t t y r V De c 1 18 : 27 ( magen t a ) t uy i nhwa t t y r X De c 3 22 : 38 ( expe r t ) ho l l ens t t t y r Z De c 3 22 : 14 ( dov ) b r and t t t yrb No v 28 23 : 03 ( age ) ho l mes t tyr j De c 3 21 : 59 ( age ) . . . 1659 by t es . . .
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buckeye t t yss De c m t ay l o r t t ys t De c l ook t t ysu De c j an i t o r t t ysw De c a j ones t t ysx Dec ==== b i g f i l es ==== 12556 key l i me . p i e 8729 ow l . c 1024 Ma i l / 582 t e t me 512 t emp / . . . 165 by t es . . . 512 A r ch i ves / 207 samp l e2 199 samp l e 126 awksc r i p t
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23 : 20 23 : 22 23 : 12 18 : 29 23 : 23
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( mac2 ) ( dov ) ( age ) ( age ) ( r ass i l on )



==== bucka r oo ==== I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” . . . 270 by t es . . . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” ==== bucka r oo . con f us ed ==== Exce r p t f r om “Bucka r oo Bandu r a ” by Duke MacRauch I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Bandu r a . ” . . . 458 by t es . . . “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” Go Team Bandu r a ! Go Team Bandu r a ! Go Team Bandu r a ! %



Clearly the ! command opens up v i to work with the rest of the UNIX system. There’s almost nothing that you can’t somehow manage to do within the editor, whether it’s add or remove prefixes, clean up text, or even show what happens when you try to run a command or reformat a passage within the current file.
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Summary of v i Commands A summary of the commands you learned in this hour is shown in Table 12.1. Table 12.1. Advanced v i commands. Command



Meaning



! ! command



Replace the current line with the output of the specified UNIX command. Replace the current paragraph with the results of piping it through the specified UNIX command or commands. Move backward one sentence. Move forward one sentence. Change text from the point of the cursor through the end of line. Change text in the specified range—cw changes the following word, whereas c } changes the next paragraph. Move to the end of the current word. Show the current line number and other information about the file. Replace text from the point of the cursor until Escape is pressed. Replace the current character with the next pressed. Prevent v i from interpreting the next character. Move backward one paragraph. Move forward one paragraph. Invoke the specified UNIX command. Define abbreviation a for phrase bcd. Show current abbreviations, if any. Map key a to the v i commands bcd . Show current key mappings, if any. Substitute new for the first instance of o l d on the current line. Substitute new for all occurrences of o l d on the current line. Turn off line numbering. Turn on line numbering.



! } command



( ) C c



e ^g R r ^v { } : ! command : ab a bcd : ab : map a bcd : map : s / o l d / new / : s / o l d / new / g : se t nonumbe r : se t numbe r
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Summary Clearly, v i is a very complex and sophisticated tool that enables you not only to modify your text files, but also to customize the editor for your keyboard. Just as important, you can access all the power of UNIX while within v i .



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms escape sequence An unprintable sequence of characters that usually specifies that your terminal take a specific action, such as clearing the screen. key mapping A facility that enables you to map any key to a specific action. replace mode A mode of v i in which any characters you type replace those already in the file. shell script A collection of shell commands in a file.



Questions 1. What does the following command do? : 1 , 5 s / k i t t en / puppy



2. What do these commands do? 15 i ?ESCh i 15?ESCh i ?ESC15h



3. Try ^g on the first and last lines of a file. Explain why the percentage indicator might not be what you expected. 4. What’s the difference between the following four strings: rr R r ESC cw r ESC C r ESC



5. What key mappings do you have in your version of v i ? Do you have labeled keys on your keyboard that could be helpful in v i but aren’t defined? If so, define them in your . ex r c file using the : map command.
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6. What do you think the following command will do? Try it and see if you’re right. !} ls



Preview of the Next Hour With this hour and the previous one, you now know more about v i than the vast majority of people using UNIX today. There’s a second popular editor, however, one that is modeless and offers its own interesting possibilities for working with files and the UNIX system. It’s called emacs , and if you have it on your system, it’s definitely worth a look. In the next hour, you learn about this editor and some of the basics of using it.
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An Overview of the emacs Editor The only screen-oriented editor that’s guaranteed to be included with the UNIX system is v i , but that doesn’t mean that it’s the only good editor available in UNIX! An alternative editor that has become quite popular in the last decade (remember that UNIX is almost 25 years old) is called emacs . This hour teaches you the fundamentals of this very different and quite powerful editing environment.



Goals for This Hour In this hour, you learn how to ! ! ! ! ! !



Launch emacs and insert text Move around in a file Delete characters and words Search and replace in emacs Use the emacs tutorial and help system Work with other files
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Remember what I said in the previous hour, when I introduced the emacs editor: emacs is modeless, so be prepared for an editor that is quite unlike v i . And because it’s modeless, there’s no insert or command mode. The result is that you have ample opportunity to use the Control key.



JUST A MINUTE



O ver the ye ars, I have tried to become an emacs enthusiast, once even forcing myself to use it for an entire month. I ha d crib sheets of commands ta ped up all over my office. At the end of the month, I ha d attained an editing speed that w as a bout half of my speed in v i , an editor that I’ve used thousands of times in the p ast 1 4 ye ars I’ve worked in U N IX. I think emacs has a lot going for it, and generally I think that modeless softw are is better than mod al softw are. The main obstacle I see for emacs , however, is that it’s begging for pull-down menus like a M ac or W indows program has. Using C ontrol, M eta , Shift-Meta , and other weird key combinations just isn’t as e asy to use for me. O n the other hand, your a pproach to editing might be different, and you might not have years of v i experience affecting your choice of editing environments. I encoura ge you to give emacs a fair shake by working through all the examples I have included. You may find that it matches your working style better than v i .



Task 13.1: Launching emacs and Inserting Text Starting emacs is as simple as starting any other UNIX program. Simply type the name of the program, followed by any file or files you’d like to work with. The puzzle with emacs is figuring out what it’s actually called on your system, if you have it. There are a couple of ways to try to identify emacs ; I’ll demonstrate these in the “Action 2” section for this task. Once in emacs , it’s important to take a look at your computer keyboard. emacs requires you to use not just the Control key, but another key known as the Meta key, a sort of alternative Control key. If you have a key labeled Meta or Alt (for Alternative) on your keyboard, that’s the one. If, like me, you don’t, simply press Escape every time a Meta key is indicated.
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Because there are both Control and Meta keys in emacs , the notation for indicating commands is slightly different. Throughout this book, a control-key sequence has been shown either as Control- f or as ^ f . emacs people write this differently, to allow the difference between Control and Meta keys. In emacs notation, ^ f is shown as C- f , where C- always means Control. Similarly, M- x is the Meta key plus the character specified by x . If you don’t have a Meta key, the sequence is Escape, followed by x . Finally, some arcane commands involve both the Control and Meta keys being pressed (simultaneously with the other key involved). This notation is C-M- x and indicates that you need either to press and hold down both the Control and Meta keys while typing x or, if you don’t have a Meta (or Alt) key, to press Escape followed by C-x .
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With this notation in mind, you leave emacs by pressing C- x C-c (Control- x, followed by Control- c).



1. First, see if your system has emacs available. The easiest way to find out is to type emacs at the command line and see what happens. % emacs emacs : Command no t f ound . %



This is a good indication that emacs isn’t available. If your command worked, and you now are in the emacs editor, move down to instruction 2 in this task. A popular version of emacs is from the Free Software Foundation, and it’s called gnu emacs . To see if you have this version, type gnuemacs or gnumacs at the command line. 2. Rather than start with a blank screen, quit the program (C- x C- c) and restart emacs with one of the earlier test files, d i ckens . no t e: % gnuemacs d i ckens . no te



A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - - - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - -
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As you can see, it’s quite different from the display shown when v i starts up. The status line at the bottom of the display offers useful information as you edit the file at different points, and it also reminds you at all times of the name of the file, a feature that can be surprisingly helpful. emacs can work with different kinds of files, and here you see by the word Fundamen t a l in the status line that emacs is prepared for a regular text file. If you’re programming, emacs can offer special features customized for your particular language. 3. Quit emacs by using the C- x C- c sequence, but let a few seconds pass after you press C-x to watch what happens. When I press C-x, the bottom of the screen suddenly changes to this: on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - - - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - C- x-



Confusingly, the cursor remains at the top of the file, but emacs reminds me that I’ve pressed C-x and that I need to enter a second command once I’ve decided what to do. I now press C-c, and immediately exit emacs . Already you can see there are some dramatic differences between emacs and v i . If you’re comfortable with multiple key sequences such as C-x C- c to quit, I think you’re going to enjoy learning emacs . If not, stick with it anyway. Even if you never use emacs , it’s good to know a little bit about it.



JUST A MINUTE
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W hy le arn a bout a tool you’re not going to use? In this case, the answer is that U N IX people tend to be polariz ed around the question of which editor is better. Indeed, the deb ate between v i and emacs is referred to as a “religious w ar” because of the high levels of he at and low levels of actual sensibility of the p articip ants. My position is that different users will find different tools work best for them. If emacs is closer to how you edit files, that’s wonderful, and it’s gre at that U N IX offers emacs as an alternative to v i . Ultimately, the question isn’t whether one is better than the other, but whether or not you can edit your files more quickly and e asily in one or the other.
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Task 13.2: How To Move Around in a File Files are composed of characters, words, lines, sentences, and paragraphs, and emacs has commands to help you move about. Most systems have the arrow keys enabled, which helps you avoid worrying about some of the key sequences, but it’s best to know them all anyway. The most basic motions are C- f and C-b, which are used to move the cursor forward and backward one character, respectively. Switch those to the Meta command equivalents, and the cursor will move by words: M- f moves the cursor forward a word, and M-b moves it back a word. Pressing C-n moves the cursor to the next line, C-p to the previous line, C-a to the beginning of the line, and C- e to the end of the line. (The v i equivalents for all of these are l , h, w, and b for moving forward and backward a character or word; j and k for moving up or down a line; and 0 or $ to move to the beginning or end of the current line. Which makes more sense to you?) To move forward a sentence, you can use M-e, which actually moves the cursor to the end of the sentence. Pressing M-a moves it to the beginning of the sentence. Notice the parallels between Control and Meta commands: C- a moves the cursor to the beginning of the line, and M- a moves it to the beginning of the sentence. Scrolling within the document is accomplished by using C- v to move forward a screen and M- v to move back a screen. To move forward an actual page (usually 60 lines of text; this is based on a printed page of information), you can use either C-x ] or C- x [ for forward motion or backward motion, respectively. Finally, to move to the very top of the file, use M- command.



1. Go back into emacs and locate the cursor. It should be at the very top of the screen: _



A Ta l e o f Two C i t i es P r e f ace



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t .
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As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - - - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - -



Move down four lines by using C-n four times. Your cursor should now be sitting on the d of d r ama: P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d



2. Next, move to the end of this sentence by using the M- e command (just like emacs expects two spaces to separate sentences):



v i,



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e wa s upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d



Now type in the following text:



I f ough t t he i mpu l s e t o w r i t e t h i s no ve l



voc i f e r ous l y , bu t , dea r r eade r , I f e l t t he i n j us t i ce o f t he s i t ua t i on t oo s t r ong l y i n my b r ea s t t o deny . Don’t press Return or Escape when you’re done. The screen should now look similar to this:
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d r ama of The Fr ozen Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . I fought the impu lse to wr i te th is novel voci ferous ly , but , dear reader , \ I fel t the in just ice of the s i tuat ion too st rongly in my breast to deny A s t rong des \ i r e was upon me t hen , t o embody i t i n my own pe r son ;
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and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on



You can see that emacs wrapped the line when the line became too long (between the words f e l t and t he), and because the lines are still too long to display, a few of them end with a backslash. The backslash isn’t actually a part of the file; with it, emacs is telling me that those lines are longer than I might expect. 3. Now try to move back a few characters by pressing Backspace. Uh oh! If your system is like mine, the Backspace key doesn’t move the cursor back a character at all. Instead it starts the emacs help system, where you’re suddenly confronted with a screen that looks like this: You have t yped C - h , t he he l p cha r ac t e r . Type a He l p op t i on : A



command - ap r opos . G i ve a subs t r i ng , and see a l i s t o f commands ( f unc t i ons i n t e r ac t i ve l y ca l l ab l e ) t ha t con t a i n t ha t subs t r i ng . See a l so t he ap r opos command . B desc r i be - b i nd i ng s . D i sp l ay t ab l e o f a l l key b i nd i ngs . C desc r i be - key - b r i e f l y . Type a command key sequence ; i t p r i n t s t he f unc t i on name t ha t sequenc e r uns . F desc r i be - f unc t i on . Type a f unc t i on name and ge t documen t a t i on o f i t . I i n f o . The i n f o documen t a t i on r eade r . K desc r i be - key . Ty pe a command key sequence ; i t d i s p l ays t he f u l l documen t a t i on . L v i ew - l ossage . Shows l as t 100 cha r ac t e r s you t yped . M desc r i be - mode . P r i n t documen t a t i on o f cu r r en t ma j o r mode , wh i ch desc r i bes t he commands pecu l i a r t o i t . N v i ew - emacs - news . Shows emacs news f i l e . S desc r i be - syn t ax . D i sp l ay con t en t s o f syn t ax t ab l e , p l u s exp l ana t i ons T he l p - w i t h - t u t o r i a l . Se l ec t t he Emac s l ea r n - by - do i ng t u t o r i a l . V desc r i be - va r i ab l e . Type name o f a va r i ab l e ; i t d i sp l ays t he va r i ab l e ’ s documen t a t i on and va l ue . W whe r e - i s . Type command name ; i t p r i n t s wh i ch keys t r okes i nvoke t ha t command . - - ** - Emacs : *He l p* ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - A B C F I K L M N S T V W C - c C - d C - n C - w o r Space t o sc r o l l : _



To escape the help screen (which you learn more about later in this hour), press Escape, and your screen should be restored. Notice that the filename has been changed and is now shown as *He l p* instead of the actual file. The status line also shows what file you’re viewing, but you aren’t always viewing the file you want to work with. The correct key to move the cursor back a few characters is C-b. Use that to back up, and then use C- f to move forward again to the original cursor location.
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4. Check that the last few lines of the file haven’t changed by using the emacs moveto-end-of-file command M->. (Think of file redirection to remember the file motion commands). Now the screen looks like this: Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f unde r s t and i ng t ha t t e r r i b l e t i me , t hough no one can hope t o add any t h i ng t o t he ph i l osophy o f M r Ca r l y l e ’ s wonde r f u l book . Tav i s t ock House Novembe r 1859 _



- - ** - Emacs : d i ckens . no t e



( Fundamen t a l ) - - - - Bo t - - - - - - - - - - - - - - - - -



5. Changing the words of Charles Dickens was fun, so save these changes and quit. If you try to quit the program with C-x C- c, emacs reminds you that there are unsaved changes: - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Bo t - - - - - - - - - - - - - - - - Save f i l e / use r s / t a y l o r / d i ckens . no t e? ( y o r n ) _



Typing y saves the changes; n quits without saving the changes; if you instead decide to return to the edit session, Escape will cancel the action entirely. Typing n reminds you a second time that the changes are going to be lost if you don’t save them. - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Bo t - - - - - - - - - - - - - - - - Mod i f i ed bu f f e r s ex i s t ; ex i t anyway? ( yes o r no ) _



This time type y and, finally, you’re back on the command line.
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Entering text in emacs is incredibly easy. It’s as if the editor is always in insert mode. The price that you pay for this, however, is that just about anything else you do requires Control or Meta sequences; even the Backspace key did something other than what you wanted. The motion commands are summarized in Table 13.1. Table 13.1. emacs motion commands. Command



Meaning



M- > M- < C- v M- v C- x C- x C- n C- p C- a C- e M- e M- a C- f C- b M- f M- b



Move to the end of file. Move to the beginning of file. Move forward a screen. Move backward a screen. Move forward a page. Move backward a page. Move to the next line. Move to the previous line. Move to the beginning of the line. Move to the end of the line. Move to the end of the sentence. Move to the beginning of the sentence. Move forward a character. Move backward a character. Move forward a word. Move backward a word.



] [



Task 13.3: How To Delete Characters and Words Inserting text into an emacs buffer is quite simple, and once you get the hang of it, moving about in the file isn’t too bad, either. How about deleting text? The set of Control and Meta commands that enable you to insert text are a precursor to all commands in emacs , and it should come as no surprise that C-d deletes the current character, M-d deletes the next word, M-k deletes the rest of the current sentence, and C- k deletes the rest of the current line. If you have a key on your keyboard labeled DEL, RUBOUT, or Delete, you’re in luck, because Delete deletes the previous character, M-Delete deletes the previous word, and C- x Delete deletes the previous sentence.
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Unfortunately, I have a Delete key, but it’s tied to the Backspace function on my system, so every time I press it, it actually sends a C-h sequence to the system, not the DEL sequence. The result is that I cannot use any of these backward-deletion commands.



JUST A MINUTE



Actually, VersaTerm Pro, the terminal emulation p acka ge I use on my M acintosh to connect to the various U N IX systems, is smarter than that. I can tell it whether pressing the Delete key should send a C-h or a DEL function in the keyboard configuration screen. O ne flip of a toggle, and I’m fully functional in emacs . Unfortunately, it’s not alw ays this e asy to switch from Backsp ace to DEL.



1. Restart emacs with the d i ckens . no t e file, and move the cursor to the middle of the fifth line (remember, C-n moves to the next line, and C- f moves forward a character). It should look like this: P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e was upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r



Notice that my cursor is on the w in was on the fifth line here. 2. Press C-d C- d C- d to remove the word was . Now simply type came to revise the sentence slightly. The screen should now look like this: P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e came_upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r
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Now press Delete once to remove the last letter of the new word, and then type e to reinsert it. Instead of backing up a character at a time, I am instead going to use M-Delete to delete the word just added. The word is deleted, but the spaces on either side of the word are retained. P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e _upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r



I’ll try another word to see if I can get this sentence to sound the way I’d prefer. Type c r ep t to see how it reads. 3. On the other hand, it’s probably not good to revise classic stories such as A Tale of Two Cities, so the best move is for me to delete this entire sentence. If I press C- x Delete, which is an example of a multi-keystroke command in emacs , will it do the right thing? Recall that C-x Delete deletes the previous sentence. I press C-x Delete, and the results are helpful, if not completely what I want to accomplish:



JUST A MINUTE



emacs also requires some multistroke commands, where you might press a control sequence and follow it with a second keystroke. Although this allows you to have many commands to control your text, it also me ans you need to know many commands.



P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . _upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r
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That’s okay. Now I can delete the second part of the sentence by using the M- k command. Now the screen looks like what I want: When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s tory . _ As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on o f me ; I have so f a r ve r i f i ed wha t



4. Here’s a great feature of emacs ! I just realized that deleting sentences is just as wildly inappropriate as changing words, so I want to undo the last two changes. If I were using v i , I’d be stuck, because v i remembers only the last change; but emacs has that beat. With emacs , you can back up as many changes as you’d like, usually until you restore the original file. To step backwards, use C- x u. The first time I press C-x u, the screen changes to this: When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . _upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on



The second time I press it, the screen goes back even further in my revision history: When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e c r ep t _upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on
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three more times causes the original text to be restored: A Ta l e o f Two C i t i es P r e f ace



When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Undo !



If you don’t have a Delete key, some of the deletion commands will be unavailable to you, regrettably. Generally, though, emacs has as many ways to delete text as v i has, if not more. The best feature, however, is that, unlike v i , emacs remembers edit changes from the beginning of your editing session. You can always back up as far as you want by using the C- x u undo request. The deletion command keys are summarized in Table 13.2. Table 13.2. Deletion commands in emacs. Command



Meaning



Delete C- d M-Delete M- d C- x Delete M- k C- k C- x u



Delete the previous character. Delete the current character. Delete the previous word. Delete the next word. Delete the previous sentence. Delete the rest of the current sentence. Delete the rest of the current line. Undo the last edit change.
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Task 13.4: Search and Replace in emacs Because emacs reserves the last line of the screen for its own system prompts, searching and replacing is easier than in v i . Moreover, the system prompts for the fields and asks, for each occurrence, whether to change it. On the other hand, this command isn’t a simple key press or two, but rather it is an example of a named emacs command. A named emacs command is a command that requires you to type its name, such as que r y r ep l ace , rather than a command key or two. Searching forward for a pattern is done by pressing C-s , and searching backward is done with C- r (the mnemonics are search forward or reverse search). To leave the search once you’ve found what you want, press Escape, and to cancel the search, returning to your starting point, use C- g.



CAUTION



Unfortunately, you might find that pressing C- s does very strange things to your system. In fact, ^s and ^q often are used as flow control on a terminal, and by pressing the C-s key, you’re actually telling the terminal emulator to stop sending information until it sees a C-q . Flow control is the protocol used by your computer and terminal to make sure that neither outp aces the other during d ata transmission. If this ha ppens to you, you need to try to turn off X O N / X O FF flow control. Ask your system a dministrator for help.



Query and replace is really a whole new feature within emacs . To start a query and replace, use M-x que r y - r ep l ace . emacs will prompt for what to do next. Once a match is shown, you can type a variety of different commands to affect what happens: y makes the change; n means to leave it as is but move to the next match; Escape or q quits replace mode; and ! automatically replaces all further occurrences of the pattern without further prompting.



1. I’m still looking at the d i ckens . no t e file, and I have moved the cursor to the topleft corner by using the M- and then pressing C- r . - - - - Emacs : d i ckens . no t e I - sea r ch backwa r d :
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As I type each character of the pattern Revo l u t i on, the cursor dances backward, matching the pattern as it grows longer and longer, until emacs finds the word I seek: Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f unde r s t and i ng t ha t t e r r i b l e t i me , t hough no one can hope t o add any t h i ng t o t he ph i l osophy o f M r Ca r l y l e ’ s wonde r f u l book . Tav i s t ock House Novembe r 1859



- - - - Emacs : d i ckens . no t e I - sea r ch backwa r d : Revo l



( Fundamen t a l ) - - - - Bo t - - - - - - - - - - - - - - - - -



2. Now try the que r y - r ep l ace feature. To begin, I move to the top of the file with M- < and then press M-x, which causes the notation to show up on the bottom status line: o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - M- x _



I then type the words que r y - r ep l ace and press Return. emacs understands that I want to find all occurrences of a pattern and replace them with another. emacs changes the prompt to this: o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Que r y r ep l ace : _
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Now I type in the word that I want to replace. To cause confusion in the file, I think I’ll change F r ench to Dan i sh , because maybe A Tale of Two Cities really takes place in London and Copenhagen! To do this, I type F r ench and press Return. The prompt again changes to this: o f t he F r ench peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Que r y r ep l ace F r ench w i t h : _



I type Dan i sh , and again press Return. as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he F r ench_peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Que r y r ep l ac i ng F r ench w i t h Dan i sh :



It may not be completely obvious, but emacs has found a match (immediately before the cursor) and is prompting me for what to do next. The choices here are summarized in Table 13.3. Table 13.3. Options during query and replace. Command



Meaning



y



Change this occurrence of the pattern. Don’t change this occurrence, but look for another. Don’t change this occurrence. Leave que r y - r ep l ace completely (you also can use Escape for this function). Change this occurrence and all others in the file.



n q



!



I opt to make this and all other possible changes in the file, by pressing ! , and the screen changes to tell me that there were no more occurrences:
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Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he Dan i sh_peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - Done



Searching in emacs is awkward, particularly due to the flow control problems that you may incur because of your terminal. However, searching and replacing with the que r y - r ep l ace command is fantastic—much better and more powerful than the v i alternative. As I said earlier, your assessment of emacs all depends on what features you prefer.



Task 13.5: Using the emacs Tutorial and Help System Unlike v i and, indeed, unlike most of UNIX, emacs includes its own extensive, builtin documentation and a tutorial to help you learn about how to use the program. As I noted earlier, the entire help system is accessed by pressing C-h. Pressing C-h three times brings up the general help menu screen. There is also an information browser called i n f o (accessed by pressing C-h i ) and a tutorial system you can start by pressing C-h t . emacs enthusiasts insist that the editor is modeless, but in fact it does have modes of its own. You used one just now, the que r y - r ep l ace mode. To obtain help on the current mode that you’re working in, you can use C-h m.



1. Boldly, I opted to press C-h C- h C- h, and the entire screen is replaced with this: You have t yped C - h , t he he l p cha r ac t e r . Type a He l p op t i on : A B C F I K L



command - ap r opos . G i ve a subs t r i ng , and see a l i s t o f commands ( f unc t i ons i n t e r ac t i ve l y ca l l ab l e ) t ha t con t a i n t ha t subs t r i ng . See a l so t he ap r opos command . desc r i be - b i nd i ng s . D i sp l ay t ab l e o f a l l key b i nd i ngs . desc r i be - key - b r i e f l y . Type a command key sequence ; i t p r i n t s t he f unc t i on name t ha t sequenc e r uns . desc r i be - f unc t i on . Type a f unc t i on name and ge t documen t a t i on o f i t . i n f o . The i n f o documen t a t i on r eade r . desc r i be - key . Ty pe a command key sequence ; i t d i s p l ays t he f u l l documen t a t i on . v i ew - l ossage . Shows l as t 100 cha r ac t e r s you t yped .
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M



desc r i be - mode . P r i n t documen t a t i on o f cu r r en t ma j o r mode , wh i ch desc r i bes t he commands pecu l i a r t o i t . N v i ew - emacs - news . Shows emacs news f i l e . S desc r i be - syn t ax . D i sp l ay con t en t s o f syn t ax t ab l e , p l u s exp l ana t i ons T he l p - w i t h - t u t o r i a l . Se l ec t t he Emac s l ea r n - by - do i ng t u t o r i a l . V desc r i be - va r i ab l e . Type name o f a va r i ab l e ; i t d i sp l ays t he va r i ab l e ’ s documen t a t i on and va l ue . W whe r e - i s . Type command name ; i t p r i n t s wh i ch keys t r okes i nvoke t ha t command . - - ** - Emacs : *He l p* ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - A B C F I K L M N S T V W C - c C - d C - n C - w o r Space t o sc r o l l : _



What to do now? There are actually 17 different options from this point, as shown in Table 13.4. Table 13.4. emacs help system command options. Command



Meaning



A



List all commands matching the specified word. List all key mappings. Describe any key sequence pressed, instead of doing it. Describe the specified function. Start up the i n f o browser. Fully describe the result of a particular key sequence. Show the last 100 characters you typed. Describe the current mode you’re in. List a command syntax table. Start the emacs tutorial. Define and describe the specified variable. Indicate what keystroke invokes a particular function. Display emacs copyright and distribution information. Display emacs ordering information. Display recent emacs changes. Display emacs warranty.



B C F I K L M S T V W



C- c C- d C- n C-w



2. I choose K and then press M-< to see what that command really does. The first thing that happens after typing K is that the table of help information vanishes, to be replaced by my original text, and then the prompt appears along the bottom:
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o f t he Dan i sh_peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - ** - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Desc r i be key : -



Pressing M-< brings up the desired information: A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r - - - - Emacs : d i ckens . no t e~ ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - beg i nn i ng - o f - bu f f e r : Move po i n t t o t he beg i nn i ng o f t he bu f f e r ; l eave ma r k a t p r ev i ous pos i t i on . W i t h a r g N , pu t po i n t N / 10 o f t he way f r om t he t r ue beg i nn i ng . Don ’ t use t h i s i n L i sp p r og r ams ! ( go t o - cha r ( po i n t - m i n ) ) i s f as t e r and does no t se t t he ma r k .



- - - - Emacs : *He l p* ( Fundamen t a l ) - - - - A l l - - - - - - - - - - - - - - - - Type C - x 1 t o r emov e he l p w i ndow .



A quick C-x



1



removes the help information when I’m done with it.



There is a considerable amount of help available in the emacs editor. If you’re interested in learning more about this editor, the online tutorial is a great place to start. Try C-h t to start it, and go from there.



Task 13.6: Working with Other Files By this point, it should be no surprise that there are about a million commands available within the emacs editor, even though it can be a bit tricky to get to them. There are many file-related commands, too, but I’m going to focus on just a few essential commands so you can get around in the program. The emacs help system can offer lots more. (Try using C-h a f i l e to find out what functions are offered in your version of the program.)
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To add the contents of a file to the current edit buffer, use the command C- x i . It will prompt for a filename. Pressing C- x C-w prompts for a file to write the buffer into, rather than the default file. To save to the default file, use C- x C- s (that is, if you can; the C-s might again hang you up, just as it did when you tried to use it for searching). If that doesn’t work, you always can use the alternative C-x s, which also works. To move to another file, use C- x C- f . (emacs users never specify more than one filename on the command line. They use C-x C- f to move between files instead). What’s nice is that when you use the C-x C- f command, you load the contents of that file into another buffer, so you can zip quickly between files by using the C-x b command to switch buffers. emacs allows you to edit several files at once using different areas of the screen; these areas are called buffers.



1. Without leaving emacs , I press C- x C- f to read another file into the buffer. The system then prompts me as follows: o f t he Dan i sh peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add - - - - Emacs : d i ckens . no t e ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - F i nd f i l e : ~ / _



I type bucka r oo , and the editor opens up a new buffer, moving me to that file: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he ad Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ”
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( Fundamen t a l ) - - - - A l l - - - - - - - - - - - - - - - - -



2. Now I’ll flip back to the other buffer with C-x b. When I enter that command, however, it doesn’t automatically move me there. Instead, it offers this prompt: - - ** - Emacs : bucka r oo ( Fundamen t a l ) - - - - A l l - - - - - - - - - - - - - - - - Sw i t ch t o bu f f e r : ( de f au l t d i ckens . no t e ) _



When I type ?, I receive a split screen indicating what the possible answers are: I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r head Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ”



- - ** - Emacs : bucka r oo Poss i b l e comp l e t i on s a r e : *Bu f f e r L i s t * *sc r a t ch* d i ckens . no t e



( Fundamen t a l ) - - - - A l l - - - - - - - - - - - - - - - - *He l p* bucka r oo



13 - - - - Emacs : *Comp l e t i ons* ( Fundamen t a l ) - - - - A l l - - - - - - - - - - - - - - - - Sw i t ch t o bu f f e r : ( de f au l t d i ckens . no t e ) _



The default is okay, so I press Return and voila! I’m back in the D i ckens file. One more C-x b; this time the default is bucka r oo, so I again press Return to move back. 3. I’m in the bucka r oo file, and I want to see what happens if I read d i ckens . no t e into this file. This is done easily. I move the cursor to the end of the file with M->, press
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C- x i , and answer d i ckens . no t e to the prompt yields the following screen display:



I nse r t f i l e : ~ / .



Pressing Return



I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r head Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong des i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on - - ** - Emacs : bucka r oo ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - -



5. It’s time to quit and split. To do this, I press C- x or two. The first one displayed is this:



s



and wait for an emacs prompt



As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on - - ** - Emacs : bucka r oo ( Fundamen t a l ) - - - - Top - - - - - - - - - - - - - - - - Save f i l e / use r s / t a y l o r / bucka r oo? ( y o r n ) _



I answer y to save this muddled file. It returns me to the top of the file, and a quick C- x C- c drops me back to the system prompt. One of the more useful facets of emacs that you have learned above is the ability to work with multiple files.
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Summary You have now learned quite a bit about the emacs editor. Some capabilities exceed those of the v i editor, and some are considerably more confusing. Which of these editors you choose is up to you, and your choice should be based on your own preferences for working on files. You should spend some time working with the editor you prefer, making sure you can create simple files and modify them without any problems.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms Meta key Analogous to a Control key, this is labeled either Meta or Alt on your keyboard. buffer



An area of the screen used to edit a file in emacs .



named emacs command A command in emacs that requires you to type its name, like que r y - r ep l ace , rather than a command key or two. key bindings The emacs term for key mapping. flow control The protocol used by your computer and terminal to make sure that neither outpaces the other during data transmission. XON/XOFF A particular type of flow control. The receiving end can send an XON (delay transmission) character until it’s ready for more information, when it sends an XOFF (resume transmission).



Questions 1. How do you get to the emacs help system? 2. Check your keyboard. If you don’t have a Meta or Alt key, what alternative strategy can you use to enter commands such as M- x? 3. What’s the command sequence for leaving emacs when you’re done? 4. What was the problem I had with the Delete key? How did I solve the problem? What’s the alternative delete command if Delete isn’t available?
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5. How do you do global search-and-replace in emacs , and what key do you press to stop the global search-and-replace when you are prompted for confirmation at the very first match? 6. Use the emacs help system to list the emacs copyright information. What’s your reaction?



Preview of the Next Hour The next hour is an in-depth look at the different shells available in UNIX, how to configure them, and how to choose which you’d like to use. You also learn about the contents of the default configuration files for both csh and sh, the two most common shells in UNIX.
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Introduction to Command Shells Welcome to your 14th hour of learning UNIX. You should take a moment to pat yourself on the back. You’ve come a long way, and you’re already quite a sophisticated user. In the past few hours, I’ve occasionally touched on the differences between the shells, but I haven’t really stopped to explain what shells are available, how they differ from one another, and which is the best for your style of interaction. That’s what this hour is all about. Shells, you’ll recall, are the command-line interface programs through which you tell the computer what to do. All UNIX systems include C shell ( csh) and its predecessor, the Bourne shell ( sh). Some also include a newer version of the Bourne shell, called the Korn shell ( ksh).



Goals for This Hour In this hour, you learn ! What shells are available, and how they differ from one another ! How to identify which shell you’re running
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! How to choose a new shell ! More about the environment of your shell ! How to explore csh configuration files A variety of shells are available in UNIX, but two are quite common: the Bourne shell (sh ) and the C shell ( csh). You learn about two of the other shells available, the Korn shell (ksh ) and the terminal-based C shell ( t csh). Because the C shell is so popular, most of this book focuses on it.



Task 14.1: What Shells Are Available? If I asked a PC expert how many command interpreters are available for DOS, the immediate answer would be “one, of course.” After a few minutes of reflection, however, the answer might be expanded to include The Norton Desktop, DesqView, Windows 95, Windows for Workgroups, and others. This expanded answer reflects the reality that whenever there are different people using a computer, there will evolve different styles of interacting with the machine and different products to meet these needs. Similarly, the Macintosh has several command interpreters. If you decide that you don’t like the standard interface, perhaps you will find that At Ease, DiskTop, or Square One works better. From the very beginning, UNIX has been a programmer’s operating system, designed to allow programmers to extend the system easily and gracefully. It should come as no surprise, then, that there are quite a few shells available. Not only that, but any program can serve as a command shell, so you could even start right in emacs if you wanted and then use escapes to UNIX for actual commands. (Don’t laugh—I’ve heard it’s done sometimes.) The original shell was written by Ken Thompson, back in the early UNIX’s laboratory days, as part of his design of the UNIX file system. Somewhere along the way, Steven Bourne, also at AT&T, got hold of the shell and started expanding it. By the time UNIX began to be widely distributed, sh was known as the Bourne shell. Characterized by speed and simplicity, it is the default shell for writing shell scripts, but it is rarely used as a command shell for users today. The next shell was designed by the productive Bill Joy, author of v i . Entranced by the design and features of the C programming language, Joy decided to create a command shell that shared much of the C language structure and that would make it easier to write sophisticated shell scripts: the C shell, or csh. He also expanded the shell concept to add command aliases, command history, and job control. Command aliases allow users to rename and reconfigure commands easily. Command history ensures that users never have to enter commands a second time. Job control enables users to run multiple programs at once. The C shell is by far the most popular shell on all systems I’ve ever used, and it’s the shell that I have been using myself for about 15 years now, since I first logged in to a BSD UNIX system in 1980.
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A command alias is a shortcut for a command, allowing you to enter a shorter string for the entire command. The command history is a mechanism by which the shell remembers commands you have typed and allows you to repeat the command without retyping the whole command. Job control is a mechanism that allows you to start, stop, and suspend commands. In the past few years, another AT&T Labs software wizard, David Korn, has begun distributing another shell on various UNIX platforms. The Korn shell, also known as ksh , is designed to be a superset of the Bourne shell, sharing its configuration files ( . p r o f i l e ) and command syntax, but including many of the more powerful features of the C shell, too, including command aliases (albeit in a slightly different format), command history, and job control. This shell is slowly becoming more popular, but it isn’t yet widely distributed. You might not have it on your version of UNIX. Other shells exist in special niches. A modified version of the C shell, a version that incorporates the slick history-editing features of the Korn shell, has appeared: it is called t csh . Maintained by some engineers at Cornell University, it is 95 percent csh and 5 percent new features. The most important t csh additions to the C shell are these: ! ! ! ! ! ! ! !



emacs -style



command-line editing Visual perusal of the command history list Interactive command, file, and identifying files with the first few unique characters Spelling correction of command, file, and user names Automatic logout after an extended idle period The capability to monitor logins, users, or terminals New pre-initialized environment variables $HOST and $HOSTTYPE Support for a meaningful and helpful system status line



Another shell that you might bump into is called the MH shell, or msh, and it’s designed around the MH electronic mail program, originally designed at the Rand Corporation. In essence, the MH shell lets you have instant access to any electronic mail that you might encounter. For sites that have security considerations, a restricted version of the Bourne shell is also available, called r sh (ingeniously, it’s called the restricted sh shell). Persistent rumors of security problems with r sh suggest that you should double-check before you trust dubious users on your system with r sh as their login shell (The shell you use, by default, when you log in to the system). Two other variants of the Bourne shell are worth mentioning: j sh is a version of the Bourne shell that includes C shell-style job control features, and bash, also humorously called the “Bourne Again” shell, is a reimplementation of the original shell with many new features and no licensing restrictions.
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JUST A MINUTE



Licensing restrictions and intellectual property la ws occasionally have stymied the growth of U N IX. Although U N IX is unquestiona bly popular with programmers, these same programmers have a burning desire to see what’s inside, to le arn a bout how U N IX works by examining U N IX itself. U N IX is owned by AT&T. Few people are a ble to view the source leg ally. Those who do look into U N IX are “tainted”: Anything they write in the future might be inspired by proprietary code of AT&T. The situation is fuz z y in many w ays, and that’s where the Free Softw are Found ation comes in. The brainchild of Richard Stallman, the FSF is slowly rewriting all the major U N IX utilities and then distributing them with the source, as p art of the ambitious G N U project. G N U emacs is one example, and the Bourne A g ain shell is another.



1. In Hour 9 you learned how to use awk to extract the default login shell of each user on your system and then use so r t and un i q to collate the data and present an attractive output, respectively. Armed with the description of all the different shells, you now can take another look: % awk - F : ‘ { pr i nt $7 } ’ / etc / passwd | so r t | un i q - c 2 3361 / b i n / csh 1 / b i n / f a l se 85 / b i n / ksh 21 / b i n / sh 11 / us r / l oca l / b i n / ksh 361 / us r / l oca l / b i n / t csh 7 / us r / l oca l / l i b / msh



2. You can see that the vast majority of the people on this system use the C shell. To look at it a different way, compute the number of entries in the password file: % wc - l / etc / passwd 3849



Now, what percentage of users have chosen each of these shells? This is a job for bc ! % bc x=3849 sca l e=4 3361 / x*100 87 . 3200 85 / x*100 2 . 2000 361 / x*100 9 . 3700 ^d



It’s a tad difficult to interpret, but this output says that 87.3 percent of the users have csh as their login shell, another 9.4 percent use the modified t csh, and only 2.2 percent use ksh. The remaining 1.1 percent use either the Bourne shell or the
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MH shell, or they default to the Bourne shell (the two accounts in the preceding output, without any shell indicated).



JUST A MINUTE



The sca l e=4 command tells bc how many digits to display after the decimal point in numbers. By default, unfortunately, bc displays no digits after the decimal point.



Quite a variety of shells is available, but the most common one on sites I’m familiar with is the C shell. Clearly, the system that I used for this particular set of examples has an overwhelming majority of C shell users: A combined total of 97 percent of the users are working within either the C shell or its descendent t csh .



Task 14.2: Identifying Your Shell There are many different approaches to identifying which shell you’re using. The easiest, however, is just to swoop into the / e t c / passwd file to see what your account lists. It’s helpful to know some alternatives because the / e t c / passwd option isn’t always available (some systems don’t have an / e t c / passwd file in the interest of security).



1. One simple technique to identify your shell is to check your prompt. If your prompt contains a %, you probably are using the C shell or modified C shell ( t csh ). If your prompt contains $, you could be using the Bourne shell, the Korn shell, or a variant thereof. 2. A much more reliable way to ascertain which shell you’re using is to ask the operating system what program you’re currently running. The shell variable $$ identifies the process ID of the shell. You can use $$ as a search pattern for g r ep on the output of ps to see what shell you are using. Here’s what happens when I try it: % ps - e f | grep $$ t ay l o r 26905 0.0 t ay l o r 29751 0.0



0.2 0.1



256 52



144 A i S 28 A i S



0 : 03 - csh ( csh ) 0 : 00 g r ep 26905



You can see that I’m running the C shell. Using ps in this fashion also matches the g r ep process (notice that the $$ have expanded to the current shell process identification, 26905). There is a leading dash on the indication of what shell I’m running because that’s how the system denotes whether it’s my login shell or just a shell that I’m running.
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3. Another way to find out what shell I’m running is to peek into the / e t c / passwd file, which you can do with some sophistication now that awk is no longer a mystery: % awk - F : ‘ { i f ( $1 == “ tay l or ” ) pr i nt “your she l l i s : “$7 } ’ < " / etc / passwd you r she l l i s : / b i n / csh



4. The best way to figure out what shell you’re running, however, is to use chsh. You learn how to use chsh in the following task. Once you’ve identified your shell, you can contemplate choosing a different one.



Task 14.3: How To Choose a New Shell In the past, the only way to switch login shells on many systems was to ask the system administrator to edit the / e t c / passwd file directly. This usually meant waiting until the system administrator had time. The good news is that there’s now a simple program (on almost all UNIX systems) to change login shells—it’s chsh, or change shell. It has no starting flags or options, does not require that any files be specified, and can be used regardless of your location in the file system. Simply type chsh and press Return.



1. The first step is to identify what shells are available for use. By convention, all shells have sh somewhere in their names, and they are located in / b i n : % l s - l F / b i n / *sh* - r ws r - x r - x 3 r oo t - r wx r - x r - x 1 r oo t - r wx r - x r - x 1 r oo t - r wx r - x r - x 1 r oo t



49152 102400 139264 28672



Ap r 23 1992 Ap r 8 1991 Ju l 26 14 : 35 Oc t 10 1991



/ b i n / chsh* / b i n / csh* / b i n / ksh* / b i n / sh*



The chsh command enables you to change your login shell, as you will learn. The most common shells are csh , ksh, and sh. On one of the machines I use, some shells are also stored in the / us r / l oca l / b i n directory: % l s - l F / usr / l oca l / b i n / *sh* l r wx r - x r - x 1 r oo t 8 Ju l 26 14 : 46 / us r / l oca l / b i n / ksh - > " / b i n / ksh* - r wx r - x r - x 1 r oo t 266240 Jan 19 1993 / us r / l oca l / b i n / t csh*



You can see that there’s an entry in / us r / l oca l / b i n for the ksh shell but that it’s actually just a link pointing to the file in the / b i n directory.
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2. You might find quite a few more matches to these simple l s commands. On another, very different system, I tried the same two commands and found the following: % l s - CF / b i n / *sh* / b i n / chsh* / b i n / ksh* / b i n / csh* / b i n / sh* % l s - CF / usr / l oca l / b i n / *sh* / us r / l oca l / b i n / bash* / us r / l oca l / b i n / bash112* / us r / l oca l / b i n / i r c f l ush@ / us r / l oca l / b i n / mush* / us r / l oca l / b i n / mush . o l d* / us r / l oca l / b i n / mush725* / us r / l oca l / b i n / n t cs h* / us r / l oca l / b i n / sha r * / us r / l oca l / b i n / sh i p* / us r / l oca l / b i n / showaud i o* / us r / l oca l / b i n / showex t e r na l * / us r / l oca l / b i n / shownonasc i i * / us r / l oca l / b i n / showpa r t i a l *



/ b i n / she l l t oo l @ / b i n / sh i f t _ l i nes@ / us r / / us r / / us r / / us r / / us r / / us r / / us r / / us r / / us r / / us r / / us r / / us r /



l oca l l oca l l oca l l oca l l oca l l oca l l oca l l oca l l oca l l oca l l oca l l oca l



/ b i n / t csh* / b i n / ypchsh*



/ b i n / showp i c t u r e* / b i n / sun - aud i o - f i l e . csh* / b i n / sun - t o - m i me . csh* / b i n / t csh* / b i n / t csh603* / b i n / unsha r * / b i n / unsh i p* / b i n / uupa t h . sh* / b i n / vsh* / b i n / z sh* / b i n / z sh210* / b i n / z sh231*



Two more shells show up here: vsh and z sh. The visual shell, vsh, is an interface much like the Norton Desktop on DOS. Watch what happens to my screen when I launch it by typing vsh: D i r ec t o r y : / u1 / t ay l o r a b c d e f g h i



_



Use r : t ay l o r



Page 2 / 2



. t in/ G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l / News / Sr c / bin/ h i s t o r y . usene t . Z t es t me
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If you have vsh on your system, you might be interested in experimenting with this very different shell. The z sh shell is another command shell, one written by Paul Falstad of Princeton University. The Bourne Again shell, bash, also appears in the listing, as does the mush program, which is an electronic mail package. 3. Needless to say, many shells are available! To change my login shell to any of these alternate shells, or even just to verify what shell I’m running, I can use the change shell command: % chsh Chang i ng l og i n she l l f o r t ay l o r . O l d she l l : / b i n / csh New she l l : _



At this point, the program shows me that I currently have / b i n / csh as my login shell and asks me to specify an alternative shell. I’ll try to confuse it by requesting that emacs become my login shell: % chsh Chang i ng l og i n she l l f o r t ay l o r . O l d she l l : / b i n / csh New she l l : / usr / l oca l / b i n / gnuemacs / us r / l oca l / b i n / gnuemacs i s unaccep t ab l e as a new she l l .



4. The program has some knowledge of valid shell names, and it requires you to specify one. Unfortunately, it doesn’t divulge that information, so typing ? to find what’s available results in the program complaining that ? is unacceptable as a new shell. You can, however, peek into the file that chsh uses to confirm which programs are valid shells. It’s called / e t c / she l l s and looks like this: % cat / etc / she l l s / b i n / ksh / b i n / sh / b i n / csh / us r / l oca l / b i n / ksh / us r / l oca l / b i n / t csh



I’ll change my shell from



/ b i n / csh



to



/ us r / l oca l / b i n / t csh :



% chsh Chang i ng l og i n she l l f o r t ay l o r O l d she l l : / b i n / csh New she l l : / usr / l oca l / b i n / tcsh



Notice that, in typical UNIX style, there is no actual confirmation that anything was done. I conclude that, because I did not get any error messages, the program worked. Fortunately, I easily can check by either using chsh again or redoing the awk program with a C shell history command:



14



% ! awk awk - F : ‘ { i f ( $1 == “ t ay l o r ” ) p r i n t “ you r she l l i s : “ $7 } ’ < / e t c / passwd you r she l l i s : / us r / l oca l / b i n / t csh
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In the next hour, you learn more about the powerful C shell command-history mechanism.



JUST A MINUTE



Because of the overwhelming popularity of the C shell, the next few hours focus on the C shell. To get the most out of those hours, I strongly recommend that you use the C shell.



5. A quick reinvocation of the chsh command changes my shell back to



/ b i n / csh:



% chsh Chang i ng l og i n she l l f o r t ay l o r O l d she l l : / us r / l oc a l / b i n / t csh New she l l : / b i n / csh



If you can’t change your login shell, perha ps because of not having chsh , you alw ays can enter the C shell after you log in by typing csh .



JUST A MINUTE



It’s easy to change your login shell. You can try different ones until you find the one that best suits your style of interaction. For the most part, though, shells all have the same basic syntax and use the same commands: l s - l does the same thing in any shell. The differences, then, really come into play when you use the more sophisticated capabilities, including programming the shell (with shell scripts), customizing its features through command aliases, and saving on keystrokes using a history mechanism. That’s where the C shell has an edge and why it’s so popular. It’s easy, straightforward, and has powerful aliasing, history, and job-control capabilities, as you learn in the next hour.



Task 14.4: Learning the Shell Environment Earlier in this book, you used the env or p r i n t env command to find out the various characteristics of your working environment. Now it’s time to use this command again to look more closely at the C shell environment and define each of the variables therein.



1. To start out, I enter env to list the various aspects of my working environment. Do the same on your system, and, although your environment will not be identical to mine, there should be considerable similarity between the two. % env | cat - n 1 HOME= / use r s / t ay l o r 2 SHELL= / b i n / csh 3 TERM=v t 100
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4 USER= t ay l o r 5 PATH= . : / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l : / e t c : " / us r / e t c : / us r / l oca l / b i n : / us r / unsup / b i n : 6 MA I L= / us r / spoo l / ma i l / t ay l o r 7 LOGNAME= t ay l o r 8 ED I TOR= / ucb / b i n / v i 9 NAME=Dave Tay l o r 10 EX I N I T= : se t i gno r ecase 11 RN I N I T= - hmessage - h r e f e r ence - hda t e - r - hsende r - hsumma r y - h r ep l y " - hd i s t r - h l i nes - h l i ne - h f o l l ow - hnews - hkey - h r esen t - h r e t u r n - h t o " - hx - o r i g i na l - hx - sun - hx - no t e - ho r i g i na t o r - hnn t p 12 SUBJL I NE=% t - - %s 13 ORGAN I ZAT I ON=Educa t i ona l Compu t i ng g r oup , Schoo l o f Educa t i on



This probably initially seems pretty overwhelming. What are all these things, and why on earth should they matter? They matter because it’s important for you to learn exactly how your own environment is set up so that you can change things if you desire. As you soon will be able to recognize, I have modified much of my system’s environment so that the C shell does what I want it to do, rather than what its default would tell it to do. 2. When I log in to the system, the system defines some environment variables, indicating where my home directory is located, what shell I’m running, and so on. These variables are listed in Table 14.1. Table 14.1. Default variables set by UNIX upon login. Variable



Description



HOME



This is my home directory, obtained from the fourth field of the password file. Try the command g r ep $USER / e t c / pas swd | awk - F : ‘ { p r i n t $6 } ’



SHELL



TERM



14



to see what your home directory is set to, or just use env HOME or echo $HOME. This is not only the directory that I start in, but it’s also the directory that cd moves me back to when I don’t specify a different directory. My HOME variable is / use r s / t ay l o r . When UNIX programs, such as v i , process the ! command to execute UNIX commands, they check this variable to see which shell I’m using. If I were to type : ! followed by Return in v i , the program would create a new C shell for me. If I had SHELL= / b i n / sh , v i would start up a Bourne shell. My SHELL variable is set to / b i n / csh . By default, your terminal is defined by the value of this environment variable, which starts out as unknown . (Recall that when you first were learning about v i , the program would complain unknown : t e r m i na l no t known.) Many sites know what kind of terminals are using which lines, however, so this variable is often set to the correct value before you even see it. If it isn’t set, you can define it to the appropriate value within your . l og i n file. (You will learn to do this later in the hour.)
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Description My TERM is set to v t 100, for a Digital Equipment Corporation Visual Terminal model 100, which is probably the most commonly emulated terminal in communications packages. Programs can quickly look up your user ID and match it with an account name. However, predefining your account name as an environment setting saves time. That’s exactly what USER, and its companion LOGNAME , are—timesavers. My USER is set to t ay l o r . A few hours ago, you learned that the UNIX shell finds a command by searching from directory to directory until it finds a match. The environment variable that defines which directories to search and the order in which to search them is the PATH variable. Rather than keep the default settings, I’ve added a number of directories to my search path, which is now as follows: . : / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l : / e t c : / us r / e t c : / us r / l oca l / b i n : / us r / unsup / b i n :



I have told the shell always to look first for commands in the current directory ( . ), then in my b i n directory ( / use r s / t ay l o r / b i n ), and then in the standard system directories ( / b i n, / us r / b i n , / us r / ucb, / us r / l oca l ). If the commands are not found in any of those areas, the shell should try looking in some unusual directories ( / e t c, / us r / e t c, / us r / l oca l / b i n). If the shell still has not found my command, it should check in a weird directory specific to my site: / us r / unsup / b i n for unsupported software, / us r / unsup / e l m for programs related to the Elm Mail System, and / us r / l oca l / wwb for the AT&T Writers Workbench programs.



CAUTION



I a dmit it; using . as the first entry in the PATH varia ble is a security ha z ard. W hy? Ima gine this: A devious cha p has written a program that will do b a d things to my directory when I invoke that b a d program. But how will he make me invoke it? The e asiest w ay is to give the b a d program the same name as a stand ard U N IX utility, such as l s , and le ave it in a commonly accessed directory, such as / t mp . So what ha ppens? Ima gine that the . (current directory) is the first entry in my PATH , and I change directories to / t mp to check something. W hile I’m in / t mp , I enter l s without thinking, and voilà! I’ve run the b a d program without knowing it. H aving the . at the end of the se arch p ath would avoid all this because then the default l s command is the correct version. I have it because I often do w ant to override the standard commands with new ones that I’m working on (an a dmittedly foolish practice). continues
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Table 14.1. continued Variable MA I L



LOGNAME



JUST A MINUTE



NAME



Description One of the most exciting and enjoyable aspects of UNIX is its powerful and incredibly well-connected electronic mail capability. A variety of programs can be used to check for new mail, to read mail, and to send mail messages. Most of these programs need to know where my default incoming mailbox is located, which is what the MA I L environment variable defines. My MA I L is set to / us r / spoo l / ma i l / t ay l o r . LOGNAME is a synonym for USER. My LOGNAME is set to t ay l o r . H aving both LOGNAME and USER defined in my environment demonstrates how far U N IX has progressed since the competition and jostling between the Berkeley and AT&T versions (BSD and SVR3, respectively) of U N IX. Back when I started working with U N IX, if I w as on a BSD system, the account name would be defined as LOGNAME , and if I used an SVR3 system, the account name would be defined as USER. Programs ha d to check for both, which w as frustrating. O ver time, e ach system has begun to use both terms (inste a d of using the solution that you and I might think is most obvious, which is to a gree on a single word).



In addition to wanting to know the name of the current account, some programs, such as many electronic mail and printing programs, need to ascertain my full, human name. The NAME variable contains this information for the environment. It’s obtained from the / e t c / passwd file. You can check yours with the command g r ep $USER / e t c / pas swd | awk - F : ‘ { p r i n t $5 } ’ . You can change your NAME variable, if desired, using the ch f n, or change-full-name, command. My NAME is set to Dave Tay l o r .



3. A glance back at the output of the env command reveals that there are more variables in my environment than are listed in Table 14.1. That’s because you can define anything you want in the environment. Certain programs can read many environment variables that customize their behavior. Many UNIX programs allow you to enter text directly, and then they spin off into an editor, if needed. Others start your favorite editor for entering information. Both types of programs use the ED I TOR environment variable to identify which editor to use. I have mine set to / us r / ucb / v i .
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You learned earlier that v i can have default information stored in the . ex r c file, but the program also can read configuration information from the environment variable EX I N I T . To make all my pattern searches case insensitive (that is, searching for p r ec i s i on will match P r ec i s i on), I set the appropriate v i variable in the EX I N I T . Mine is set to : se t i gno r ecase. If you want line numbers to show up always, you could easily have your EX I N I T set to : se t numbe r . Another program that I use frequently is r n , or read Netnews. If electronic mail is the electronic equivalent of letters and magazines that you receive through the postal service, Netnews is the electronic equivalent of a super bulletin board. The difference is that there are thousands of different boards, and any time a note is tacked onto any board, copies of the note shoot to other UNIX systems throughout the world. For now, you can see that I have three environment variables all defined for the r n program: RN I N I T, my personal r n configuration options; SUBJL I NE, indicating the format for displaying summary subject lines of new messages; and ORGAN I ZAT I ON , indicating exactly what organization I’m associated with on this system. They are set as shown earlier. There are many possible environment variables that you can define for yourself. Most large UNIX programs have environment variables of their own, allowing you to tailor the program’s behavior to your needs and preferences. UNIX itself has quite a few environment variables, too. Until you’re an expert, however, I recommend that you stick with viewing these variables and ensuring that they have reasonable values, rather than changing them. Particularly focus on the set of variables defined in Table 14.1. If they’re wrong, it could be trouble; whereas, if other environment variables are wrong, it’s probably not going to be too much trouble.



Task 14.5: Exploring csh Configuration Files The C shell uses two files to configure itself, and, although neither of them need to be present, both probably can be found in your home directory: . l og i n and . csh r c. The difference between them is subtle but very important. The . l og i n file is read only once, when you log in, and the . csh r c file is read every time a C shell is started. As a result, if you’re working in v i and you enter : ! l s , v i carries out the command by starting up a new shell and then feeding the command to that shell. Therefore, new csh shells started from within programs such as v i won’t see key shell configurations that are started in . l og i n. This split between two configuration files isn’t too bad, actually, because many modifications to the environment are automatically included in all subshells (a shell other than the login shell) invoked. To be specific, all environment variables are pervasive, but any C shell command aliases are lost and, therefore, must be defined in the . csh r c file to be available upon all occurrences of csh. You learn more about command aliases in the C shell in the next hour.
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1. To begin, I use ca t to list the contents of my . l og i n file. Remember that any line beginning with a # is a comment and is ignored. % cat . l og i n # # @ ( # ) $Rev i s i on : 62 . 2 $ se t env TERM v t 100 s t t y e r ase “ ^H” k i l l “ ^U” i n t r “ ^C” eo f “ ^D” s t t y c r t bs c r t e r ase # spec i a l DYN I X s t u f f f o r bs p r ocess i ng # she l l va r s se t noc l obbe r h i s t o r y=100 saveh i s t =50 f i l ec # se t up some g l oba l env i r onmen t va r i ab l es . . . se t env EX I N I T “ : se t i gno r ecase ” # Some RN r e l a t ed v a r i ab l es . . . se t env RN I N I T “ - hmessage - h r e f e r ence - hda t e - r - hsende r - hsumma r y - h r ep l y - hd i s t r - h l i nes - h l i ne - h f o l l ow - hnews - hkey - h r esen t - h r e t u r n - h t o - hx - o r i g i na l - hx - sun - hx - no t e - ho r i g i na t o r - hnn t p ” se t env SUBJL I NE “% t — %s ” se t env ORGAN I ZAT I ON “ Educa t i ona l Compu t i ng g r oup , Schoo l o f Educa t i on “ se t env NAME “Dave Tay l o r ” newma i l mesg y



This is pretty straightforward, once you remove all the comments. Three different kinds of environmental configuration commands are shown: se t env , s t t y , and se t . The se t env command defines environment variables; indeed, you can see that many of the variables shown in the previous unit are defined in my . l og i n file. I can use s t t y commands to set specific configuration options related to my terminal ( s t t y stands for “set t t y driver options”). I use this to ensure that ^h is erase (backspace), ^u is a convenient shortcut allowing me to kill an entire line, and ^c sends an interrupt to a running program. I indicate the end of a file (EOF) with ^d. The second line of the preceding output example indicates that my CRT is capable of backspacing and erasing characters on the display.
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Here’s more arcane U N IX nomenclature: CRT (as used in s t t y c r t bs or cathode-ray tube) is the technology used in the screen of a stand ard terminal. Terminal is not accurate anymore, however, because the command s t t y c r t bs also works on my LCD (liquid-crystal diode, if you must know) l a ptop.



Finally, the se t commands are configuration options for the C shell. I have told the C shell to warn me before it overwrites existing files with file redirection (noc l obbe r ), to remember the last 100 commands (h i s t o r y=100 ), and to remember 50 of those even if I log out and log back in (saveh i s t =50). I also want the C shell to try, if possible, to complete filenames for me, hence the f i l ec addition. Notice that there are two different types of settings: on/off options (such as noc l obbe r and f i l ec ) and options to which I must assign a specific numeric value (such as h i s t o r y and saveh i s t ). The two commands at the very end of the . l og i n file are invoked as though I’d entered them on the command line. The newma i l variable watches for new electronic mail (in the mailbox defined by the environment variable MA I L, in fact) and tells me when it arrives. The mesg y variable makes sure that I have my terminal configured so that other folks can beep me or say hello using w r i t e or t a l k , t wo commun i ca t i on t oo l s d i scussed i n Hou r 20 , “Commun i ca t i ng w i t h O t he r s .” 2. How about the other file—the one that’s read by the C shell each time a shell is started? % cat . cshrc # # De f au l t use r . csh r c f i l e ( / b i n / csh i n i t i a l i z a t i on ) . se t pa t h= ( . ~ / b i n / b i n / us r / b i n / us r / ucb / us r / l oca l / e t c / us r / e t c / us r / l oca l / b i n / us r / unsup / b i n / # De f i ne a bunch o f C she l l a l i ases a l i as a l i as a l i as a l i as a l i as t n3270 a l i as a l i as a l i as a l i as a l i as



di f f ‘ / us r / b i n / d i f f - c -w ’ env ‘ p r i n t env ’ f r om ‘ f rm - n ’ info ss i n f o l i brary ‘ e cho “ “ ; echo “ “ ; echo “ r emembe r : ^J i s ENTER” ; l ib ll ‘ ls - l ’ ls ‘ /bin/ ls -F’ ma i l Ma i l ma i l q ‘ / us r / l i b / sendma i l - bp ’ newa l i ases ‘ echo you mean newa l i as . . . ’
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a l i as a l i as a l i as



rd rn ss i n f o



‘ r eadmsg $ | page ’ ‘ / us r / l oca l / b i n / r n - d$HOME - L - M - m - e - S - / ’ ‘ echo “ connec t i ng . . . ” ; r l og i n oas i s ’



# and some spec i a l s t u f f i f we ’ r e i n an i n t e r ac t i ve she l l i f ( $?p r omp t ) t hen a l i as a l i as



cd se t p r omp t



# she l l i s i n t e r ac t i ve . ‘ chd i r \ ! * ; se t p r omp t ’ ‘ se t p r omp t = ” $sys t em ( $cwd : t ) \ ! : “ ‘



se t noc l obbe r h i s t o r y=100 sys t em=men t o r f i l ec umask 007 se t p r omp t end i f



Again, any line that begins with a # is considered a comment. There are, therefore, two primary types of commands in this script: the C shell environment modification ( se t ) and the command alias ( a l i as ). The first defines the PATH I want to use, although in a format slightly different from the colon-separated list shown by env . The csh command always ensures that the environment variable and shell variable match, and so, although I opt to change the path here as a set, I could just as easily use se t env PATH. You learn all about aliases in the next hour, but for now you should know that the format is a l i as wo r d command (or commands ) to execute. When I enter l s , for example, you can see that the shell has that aliased to / b i n / l s - F , which saves me from having to type the - F flag each time. The C shell also has conditional statements and a variety of other commands to indicate what commands to run. Here I’m using the i f ( exp r ess i on ) t hen to define a set of commands that should be used only when the shell is interactive (that is, I’m going to be able to enter commands). An example of a noninteractive shell is the shell v i uses to create a listing when I enter ! ! l s within the editor. The $?p r omp t variable is true if there is a prompt defined for the shell (that is, if it’s interactive). If not, the variable is false, and the shell zips to the end i f before resuming execution of the commands. If it is an interactive shell, however, I create a few further aliases and again define some C shell configuration options, to ensure that the options are always set in subshells. The umask value is se t , and I then invoke se t p r omp t , which is a command alias that runs the command se t p r omp t = ” $sys t em ( $cwd : t ) \ ! : “ . If you’re thinking that there is a variety of ways to configure the shell, you are correct. You can have an incredibly diverse set of commands in both your . l og i n and . csh r c files, enabling you to customize many aspects of the C shell and the UNIX environment. If you use either the Bourne shell or the Korn shell, the configuration information is kept in a similar file called . p r o f i l e .
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Summary Armed with the information learned in this hour about shells and shell environments, explore your own environment; examine your . l og i n and . csh r c files, too.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms command alias A shorthand command mapping, with which you can define new command names that are aliases of other commands or sequences of commands. This is helpful for renaming commands so that you can remember them, or for having certain flags added by default. command history A mechanism the shell uses to remember what commands you have entered already, and to allow you to repeat them without having to type the entire command again. job control A mechanism for managing the various programs that are running. Job control enables you to push programs into the background and pull them back into the foreground as desired. login shell The shell you use, by default, when you log in to the system. subshell A shell other than the login shell.



Questions 1. Draw lines to connect the original shells with their newer variants: sh ksh t csh csh



2. 3. 4. 5. 6.



What does chsh do? What about ch f n? What shell are you running? What shells are your friends on the system running? What’s the difference between the . l og i n and the . csh r c files? What’s the sh equivalent of the csh . l og i n file? What aliases do you think could prove helpful for your daily UNIX interaction?
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Preview of the Next Hour I hope this hour has whetted your appetite for learning more about the C shell! In the next hour, you learn how to really customize the shell and make your interaction with UNIX quite a bit easier. Topics include how to create command aliases, how to use the history mechanism, and how to create simple shell scripts when aliases just don’t suffice.
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Getting the Most Out of the C Shell The previous hour gave you an overview of the different shells available in UNIX. There are quite a few, but the C shell—originally from Berkeley, California—is the most popular shell at most sites. In this hour, you learn all about the C shell and how to use it to your best advantage. You also learn some valuable tips about working with the Korn shell, a popular alternative to C shell. The goal is for you to be able to customize your UNIX environment to fit your working style.



Goals for This Hour In this hour, you learn ! ! ! !



How to turn on the C shell and Korn shell history mechanism How to use csh history and ksh history to cut down on typing About command aliases in the C and Korn shells Some power aliases for csh
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! How to set custom prompts ! How to create simple shell scripts This hour focuses on two key facets of the C and Korn shells: the history mechanism and the command alias capability. I guarantee that within a few minutes of learning about these two functions, it will be clear that you couldn’t have survived as happily in UNIX without them. There are three ways to ensure that you don’t enter commands more than once: csh history enables you to repeat previous commands without re-entering them, an alias enables you to name one command as another, and shell scripts enable you to toss a bunch of commands into a file to be used as a single command. You learn the basics about building shell scripts in this hour. One of the fun parts of UNIX is that you can customize the prompt that greets you each time you use the system. There’s no need to be trapped with a boring % prompt anymore!



Task 15.1: The C Shell and Korn Shell History Mechanisms If you went through school in the United States, you doubtless have heard the aphorism “Those who do not study history are doomed to repeat it.” UNIX stands this concept on its head. For UNIX, the aphorism is best stated, “Those who are aware of their history can easily repeat it.” Both the C shell and the Korn shell build a table of commands as you enter them and assign them a command number. Each time you log in, the first command you enter is command 1, and the command number is incremented for each subsequent command that you enter. You can review or repeat any previous command easily with just a few keystrokes. To review your history in the C shell, enter h i s t o r y at the csh prompt. Odds are that nothing will happen, though, because by default csh remembers only the very last command. To have it begin building a list of commands, you must turn on this feature through an environment setting se t h i s t o r y=n, where n is the number of commands you’d like it to recall. By contrast, ksh has a default history list size of 128 commands, plenty for anyone. To review your history in ksh, you also can use the h i s t o r y command. Actually, though, it’s an alias, and the real command is the more cryptic f c - l . In Korn shell, you don’t need to make any changes; the history mechanism is ready to use immediately.



1. Log in to your system so that you have a C shell prompt. If you’re currently in the Bourne shell, this would be a great time to use chsh to change shells.
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% h i story %



The shell indicates that it has no history. Sir Winston Churchill doubtless would shake his head and mutter under his breath, “To have become such a sophisticated operating system yet never to have studied history!” 2. I need to turn on the shell history mechanism, so I will enter the following command: % set h i story=100



Still there is no feedback, but I can check the status of all the shell parameters by entering se t at the csh prompt: % set a r gv () cwd / use r s / t ay l o r f i l ec h i s t o r y 100 home / use r s / t ay l o r hos t l i mbo noc l obbe r pa t h ( . / use r s / t ay l o r / b i n / b i n / us r / b i n / us r / ucb / us r / l oca l / e t c / us r / e t c / us r / l oca l / b i n / us r / unsup / b i n saveh i s t 50 she l l / b i n / csh s t a t us 0 sys t em l i mbo t e rm unknown use r t ay l o r



3. To take a break, I use w to see who is logged on and what they’re doing, my files again, and da t e to see if my watch is working: % w | head 11 : 41am up 17 : 59 , 103 use r s , Use r t ty l og i n@ i d l e r oo t conso l e 6 : 02pm 12 : 13 t ay l o r t t yA f 11 : 40am bev t t yAg 9 : 25am 14 r ekunke l t t yAh 11 : 37am gabh t t yA i 10 : 41am 6 af5 t t yA j 8 : 27am 21 t echman t t yAk 9 : 47am t ucc i e t t yA l 11 : 37am B r oken p i pe % ls A r ch i ves / OWL / I n f oWo r l d / awksc r i p t Ma i l / bin/ News / bucka r oo % date Tue Dec 7 11 : 41 : 29 EST 1993



l oad ave r age : JCPU PCPU 1 1 5 2 1 : 09 3 4 3 46 16 33 1 25 7 1 1



0 . 54 , 0 . 53 , 0 . 49 wha t - csh w - csh r l og i n ccn t a l k do r i t s - ksh gophe r ma i l



bucka r oo . con f used d i ckens . no t e key l i me . p i e ow l . c



samp l e samp l e2 src/ t emp /



ls



to check
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N otice that at the end of the w command output, the system noted B r oken This is nothing to be anxious a bout; it’s just an indication that there w as lots more in the pipeline when the program quit. You can see that head re a d only the first 1 0 lines. The first line of the w output shows that there are 1 0 3 users on the system, which me ans that head ignored 9 4 lines of output. Unlike re al plumbing, fortunately, this broken pipe doesn’t allow the sp are d ata to spill onto the b asement floor! p i pe .



JUST A MINUTE



4. Now, when I enter h i s t o r y , the shell remembers the previous commands, presenting them all in a neat, numbered list: % h i story 1 se t h i s t o r y=100 2 w | head 3 ls 4 da t e 5 h i s tory



5. To turn this on permanently, add the se t h i s t o r y command to your . csh r c. If you want the shell to remember commands even if you log out and log back in, also specify the setting saveh i s t . I choose to do this by entering v i +$ . csh r c and adding the following line: se t noc l obbe r sys t em= l i mbo f i l ec umask 007 se t p r omp t end i f set h i story=100 saveh i st=50 _ ~ ~



If you glance back at the output of the se t command, you can see that I already have both of these parameters set: 100 commands will remain in the history list while I’m working, and 50 commands will be retained for the next time I log in. What’s particularly helpful is that any time I specify a number n for either history list, the shell actually saves the most recent n commands, so I have the most recent 100 commands for review while I’m using the system, and the 50 most recent commands remembered when I log in later. Make this change to your . csh r c file, log out, and log in again to ensure that your history mechanism is set up correctly.
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Like much of UNIX, turning on the history mechanism of the C shell is quite easy once you learn the trick. In this case, simply remember that you need to specify a se t h i s t o r y value to have the shell begin remembering what’s going on with your interaction. In Korn shell, you don’t need to make any changes; it’s ready to use immediately.



Task 15.2: Using History to Cut Down on Typing There are three main mechanisms for working with the history list. You can specify a previous command by its command number, by the first word of the command, or, if you’re working with the most recently executed command, by a special notation that easily fixes any mistakes you might have made as you typed it. Every history command begins with an exclamation point. If the 33rd command you entered was the who command, for example, you can execute it by referring to its command number: enter ! 33 at the command line. You can execute it also by entering one or more characters of the command: ! w, ! wh, or ! who: You must enter enough characters to uniquely identify it in the history list. To edit a previous command, type a caret, the pattern you want to change, another caret, and the correct pattern. If you just entered awk - F , ‘ { p r i n t $2 } ’ and realize that you meant to type a colon, not a comma, as the field delimiter, ^ , ^ : will do the trick. A very useful shorthand is ! ! , which repeats the most recently executed command. Two other history references are valuable to know: ! $ expands to the last word of the previous line (which makes sense because $ always refers to the end of something, whether it be a line, the file, or, in this case, a command), and ! * expands to all the words in the previous command except the very first. So, for example, if I entered the command l s / us r / e t c / dev and then immediately entered the command echo ! *, the second command would be expanded automatically to echo / us r / e t c / dev . Korn shell offers all of this and more. You can repeat commands by number by specifying r n, where n is the command number (for example, r 33). You can also repeat by name with r name , as in r who to repeat the most recent who command. Much more useful is the ksh capability to edit directly a command with the familiar v i or EMACS command keys, without leaving the command line. Without any arguments, r will repeat the previous command.



1. First, I need to spend a few minutes building up a history list by running various commands: % w | head 11 : 58am up 18 : 14 , 81 use r s , l oad ave r age : 0 . 54 , 0 . 44 , 0 . 38 Use r t ty l og i n@ i d l e JCPU PCPU wha t



7 2 3
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r oo t conso l e 6 : 02pm 12 : 30 1 1 - csh hopk i ns t t yAe 11 : 49am 4 4 t e l ne t wh i p . i sca . u i owa . edu t ay l o r t t yA f 11 : 40am 8 2 wbev t t yAg 9 : 25am 31 1 : 09 3 - csh af5 t t yA j 8 : 27am 37 33 1 - ksh t echman t t yAk 9 : 47am 4 1 : 11 4 elm t ucc i e t t yA l 11 : 37am 2 1 ma i l t r i ce t t yAm 8 : 16am 1 : 21 5 2 - csh B r oken p i pe % date Tue Dec 7 11 : 58 : 19 EST 1993 % ls A r ch i ves / OWL / bucka r oo . con f used samp l e I n f oWo r l d / awksc r i p t d i ckens . no t e samp l e2 Ma i l / bin/ key l i me . p i e src/ News / bucka r oo ow l . c t emp / % cat buckaroo I f ound myse l f s t ea l i ng a peek a t my own wa t ch and ove r he a r d Gene r a l Ca t b i r d ’ s a i de g i ve h i m t he l a t es t . “He ’ s no t even he r e , ” wen t t he conve r sa t i on . " Who? " “Banz a i . ” “Whe r e t he he l l i s he? ” “A t t he hosp i t a l i n E l Paso . ” “Wha t ? Why we r en ’ t we i n f o r med? Wha t ’ s w r ong w i t h h i m? ” %



2. Now I will check my history list to see what commands were squirreled away for later: % h i story 51 se t h i s t o r y=100 52 h i s t o r y 53 w | head 54 da t e 55 l s 56 ca t bucka r oo 57 h i s t o r y



JUST A MINUTE



I alre a dy have my history mechanism turned on, so my commands begin numbering with 5 1 rather than with 1. Your system might be different. Reg ardless of what the command numbers are, they’ll work!



3. To repeat the da t e command, I can specify its command number: % ! 54 da t e Tue Dec



7 12 : 04 : 08 EST 1993



Notice that the shell shows the command I’ve entered as command number 54. The ksh equivalent here would be r 54.
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9 2 3



4. A second way to accomplish this repeat, a way that is much easier, is to specify the first letter of the command: % !w w | head 12 : 05pm up 18 : 23 , 87 use r s , l oad ave r age : 0 . 40 , 0 . 39 , 0 . 33 Use r t ty l og i n@ i d l e JCPU PCPU wha t r oo t conso l e 6 : 02pm 12 : 37 1 1 - csh l l oyds t t yAb 12 : 05pm 1 1 ma i l w i ndbe r g l usk t t yAc 12 : 03pm 3 2 gophe r hopk i ns t t yAe 11 : 49am 8 8 t e l ne t wh i p . i sca . u i owa . edu t ay l o r t t yA f 11 : 40am 1 14 3 w bev t t yAg 9 : 25am 38 1 : 09 3 - csh l i bpha r t t yAh 12 : 03pm 3 3 elm dg r ove t t yA i 12 : 02pm 5 2 mo r e i nbox / 16 B r oken p i pe



5. Now glance at the history list: % h i story 51 se t h i s t o r y=100 52 h i s t o r y 53 w | head 54 da t e 55 l s 56 ca t bucka r oo 57 h i s t o r y 58 da t e 59 w | head 60 h i s t o r y



Commands expanded by the history mechanism are stored as the expanded command, not as the history command that actually was entered. Thus, this is an exception to the earlier rule that the history mechanism always shows what was previously entered. It’s an eminently helpful exception! History commands are quite helpful for people working on a software program. The most common cycle for programmers to repeat is edit-compile-run, over and over again. The commands UNIX programmers use most often probably will look something like v i t es t . c, cc - o t es t t es t . c , and t es t , to edit, compile, and run the program, respectively. Using the C shell history mechanism, a programmer easily can enter ! v to edit the file, ! c to compile it, then ! t to test it. As your commands become longer and more complex, this function proves more and more helpful. 6. It’s time to experiment a bit with file wildcards. % ls A r ch i ves I n f oWo r l d Ma i l News OWL



awksc r i p t bin bucka r oo bucka r oo . con f used c sh r c



d i ckens . no t e key l i me . p i e ow l . c samp l e s amp l e2x



src t emp
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Oops! I meant to specify the then I can add the flag: % ! ! -F ls -F A r ch i ves / I n f oWo r l d / Ma i l / News / OWL /



JUST A MINUTE



JUST A MINUTE



-F



flag to



l s.



awksc r i p t bin/ bucka r oo bucka r oo . con f used csh r c



I can use



!!



to repeat the command,



d i ckens . no t e key l i me . p i e ow l . c samp l e samp l e2



src/ t emp /



The general ide a of all these history mechanisms is that you specify a p attern that is replaced by the a ppropriate command in the history list. So, you could enter echo ! ! to have the system echo the last command, and it would end up echoing twice. Try it.



Korn shell users will find that echo ! ! produces ! ! and that the ksh repe atlast-command of r also will fail. If your last command w as echo r , the result will be r . Further, there is no analogous shorthand to the convenient ! ! - F in csh . O n the other hand, if FCED I T is set to v i or EMACS , you can pop into the editor to change the command by typing f c .



I want to figure out a pattern or two that will let me specify both bucka r oo files, the d i ckens file, and samp l e2, but not samp l e . This is a fine example of where the echo command can be helpful: % echo b* d* s* b i n bucka r oo bucka r oo . con f used d i cken s . no t e samp l e samp l e2 s r c



That’s not quite it. I’ll try again: % echo bu* d* sa* bucka r oo bucka r oo . con f used d i ckens . no t e samp l e samp l e2



That’s closer. Now I just need to remove the sample file: % echo bu* d* sa*2 bucka r oo bucka r oo . con f used d i ckens . no t e samp l e2



That’s it. Now I want to compute the number of lines in each of these files. If I use the csh history mechanism, I can avoid having to enter the filenames again: % wc - l ! * wc - l bu* d* sa*2 36 bucka r oo 11 bucka r oo . con f used 28 d i ckens . no t e
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4 samp l e2 79 t o t a l



Notice that the ! * expanded to the entire previous command except the very first word. 7. What happens if I use ! $ instead? % wc - l ! $ wc - l sa*2 4 samp l e2



8. In the middle of doing all this, I became curious about how many people on my system have first names that are four letters long. Is this impossible to compute? Not with UNIX! The first step is to extract the full names from the / e t c / passwd file: % awk - F : ‘ { pr i nt $5 } ’



The system does not respond. I forgot to specify the filename! % ! ! < / etc / passwd awk - F : ‘ { p r i n t $5 } ’ < / e t c / passwd l i mbo r oo t , , , , USENET News , , , , I NGRES Manage r , , , , ( 1000 use r sys t em ) DO NOT , , , , Van i l l a Accoun t , , , , The Fe r r yman , , , ,



I can use ^c to stop this output, because I’ve seen enough to know that it’s what I want. Next, I use awk again to pull just the first names out of this list: % ! ! | awk ‘ { pr i nt $1 } ’ awk - F : ‘ { p r i n t $5 } ’ < / e t c / passwd | awk ‘ { p r i n t $1 } ’ r oo t USENET I NGRES ( 1000 Van i l l a The Accoun t ^c %



It looks okay. Now the final step: I need to revise this awk script to look at the length of each name, and output the name only if it’s four letters long: % ! - 2 | awk ‘ { i f ( l ng ( $1 ) == 4 ) pr i nt $0 } ’ awk - F : ‘ { p r i n t $5 } ’ < / e t c / passwd | awk ‘ { i f ( l ng ( $1 ) == 4 ) p r i n t $0 } ’



I got no output at all! The reason is that I mistyped l eng t h and l ng. Fortunately, to fix this is simplicity itself with C shell history commands. Remember, the format is ^o l d^new: % ^ l ng^ l ength awk - F : ‘ { p r i n t $5 } ’ < / e t c / passwd | awk ‘ { i f ( l eng t h ( $1 ) == 4 ) p r i n t $0



1 3



15



Hour 15



332



}’ ,,,, Pau l Pe t e John Dana D i ck M i ke Bi l l Da l e Bi l l Ga r y Doug Ru t h Dave ^c %



Town , , , , Cheese , , , , Sm i t h , , , , To t t , , , , Pl y , , , , Mo l i ak , , , , Bo r n , , , , To t t , , , , R i son , , , , F l int , , , , She r wood , , , , Ra f f y , , , , Sean , , , ,



That’s very close. I just need to pipe the output of this command to wc: % ! ! | wc - l awk - F : ‘ { p r i n t $5 } ’ < / e t c / passwd | awk ‘ { i f ( l eng t h ( $1 ) == 4 ) p r i n t $0 } ’ | wc - l 723



9. If you are using Korn shell, here’s where it shines! Make sure that the environment variable ED I TOR is set to your preferred editor: $ echo $ED I TOR vi $



Now, any time you’re entering a command, you can press the Escape key and be in ksh history-edit command mode. The usual v i commands work, including h and l to move left and right; i and Escape to enter and leave insert mode; w, W, b, and B to zip about by words; and 0 and $ to move to the beginning or end of the line. Much more useful are k and j , which replace the current command with the previous or next, enabling you to zip through the history list. If I’d just entered who and then l s , to append | wc - l to the who command, I could press the Escape key: $_



Now each time I type k, I will see the previous command. Typing k once reveals this: $ls



Typing k as second time reveals this: $who



That’s the right command, so $ moves the cursor to the end of the line: $who
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Typing a appends, at which point I can add



| wc - l



like this:



$who | wc - l



Pressing Return results in ksh actually executing the command: $ who | wc - l 130 $_



The history mechanisms of the shells are wonderful timesavers when you’re working with files. I find myself using the csh ! ! and ! wo r d mechanisms daily either to build up complex commands (such as the previous example, in which I built up a very complex command, step by step) or to repeat the most recently used edit commands. Table 15.1 summarizes the different csh history mechanisms available. I encourage you to learn and use them. They soon will become second nature and will save you lots of typing. Table 15.1. C shell history commands. Command



Function



!!



Repeat the previous command. Repeat the last word of the previous command. Repeat all but the first word of the previous command. Replace a with b in the previous command. Repeat command n from the history list.



!$ !* ^a^b !n



3



Task 15.3: Command Aliases If you think the history mechanism has the potential to save you typing, you just haven’t learned about the command-alias mechanism in the Korn and C shells. Using aliases, you easily can define new commands that do whatever you’d like, or even redefine existing commands to work differently, have different default flags, or more! The general format for using the alias mechanism in csh is a l i as wo r d command - sequence , and in ksh it is a l i as wo r d=commands . If you enter a l i as without any specified words, the output shows a list of aliases you have defined. If you enter a l i as wo r d in csh , the output lists the current alias, if there is one, for the specified word.



1. One of the most helpful aliases you can create specifies certain flags to l s so that each time you enter l s , the output will look as though you used the flags with the command. I like to have the - FC flags set.
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% ls A r ch i ves I n f oWo r l d Ma i l News OWL



awksc r i p t bin bucka r oo bucka r oo . con f used csh r c



d i ckens . no t e key l i me . p i e ow l . c samp l e samp l e2



src t emp



Now I’ll try to create a C shell alias and try it again: % a l i as l s ‘ l s - CF ’ % ls A r ch i ves / awksc r i p t I n f oWo r l d / bin/ Ma i l / bucka r oo News / bucka r oo . con f used OWL / csh r c



d i ckens . no t e key l i me . p i e ow l . c samp l e samp l e2



src/ t emp /



This is very helpful! The ksh equivalent would be a l i as l s = ‘ l s - CF ’ . 2. If you’re coming from the DOS world, you might have found some of the UNIX file commands confusing. In DOS, for example, you use D I R to list directories, REN to rename files, COPY to copy them, and so on. With aliases, you can recreate all those commands, mapping them to specific UNIX equivalents: % a l i as D I R ‘ l s - l F ’ % a l i as REN ‘ mv ’ % a l i as COPY ‘ cp - i ’ % a l i as DEL ‘ rm - i ’ % DIR t o t a l 33 d r wx - - - - - - 2 t ay l o r d r wx - - - - - - 3 t ay l o r d r wx - - - - - - 2 t ay l o r d r wx - - - - - - 2 t ay l o r d r wx - - - - - - 4 t ay l o r - r w - r w - - - - 1 t ay l o r d r wx - - - - - - 2 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - - - - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r - r w - r w - - - - 1 t ay l o r d r wx - - - - - - 2 t ay l o r d r wx r wx - - - 2 t ay l o r % COPY samp l e newsamp l e %



512 512 1024 512 532 126 512 1393 458 1339 1123 12556 8729 199 207 512 512



Nov Dec Dec Oc t Dec Dec Oc t Dec Dec Dec Dec Nov Dec Dec Dec Oc t Nov



21 3 3 6 6 3 13 5 4 2 5 16 2 3 3 13 8



10 : 39 02 : 03 01 : 43 09 : 36 18 : 31 16 : 34 10 : 45 18 : 48 23 : 22 10 : 30 18 : 16 09 : 49 21 : 19 16 : 11 16 : 11 10 : 45 22 : 20



A r ch i ves / I n f oWo r l d / Ma i l / News / OWL / awksc r i p t bin/ bucka r oo bucka r oo . con f used csh r c d i ckens . no t e key l i me . p i e ow l . c samp l e samp l e2 src/ t emp /



3. To see what aliases have been defined, use the a l i as command: % a l i as COPY cp - i DEL rm - i
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DIR REN ls



ls - lF mv l s - CF



4. You could improve the alias for D I R by having the output of l s fed directly into the mo r e program so that a directory listing with a lot of output will automatically pause at the end of each page. To redefine an alias, just define it again: % a l i as D I R ‘ l s - l F | more ’



To confirm that the alias is set as you desire, try this: % a l i as D I R DIR l s - l F | mo r e



JUST A MINUTE



If you’re just defining one command with an alias, you don’t re ally need to use the quotation marks around the command argument. But what would ha ppen if you entered a l i as D I R l s - l F | mo r e ? The alias would be set to l s - l F , and the output of the a l i as command would be fed to the mo r e program, which is quite different from what you desired. Therefore, it’s just good form to use the quotation marks and a good ha bit to get into.



Aliases are a great addition to any command shell, and with the arcane UNIX commands, they also can be used to define full-word commands as synonyms. For example, if you decide you’d like the simplicity of remembering only the command move to move a file somewhere else, you could add the new alias a l i as move mv to your . csh r c file if you’re using C shell or a l i as move=mv to your . p r o f i l e if you prefer Korn shell, and the shell would include a new command.



Task 15.4: Some Power Aliases Because I have used the C shell for many years, I have created a variety of different aliases to help me work efficiently. A few of the best are shown in this section.



1. To see what aliases I have defined, I can use the same command I used earlier: % a l i as cd di f f env f r om info l i brary ll



chd i r ! * ; se t p r omp t / us r / b i n / d i f f - c - w p r i n t env f rm - n ss i n f o echo “ “ ; e cho “ “ ; echo “ r emembe r : ^J i s ENTER” ; t n3270 l i b ls - l
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ls /bin/ ls -F ma i l Ma i l ma i l q / us r / l i b / sendma i l - bp ne t com echo Ne t com l og i n : t ay l o r ; r l og i n ne t com . com newa l i ases echo you mean newa l i as . . . rd r eadmsg $ | page rn / us r / l oca l / b i n / r n - d$HOME - L - M - m - e - S - / se t p r omp t se t p r omp t = ” $sys t em ( $cwd : t ) ! : “ ss i n f o echo “ connec t i ng . . . ” ; r l og i n oas i s sunwo r l d echo SunWo r l d l og i n : t ay l o r ; r l og i n sunwo r l d . com



Recall that each of these aliases started out in my quote marks:



. csh r c



file surrounded by single



% grep a l i as . cshrc a l i as d i f f ‘ / us r / b i n / d i f f - c -w ’ a l i as f r om ‘ f rm - n ’ a l i as l l ‘ ls - l ’ a l i as l s ‘ /bin/ ls -F’ a l i as ma i l Ma i l a l i as ma i l q ‘ / us r / l i b / sendma i l - bp ’ a l i as ne t com ‘ e cho Ne t com l og i n : t ay l o r ; r l og i n ne t com . com ’ a l i as sunwo r l d ‘ e cho SunWo r l d l og i n : t ay l o r ; r l og i n sunwo r l d . com ’ a l i as newa l i ases ‘ echo you mean newa l i as . . . ’ a l i as r d ‘ r eadmsg $ | page ’ a l i as r n ‘ / us r / l oca l / b i n / r n - d$HOME - L - M - m - e - S - / ’ a l i as cd ‘ chd i r \ ! * ; se t p r omp t ’ a l i as env ‘ p r i n t env ’ a l i as se t p r omp t ‘ se t p r omp t = ” $s ys t em ( $cwd : t ) \ ! : “ ‘ # spec i a l a l i ases : a l i as i n f o ss i n f o a l i as ss i n f o ‘ echo “ connec t i ng . . . ” ; r l og i n oas i s ’ a l i as l i b r a r y ‘ echo “ “ ; echo “ “ ; echo “ r emembe r : ^J i s ENTER” ; t n3270 l i b ’



Also notice that the shell always keeps an alphabetically sorted list of aliases, regardless of the order in which they were defined. 2. Most of these aliases are easy to understand. For example, the first alias, d i f f , ensures that the command d i f f always has the default flags - c and - w. If I enter f r om, I want the system to invoke f r m - n; if I enter l l , I want the system to invoke l s - l , and so on. Some commands can cause trouble if entered, so creating an alias for each of those commands is a good way to stay out of trouble. For example, I have an alias for newa l i ases ; if I accidentally enter that command, the system gently reminds me that I probably meant to use the newa l i as command: % newa l i ases you mean newa l i as . . .



3. I have created aliases for connecting to accounts on other systems. I like to name each alias after the system to which I’m connecting (for example, ne t com, sunwo r l d):
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% a l i as netcom echo Ne t com l og i n : t ay l o r ; r l og i n ne t com . com % a l i as sunwor l d echo SunWo r l d l og i n : t ay l o r ; r l og i n s unwo r l d . com



You can’t enter a l i as ne t com sunwo r l d to list the ne t com and sunwo r l d aliases because that command me ans to replace the alias for ne t com with the command sunwo r l d .



CAUTION



Separating commands with a semicolon is the UNIX way of having multiple commands on a single line, so when I enter the alias ne t com, for example, it’s as if I’d entered all these commands one after another: echo Ne t com l og i n : t ay l o r r l og i n ne t com . com



4. Two aliases worth examining more closely are those for the cd and se t p r omp t commands. As you learn in a few moments, you can set your shell prompt to be just about any characters you’d like. (Hang on for just a paragraph or two, and you will learn all about what’s occurring in the next example!) I like to have my prompt indicate where in the file system I’m currently working. To ensure that the prompt is always up to date, I simply alias the cd command so that each time I change directories, the prompt is recalculated. % a l i as cd chd i r ! * ; se t p r omp t % a l i as setprompt se t p r omp t = ” $s ys t em ( $cwd : t ) ! : “



JUST A MINUTE



The chd i r command does the same thing as cd and is intended for use within ali ases as shown. So if you find chd i r e asier to remember than cd , you can use it inste a d.



Aliases are what makes both the C shell and Korn shell such great command interfaces. I can, and do, easily customize the set of commands and the default flags (look at all the options I set as default values for the r n command). I even turn off some commands that I don’t want to enter accidentally. Let your imagination run wild with aliases. If you decide you really like one and you’re using csh, add the alias to your . csh r c so it’s permanent ( . p r o f i l e if you’re using ksh). If you want to turn off an alias, you can use the una l i as command, and it’s gone until you log in again. For example, una l i as ne t com would temporarily remove from the shell the ne t com alias shown earlier.
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Task 15.5: Setting Custom Prompts Up to this point, the command prompt I’ve seen is a boring %. It turns out that the C shell lets you set your prompt to just about any possible value, with se t p r omp t = ” va l ue ” . The Korn shell equivalent is even easier: PS1= ” va l ue ” . Note that PS1 must be all uppercase for this to work.



1. I’m getting tired of UNIX being so inhospitable. Fortunately, I easily can change how it responds to me: % set prompt=”Yes , mas ter? “ Yes , mas t e r ?



That’s more fun! The ksh equivalent is PS1= ”Yes , mas t e r ? “ 2. There are a lot of things you can tuck away in your prompt that can be of great help. The first useful variable is cwd, which holds the current working directory: Yes , mas t e r ? set prompt=” I n $cwd , oh master : “ I n / use r s / t ay l o r , oh mas t e r :



What happens if I change directories? I n / use r s / t ay l o r , oh mas t e r : cd / I n / use r s / t ay l o r , oh mas t e r : pwd / I n / use r s / t ay l o r , oh mas t e r :



This is not so good. Now you can see why it’s necessary to alias cd to maintain the prompt. 3. Some special ! values can be added to the prompt definition, as shown in Table 15.2. Table 15.2. Special values for the system prompt. Value



Expands to



` cmd `



The results of executing cmd. The current command number. The value of va r . The tail (last word) of the value of va r .



\! $va r $va r : t
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9 3



Here are a few examples of other C shell prompts and what happens when you use them: I n / , oh mas t e r : set prompt=” ( \ ! ) % “ ( 132 ) %



The ksh equivalent is PS1= ” ( \ ! ) $ “ . The number in parentheses is the command number, as used by the C shell history mechanism: ( 132 ) % echo h i hi ( 133 ) % l s News ma i l i ng . l i s t s . usene t ( 134 ) % ! 132 echo h i hi ( 135 ) %



usene t . 1



usene t . a l t



Every time I log in, I automatically set the variable current computer:



sys t em



to the name of the



( 135 ) % set prompt=”$system ( \ ! ) % “ l i mbo ( 136 ) %



I like to include in my prompt the basename of the current directory, as shown in the following example. Basename means the closest directory name, so the basename of / us r / home / t ay l o r is t ay l o r , for example. Also, I replace the percent sign with a colon, which is a bit easier to read. There is a slight problem, however; having a : instead of % means that I have to remember I’m in C shell (or Korn shell, as the case may be). l i mbo ( 136 ) % set prompt=”$system ( $cwd : t ) \ ! : “ l i mbo ( t ay l o r ) 137 :



4. Now I glance back at the aliases for se t p r omp t and cd, with all these things in mind: l i mbo ( t ay l o r ) 139 : a l i as cd chd i r ! * ; se t p r omp t l i mbo ( t ay l o r ) 140 : a l i as setprompt se t p r omp t = ” $sys t em ( $cwd : t ) ! : “ l i mbo ( t ay l o r ) 141 :



You can see that the se t p r omp t alias defines the C shell prompt as $sys t em ( $cwd : t ) ! : “ , although the actual line in the . csh r c file includes the backslash (as expected): l i mbo ( t ay l o r ) 141 : grep prompt= . cshrc a l i as se t p r omp t ‘ se t p r omp t = ” $sys t em ( $cwd : t ) \ ! : “ ‘ l i mbo ( t ay l o r ) 142 :
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Each time I change directories, I use the combined commands of the cd a l i as ( chd i r ! * ) to change the current directory, and then I use se t p r omp t to compute the new prompt.



TIME SAVER



The ! * notation in a shell ali as exp ands to all the words you specify after the alias word on the command line. For example, if you have an alias for d i r that is “ echo ! * ; l s ! * ” , entering d i r / home actually executes echo / home follow ed by l s / home .



Experiment and find a set of variables that can help you customize your UNIX prompt. I strongly recommend that you use command numbers to familiarize yourself with the history mechanism.



Task 15.6: Creating Simple Shell Scripts The command-alias capability is a helpful way to cut down on entering short commands time and again, but what if you have a series of 5 or 10 commands that you often enter in sequence? That’s where shell scripts can help. At their simplest, shell scripts are a series of shell commands that appears in a file in exactly the order in which they’ll be entered. If you change the permissions of the file to add execute permission, you can enter the name of the file as if it were just another UNIX command.



1. It’s amazing how pervasive shell scripts are in UNIX. A listing of / b i n and / us r / ucb on one system reveals that 13 and 17 commands in these files, respectively, are actually shell scripts:
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l i mbo ( t ay l o r ) 33 : cd / b i n l i mbo ( b i n ) 34 : f i l e * | grep scr i p t 68k : execu t ab l e s he l l sc r i p t f a l se : execu t ab l e s he l l sc r i p t i 386 : execu t ab l e s he l l sc r i p t ns32000 : ex ecu t ab l e she l l sc r i p t pb l ock : execu t ab l e s he l l sc r i p t pdp11 : execu t ab l e s he l l sc r i p t t r ue : execu t ab l e s he l l sc r i p t u370 : execu t ab l e s he l l sc r i p t u3b : execu t ab l e s he l l sc r i p t u3b10 : execu t ab l e s he l l sc r i p t u3b2 : execu t ab l e s he l l sc r i p t u3b5 : execu t ab l e s he l l sc r i p t vax : execu t ab l e s he l l sc r i p t l i mbo ( b i n ) 38 : cd / usr / ucb l i mbo ( ucb ) 39 : f i l e * | grep scr i p t msgs : execu t ab l e s he l l sc r i p t p r i n t : execu t ab l e c - she l l sc r i p t
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sc r i p t : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) ve r s i on 1 t a r ma i l : she l l sc r i p t t r man : execu t ab l e s he l l sc r i p t uncomp r essd i r : she l l sc r i p t un t a r ma i l : she l l sc r i p t vg r i nd : execu t ab l e c - she l l sc r i p t vpq : execu t ab l e c - she l l sc r i p t vp r : execu t ab l e c - she l l sc r i p t vp r i n t : execu t ab l e c - she l l sc r i p t vp r m : execu t ab l e c - she l l sc r i p t v t r o f f : execu t ab l e c - she l l sc r i p t wh i ch : execu t ab l e c - she l l sc r i p t z cmp : she l l sc r i p t zd i f f : she l l sc r i p t zmo r e : she l l sc r i p t



Shell scripts can be quite short. The script / b i n / t r ue is only one line: ex i t 0. The script / b i n / f a l se contains the opposite command, and it contains only one line: ex i t 1. The helpful script p r i n t is also just one line: l p r - p $* . Most of the others, however, are too complex to explain here. 2. Instead of examining these confusing scripts, I’ll move to my own b i n directory and consider a script or two that I have there: l i mbo ( ucb ) 42 : cd l i mbo ( t ay l o r ) 43 : cd b i n l i mbo ( b i n ) 44 : f i l e * bounce . msg : ex ecu t ab l e she l l sc r i p t ca l c : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 f i x i t : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 massage : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 pun t : she l l sc r i p t r umo r . m i l l . sh : she l l sc r i p t say . h i : asc i i t ex t l i mbo ( b i n ) 45 : cat - n punt 1 : Use / b i n / sh 2 3 # Pun t : pun t a news a r t i c l e f r om w i t h i n “ r n ” t o you r se l f . 4 5 t r ap “ / b i n / r m - f / t mp / pun t . $$ ” 0 1 9 15 6 7 SENDTO= t ay l o r @ne t com . com 8 9 ca t - > / t mp / pun t . $$ 10 11 i f [ “ $1 ” ! = “ ” ] ; t hen 12 ADDRESS=$1 13 e l se 14 ADDRESS=$SENDTO 15 f i 16 17 / us r / l i b / sendma i l $ADDRESS < / t mp / pun t . $$ 18 19 echo Pun t ed a ‘ wc - l < / t mp / pun t . $$ ‘ l i ne news a r t i c l e t o $ADDRESS 20 21 ex i t 0 22



1 4 3
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This script is intended to be part of a pipeline, and it will send a copy of the stream of information either to the default address (SENDTO) or to a specified person ($1 is the first argument given to the script in this case). As shown earlier in the discussion of system prompts, any text that appears in backquotes is interpreted as a command and is executed, and the results of that command are added in its place in the subsequent command. In this case, the echo command on line 19 computes the number of lines in the specified file, and that number is then included in the output, which typically looks like this: Pun t ed a 17 l i ne news a r t i c l e .



JUST A MINUTE



N otice that the very first character of this file is a colon. It turns out that the C shell interprets scripts only if the very first character of the script is a # . O therwise, it lets the Bourne shell ( sh) run the commands, as in this case.



3. That’s all well and interesting, but I want to create a new shell script. The first step is to make sure that I’m creating the script in a directory that is included in my search path (otherwise, I won’t be able to use the script as a command): l i mbo ( b i n ) 46 : pwd / use r s / t ay l o r / b i n l i mbo ( b i n ) 47 : echo $PATH . : / use r s / t ay l o r / b i n : / b i n : / us r / b i n : / us r / ucb : / us r / l oca l : / e t c : / us r / e t c : / us r / l oca l / b i n : / us r / unsup / b i n ( b i n ) 48 :



Here’s a very simple shell script that shows how shell scripts can be of assistance: l i mbo ( b i n ) 86 : cat new . scr i pt # samp l e she l l sc r i p t echo sea r ch i ng f o r she l l sc r i p t s pwd echo “ “ f i l e * | g r ep sc r i p t | sed ‘ s / : / / ’ | awk ‘ { p r i n t $1 } ’ ex i t 0



This script lists the names of all files in the current directory that it identifies as shell scripts: l i mbo ( b i n ) 88 : chmod +x new . scr i pt l i mbo ( b i n ) 89 : new . scr i pt sea r ch i ng f o r she l l sc r i p t s / use r s / t ay l o r / b i n bounce . msg l oca t e new . sc r i p t pun t r umo r . m i l l . sh
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To confirm that the new command works, look at what same directory:



4 3



f i le



reports about this



l i mbo ( b i n ) 90 : f i l e * bounce . msg : ex ecu t ab l e she l l sc r i p t ca l c : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 f i x i t : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 l oca t e : she l l sc r i p t massage : SYMMETRY i 386 execu t ab l e ( 0 @ 0 ) no t s t r i pped ve r s i on 1 new . sc r i p t : commands t ex t pun t : she l l sc r i p t r umo r . m i l l . sh : she l l sc r i p t say . h i : asc i i t ex t l i mbo ( b i n ) 91 :



4. A more interesting script is one that can search through all the directories in my PATH, looking for any occurrences of a specified filename: l i mbo ( b i n ) 92 : cat l ocate # l oca t e - f i nd cop i es o f a f i l e # # t h i s shou l d be r un by t he C she l l se t name=$1 f o r each d i r ec t o r y ( ` echo $PATH | sed ‘ s / : / / g ’ ` ) i f ( - f $d i r ec t o r y / $name ) t hen l s - l $d i r ec t o r y / $name end i f end



The



loop is evaluated from the inside out. Because of the backquotes, my is echoed to sed, which removes the colons separating the directories. Then the C shell goes through the f o r each loop once for each directory in my PATH, setting the variable d i r ec t o r y to the subsequent value. Each time through the loop, the - f test checks for the existence of the file: If the file exists in that directory, l s - l lists some information about it. f o r each



PATH



Pay careful attention to the b ackquotes and single quotes in this script.



JUST A MINUTE



Here is



l oca t e



l i mbo ( b i n ) - r wx r - x r - x l i mbo ( b i n ) - r wx r - x r - t l i mbo ( b i n )



at work:



93 : l ocate l s 1 r oo t 32768 May 29 94 : l ocate v i 7 r oo t 163840 Nov 29 95 :



1990 / b i n / l s* 1990 / us r / ucb / v i *
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It really would take an entire book (or two!) to describe fully all the ins and outs of shell scripts. The main idea here, however, is that if you use a lot of commands repetitively, you should make them into a command alias (if they’re short) or drop them all into a shell script. In shell scripts, as in awk, $1 is always the first argument, $2 the second, and so on.



Summary This hour introduced you to many of the most powerful aspects of UNIX command shells. Practice creating aliases and working with the history list to minimize your typing. Also, find a prompt you like and set it in your . csh r c or . p r o f i l e (for csh and ksh, respectively) so it will be the default.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms basename The closest directory name. For example, the basename of is t ay l o r .



/ us r / home / t ay l o r



command number The unique number by which the shell indexes all commands. You can place this number in your prompt using \ ! and use it with the history mechanism as ! command - numbe r .



Questions 1. How do you tell the C shell that you want it to remember the last 30 commands during a session and to remember the last 10 commands across login sessions? 2. Assume that you get the following output from entering h i s t o r y : 1 2 3 4 5



l s - CF who | g r ep dun l ap l m wc - l < t es t ca t t es t h i s tory



What would be the result of entering each of the following history commands? !2



!w



! wh



echo ! 1



3. Some UNIX systems won’t enable you to do the following. What danger do you see lurking in this alias? a l i as who
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5 4 3



4. Which of the following aliases do you think would be useful? al al al al al al



i as i as i as i as i as i as



a l i as who l s cp copy cp - i l ogou t v i v i l ogou t bye l ogou t



5. Set your prompt to the following value. Remember that 33 should be replaced with the appropriate command number each time. #33 - I know l o t s abou t UN I X . Fo r examp l e :



6. Find and examine two shell scripts that are found in either the / b i n or / us r / b i n directories on your system. Remember, any line beginning with a # is a comment.



Preview of the Next Hour In the next hour, you learn how to get even more out of your shell. You learn about shell programming and how to create shell programs on-the-fly.
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Basic Shell Programming In the previous hour, you learned about a few of the options available to you when you use a command shell. These shells are how you enter commands for UNIX. What most people don’t realize when they first start using UNIX is that these shells are also programming languages and that you can write your own shell programs.



Goals for This Hour In this hour, you learn all about ! ! ! ! !



Shell variables Shell arithmetic Comparison functions Conditional expressions Looping expressions
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Because shells are really just interpreted languages, any sequence of commands you wish to run can be placed in a file and run regularly. This is a shell program. Most UNIX experts write their shell programs for the Bourne shell ( / b i n / sh ) because that shell is standard on every UNIX platform. Earlier in this book, I illustrated examples by using the C shell, because I feel this is a better interface for the user. Because I’m programming the Bourne shell, the command prompt is slightly different; it’s $ rather than %.



I strongly urge you to look at the shells you have availa ble. The best shell to use is the one that makes you the most productive.



JUST A MINUTE



Task 16.1: Shell Variables Programming languages usually include variables, and the shell naturally does, too. Variables are just tags to identify values that may change as a program is used. In the shell, these variables can take a single value and are always interpreted as strings. Even numeric values are strings to the shell.



The C shell and Korn shell both support arrays and have means of representing numeric values.



JUST A MINUTE



You can use any string-manipulation command, such as sed or cu t , to change a shell variable.



Here is an example of setting the value of a shell variable: $ co l or=b l ue



This sets the variable co l o r to the string b l ue. One can output the value of any variable with the echo command: $ echo $co l or b l ue



This also indicates how to reference a shell variable: It must be preceded by the dollar sign ($). This can cause some problems. If you are using a shell variable as a prefix and want to immediately append text, you might think this would work: $ l ean i ng= ’ ant i - ’ $ echo Joe i s bas i ca l l y $ l ean i ngtaxes
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The output here is just Joe i s bas i ca l l y . The shell does not know to differentiate between the variables $ l ean i ng and $ l ean i ng t axes . Because there is no value assigned to $ l ean i ng t axes , the output is a NULL string. To solve this problem, enclose the variable in curly braces. $ echo Joe i s bas i ca l l y $ { l ean i ng } taxes Joe i s bas i ca l l y an t i - t axes



If leaning is undefined, the output might not make sense. It would be Joe i s bas i ca l l y t axes . Fortunately, the shell provides a means to have a default value if a variable is undefined: $ echo Joe i s bas i ca l l y $ { l ean i ng : - pro } taxes Joe i s bas i ca l l y p r o t axes



If l ean i ng is undefined, the : - syntax tells the shell to use the following string, including the space character, instead of leaving the output blank. This does not assign a new value to the variable. If you need to use the variable repeatedly, you might want to assign a new value to it, if it is undefined. The = character does this: $ echo Joe i s bas i ca l l y $ { l ean i ng=pro } t axes and $ { l ean i ng } spend i ng . Joe i s bas i ca l l y p r o t axes and p r o spend i ng .



The first interpretation of the variable finds it undefined, so the shell assigns ‘ p r o ‘ to the variable and outputs that. The second time the variable is interpreted, it has the value ‘ p r o ‘ . Variables often are assigned by the r ead command. This assigns an individual word to a specified variable, with the last variable in the list being assigned the remaining words. $ read c i ty state message Mo r r i s t own , New Je r sey H i Mom ! $ echo $c i ty i s c i ty Mo r r i s t own , i s c i t y $ echo $state i s stat e New i s s t a t e $ echo $message i s message Je r sey H i Mom ! i s message



As you can see, only New is assigned to s t a t e . The best way around this is to escape the space with a backslash: $ read c i ty state message Mo r r i s t own , New \ Je r sey H i Mom ! $ echo $c i ty i s c i ty Mo r r i s t own , i s c i t y $ echo $state i s stat e New Je r sey i s s t a t e $ echo $message i s message H i Mom ! i s message



This can be a bit tricky at first.
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The other common way to assign variables is from command-line arguments. The shell has built-in variables to access the command line. If you’ve written a script to copy files and named it copy - f i l es , you might want to list all the files on the command line: $ copy - f i l es f i l e1 f i l e2 f i l e3



The program would access these arguments as $1, $2, and $3: cp $1 des t i na t i on cp $2 des t i na t i on cp $3 des t i na t i on



The $0 variable is a special case for looking at the command name, and command-line variables.



$*



lists all the



The standard data in any shell program is the variable. These variables can be assigned in several ways, directly assigned, read in from a user’s typing, or by the command line. The shell also provides means to provide some default manipulation of variables.



Task 16.2: Shell Arithmetic Although the shell treats variables as strings, there are methods to perform some basic mathematics on shell variables. Again, the C shell and the Korn shell provide more extensive mathematical capabilities.



If a shell is assigned a numeric value, you can perform some basic arithmetic on the value using the command exp r . This command takes several arguments to perform arithmetic: $ expr 1 + 1 2



Arguments must be separated by spaces, and present, for the exp r command to work. If a variable is undefined or does not have a value assigned to it (sometimes called zero length), the result is a syntax error. Here is where the : - syntax is particularly helpful: $ expr $unde f + 1 exp r : syn t ax e r r o r $ expr $ { unde f : - 0 } + 1 1



Normal default values of 0 and 1 are useful. When adding 0 to a number, you get the same number. Similarly, multiplying or dividing by 1 also doesn’t change the value of the number. also supports subtraction, multiplication, integer division, and remainders. These are illustrated here: exp r



$ expr 11 - 5 6
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$ expr 11 ‘ * ’ 5 55 $ expr 11 / 5 2 $ exp r 11 % 5 1



Note that I had to include the asterisk in single quotes. If I didn’t do that, the shell would expand it to be the list of files in the current directory, and the exp r program wouldn’t understand that. You can assign the results of the arithmetic to other variables by enclosing the command in backquotes: $ newva l ue= ‘ expr $ { o l dva l ue : - 0 ) + 1 ‘



If o l dva l ue is assigned, it is incremented by 1. If not, newva l ue is set to 1. This is useful when looping through data for a number of iterations. The exp r command also can work with complex arithmetic. You can write an expression to add two numbers and then multiply by a third number. Normally, you would need to worry about operator precedence, but exp r is not that sophisticated. Instead, you just group the operations in parentheses: $ expr \ ( 11 + 5 \ ) * 6 2



This first adds 11 and 5, then multiplies the result by 6. Because the parentheses are important shell characters, I need to escape them with backslashes. The exp r is a very useful command for performing arithmetic in the Bourne shell. Strings must be numbers, or there will be errors, and the results of the exp r command can be assigned to other variables.



JUST A MINUTE



The exp r command is much more powerful than described here; it includes the ca p ability to perform logical operations and perform operations on strings. For more information, check the man p age.



Task 16.3: Comparison Functions Often, when writing a program, you may want the actions taken to be dependent on certain values. A simple example is the r m - i command, where the – i flag tells r m to prompt you before deleting a file. Type y , and a file is deleted. Type n, and it remains. The shell also has similar options. These next two tasks cover how to use those options.
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Just as exp r is a powerful program for solving arithmetic expressions and performing operations on strings, the t es t command can be used to perform comparisons. t es t will perform comparisons on strings, as well as numeric values. Always, t es t will return 1 if the condition is true and 0 if it is false. It is standard for UNIX shells to use these values as true and false. There are three types of operations for which t es t is used. There are numeric comparisons, string comparisons, and status tests for the file system. First up are the numeric comparisons. Because the shell treats the less-than and greater-than symbols as redirection characters, they can’t be used within the t es t command. Instead, I have a series of two letter flags, as described in Table 16.1. These flags are always placed between the two arguments: t es t 3 - eq 4



This example would return false because 3 and 4 are not equal. Table 16.1. Test operators. Comparison Flag - eq - ne -lt - le -gt - ge



Meaning True if the numbers are equal True if the numbers are not equal True if the first number is less than the second number True if the first number is less than or equal to the second number True if the first number is greater than the second number True if the first number is greater than or equal to the second number



You can use the result of exp r , or any other command that returns a numeric value, in t es t . There is also a special expression in t es t , - l s t r i ng , that returns the length of a string. So, you can write the following tests: t es t ‘ exp r $va l ue % 10 ‘ - eq - l $s t r i ng t es t ‘ wc - l f i l ename ‘ - ge 10000



The first test determines if the last digit of $va l ue (the remainder of a division by 10) is the same as the length of $s t r i ng . The second takes a count of the number of lines in a file and is true if there are 10,000 lines or more present.
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The second type of comparison is on strings. The first two are unary, which means they apply to only one string: t es t - z $s t r i ng t es t - n $s t r i ng



The first test is true if the string is of zero length. If the string is undefined, this is true, too. The second is true if the string has some content. The next two tests compare strings with each other. The simple equals sign and the exclamation point (commonly used to switch between true and false in UNIX) are used for these comparisons: t es t a l phabe t = A l phabe t t es t a l phabe t ! = A l phabe t



The first is false; the second is true.



W hen comp aring string varia bles, you may see something like t es t X$s t r i ng1 = X$ s t r i ng2



JUST A MINUTE



The presence of the X prevents a null string from confusing t es t . If s t r i ng1 is nu l l and s t r i ng2 is s t r i ng , you’d exp and to t es t X = Xs t r i ng



W ithout the X , the test would be expanded to t es t = s t r i ng



This is a syntax error. The other option is to enclose the string in double quotes: t es t “ $s t r i ng1 ” = “ $s t r i ng2 ”



That expands to this t es t “ ” = “ s t r i ng ”



The final test operators work on the file system. They are single flags, listed in Table 16.2, followed by a path. Table 16.2. File system unary flags. Option



Meaning



-G



True if the file exists and is owned by the same group as the process. True if the file exists and points to another file (symbolic link).



-L



continues
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Table 16.2. continued Option



Meaning



-O



True if the file exists and is owned by the same user as the process. True if the file exists and is a file used for communications between programs (socket). True if the file exists and is a symbol identifying a physical device used for input and output in large chunks of data, such as a hard disk, (block special device). True if the file exists and is a symbol identifying a physical device used for input and output in single characters, such as a terminal (character special device). True if the file is a directory. True if the file exists. True if the file exists and is a regular file. True if the file exists and runs in a specific group. True if the file exists and is set to remain in memory after execution. This makes a program a faster starter, at the cost of overall system performance. True if the file exists and is a named pipe. True if the file exists and is readable. True if the file exists and has data. True if the file exists and runs as a specific user. True if the file exists and is writable. True if the file exists and is executable.



-S



-b



-c



-d -e -f -g -k



-p -r -s -u -w -x



A sample test would be: t es t - d $HOME / b i n



This checks to see if you have a directory named b i n in your home directory. The most common flags you see in shell programs are the - f flag and the - d flag. The others are used only in unusual situations. The file system also has three binary comparisons. The - e f test determines whether the two files are the same. (When you create a link between files, this is true.) The - n t flag is true if the first file is newer than the second, and the - o t flag is true if the first file is older than the second. You might see a test in a looping statement like: t es t f i l e1 - o t f i l e2
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This test compares the two files and is true if f i l e1 is older than f i l e2 . If you are waiting for data to appear in f i l e1, you might use this test to cause a shell program to wait for the first file to appear. You can negate test commands with the exclamation point or combined with - a for and and - o for or. You can make arbitrarily long conditions, at the cost of readability: t es t $va r - eq 0 - a ! - e f i l e



This checks to see if the value of $va r is zero and if



f i le



16



exists.



The t es t command also has a second form. Instead of explicitly calling is surrounded by square brackets:



t es t ,



the condition



[ - f f i le ]



Doing this makes shell programs more readable. One of the most-used commands in shell programming is the t es t command. It is essential to understanding the next two tasks, conditional expressions and loops.



Task 16.4: Conditional Expressions Sometimes, when writing a program, you want to perform an action only when another action returns the value t r ue . Shell programming enables you to do this by way of the i f command, the case command, and two special command separators.



The



if



command is the most commonly seen conditional command. It takes the form:



if command - b l ock t hen command - b l ock fi



A command-block is a sequence of one or more shell commands. The first command-block is always executed. The return value of the last statement executed is used to determine if the second block is executed. The most commonly used command at the end of the first command-block is the t es t command. if [ - f $f i le ] t hen echo $ f i l e i s a r egu l a r f i l e fi
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This i f statement notifies the user that a file is a regular file. If the file is not a regular file (such as a directory), you don’t see output. Sometimes, you may want output regardless of the situation. In the preceding case, you may be interested in the status of the file even if it is not a regular file. The i f command can expand with the e l se keyword to provide that second option. if [ - f $f i le ] t hen echo $ f i l e i s a r egu l a r f i l e e l se echo $ f i l e i s no t a r egu l a r f i l e fi



This statement provides output regardless of the status of the file. For these simple tests and output, the shell provides a second, quicker means of executing the i f statement. If the two commands are joined by &&, the second command is executed if the first command is true. If the commands are joined by | | , the second command is executed if the first is false. The preceding command, therefore, would look like: [ - f $ f i l e ] && echo $ f i l e i s a r egu l a r f i l e [ - f $ f i l e ] | | echo $ f i l e i s no t a r egu l a r f i l e



This shorthand is very useful but can be confusing for a novice. If you accidentally place a space between the characters, you have a wildly different command; the & will run the first command at the same time as the echo, and the | will pipe the output of the test (none) to the echo. If you want even more information, your i f statement can have more than two options. You need multiple tests and the e l i f keyword: if [ - f $f i le ] t hen echo $ f i l e i s a r egu l a r f i l e el i f [ -d $f i l e ] t hen echo $ f i l e i s a d i r ec t o r y e l se echo $ f i l e i s no t a r egu l a r f i l e o r a d i r ec t o r y . fi



This command first tests to see whether the file is a regular file; if not, it checks to see whether it is a directory, and if it is neither, it gives output. You can expand any i f statement with an unlimited number of e l i f branches.
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At some point, though, the code will become confusing. When you have many possible branches, you should use the case command. The syntax is more complicated than for i f : case s t r i ng i n pa t t e r n ) command - b l ock ; ; pa t t e r n ) command - b l ock ; ; ... esac



If you were looking for possible values for a variable, you could use case: echo Wha t do you wan t : r ead va r r ema i nde r case $va r i n house ) echo The p r i ce mus t be ve r y h i gh ; ; ca r ) echo The p r i ce mus t be h i gh ; ; pops i c l e ) echo The p r i ce mus t be l ow ; ; * ) echo I do no t know t he p r i ce ; ; esac



This case statement follows an input request and gives the user a rough idea of the price. A case list can contain any number of items. The pattern-matching algorithms used are for wildcards. There are two basic conditional expressions and a third shortcut. You can test a condition and perform alternative actions by using i f statements and their shortcuts. Or, you can compare strings and perform any number of actions by using the case statement.



Task 16.5: Looping Expressions If you want to run the same set of commands many times instead of writing them out once for each time, you are better off using looping commands. There are two types of loops, the determinate loop and the indeterminate loop. A determinate loop is one where you know exactly how many times you want to execute the commands before you enter the loop. Stepping through a list of files is a good example; you may not know the exact number of files, but once you do, you can start the loop for those files. An indeterminate loop is one where you need to keep executing a command-block until a condition is no longer true. You might be either waiting for something or performing a series of modifications to reach a goal.
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The usual command for a determinate loop is the f o r command. It has the following syntax: f o r va r i n l i s t do command - b l ock done



You can build any list you like. It could be a sequence of numbers or the output of a command. Earlier, I mentioned looping through a list of files. This is performed with the following loop: f o r va r i n ‘ l s ‘ do if [ - f $va r ] t hen echo $va r i s a r egu l a r f i l e fi done



This provides a list of all the regular files. You should note that the variable va r can be used inside the f o r loop. When you are stepping through a list of files, this can be advantageous; you have the name of the file provided to you by the variable va r . A nice trick that can be performed in a shell program is to step through the list of commandline arguments. The f o r loop provides a neat mechanism; if the ‘ i n l i s t ’ part is omitted from the command, the f o r loop steps through the list of command-line arguments. j =0 for i do j = ‘ exp r $ j + 1 ‘ echo $ i i s a r gumen t $ j done



This command steps through the command-line arguments and identifies where they are in the order of arguments. In both cases, when you enter the f o r loop, you know how many times you need to run the loop. If you look at the case where you are waiting for something to happen, though, you need to use a different loop. The wh i l e loop is the solution for this problem. In Task 16.3, I mentioned the case where you might want to wait on the arrival of a file. This echoes a real-world situation I recently faced. We were processing a daemon’s log file, but we did not know exactly when it would be placed in our directory. We tried to set up the job to run after the file arrived, but this still ran into problems.
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Using the wh i l e loop, we solved the problem. At the end of the execution of our script, we created a checkpoint file. At the beginning, if the checkpoint file was newer than the log file, we’d wait. Programmatically, that is: wh i l e [ checkpo i n t - n t l og f i l e ] do s l eep 60 done



This program would wait one minute between checks. If the new written, the program would go back to sleep for a minute.



l og f i l e



had not been



You can use wh i l e loops also in a determinate manner. In the case where you are not concerned with a variable’s value but know a count of times to run a command-block, you can use a counter to increment through the number: i =0 wh i l e [ $ i - l t 100 ] do i = ‘ exp r “ $ i ” + 1 ‘ commands done



This is certainly easier than listing 100 items in a list! The shell provides two convenient mechanisms for running a group of commands repeatedly. These loop commands are useful from both the command line and a program.



Summary In this hour, you just skimmed the basics of shell programming. You were introduced to the control structures of the shell and two important commands. There is a lot more you can learn about shell programming; Teach Yourself Shell Programming (Sams Publishing) is one place you can look. If you are interested in the C shell, Teach Yourself the UNIX C Shell (Sams Publishing) is another resource.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.
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Key Terms command-block A list of one or more shell commands that are grouped in a conditional or looping statement. conditional expression



This is an expression that returns either true or false.



determinate loop A loop where the number of times the loop is run can be known before starting the loop. expression



This is a command that returns a value.



indeterminate loop A loop where the number of times the loop is run is not known before starting the loop. loop This is a sequence of commands that is repeatedly executed while a condition is true. variables These are names to label data that may change during the execution of a program. zero-length variable



A variable that does not have a value assigned to it.



Questions 1. How would you read in an address in a shell program? How would you read in a name? 2. If you read in the number of people who read a newspaper and the number of people who subscribe to a particular paper, how would you determine the ratio of subscribers to readers? 3. How do you know if a file has data? 4. How do you wait for data to be placed in a file?



Preview of the Next Hour In the next hour, you are introduced to managing processes in UNIX. You learn how to start a background job, how to switch between foreground and background, and how to terminate a command.
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Job Control In this hour you will learn about how UNIX handles jobs, and how you can manipulate them. Commands you will learn include j obs and ps , to see what processes are running; f g and bg, to move jobs back and forth between the foreground and background; and k i l l , to terminate jobs that you no longer want around.



Goals for This Hour In this hour, you learn ! About job control in the shell: stopping jobs ! How to put jobs in the background and bring them back to the foreground ! How to find out what tasks are running by using j obs and ps ! How to terminate errant processes by using k i l l Throughout this book, I’ve indicated that my focus is on the most important and valuable flags and options for the commands covered. That’s all well and good, but how do you find out about the other alternatives that might actually work better for your use?
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This hour presents an explanation of a UNIX philosophical puzzle: What is a running program? To learn the answer, you are introduced to ps and j obs , for controlling processes; f g and bg, to move your own processes back and forth between the foreground and background; and the quasi-omnipotent k i l l command, for stopping programs in their proverbial tracks.



Task 17.1: Job Control in the Shell: Stopping Jobs Whether you’re requesting a man page, listing files with l s , starting v i , or running just about any UNIX command, you’re starting one or more processes. In UNIX, any program that’s running is a process. You can have multiple processes running at once. The pipeline l s - l | so r t | mo r e invokes three processes: l s , so r t , and mo r e. Processes in both the C and Korn shells are also known as jobs, and the program that you’re running is known as the current job. Any job or process can have a variety of different states, with “running” being the most typical state. In both shells, you can stop a job by pressing ^ z . To restart it, enter f g when you are ready.



1. Earlier I was perusing the man page entry for so r t . I had reached the bottom of the first screen: % man sor t SORT ( 1 )



DYN I X P r og r amme r ’ s Manua l



SORT ( 1 )



NAME so r t - so r t o r me r ge f i l es SYNOPS I S so r t [ - mubd f i n r t x ] [ +pos1 [ - pos2 ] ] . . . [ - o name ] [ - T d i r ec t o r y ] [ name ] . . . DESCR I PT I ON So r t so r t s l i ne s o f a l l t he named f i l es t oge t he r and w r i t es t he r esu l t on t he s t anda r d ou t pu t . The name ‘ - ’ me ans t he s t anda r d i npu t . I f no i npu t f i l e s a r e named , t he s t anda r d i npu t i s so r t ed . The de f au l t s o r t key i s an en t i r e l i ne . De f au l t o r de r i ng i s l ex i cog r aph i c by by t es i n mach i ne co l l a t i ng sequenc e . The o r de r i ng i s a f f ec t ed g l oba l l y by t he f o l l ow i ng op t i ons , one o r mo r e o f wh i ch may appea r . b I gno r e l e ad i ng b l anks ( space s and t abs ) i n f i e l d com - - Mo r e - - _
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I’d like to try using the - b flag mentioned at the bottom of this screen, but I want to read the rest of the man page, too. Instead of typing q to quit, then starting the man program again later, I can stop the program. I press ^ z , and see this: o r de r i ng i s a f f ec t ed g l oba l l y by t he f o l l ow i ng op t i ons , one o r mo r e o f wh i ch may appea r . b - - Mo r e - S t opped %



I gno r e l e ad i ng b l anks ( space s and t abs ) i n f i e l d com -



At this point, I can do whatever I’d like: % ls 1 1 1 1 1



17



- s | sor t - b | head - 4 A r ch i ves / I n f oWo r l d / Ma i l / News / OWL /



2. I can resume at any time. I enter f g, the program reminds me where I was, and man (which is actually the mo r e program invoked by man) returns to its prompt: % fg man so r t - - Mo r e - - _ %



3. Screen-oriented programs are even smarter about stopping and starting jobs. For example, - v i refreshes the entire screen when you return from it having been stopped. If I were in v i working on the d i ckens . no t e file, the screen would look like this: A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f .
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Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he Dan i sh peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1123 cha r ac t e r s



Pressing ^ z would result in this: w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1123 cha r ac t e r s S t opped % _



I can check to see if someone is logged in and then return to v i with the command.



fg



% who | grep marv % fg



A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e posess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he Dan i sh peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f “ d i ckens . no t e ” 28 l i nes , 1123 cha r ac t e r s
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There are many aspects to processes and jobs in UNIX, particularly regarding the level of control offered by the shell. The rest of this hour explains how to exploit these capabilities to make your work easier and faster.



Task 17.2: Foreground / Background and UNIX Programs Now that you know how to suspend programs in their tracks, it’s time to learn how to have them keep running in the background (by using the bg command) while you’re doing something else and how to have programs instantly go into the background (by using the & notation). In the first hour, you learned that one of the distinguishing characteristics of UNIX is that it’s a true multitasking operating system. It is capable of running hundreds of programs at the same time. The best part is that you’re not limited to just one process! If you want to save a couple man pages to a file, for example, you can run those processes in the background while you are working on something else. Once a job is stopped, you can enter f g to start it up again as the program you’re working with. (The f g command takes its name from foreground, which refers to the program that your display and keyboard are working with.) If the process will continue without any output to the screen and without any requirement for input, you can use bg to move it into the background, where it runs until it is done. If the program needs to write to the screen or read from the keyboard, the system will stop its execution automatically and inform you. You then can use f g to bring the program into the foreground to continue running.



If you find that b ackground jobs are just writing information to your screen, try the s t t y t os t op command to fix the problem.



TIME SAVER You can use job control also to start up a couple programs and then use the f g command, with the job ID as an argument to start the one you want to work with. Not entering the job ID will bring the most recently stopped job back to the foreground. If your system takes a long time to start up big applications (such as emacs or v i ), this could save you lots of time.



JUST A MINUTE



Although a job may be stopped, it still consumes resources, so you should be careful not to have too many stopped programs around, in deference to the other users of your machine.
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A different strategy is to start a program in the background, letting UNIX manage it. If the program needs some input or output, it stops, just like processes you’ve put into the background with bg after they’ve already started running. To have a program (or pipeline!) automatically start in the background, simply type an & at the end of the command line.



1. Here’s an example of a command that processes files without needing any input or offering any output: % awk - F : ‘ { pr i nt $1" = “$5 } ’ < / etc / passwd | \ awk - F , ‘ { p r i n t $1 } ’ | \ awk ‘ { i f ( NF > 2 ) p r i n t $0 } ’ | \ so r t > who . i s . who



After about 20 seconds, the % prompt returns; it takes that long to feed the password file through the three-part awk filter, sort the entire output, and save it to the file who . i s . who.



CAUTION



W hen you’re working with long commands, it’s useful to know that you alw ays can move to the next line—even in the middle of entering something—by ending the current line with a single b ackslash. N ote that the b ackslash must be the very last character on the line!



With this new file, I easily can look up an account to see the full name of that user: % a l i as l ookup ‘ grep - i \ ! * who . i s . who ’ % who | head r oo t conso l e De c 6 18 : 02 ma r i t an j t t yAa De c 8 21 : 20 efb t t yAb De c 8 12 : 12 w i f ey t t yAc De c 8 19 : 41 pham t u t t yAe De c 8 21 : 14 cu r t s t t yA f De c 8 21 : 14 se i f e r t t t yAg De c 8 21 : 11 t ay l o r t t yAh De c 8 21 : 09 ha l cyon t t yA i De c 8 18 : 34 j am i l r r t t yA j De c 8 20 : 25 B r oken p i pe % l ookup mar i tan j ma r i t an j = Jo r ge Ma r i t an % l ookup e f b e f b = Edwa r d F . B i l l i a r d %
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2. To have this process run in the background, I can stop the process immediately after I start it, by using ^ z : % ! awk awk - F : ‘ { p r i n t $1 " = “ $5 } ’ < / e t c / pas swd | awk - F , ‘ { p r i n t $1 } ’ " | awk ‘ { i f ( NF > 2 ) p r i n t $0 } ’ | so r t > who . i s . who S t opped %



N otice that the command I repeated using the history mechanism w as listed as being all on a single line!



JUST A MINUTE



At this point, bg will continue the program, running it in the background: % bg [1] awk - F : { p r i n t $1 " = “ $5 } < / e t c / passwd | awk - F , { p r i n t $1 } " | awk { i f ( NF > 2 ) p r i n t $0 } | so r t > who . i s . who & %



The number in square brackets is this job’s control number in the shell. In a moment, you learn why this is a handy number to note. On some systems a completed background job will notify you immediately that it’s done, but on most systems, after a completed background job has finished running, it waits until you press Return to get a new system prompt before it lets you know. After about 30 or 40 seconds, I press Return and see this: % [1] Done awk - F : { p r i n t $1 " = “ $5 } < / e t c / passwd | awk - F , { p r i n t $1 } | awk { i f ( NF > 2 ) p r i n t $0 } | so r t > who . i s . who %



3. Alternatively, a better strategy for moving a program into the background is to move the process to the background automatically by adding an & to the very end: % ! awk & awk - F : ‘ { p r i n t $1 " = “ $5 } ’ < / e t c / pas swd | awk - F , ‘ { p r i n t $1 } ’ " | awk ‘ { i f ( NF > 2 ) p r i n t $0 } ’ | so r t > ! who . i s . who & [ 1 ] 27556 27557 27558 27559 %



This is more interesting. This command is shown with a control number of 1, but the four numbers listed after that are the actual process ID numbers of each piece of the pipeline: 27556 is the first awk process, 27557 is the second awk process, 27558 is the third awk process, and 27559 is the so r t program. Again, when complete, pressing Return lets me know: % [1] Done awk - F : { p r i n t $1 " = “ $5 } < / e t c / passwd | "awk - F , { p r i n t $1 } | awk { i f ( NF > 2 ) p r i n t $0 } | so r t > who . i s . who %
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4. What happens if I try to automatically move to the background a program that has input or output? % vi & [ 1 ] 28258 %



This looks fine. Pressing Return indicates otherwise, though: % [1] %



+ S t opped ( t t y ou t pu t ) v i



You can see that this program has stopped because of some information (output) that it wants to display. If the program expected input, the message would be S t opped ( t t y i npu t ) p r og r am name . I can use f g to bring this program into the foreground and work with it, or even just to quit v i . Because so much of the UNIX design focuses on running streams of data through filters and saving the output to a file, there are a number of commands that you could be running in the background, freeing you up to do other work in the meantime. Remember also that you can put in the background jobs that take a fair amount of processing time and then display information on the screen. When it’s time to write something to the screen, the program will stop automatically until you enter f g to pull it into the foreground again.



Task 17.3: Finding Out What Tasks Are Running There are two ways to keep tabs on what programs are flying around in the UNIX operating system. The easier way, j obs , shows what processes you’ve stopped and moved into the background in the shell. Enter j obs , and csh (or ksh) tells you what programs, if any, are stopped or running. The alternative is a complex command called ps , which shows the processor status for the entire computer. The processor is another name for the computer itself. Fortunately, without any arguments, it shows the active or stopped programs associated with your terminal only. The ps program actually has more flags even than l s , I think. The vast majority of them, however, are never going to be of value to you or any normal UNIX user. Worse, the flags are very different between BSD systems and System V. The ones that are most helpful are summarized in Table 17.1. Table 17.1. Useful flags to the ps command, BSD-style. Flag



Meaning



-a



Shows all processes associated with terminals attached to the system. Shows all interesting processes on the system (that is, all processes other than those required by the operating system).



-g
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Meaning



-l



Gives the long listing format for each line. Lists only processes associated with the specified t t y xx . Produces user-oriented output. Uses wide output format. If repeated ( - ww), it will show as much of each command as possible. Shows all processes in the system.



- t xx -u -w



-x



The - a, - g, and - x flags each affect how much information is displayed by ps . To use either the - g or - x command, you also must use the - a command. On most machines, - ax yields considerably more output than - ag. The most commonly used flags (and flag combinations) are - u , to have only your processes listed in a friendly format; - aux, to see everything on the machine (you almost always want to pipe this to g r ep or mo r e , lest you be overrun with hundreds of lines of information); and - w t xx , to show all the processes associated with t t yxx , in wide format.



JUST A MINUTE



The ps program varies from System V to Berkeley U N IX more than any other command. Fortunately, the two or three most common fla gs are simil ar across the two systems. To explore more about the ps command on your system, you should start by re ading the man p a ge.



1. To begin, I’m going to start v i in the background: % v i d i ckens . note & [ 1 ] 4352 %



I’ll start that awk job again, too: % ! awk awk - F : ‘ { p r i n t $1 " = “ $5 } ’ < / e t c / pas swd | awk - F , ‘ { p r i n t $1 } ’ " | awk ‘ { i f ( NF > 2 ) p r i n t $0 } ’ | so r t > ! who . i s . who & [ 2 ] 4532 4534 4536 4537 %



The



j obs



command will show what processes I have running:



% j obs [ 1 ] + S t opped ( t t y ou t pu t ) v i d i ckens . no t e [ 2 ] - Runn i ng awk - F : { p r i n t $1 " = “ $5 } < / e t c / passwd | awk F, { p r i n t $1 } | awk { i f ( NF > 2 ) p r i n t $0 } | so r t > who . i s . who %
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2. Now that you know the job numbers (the numbers in square brackets here), you easily can move specific jobs into the foreground or the background by specifying the job number prefixed by %. To show what I mean, I’ll put a couple more v i jobs in the background: % v i buckaroo . con f used & [ 2 ] 13056 % v i awkscr i pt csh . man chery l mbox & [ 3 ] 13144 %



Now I’ll use the



j obs



command to see what’s running:



% j obs [1] S t opped ( t t y ou t pu t ) v i d i ckens . no t e [ 2 ] - S t opped ( t t y ou t pu t ) v i bucka r oo . con f used [ 3 ] + S t opped ( t t y ou t pu t ) v i awksc r i p t csh . man che r y l mbox %



N otice that the awk job finished.



JUST A MINUTE



To edit the bucka r oo . con f used note, I need only to enter f g %2 to pull the file into the foreground. To terminate all these processes (something you learn more about later in this hour), I can use the k i l l command: % k i l l %1 %2 %3 %



Nothing happened. Or did it? Pressing Return reveals what occurred in the operating system: % [3] [2] [1] %



- Done - Done + Done



v i awksc r i p t csh . man che r y l mbox v i bucka r oo . con f used v i d i ckens . no t e



3. Restart the awk command with ! awk . Contrast the output of of the Berkeley (BSD) ps command: % ps PID 4352 4532 4534 4536 4537 4579 %



17



TT Ah Ah Ah Ah Ah Ah



STAT T R R S S R



T I ME 0 : 00 0 : 03 0 : 02 0 : 01 0 : 00 0 : 00



COMMAND v i d i ckens . no t e awk - : { p r i n t $1 " awk - , { p r i n t $1 } - k { i f ( NF > 2 ) p r i n t $0 } ( awk ) so r t ps



j obs



with the output
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You can see here that there really are four unique processes running for that pipeline: three awk processes and one sort process. In addition, v i and ps are listed as running. Note that my login shell ( csh) isn’t in this listing. Figure 17.1 explains each field, and Table 17.2 lists possible values for the STAT program status column. Figure 17.1. The ps default process output.



Table 17.2. Possible process status values. Value



Meaning



R



Running Sleeping (20 seconds or less) Idle (sleeping more than 20 seconds) Stopped Zombie process



S I T Z



There are other process states, but they rarely show up for most users. A zombie process is one that has ended but hasn’t freed up its resources. Usually, it takes a second or two for the system to completely recover all memory used by a program. Sometimes, zombies are stuck in the process table for one reason or other. UNIX folk refer to this as a wedged process, which stays around until the system is rebooted. Sometimes it’s listed as in process listings. Any process that is preceded by a s l eep command is noted as sleeping. 4. Adding some flags can change the output of ps quite dramatically: % ps - x P I D TT 4352 Ah 6171 Ah 6172 Ah 6173 Ah 6174 Ah 6177 Ah 19189 Ah 19649 Ah %



STAT T R R S S R S I



T I ME 0 : 00 0 : 02 0 : 01 0 : 01 0 : 00 0 : 00 0 : 06 0 : 02



COMMAND v i d i ckens . no t e awk - : { p r i n t $1 " awk - , { p r i n t $1 } - k { i f ( NF > 2 ) p r i n t $0 } ( awk ) so r t ps - x - csh ( csh ) newma i l
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Two new processes show up here: - csh (the shell) which is—finally—my login shell, and newma i l , a program that automatically starts up in the background when I log in to the system (it’s located at the end of my . l og i n).



JUST A MINUTE



The shell process is shown with a le a ding d ash to indicate that it’s a login shell. Any other copies of csh that I run won’t have that le a ding d ash. That’s one w ay the C shell knows not to re a d through the . l og i n file every time it’s run.



5. To see more about what’s happening, I add yet another flag, output on the display: % ps - xu USER PID t ay l o r 7011 t ay l o r 7012 t ay l o r 7013 pr i nt t ay l o r 19189 t ay l o r 7014 t ay l o r 7022 t ay l o r 4352 t ay l o r 19649 %



%CPU %MEM 10 . 4 0 . 2 6.3 0.1 5.9 0.1 1.1 1.0 0.1 0.0 0.0



0.2 0.1 0.2 0.3 0.1



- u,



to expand the



SZ 184 160 160



RSS 100 92 92



TT Ah Ah Ah



STAT ENG R 6 S R 3



T I ME 0 : 02 0 : 01 0 : 01



COMMAND awk - : { p r i n t $1 " awk - , { p r i n t $1 } - k { i f ( NF > 2 )



256 316 180 452 124



148 64 116 168 60



Ah Ah Ah Ah Ah



S S R T I



0 : 07 0 : 00 0 : 00 0 : 00 0 : 02



- csh ( csh ) sor t ps - xu v i d i ckens . no t e newma i l



0



Figure 17.2 explains these fields. Figure 17.2. The - u user-oriented output of ps .



6. I won’t show the output from the - aux flags, but you should look at the number of lines produced by both the - ag and - ax flags: % ps - ag 377 % ps - ag P I D TT 1403 co 2200 p3
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| wc - l | head STAT T I ME COMMAND IW 0 : 01 - csh ( csh ) IW 0 : 18 se r ve r



Job Control



6076 p6 I 6082 p6 I 25341 p8 I W 681 pa I W 10994 pa I W 11794 pa I W 13861 pa I B r oken p i pe %



0 : 13 0 : 11 0 : 06 0 : 05 2 : 10 0 : 12 0 : 56



r l og i n sage - l h i r schna r l og i n sage - l h i r schna - t csh ( t csh ) - t csh ( t csh ) ghos t v i ew pop5 . ps pw l ookup gs



You can see here that each process is owned by a specific terminal but that these processes are all idle (that is, they’ve been sleeping for more than 20 seconds). This probably means that these users have turned away for a little while. Look back at the output generated by ps - xu, and you will see that newma i l is also idle. That’s because the program runs in a loop: It sleeps for five minutes, checks for new mail, goes back to sleep again, and so on. Processes that have the W after the I in the status column are processes that have been moved out of main memory and are swapped out to disk. This is not a problem, and the users might not even realize anything has happened; the only symptom of this is that when the users wake up their programs, the programs will take an additional second or two to return. What is the output from ps - ax? % ps - ax | wc - l 765 % ps - ax | head P I D TT STAT T I ME 0 ? D 8 : 58 1 ? S 14 : 45 2 ? D 20 : 43 27 ? I 0 : 00 59 ? S 6 : 36 70 ? I 0 : 02 74 ? I W 0 : 00 75 ? I W 0 : 00 76 ? I W 0 : 00 B r oken p i pe %
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COMMAND swappe r ( ini t ) pagedaemon r pc . r quo t ad / e t c / sys l ogd - m480 / e t c / po r t map ( b i od ) ( b i od ) ( b i od )



These are some of the “guts” of the UNIX operating system. Notice that none of these processes are actually associated with a terminal. Also notice that some of these processes have incredibly low process ID numbers! Any one-digit process ID is a program that is a part of the core UNIX system and must be running for UNIX to be alive. Any two-digit process is also started by the system itself but is probably optional. The D status for some of these processes indicates that they’re waiting for disk resources of some sort. Finally, note how much time these processes have taken. I venture that you will never have a process that takes 20 minutes of CPU time—ever!
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7. On a Sun workstation, the output of the ps commands is a bit different: % ps PID 8172 8182 8186 %



TT qb qb qb



STAT S T R



T I ME 0 : 00 0 : 00 0 : 00



COMMAND - csh ( csh ) vi ps



In many ways, though, these different workstations have very similar output from the ps commands. For example, compare this Sequent output from ps - xu to the ps - xu output on the Sun that I already showed: % ps - xu USER t ay l o r t ay l o r t ay l o r t ay l o r %



P I D %CPU %MEM 8191 7 . 7 0 . 4 8182 0 . 0 0 . 4 8172 0 . 0 0 . 3 8180 0 . 0 0 . 1



SZ 284 140 68 52



RSS 536 432 400 144



TT qb qb qb qb



STAT R T S S



START 19 : 16 19 : 16 19 : 16 19 : 16



T I ME COMMAND 0 : 00 ps - xu 0 : 00 v i 0 : 00 - csh ( csh ) 0 : 00 newma i l



The ENG column of the previous examples is replaced by a START column on the Sun workstation. The numbers in the ENG column indicate the exact time that the processes were started on the computer. UNIX works with processes. Your login shell, the edit session you run, and even the l s program listing your files are all processes in the operating system. This means that you can work with processes. You can stop programs temporarily to do something else, restart them as you choose, and even look at all the programs you’re running at any time, including otherwise hidden processes such as your login shell itself.



Task 17.4: Terminating Processes with k i l l Now that you know how to create multiple processes, tuck some into the background, and find stray processes, you need some way to permanently stop them from running, as needed. The command to accomplish this in UNIX is k i l l . For the most part, to use k i l l , you specify the process ID numbers of those programs you want to terminate. Both the C shell and Korn shell have a convenient shorthand that you’ve already seen: the percent–job-number notation. There are a variety of different signals that the k i l l command can send to a process. To specify a job control action, you need to specify to k i l l one of a variety of different signals. Table 17.3 lists signals you can use with k i l l . Table 17.3. Some signals to use with k i l l .
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Number



Name



Meaning



1 2



S I GHUP



Hang up Interrupt



S I G I NT



Job Control



Number



Name



Meaning



9 15



S I GK I LL



(cannot be caught or ignored) Software termination signal from k i l l



S I GTERM



ki l l



There are over 30 different signals that UNIX knows about, but Table 17.3 lists the ones that are most helpful. The S I GHUP signal is what’s sent to every process you are running just before you hang up (log out of the system). S I G I NT is the signal sent when you press ^c ; many programs respond in specific ways when this signal is received. S I GK I LL is “The Terminator” of the UNIX signals: Programs cannot ignore it and cannot process it. The process is terminated immediately, without even a chance to clean up after itself. S I GTERM is the more graceful alternative: It requests an immediate termination of the program, but it allows the program an opportunity to remove temporary files it might have created. By default, k i l l sends a S I GTERM to the processes specified. You can specify other signals, however, by using either the number or the name of the signal (minus the S I G prefix, that is). On many systems, you also can specify the - l flag to k i l l to see what signals are available.



The k i l l command should be used with caution. It can get you into a lot of trouble. For example, do you w ant to log out rather suddenly? To do that, find the process ID of your login shell and terminate it. Le arn to use k i l l , but le arn to use it cautiously.



CAUTION



1. The simplest way to use the k i l l command is from the shell. First, start a job in the background: % vi & [ 1 ] 6016 %



I can terminate this process now by using either k i l l %1 or k i l l 6016, but if I try both of them, the second will fail because the first already will have terminated the process: % k i l l %1 % k i l l 6016 6016 : No such p r oc ess [1] Done %
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vi



Just as if I had dropped a process into the background and it instantly stopped because it needed to produce output, the k i l l process also had no feedback and
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took a second or two to occur. In the interim, I entered the second k i l l command, which then output the error message No such p r ocess . Following that, I get an indication from the shell itself that the job ended. 2. Using the ps command, I can find that pesky newma i l program that’s always running in the background: % ps - ux | grep newma i l t ay l o r 6899 0.1 0.1 t ay l o r 25817 0.0 0.1 %



52 124



28 Av S 60 Av I



0 : 00 g r ep newma i l 0 : 01 newma i l



I want to send that process a hang-up signal (S I GHUP): % k i l l - HUP 25817 % ! ps ps - ux | g r ep newma i l t ay l o r 7220 0.0 0.1 %



52



28 Av S



0 : 00 g r ep newma i l



Because the newma i l program isn’t in this listing, I can’t conclude that the S I GHUP signal stopped newma i l .



JUST A MINUTE



Because k i l l tells you if a process cannot be found, the typical U N IX solution to finding out if the command worked is to enter ! ! immediately to repe at the k i l l command a second time. If k i l l worked, you see No such p r ocess .



3. Some processes are pesky and can resist the less powerful signals S I GTERM and S I GHUP. (In UNIX, this is called “catching” a signal. In some processes, you need to send and catch signals to perform certain actions.) That’s when you need to use what I call “The Big Guns,” or S I GK I LL . You see this referred to sometimes as the terminate-with-extreme-prejudice command; the format is k i l l - 9 p r ocess I D, and it’s not for the faint of heart! I strongly recommend that you just let k i l l send the S I GTERM signal and see if that does the job. If it doesn’t, try S I GHUP, and if that also fails, use S I GK I LL as a last resort. 4. What happens if you try to use k i l l on jobs that aren’t yours? Fortunately, it doesn’t work: % ps - aux | head - 5 USER P I D %CPU %MEM SZ news 7460 97 . 7 0 . 4 336 " / t mp / nnsub j 6735a phaed r us 8693 18 . 1 1 . 1 1260 r oo t 8741 14 . 4 0 . 4 416 r oo t 8696 13 . 9 0 . 4 416
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RSS TT STAT ENG 252 ? R N 4



T I ME COMMAND 4 : 33 so r t –u



720 r m S 252 ? R 252 ? S



0 : 03 nn 0 : 03 nn t pd 0 : 03 nn t pd
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B r oken p i pe % k i l l 7460 7460 : No t owne r %



5. Finally, if you forget and leave stopped jobs in the background and try to log out, here’s what happens: % l ogout The r e a r e s t opped j obs . %



You must either use f g to bring each job into the foreground and terminate them normally, or use k i l l to terminate each of the jobs, then log out. In this task, you have been introduced to the k i l l command and some of the signals associated with it.



Summary Although the file is the underlying unit in the UNIX file system, including all directories, the most fundamental piece of UNIX is the process. In this hour, you learned how to have background processes, how to stop and restart processes, and how to use k i l l to quit any errant program—running or not.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms control number A unique number that the C shell assigns to each background job for easy reference and for using with other commands, such as f g and k i l l . current job The job that is currently running on the terminal and keyboard (it’s the program you’re actually running and working within). foreground job A synonym for current job. errant process A process that is not performing the job you expected it to perform. job A synonym for process. kill



Terminate a process.
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login shell The shell process that started when you logged in to the system. This is usually where you’re working when you’re logged in to UNIX. process A program stopped or running within the UNIX operating system. Also known as a job. signals Special messages that can be sent to stopped or running processes. stop a job Stop the running program without terminating it. wedged process A process that is stuck in memory and can’t free up its resources even though it has ceased running. This is rare, but annoying. zombie



A terminated process that has not been cleaned up by the parent process.



Questions 1. Start a program, such as v i , and use ^ z to stop it. Now terminate the process using ki l l. 2. Start v i again, stop it, and put it in the background. Work on something else, and then return v i to the foreground. 3. Use ps to check the status of processes to see what processes you have running that aren’t shown on j obs . Why might ps and j obs list different processes?



Preview of the Next Hour The next hour focuses on the many facets of printing and generating hard copy on the UNIX system. It’s not as easy as you might think, so stay tuned!
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Printing in the UNIX Environment One of the greatest shortcomings of UNIX is printing. Generating printouts is a sufficiently common task that it should be fairly easy to accomplish. However, in this one area of UNIX, there has been continual conflict between the System V and BSD groups, to the detriment of all. This hour focuses on some of the most common UNIX commands for working with printers. It is a primer on how to find out what printers are hooked up to your system, how to send output to a printer, how to check that your print requests are in the queue for printing, and how to remove your print requests from the queue if you change your mind for any reason.



Goals for This Hour In this hour, you learn how to ! ! ! !



379



Find local printers with printers Send a print job to a printer with l p r or l p Format print jobs with p r Work with the print queue by using l pq, l p r m
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Various techniques can minimize the complexity of printing in UNIX, the best of which is to create an alias called p r i n t that has all the default configuration information you want. If you define PR I NTER as an environment variable, most of the UNIX print utilities will default to the printer you specify as the value of the PR I NTER environment variable, for example, when searching print queues for jobs. The queue, or list, is where all print jobs are placed for processing by the specific printer.



JUST A MINUTE



The differing “philosophies” of BSD and System V have caused problems in the are a of printing. In a nutshell, because U N IX systems are alw ays networked (that is, hooked together with high-speed data-communications lines), the most valua ble fe ature of a printing tool would be allowing the user to choose to print on any of the many printers attached. For this to work, e ach machine with an attached printer must be listening for requests from other machines. The root of the BSD versus System V problem is that the two listen for different requests. A System V machine can’t send a print job to a printer attached to a BSD machine, and vice versa .



Task 18.1: Find Local Printers with pr i nters Of the many problems with printing in UNIX, none is more grievous than trying to figure out the names of all the different printers available, what kinds of printers they are, and where they’re located. A complicated configuration file— / e t c / p r i n t cap — contains all this information, but it’s definitely not easy to read. So what do you do?



JUST A MINUTE



Some systems have an l ps t a t command, which lists printers availa ble on the system. I find the output of this command difficult to re a d, hence my inclusion of the p r i n t e r s script here. If you find the output accepta ble (see the next task in this hour for a sample), you can skip this first unit, although you still might w ant to spend a few minutes looking at the p r i n t e r s script anyw ay.



I will present a simple 20-line shell script, p r i n t e r s , that reads through the / e t c / p r i n t cap file and creates an attractive and easily read listing of all printers configured on your system. This hour presents the script and shows it at work on a few different computer systems. I encourage you to enter this script and place it in your own b i n directory ($HOME / b i n should be in your PATH for this to work).
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1. To start, take a quick look at the contents of the



/ e t c / p r i n t cap



381



file:



% head - 23 / etc / pr i ntcap # $Heade r : / us r / ms r c / us r / e t c / p r i n t cap / RCS / p r i n t cap , v 1 . 235 93 / 11 / 04 "10 : 55 : 21 mm Exp Locke r : mm $ ag l w \ ag \ I wag : \ : d r = / us r / l oca l / l i b / l p / l pmq : \ : gc=cc : \ : l f = / us r / spoo l / l p r / ag l w / l og f i l e : \ : l o= / us r / s poo l / l p r / ag l w / l ock : l p= / dev / nu l l : \ : m j #25 : mx#3000 : nd= / us r / l oca l / l i b / l p / l pnc : \ : p f =gnp t : \ : r m=se r ve r . u t ech . edu : r w : sd= / u s r / spoo l / l p r / ag l w : s h : \ : g f = / us r / l oca l / b i n / psp l o t : \ : n f = / us r / l oca l / l i b / devps / devp s : \ : qo=age : mq=ag l w1 , ag l w2 , ag l w3 , ag l w4 : mu : \ : w i =AG 23 : wk=mu l t i p l e App l e Las e r W r i t e r I I NT : ag l w1 : \ : d r = / us r / l oc a l / l i b / l p / l wp . sh : \ : gc=cc : \ : l f = / us r / spoo l / l p r / ag l w1 / l og f i l e : \ : l o= / us r / spoo l / l p r / ag l w1 / l ock : l p= / dev / nu l l : \ : m j #25 : mx#3000 : nd= / us r / l oca l / l i b / l p / l pnc : \ : p f =gnp t : \ : r m=se r ve r . u t ech . edu : r w : sd= / us r / spoo l / l p r / ag l w1 : s h : \ : g f = / us r / l oca l / b i n / psp l o t : \ : n f = / us r / l oca l / l i b / devps / devp s : \ : w i =AG 23 : wk=App l e Lase r W r i t e r I I NT :



I won’t go into exhaustive detail about the meaning of each field in this listing. It suffices to say that the first line in each entry lists the name of the printer, a | character, and any other possible names for the printer. Each field following the printer name is surrounded by colons and has a two-letter field name (for example, d r , n f ), followed by the value of that particular field or setting. The fields of interest are the printer name; the w i field, which indicates the location of the printer; and the wk field, which indicates the type of printer. 2. There are no UNIX utilities to keep you from having to slog through this configuration file. I have written a short, yet powerful, C shell script called p r i n t e r s to list the desired information in a readable format. Notice the use of a he r e document to create the awk script and the multiple-line pipeline at the end of the script that does all the actual work. % # # # # #



cat b i n / pr i nters p r i n t e r s - c r ea t e a s i mp l e l i s t o f p r i n t e r s f r om t he / e t c / p r i n t cap f i l e on t he sys t em . F r om Teach You r se l f UN I X i n 24 Hou r s
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se t p r i n t cap= / e t c / p r i n t cap se t awksc r i p t = / t mp / awksc r i p t . $$ / b i n / r m - f $awksc r i p t ca t $awksc r i p t NF == 2 { sp l i t ( $1 , wo r ds , “ | ” ) ; p r name=wo r ds [ 1 ] } NF > 2 { p r i n t f ( “% - 10s %s \ n ” , p r name , $0 ) } ‘ EOF ’ eg r ep ‘ ( ^ [ a - zA - Z ] | : w i ) ’ $p r i n t cap | \ sed ‘ s / : / / g ’ | \ awk - f $awksc r i p t | \ sed ‘ s / w i = / / ; s / wk= / ( / ; s / $ / ) / ’ | \ mo r e / b i n / r m - f $awksc r i p t ex i t 0



Some of this script is beyond what you have learned in this book about commands and scripts. In particular, the awk script, although only four lines long, shows some of the more powerful features of the program. Enter this as shown, and be careful to match the quotes and slash characters. 3. Once you’ve entered this script, enter the following: % chmod +x b i n / pr i nter s



That will ensure that it’s an executable script. Next, you need to inform the C shell, using the r ehash command, that you have added a new command to the search path. Then you can try your new shell script: % rehash % pr i nters | head - 15 ag l w AG 23 ( mu l t i p l e App l e Lase r W r i t e r I I NT ) ag l w1 AG 23 ( App l e Lase r W r i t e r I I NT ) ag l w2 AG 23 ( App l e Lase r W r i t e r I I NT ) ag l w3 AG 23 ( App l e Lase r W r i t e r I I NT ) ag l w4 AG 23 ( App l e Lase r W r i t e r I I NT ) a l ps l w L I B 111 ( App l e Lase r W r i t e r I I NTX ) bio COM B117 ( Da t aP r i n t e r ( se l f - se r v i ce ) ) ca r y CQuad ( NE - B7 ) ( I BM 4019 Lase r P r i n t e r ) cs l w CS 2249 ( App l e Lase r W r i t e r I I g ) cs115 l w CS 115 ( I BM 4019 Lase r P r i n t e r ( f o r CS180 ) ) cs115 l w2 CS 115 ( I BM 4019 Lase r P r i n t e r ( f o r CS180 ) ) csg40 l w CS G040 ( I BM 4019 Las e r P r i n t e r ) csg50 l w CS G050 ( I BM 4019 Las e r P r i n t e r ) cs l p1 CS G73 ( C . I t oh , wh i t e pape r ( se l f - se r v i c e ) ) eng130c i ENG 130 ( C . I t oh , wh i t e pape r ( se l f - se r v i c e ) ) B r oken p i pe
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You can use this script also to find printers of a certain type or in a specific location, if the descriptions in your / e t c / p r i n t cap file are configured in the correct manner: % pr i nters | grep - i p l ot ter knoxhp KNOX 316A ( Hew l e t t Pack a r d 7550+ P l o t t e r ) ccp MATH G109 ( CALCOMP 1073 P l o t t e r ) cvp MATH G109 ( VERSATEC V - 80 P l o t t e r ) % pr i nters | grep - i math l wg186 MATH G186 ( App l e Lase r W r i t e r I I NT ( p r i va t e ) ) ma t hc i MATH B9 ( C . I t oh , wh i t e pape r ( se l f - se r v i c e ) ) ma t h l w MATH 734 ( mu l t i p l e App l e Lase r W r i t e r I I NT ) ma t h l w1 MATH 734 ( App l e Lase r W r i t e r I I NT ) ma t h l w2 MATH 734 ( App l e Lase r W r i t e r I I NT ) ma t h l w3 MATH 734 ( App l e Lase r W r i t e r I I NT ) cc i MATH G109 ( C . I t oh , 3 ho l e wh i t e pape r ) ccp MATH G109 ( CALCOMP 1073 P l o t t e r ) ci l MATH G109 ( I BM 4019 Las e r P r i n t e r ) cvp MATH G109 ( VERSATEC V - 80 P l o t t e r )



4. You now should be able to choose a printer that’s most convenient for your location. Set the environment variable PR I NTER to that value. You also might want to tuck that into the last line of your . l og i n file so that next time you log in, the system will remember your printer selection. % setenv PR I NTER math l w % v i . l og i n



If your printer is not responding to what you set the PR I NTER varia ble to, try using the LPDEST varia ble, especially on System V.



JUST A MINUTE



se t env NAME “Dave Tay l o r ” se t env B I N “ 889 ” newma i l mesg y se t env PR I NTER ma t h l w ~ ~



The first, and perhaps biggest, hurdle for printing on UNIX has been solved: figuring out what the system calls the printer you’re interested in using. Not only do you now have a new command, p r i n t e r s , for your UNIX system, but you can see how you can customize UNIX to meet your needs by creating aliases and shell scripts.
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Task 18.2: Printing Files with l pr or l p Now that you have identified the name of the printer to use, how about sending information to the printer? If you are on a BSD system, the command to do this is l p r . You can print the results of a pipe command by adding l p r at the end of the pipeline, or you can print files directly by specifying them to the program. You can even use < to redirect input. If you’re using a System V version of UNIX, you will need to use the l p command instead. As you read through this hour, you will see the differences between l p r and l p indicated. Note how the philosophies of the two vary. The flags available for l p r and l p are numerous, and the most valuable ones are listed in Tables 18.1 and Table 18.2. Table 18.1. Useful flags for l pr . Flag



Meaning



-h



Do not print the header page. Indent the entire file eight spaces before printing. Print in landscape (sideways) mode, if the printer is capable of doing so. Send the print job to printer p r . Print pages in reverse order.



-i -L - Pp r -R



Table 18.2. Useful flags for l p. Flag



Meaning



- dp t r



Send the print job to the printer named p t r . Print only page n. Use t i t l e as the cover page title, where t i t l e is any string.



- Pn -tt i t le



1. Here’s a demonstration of what happens if you try to use l p or l p r without specifying a printer and without having the PR I NTER environment variable set. First, use the unse t env command to remove environment variable definitions: % unsetenv PR I NTER % who | l pr l p r : No p r i n t e r spec i f i ed B r oken p i pe
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Some systems default to a printer named l p in this situation, so if you don’t get an error message, that’s what happened. If you have l ps t a t (a command for checking the status of a printer), the - d flag will result in l ps t a t listing your default printer. To specify a printer, use the - P flag with l p r or the - d flag with l p, followed immediately by the name of the printer: % who | l pr - Pmath l w



Specifying a printer with the - P flag (or - d with l p) always will override the environment variable specified in PR I NTER; therefore, you can specify the default printer with PR I NTER and specify other printers as needed without any further work. Notice that I printed the output of the who command but received absolutely no information from the l p r command regarding what printer it was sent to, the print job number, or any other information. To make life easier, I’m going to redefine PR I NTER: % setenv PR I NTER math l w



2. To find out what’s in the print queue, I can use the l pq - Pp r i n t e r command:



l ps t a t - pp r i n t e r



% l pq - Pmath l w ma t h l w@se r ve r . u t ech . edu : d r i ve r no t ac t i ve P r i n t i ng i s d i sab l ed . Pos --1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22



Use r ---KOSH I HWE KOSH I HWE KOSH I HWE k l e i man j ze t a j ha r ge r j ha r ge r ss i n f o f ue l l i ng ze t a t k j a r ed SUJATHA SUJATHA SUJATHA bee bee bee ss i n f o ss i n f o ss i n f o ss i n f o s t acysm2



Bin --0104 0104 0104 0317 0042 0167 0167 0353 0216 0042 0142 0043 0043 0043 0785 0785 0785 0353 0353 0353 0353 0321



S i ze ---008 008 008 032 008 008 008 000 024 152 012 016 024 044 012 056 028 004 000 000 004 000



Jobname ------KOSH I HWE0104a KOSH I HWE0104b KOSH I HWE0104c k l e i man j 0317a z e t a0042a j ha r ge r 0167a j ha r ge r 0167b ss i n f o0353a f ue l l i ng0216a z e t a0042b t k j a r ed0142a SUJATHA0043a SUJATHA0043b SUJATHA0043c bee0785a bee0785b bee0785c ss i n f o0353b ss i n f o0353c ss i n f o0353d ss i n f o0353e s t acysm20321a



on System V or
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23 24



ss i n f o t ay l o r



0353 0889



000 000



ss i n f o0353 f t ay l o r 0889a



ma t h l w : wa i t i ng t o be t r ansm i t t ed t o se r ve r . u t ech . edu The queue i s emp t y .



Quite a few print jobs are waiting to be sent, but it’s not obvious why the printer is disabled. The output of the l pq and l ps t a t commands are explained in detail later in this hour. 3. To print the file d i ckens . no t e in landscape mode, without a header page, indented eight spaces, and in reverse order, I can use the following flags: % l pr - h i LR < d i ckens . note



If I did this often, a C shell alias could be helpful: % a l i as l pr . . . ’ l pr - h i LR ’



On a System V machine, you also could create the alias a l i as l p r ‘ l p ’ , though none of these particular options are available with l p. If you find yourself printing to a couple different printers quite often, you easily can define a few shell aliases to create printer-specific p r i n t commands: % a l i as mathpr i nt % a l i as l i bpr i nt % a l i as edpr i nt



‘ l pr - Pmath l w ’ ‘ l pr - P l i brary ’ ‘ l p r - Ped l w ’



On System V machines, the name would be this: % a l i as mathpr i nt % a l i as l i bpr i nt % a l i as edpr i nt



‘ l p - dmath l w ’ ‘ l p - d l i brary ’ ‘ l p - ded l w ’



4. Some systems have a command



lpinfo



that also offers information about printers:



% l p i n f o math l w ma t h l w : se r ve r . u t ech . edu ; MATH 734 ; mu l t i p l e App l e Lase r W r i t e r I I NT



To find out more information about the printer, you can specify the % l p i n f o - v math l w ma t h l w desc r i p t i on : d r i ve r : / us r / l oca l / l i b / l p / l pmq p r i n t e r con t r o l g r oup : cc g r aph i c f i l t e r : / us r / l oca l / b i n / psp l o t l og f i l e : / us r / spoo l / l p r / ma t h l w / l og f i l e l ock f i l e : / us r / spoo l / l p r / ma t h l w / l ock ha r dwa r e l i ne : / dev / nu l l max i mum j ob coun t pe r use r = 25 subqueue l i s t : ma t h l w1 , ma t h l w2 , ma t h l w3 max i mum p r i n t f i l e b l ocks = 3000 make un i que v i a b i n change
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ne t wo r k d r i ve r : / us r / l oca l / l i b / l p / l pnc d i t r o f f f i l t e r : / us r / l oca l / l i b / devps / devps p r i n t f o r ma t s : g r aph i cs , d i t r o f f , use p r , t r o f f queue o r de r i ng : age hos t a t t achmen t : se r ve r . u t ech . edu spoo l i ng d i r ec t o r y : / us r / spoo l / l p r / ma t h l w l oca t i on : MATH 734 desc r i p t i on : mu l t i p l e App l e La se r W r i t e r I I NT



5. The l p i n f o command also can show you a list of what printers are available, but I find the output format considerably more difficult to understand than l ps t a t : % l p i n f o - a | head - 15 ag l w : se r ve r . u t ech . edu ; AG 23 ; mu l t i p l e App l e Lase r W r i t e r I I NT ag l w1 : se r v e r . u t ech . edu ; AG 23 ; App l e Lase r W r i t e r I I NT ag l w2 : se r v e r . u t ech . edu ; AG 23 ; App l e Lase r W r i t e r I I NT ag l w3 : se r v e r . u t ech . edu ; AG 23 ; App l e Lase r W r i t e r I I NT ag l w4 : se r v e r . u t ech . edu ; AG 23 ; App l e Lase r W r i t e r I I NT a l ps l w : sen t i ne l . u t ech . edu ; L I B 111 ; App l e Lase r W r i t e r I I NTX bio: ace . u t ech . edu ; COM B117 ; Da t aP r i n t e r ( se l f - se r v i ce ) ca r y : f r ank l i n . u t ech . edu ; CQuad ( NE - B7 ) ; I BM 4019 Las e r P r i n t e r cs l w : se r ve r . u t ech . edu ; CS 2249 ; App l e Lase r W r i t e r I I g cs115 l w : expe r t . u t ech . edu ; CS 115 ; I BM 4019 Lase r P r i n t e r ( f o r CS180 ) cs115 l w2 : expe r t . u t ech . edu ; CS 115 ; I BM 4019 Lase r P r i n t e r ( f o r CS180 ) csg40 l w : f r ank l i n . u t ech . edu ; CS G040 ; I BM 4019 Lase r P r i n t e r csg50 l w : f r ank l i n . u t ech . edu ; CS G050 ; I BM 4019 Lase r P r i n t e r cs l p1 : expe r t . u t ech . edu ; CS G73 ; C . I t oh , wh i t e pape r ( se l f - se r v i ce ) eng130c i : age . u t ech . edu ; ENG 130 ; C . I t oh , wh i t e pape r ( se l f - se r v i ce ) B r oken p i pe



If you find this output readable, you’re undoubtedly becoming a real UNIX expert! The output of the p r i n t e r s command specifies the location of the printer that printed the file. I need to go to another building to pick up my hard copy. (The location is specified in the output of the p r i n t e r s command.)



Task 18.3: Formatting Print Jobs with pr The printout I generated looked good, but boring. I would like to have a running header on each page that specifies the name of the file and the page number. I’d also like to have a bit more control over some other formatting characteristics. This is exactly where the p r command comes in handy. Not intended just for printing, p r is a general pagination and formatting command that can be used to display information on the screen. Even better, p r is available on both BSD and System V UNIX. The p r program is loaded with options, most of which are quite useful at times. For example, - 2 makes the output two columns, which is useful for printing results of the who command in landscape mode! The most useful options are presented in Table 18.3.
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Table 18.3. Useful flags in pr . Flag



Meaning



-n



Produce n-column output per page. Begin printing on the nth page. Don’t print the page header and footer information. Use hd r as the head of each page. Set the page width to n characters (for landscape mode). Print all files at once, one per column.



+n -f - hhd r - wn -m



O n some U N IX systems, the - f fla g to p r causes the program to put form feeds at the bottom of e ach printed p a ge. To suppress the he a der and footer, use - t .



JUST A MINUTE



1. My printout of the who command showed me that my choice of paper was poor. In a 128-character-wide landscape printout, I actually was using only the first 30 characters or so of each line. Instead, I can use p r to print in two-column mode: % who | pr - 2 | more Dec



9 13 : 48 1993



r oo t p r i ncess t empus ena t suex cox t sc f a r l ey nancy r i ck f i tzte ma l uong af5 zj in he r be r t 1 eb r anson b i l l i am l i ne t 2 - - Mo r e - -



18



conso l e t t yaV t t yaW t t yaY t t yaZ t t yAa t t yAb t t yAc t t yAd t t yAe t t yAg t t yAh t t yA i t t yA j t t yAk t t yAm



Page 1 De c De c De c De c De c De c De c Dec De c De c Dec De c De c De c De c De c



6 9 9 9 9 9 9 9 9 9 9 9 9 9 9 9



18 : 02 13 : 44 13 : 43 13 : 41 13 : 35 13 : 36 13 : 12 13 : 12 13 : 47 13 : 46 09 : 12 13 : 44 13 : 29 13 : 44 13 : 36 11 : 04



ab du t ch ma l man bakasmg dodsond t md r o t henba xux i u f an nash r m dls myounc e l i yan da f f ne l r mm j l apham chu i c c



t t ypk t t yp l t t ypm t t ypq t t yps t t ypv t t ypw t t ypy t t yq3 t t yq5 t t yq8 t t yq9 t t yqA t t yqB t t yqC t t yqE



Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec



9 8 9 9 8 8 9 9 9 9 9 9 9 9 9 9



07 : 57 13 : 36 13 : 07 13 : 09 11 : 37 08 : 23 13 : 15 13 : 16 13 : 04 13 : 06 02 : 14 13 : 11 13 : 36 10 : 32 12 : 46 13 : 38



( nova ) ( dov ) ( dov ) ( age ) ( age ) (kraf t ) ( t r i ne t r a ) ( ec t o r ) ( pc115 ) ( d i a l up01 ) ( l i mbo ) ( vo l t ) ( l oca l hos t ) ( mm ) ( mac18 ) ( i ca r us )
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Notice that the p r program not only made this a two-column listing, but it also added a page header that indicates the current date and page number. 2. The header still doesn’t contain any information about the command name, which is what would really be helpful. Fortunately, I easily can add the header information I want by using p r : % who | pr - h “ ( outpu t o f the who command ) ” - 2 | more Dec



9 13 : 50 1993



r oo t p r i ncess t empus ena t suex cox t sc f a r l ey nancy r i ck f i tzte ma l uong ma r i t an j af5 zj in he r be r t 1 eb r anson - - Mo r e - -



conso l e t t yaV t t yaW t t yaY t t yaZ t t yAa t t yAb t t yAc t t yAd t t yAe t t yA f t t yAg t t yAh t t yA i t t yA j



( ou t pu t o f t he who command ) Page 1 De c De c De c De c De c De c Dec De c De c De c De c De c De c De c De c



6 9 9 9 9 9 9 9 9 9 9 9 9 9 9



18 : 02 13 : 44 13 : 43 13 : 41 13 : 35 13 : 36 13 : 12 13 : 12 13 : 47 13 : 46 13 : 49 09 : 12 13 : 48 13 : 29 13 : 44



ab du t ch ma l man bakasmg dodsond t md r o t henba xux i u f an dls myounce l i yan da f f ne l r mm j l apham chu i c c



t t ypk t t yp l t t ypm t t ypq t t yps t t ypv t t ypw t t ypy t t yq5 t t yq8 t t yq9 t t yqA t t yqB t t yqC t t yqE



Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec Dec



9 8 9 9 8 8 9 9 9 9 9 9 9 9 9



07 : 57 13 : 36 13 : 07 13 : 09 11 : 37 08 : 23 13 : 15 13 : 16 13 : 06 02 : 14 13 : 11 13 : 36 10 : 32 12 : 46 13 : 38



( nova ) ( dov ) ( dov ) ( age ) ( age ) (kraf t ) ( t r i ne t r a ) ( ec t o r ) ( d i a l up01 ) ( l i mbo ) ( vo l t ) ( l oca l hos t ) ( mm ) ( mac18 ) ( i ca r us )



That’s much better. 3. I might want to compare the contents of two different directories. Remember that the - 1 flag to l s forces the l s program to list the output one filename per line, so I can create a couple of files in this format easily: % l s - 1 src > src . l i st i ng % l s - 1 / tmp > tmp . l i st i ng



These files look like this: % head src . l i st i ng tmp . l i st i ng ==> s r c . l i s t i ng t mp . l i s t i ng / us r / spoo l / l p r / ma t hcp / us r / spoo l / ma i l / cpo t t e r / us r / spoo l / ma i l / mcphe r so / us r / spoo l / e r pcd / suppo r t / acp - con f i g / us r / spoo l / e r pcd / suppo r t / acp - po r t i n f o / us r / l oca l / b i n / cnews / i npu t / r ecpnews / us r / l oca l / b i n / cpps t d i n
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/ us r / l oca l / l i b / l i bXdmcp . a / us r / l oca l / l i b / gcc - l i b / i 386 - sequen t - bs d4 . 2 / 2 . 4 . 5 / i nc l ude " / ne t i ne t / t cp . h / us r / l oca l / l i b / gcc - l i b / i 386 - sequen t - bs d4 . 2 / 2 . 4 . 5 / i nc l ude " / ne t i ne t / t cp - va r . h / us r / l oca l / l i b / gcc - l i b / i 386 - sequen t - bs d4 . 2 / 2 . 4 . 5 / cpp / us r / l oca l / e t c / t cpd / us r / l oca l / e t c / acp - r es t r i c t / us r / l oca l / e t c / acp - l og f i l e / us r / l oca l / man / man1 / cccp . 1 / us r / man / man1 / RCS / r cp . 1c , v / us r / man / man1 / RCS / cpp . 1 , v / us r / man / man1 / RCS / cp . 1 , v / us r / man / man1 / RCS / uucp . 1c , v / us r / man / man1 / cpp l o t . 1 l / us r / man / man1 / cp i o . 1u / us r / man / man1 / cp . 1 / us r / man / man1 / cpp . 1 / us r / man / man1 / r cp . 1c / us r / man / man1 / macp t opbm . 1u / us r / man / man1 / pbm t omacp . 1u / us r / man / man3 / RCS / p - cpus - on l i ne . 3p , v / us r / man / man3 / RCS / cpus - on l i ne . 3p , v / us r / man / man3 / RCS / ge t r pcpo r t . 3 r , v / us r / man / man3 / cpus - on l i ne . 3p / us r / man / man3 / ge t r pcpo r t . 3 r / us r / man / man3 / p - cpu s - on l i ne . 3p / us r / man / man3 / un i t cp . 3 f / us r / man / man3 / s t r cp y . 3 / us r / man / man3 / s t r ncp y . 3 / us r / man / man4 / RCS / t cp . 4p , v / us r / man / man4 / t cp . 4p / us r / man / man8 / t cpd . 8 l / us r / man / ca t 3 f / %un i t cp . 3 f . Z / us r / man / ca t 3 f / un i t cp . 3 f . Z / us r / unsup / b i n / cp i o / us r / unsup / gnu / man / man1 / cccp . 1 / us r / news / cpu l i m i t s / us r / doc / l oca l / f o r m / cp / us r / doc / l oca l / f o r m / cp i o / us r / doc / l oca l / f o r m / r cp / us r / doc / uucp



This type of se arch can take a long time on a busy system. W hen I ran this command on my system, it took almost an hour to complete!



JUST A MINUTE



5. To find a list of the directories I’ve created in my home directory, I can use the - t ype specifier with one of the values shown in Table 19.2. Here’s one example: % f i nd . - type d - pr i n t . . / OWL . / OWL / Doc



401
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. / OWL / Wo r dMap . / .elm . / A r ch i ves . / I n f oWo r l d . / I n f oWo r l d / P I MS . / Ma i l . / News . /bin . / src . / t emp %



Table 19.2. Helpful f i nd - type file types. Letter



Meaning



d



Directory File Link



f l



6. To find more information about each of these directories, I can use the - exec option to f i nd. Unfortunately, I cannot simply enter the command: The exec option must be used with { } , which will be replaced by the matched filename, and \ ; at the end of the command. (If the \ is left out, the C shell will interpret the ; as the end of the f i nd command.) You also must ensure that there is a space between the { } and the \ : . % f i nd . - type d - exec l s - l d { } \ ; d r wx - - - - - - 11 t ay l o r 1024 Dec 10 14 : 13 . d r wx - - - - - - 4 t ay l o r 532 Dec 6 18 : 31 . / OWL d r wx r wx - - - 2 t ay l o r 512 Dec 2 21 : 18 . / OWL / Doc d r wx r wx - - - 2 t ay l o r 512 Nov 7 11 : 52 . / OWL / Wo r dMap d r wx - - - - - - 2 t ay l o r 512 Dec 10 13 : 30 . / . e l m d r wx - - - - - - 2 t ay l o r 512 Nov 21 10 : 39 . / A r ch i ves d r wx - - - - - - 3 t ay l o r 512 Dec 3 02 : 03 . / I n f oWo r l d d r wx - - - - - - 2 t ay l o r 512 Sep 30 10 : 38 . / I n f oWo r l d / P I MS d r wx - - - - - - 2 t ay l o r 1024 Dec 9 11 : 42 . / Ma i l d r wx - - - - - - 2 t ay l o r 512 Oc t 6 09 : 36 . / News d r wx - - - - - - 2 t ay l o r 512 Dec 10 13 : 58 . / b i n d r wx - - - - - - 2 t ay l o r 512 Oc t 13 10 : 45 . / s r c d r wx r wx - - - 2 t ay l o r 512 Nov 8 22 : 20 . / t emp



7. The f i nd command is commonly used to remove core files that are more than a few days old. These core files, as you recall, are copies of the actual memory image of a running program when the program dies unexpectedly. They can be huge, so occasionally trimming them is wise: % f i nd . - name core - ct i me +4 - exec / b i n / rm - f { } \ ; %
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There’s no output from this command because I didn’t use the the command.



-pr i nt



at the end of
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The f i nd command is a powerful command in UNIX. It helps you find files by owner, type, filename, and other attributes. The most awkward part of the command is the required elements of the - exec option, and that’s where the xa r gs command helps immensely.



Task 19.2: Using f i nd with xargs You can use f i nd to search for files, and you can use g r ep to search within files, but what if you want to search a combination? That’s where xa r gs is helpful.



1. A few days ago, I was working on a file that was computing character mappings of files. I’d like to find it again, but I don’t remember either the filename or where the file is located. First off, what happens if I use f i nd and have the - exec argument call g r ep to find files containing a specific pattern? % f i nd . - type f - exec grep - i mapp i ng { } \ ; t ypede f s t r uc t mapp i ngs { map - en t r y cha r ac t e r - mapp i ng [ ] = { int l ong - mapp i ngs = FALSE ; case ‘ l ’ : l ong - mapp i ngs = TRUE ; i f ( l ong - mapp i ngs ) / ** do a sho r t mapp i ng ** / / ** do a l ong mapp i ng ** / / ** Look up t he spec i f i ed cha r ac t e r i n t he mapp i ng da t abase ** / wh i l e ( ( cha r ac t e r - mapp i ng [ po i n t e r ] . key < ch ) && ( cha r ac t e r - mapp i ng [ po i n t e r ] . key > 0 ) ) i f ( cha r ac t e r - mapp i ng [ po i n t e r ] . key == ch ) r e t u r n ( ( map - en t r y * ) &cha r ac t e r - mapp i ng [ po i n t e r ] ) ; # map , uucp - map = The UUCP Mapp i ng P r o j ec t = nca - map s@app l e . com g r ep - i “ cha r ac t e r *mapp i ng ” * * / * * / * / * t o p r i n t Pos t Sc r i p t f i l es p r oduced by a mapp i ng app l i ca t i on t ha t " r uns on t he b i one t . genome . ch r omosomes Mapp i ng and sequenc i ng o f "euca r yo t e ch r omosomes . . / b i n / my . new . cmd : Pe r m i ss i on den i ed t ypede f s t r uc t mapp i ngs { map - en t r y cha r ac t e r - mapp i ng [ ] = { int l ong - mapp i ngs = FALSE ; case ‘ l ’ : l ong - mapp i ngs = TRUE ; i f ( l ong - mapp i ngs ) / ** do a sho r t mapp i ng ** / / ** do a l ong mapp i ng ** / / ** Look up t he spec i f i ed cha r ac t e r i n t he mapp i ng da t abase ** / wh i l e ( ( cha r ac t e r - mapp i ng [ po i n t e r ] . key < ch ) && ( cha r ac t e r - mapp i ng [ po i n t e r ] . key > 0 ) ) i f ( cha r ac t e r - mapp i ng [ po i n t e r ] . key == ch ) r e t u r n ( ( map - en t r y * ) &cha r ac t e r - mapp i ng [ po i n t e r ] ) ; o r l owe r case va l ue s . The t ab l e mapp i ng uppe r t o



The output is interesting, but it doesn’t contain any filenames!
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2. A second, smarter strategy would be to use the only the matched filename:



-l



flag to g r ep so that g r ep specifies



% f i nd . - type f - exec grep - l - i mapp i ng { } \ ; . / OWL / Wo r dMap / msw - t o - t x t . c . / . e l m / a l i ases . t ex t . / Ma i l / ma r k . / News / usene t . a l t . / b i n / my . new . cmd : Pe r m i ss i on den i ed . / src/ f i x i t .c . / t emp / a t t ach . msg



3. That’s a step in the right direction, but the problem with this approach is that each time f i nd matches a file, it invokes g r ep, which is a very resource-intensive strategy. Instead, you use the xa r gs to read the output of f i nd and build calls to g r ep (remember that each time a file is seen, the g r ep program will check through it) that specify a lot of files at once. This way, g r ep is called only four or five times even though it might check through 200 or 300 files. By default, xa r gs always tacks the list of filenames to the end of the specified command, so using it is as easy as can be: % f i nd . - type f - pr i n t | xargs grep - l - i mapp i ng . / OWL / Wo r dMap / msw - t o - t x t . c . / . e l m / a l i ases . t ex t . / Ma i l / ma r k . / News / usene t . a l t . / b i n / my . new . cmd : Pe r m i ss i on den i ed . / src/ f i x i t .c . / t emp / a t t ach . msg



This gave the same output, but it was a lot faster. 4. What’s nice about this approach to working with f i nd is that because g r ep is getting multiple filenames, it will automatically include the filename of any file that contains a match when g r ep shows the matching line. Removing the - l flag results in exactly what I want: % ^- l^ f i nd . - t ype f - p r i n t | xa r gs g r ep - i mapp i ng . / OWL / Wo r dMap / msw - t o - t x t . c : t ypede f s t r uc t mapp i ngs { . / OWL / Wo r dMap / msw - t o - t x t . c : map - en t r y cha r ac t e r - mapp i ng [ ] = { . / OWL / Wo r dMap / msw - t o - t x t . c : i n t l ong - mapp i ngs = FALSE ; . / OWL / Wo r dMap / msw - t o - t x t . c : cas e ‘ l ’ : l ong - mapp i ngs = TRUE ; . / OWL / Wo r dMap / msw - t o - t x t . c : i f ( l ong - mapp i ngs ) . / OWL / Wo r dMap / msw - t o - t x t . c : / ** do a sho r t mapp i ng ** / . / OWL / Wo r dMap / msw - t o - t x t . c : / ** do a l ong mapp i ng ** / . / OWL / Wo r dMap / msw - t o - t x t . c : / ** Look up t he spec i f i ed cha r ac t e r i n " t he mapp i ng da t abas e ** / . / OWL / Wo r dMap / msw - t o - t x t . c : wh i l e ( ( cha r ac t e r - mapp i ng [ po i n t e r ] . key "< ch ) && . / OWL / Wo r dMap / msw - t o - t x t . c : " ( cha r ac t e r - mapp i ng [ po i n t e r ] . key > 0 ) ) . / OWL / Wo r dMap / msw - t o - t x t . c :
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" i f ( cha r ac t e r - mapp i ng [ po i n t e r ] . key == ch ) . / OWL / Wo r dMap / msw - t o - t x t . c : r e t u r n ( ( map - en t r y * ) "&cha r ac t e r - mapp i ng [ po i n t e r ] ) ; . / . e l m / a l i ases . t ex t : # map , uucp - map = The UUCP Mapp i ng P r o j ec t " = nca - maps@app l e . com . / . h i s t o r y : g r ep - i “ cha r ac t e r *mapp i ng ” * * / * * / * / * . / . h i s t o r y : f i nd . - t ype f - exec g r ep - i mapp i ng { } \ ; . / Ma i l / ma r k : t o p r i n t Pos t Sc r i p t f i l es p r oduced by a mapp i ng "app l i ca t i on t ha t r uns on t he . / News / usene t . a l t : b i one t . genome . ch r omosomes Mapp i ng and sequenc i ng "o f euca r yo t e ch r omos omes . . / b i n / my . new . cmd : Pe r m i ss i on den i ed . / s r c / f i x i t . c : t ypede f s t r uc t mapp i ng s { . / s r c / f i x i t . c : map - en t r y cha r ac t e r - mapp i ng [ ] = { . / src/ f i x i t . c: int l ong - mapp i ngs = FALSE ; . / src/ f i x i t .c: c ase ‘ l ’ : l ong - mapp i ngs = TRUE ; . / src/ f i x i t .c: i f ( l ong - mapp i ngs ) . / src/ f i x i t .c: / ** do a sho r t mapp i ng ** / . / src/ f i x i t .c: / ** do a l ong mapp i ng ** / . / src/ f i x i t .c: / ** Look up t he spec i f i ed cha r ac t e r i n t he "mapp i ng da t abase ** / . / s r c / f i x i t . c : wh i l e ( ( cha r ac t e r - mapp i ng [ po i n t e r ] . key < ch ) && . / src/ f i x i t .c: ( cha r ac t e r - mapp i ng [ po i n t e r ] . key > 0 ) ) . / src/ f i x i t .c: i f ( cha r ac t e r - mapp i ng [ po i n t e r ] . key == ch ) . / src/ f i x i t .c: r e t u r n ( ( map - en t r y * ) &cha r ac t e r - mapp i ng [ po i n t e r ] ) ; . / t emp / a t t ach . msg : o r l owe r case va l ue s . The t ab l e mapp i ng uppe r t o



When used in combination, f i nd, g r ep , and xa r gs are a potent team to help find files lost or misplaced anywhere in the UNIX file system. I encourage you to experiment further with these important commands to find ways they can help you work with UNIX.



Summary The f i nd command is one of the more potent commands in UNIX. It has a lot of esoteric options, and to get the full power out of find, xa r gs , and g r ep, you need to experiment.



Workshop This Workshop poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Questions 1. Use



and wc - l to count how many files you have. Be sure to include the option so that you don’t include directories in the count. 2. Use the necessary commands to list the following: f i nd



- t ype f



! All filenames that contain abc ! All files that contain abc
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Preview of the Next Hour The next hour introduces you to techniques to communicate with other users.
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Communicating with Others It’s time to learn about what’s probably the single most exciting aspect of the operating system: the ability to communicate with other users on your computer, both interactively and through electronically transmitted mail, e-mail.



Goals for This Hour In this hour, you learn about ! ! ! ! !



Enabling messages using mesg Writing to other users with w r i t e Reading electronic mail with ma i l x Sending electronic mail with ma i l x The smarter alternative for sending mail, e l m



Of all the places in UNIX where there is variety, most of it surely is found in electronic mail, or e-mail. At least 15 different programs are available from various vendors to accomplish two tasks: to read mail from and send mail to
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other folks. In this hour, you learn about the standard electronic mail system, Berkeley Mail. I also take a little time to whet your appetite by showing you the Elm Mail System, a fullscreen alternative mail program that’s widely distributed.



There’s a much bigger world than the machine you’re on; it’s called the Internet. You le arn lots a bout how to use this valua ble system in these closing hours of Te ach Yourself U N IX in 2 4 Hours .



JUST A MINUTE



Task 20.1: Enabling Messages Using mesg Earlier you learned that all peripherals hooked up to UNIX are controlled by device drivers and that each device driver has an associated / dev file. If you want to talk with other users on the system, you need to ensure that they can communicate with you, too. (This pertains only to w r i t e, however; e-mail works regardless of the mesg setting.)



1. To find out through what device I’m connected to the system, I can use the UNIX command t t y : % t ty / dev / t t yAo



The file:



t ty



device is just another UNIX file, so I can look at it as I’d look at any other



% l s - l / dev / t tyAo c r w - - - x - - - 1 t ay l o r



21 ,



71 Dec



8 10 : 34 / dev / t t yAo*



Notice that I own the file and that I have write permission, but others do not. 2. To enable other users to communicate with me directly, I need to ensure that they can run programs that can write to my terminal. That is, I need to give them write permission to my t t y device. Instead of using the chmod command—tracking down what line I’m on and all that—I use a simple alternative, mesg. To turn messages on—allowing other users to communicate with me—I specify the y flag to mesg : % mesg y % l s - l ` t ty ` c r w - r wx - - - 1 t ay l o r



21 ,



71 Dec



8 10 : 33 / dev / t t yAo*



To disable messages (perhaps if I’m busy and don’t want to be bothered), I can use the n flag, which says that no, I don’t want messages:
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% mesg n % l s - l ` t ty ` c r w - - - x - - - 1 t ay l o r



21 ,



71 Dec



409



8 10 : 34 / dev / t t yAo*



3. At any point, you can double-check your current terminal write permission by entering mesg without any flags. The output is succinct, but it tells you what you want to know: % mesg is n



To see the settings of your t t y , use the b ackquotes with the t t y command, as shown in the preceding examples.



TIME SAVER Don’t tell anyone this secret. Once you have write permission to someone else’s terminal, you can redirect the output of commands to their t t y device as easily as to any other file in UNIX. In fact, that’s how the w r i t e command works: It opens the other person’s t t y device for writing, and each line you enter is also written to the other person’s screen. I note this simply so you can see why the permissions of your / dev / t t y line are so important, not so you can go wild and start tormenting your fellow UNIX users!



Task 20.2: Writing to Other Users with wr i te Now that you can allow others to write to your terminal as well as prevent them from writing to it, it’s time to find out how to write to theirs and what you can do with that capability. The command for interacting directly with other users is the w r i t e command. It’s a relatively simple command. When you start w r i t e, you specify the other user with whom you want to communicate, and w r i t e starts up for you only, and then it “pages” the other user to let him or her know that you’re interested in communicating. Once you’re in the program, each line that you type is sent to the other person as soon as you press Return. Until they respond by using w r i t e on their system to respond, however, they can’t send any messages to you. Electronic etiquette suggests that you connect and then you wait without typing until the other user connects with you. Then you can have a conversation! To connect with someone, you just need to specify the person’s account name to w r i t e. If the user is logged in more than once, w r i t e will try to choose the most recently used line, but it isn’t always successful. Using w is a good strategy. Simply look at the idle time on each connection to identify which line the person is actually using. Once you identify the connection, you can invoke w r i t e with the user’s account name and the t t y line you desire.
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1. I always start out by ensuring that I’ve turned on mesg to ensure that others can write to my terminal. Otherwise, the chap at the other end is going to be pretty darn frustrated trying to talk with me! % mesg is y



2. The best way to find out whether your friend is on the system is to use who, piping the output into the g r ep program. % who | grep marv ma r v t t yAx Dec



8 10 : 30



He’s logged in on t t y line / dev / t t yAx (simply add / dev / before the line indicated by who). I can use l s to see whether he has his messages turned on: % l s - l / dev / t tyAx c r w - r wx - - - 1 ma r v



21 ,



71 Dec



8 10 : 33 / dev / t t yAx*



3. To ask him to join a w r i t e session, I simply enter the following: % wr i te marv



What he sees on his screen is the following: Message f r om t ay l o r @ne t com . com on t t yAo a t 10 : 38 . . . _



4. Now I must wait until he responds, which should take only a few seconds. He types w r i t e t ay l o r , and then I see: Message f r om ma r v@ne t com . com on t t yAx a t 10 : 40 . . .



We’re both connected. Etiquette suggests I wait for his initial hello, which appears on my screen without preamble: H i Dave ! - o _



I can enter lines to him, and he can enter lines to me. When I’m done with my communication, I press ^d to end it, and he does the same: Okay , I ’ l l ta l k w i th you tomor row . - oo See ya ! - oo ^d EOF



A single press of Return gets me back to the system prompt, %.
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Because it’s so easy for people to step all over each other’s communication in w r i t e , a simple protocol is borrow ed from ra dio communication: W hen you’re done with a transmission (one or more lines of text, in this case), you should indicate “over,” or - o . Then, the other person types and sends you information, ending with an - o . W hen you’re done with the conversation, end with an “over and out,” or - oo . It makes life a lot more ple asant!



Like many things in life, the w r i t e command is simple—it has almost no options and precious little sophistication—yet it is valuable and enjoyable. If you have a quick question for someone who is logged in, or if you just want to ask your buddy if he’s ready to have lunch, this is the best way to do it.



Task 20.3: Reading Electronic Mail with ma i l x The w r i t e command is helpful for those situations when your friend or colleague is logged in to the computer at the same time you are, but what do you do if the person is not logged in and you want to leave a note? What if you want a friend to receive a copy of a note you’re sending to, say, your boss? That’s where electronic mail moves into the spotlight. Of all the capabilities of UNIX, one of the most popular is undoubtedly this capability to send electronic mail to another user— even on another computer system—with a few keystrokes. In this section, you learn how to work with other users on your own computer, and later in this hour you learn how to send mail to folks who are on different computers, even in different countries. A variety of programs for reading mail can be used on UNIX systems, but the two most common are ma i l and Ma i l . (The latter is also often called ma i l x on SVR4 systems.) Because of the similarity of the names, the former is known as “mail” and the latter as either “cap mail” (“cap” for the uppercase M) or “Berkeley Mail.” I refer to “Mail” either as Berkeley Mail or as its AT&T name, ma i l x. You should never use ma i l to read or write mail if Berkeley Mail is available to you because Berkeley Mail is much easier to use. I will focus on using Berkeley Mail. To envision electronic mail, imagine that you have a butler who is friendly with the local post office. You can hand him mail with only the name of the recipient written on the envelope, and the butler will make sure it’s delivered. If new mail arrives, the butler discreetly lets you know about it, so you can then display the messages, one by one, and read them. Furthermore, your butler organizes your old mail in a big filing cabinet, filing each message by any criteria you request. That’s almost exactly how Berkeley Mail works. To send mail, you simply state on the command line the account name of the recipient, indicate a subject, enter the message itself, and poof! Your message is sent through the system and arrives at the recipient’s terminal
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posthaste. When mail arrives for you, the C shell or one of a variety of utilities, such as b i f f or newma i l , can notify you. Each time you log in, the system checks for electronic mail, and if you have any, the system will say You have ma i l or You have new ma i l . You can save mail in files called mail folders. Berkeley Mail has many command options, both flags that you can specify when you invoke the program from the command line and commands used within the program. Fortunately, you always can enter help while you’re in the program to review these options. The most noteworthy flags are - s sub j ec t , which enables you to specify the subject of the message on the command line, and - f ma i l f o l de r , which enables you to specify a mail folder to read rather than the default (which is your incoming mailbox). The most valuable commands to use within the program are summarized in Table 20.1. Table 20.1. Berkeley Mail command summary. Command



Meaning



de l e t e msgs



Mark the specified messages for deletion. Display the current page of headers (the cryptic lines of information at the very top of an e-mail message; I explain them a bit later in this lesson). Add a + to see the next page, or a - to see the previous page. Display a summary of Berkeley Mail commands. Send mail to the specified address. Show the specified message or messages. Leave the Berkeley Mail program. Respond to the current message. Save the current message to the specified mail folder. Undelete the messages that you’ve specified for deletion using the de l e t e command.



heade r s



he l p ma i l add r ess p r i n t msgs qu i t r ep l y save f o l de r unde l e t e msgs



1. I have lots of electronic mail in my mailbox. When I logged in to the system today, the shell indicated that I had new mail. To find out what the new messages are, I use ma i l x (though I also could have typed Ma i l because they’re synonymous on my machine): % ma i l x Ma i l ve r s i on 5 . 2 6 / 21 / 85 .
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“ / us r / spoo l / ma i l / t a y l o r ” : 9 messages 5 new 1 d i sse r l i Mon Nov 22 19 : 40 54 / 2749 “Re : A r e you ou t t he r e somewhe ” >N 2 Lau r a . Ramsey Tue Nov 30 16 : 47 46 / 1705 “ I ’ ve go t an i dea . . . ” N 3 l jw F r i Dec 3 22 : 57 130 / 2712 “Re : A t t achmen t s t o XALT ma i l ” N 4 sa r t i n Sun Dec 5 15 : 15 15 / 341 “ I need you r add r ess ” N 5 r us t l e Tue Dec 7 15 : 43 29 / 955 “ f l ash ca r ds ” 6 ha r r i sm Tue Dec 7 16 : 13 58 / 2756 “Re : W r i t i ng Lab OWL p r o j ec t ( “ 7 CBUTCHER Tue Dec 7 17 : 00 19 / 575 “Compu t e r Based GRE ’ s ” 8 ha r r i sm Tue Dec 7 21 : 46 210 / 10636 “Va r i ous w r i t i ng env i r onmen t s ” N 9 v892127 Wed Dec 8 07 : 09 38 / 1558 “Re : Have you p i cked up t he co ” & _



I have lots of information here. On the very first line, the program identifies itself as Ma i l ve r s i on 5 . 2 , built June 21, 1985. Tucked away in that top corner is the reminder that I can type ? at any point to get help on the commands. The second line tells me what mailbox I’m reading. In this case, I’m looking at the default mailbox for my incoming mail, which is / us r / spoo l / ma i l / t ay l o r . On your system, you might find your mailbox in this directory, or you might find it in a directory similarly named / us r / ma i l . Either way, you don’t have to worry about where it’s located because Berkeley Mail can find it automatically. The third through eleventh lines list mail messages that I have received from various people. The format is N in the first column if I haven’t seen the piece of mail before, a unique index number (the first item in each listing is one), the account that sent the message, the date and time the message was sent, the number of lines and characters in the message, and the subject of the message, if known. Figure 20.1 illustrates this more clearly. Figure 20.1. Understanding the message display in ma i l x.



2. To read a specific message, I need enter only the index number of that message: & 7 Message 7 : F r om : CBUTCHER Tue Dec 7 17 : 00 : 28 1993 F r om : Che r y l Sub j ec t : Compu t e r Based GRE ’ s To : Dave Tay l o r I ’ ve schedu l ed t o t ake t he compu t e r ba sed GRE ’ s i n I ndy on Jan . 6 t h . Ca l l me c r a z y bu t s omeone ’ s go t t o do i t . I ’ l l l e t you know how i t goes . Do you know anyone e l se t ha t has t aken t he GRE ’ s t h i s way ? t he r e ’ s a pape r i n i t somewhe r e . . . . . . .



I f i gu r e
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I f you have t ha t handou t f r om sem i na r i n a f i l e , cou l d you p l ease send i t t o me? Thanks . & _



This message is from my friend Cheryl Butcher. Collectively, the first set of lines in the message—each a single word, a colon, and some information or other—is the header of the message, or the electronic equivalent of the postmark and envelope. The header always will include F r om : , Sub j ec t : , and To : , specifying the name and electronic address of the sender, the subject of the message, and the list of recipients. 3. To respond to this message, I enter r ep l y : & rep l y To : CBUTCHER Sub j ec t : RE : Compu t e r Based GRE ’ s _



Anything I now enter will be sent back to Cheryl: H i . I am very i nter ested i n hear i ng about your react i on to the computer - based GRE test . I ’ m sure you ’ re cor rect that t here i s a paper there , but wou l dn ’ t i t be bes t to work w i th ETS on the pro j ect? I ’ l l d i g around and f i nd those handou ts soonest . Happy ho l i days ! Dave



To end the message, I either press ^d on its own line or use the shorthand . by itself: . Cc : _



Berkeley Mail is now asking me to specify any other people I might like to receive carbon copies of this message. Entering an account name or two here will allow the designated people to see a copy of this message to Cheryl. Because I don’t want anyone else to read this message, I press Return, which sends the message and returns me to the & prompt: & _



4. I now can use the heade r s command to see what is the current message (the one I just read). It’s the message indicated by the >. (Look at Figure 20.1 if you’re having trouble finding it.)
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& headers 1 d i sse r l i Mon 2 Lau r a . Ramsey N 3 l jw Fr i N 4 sa r t i n Sun N 5 r us t l e Tue 6 ha r r i sm Tue > 7 CBUTCHER Tue 8 ha r r i sm Tue N 9 v892127 Wed & _



415



Nov 22 19 : 40 54 / 2749 “Re : A r e you ou t t he r e somewhe ” Tue Nov 30 16 : 47 46 / 1705 “ I ’ ve go t an i dea . . . ” Dec 3 22 : 57 130 / 2712 “Re : A t t achmen t s t o XALT ma i l ” Dec 5 15 : 15 15 / 341 “ I need you r add r ess ” Dec 7 15 : 43 29 / 955 “ f l ash ca r ds ” Dec 7 16 : 13 58 / 2756 “Re : W r i t i ng Lab OWL p r o j ec t ( “ Dec 7 17 : 00 19 / 575 “Compu t e r Based GRE ’ s ” Dec 7 21 : 46 210 / 10636 “Va r i ous w r i t i ng env i r onmen t s ” Dec 8 07 : 09 38 / 1558 “Re : Have you p i cked up t he co ”



To save Cheryl’s message in a folder, I use the save command: & save chery l “ che r y l ” [ New f i l e ] 19 / 575 & _



5. Now that I’m done with this message, I can mark it for deletion with the de l e t e command: & de l ete 7 & _



Notice that after I enter heade r s , Cheryl’s message vanishes from the list: & headers 1 d i sse r l i Mon 2 Lau r a . Ramsey N 3 l jw Fr i N 4 sa r t i n Sun N 5 r us t l e Tue 6 ha r r i sm Tue > 8 ha r r i sm Tue N 9 v892127 Wed & _



Nov 22 19 : 40 54 / 2749 “Re : A r e you ou t t he r e somewhe ” Tue Nov 30 16 : 47 46 / 1705 “ I ’ ve go t an i dea . . . ” Dec 3 22 : 57 130 / 2712 “Re : A t t achmen t s t o XALT ma i l ” Dec 5 15 : 15 15 / 341 “ I need you r add r ess ” Dec 7 15 : 43 29 / 955 “ f l ash ca r ds ” Dec 7 16 : 13 58 / 2756 “Re : W r i t i ng Lab OWL p r o j ec t ( “ Dec 7 21 : 46 210 / 10636 “Va r i ous w r i t i ng env i r onmen t s ” Dec 8 07 : 09 38 / 1558 “Re : Have you p i cked up t he co ”



Look closely at the list, and you will see that it hasn’t completely forgotten the message; the program hides message 7 from this list. I could still read the message by using p r i n t 7, and I could use unde l e t e 7 to pull it off the deletion list.



JUST A MINUTE



Deleted messa ges in Berkeley M ail are actually marked for future deletion and aren’t removed until you quit the program. O nce you quit, however, there’s no going b ack. A deleted messa ge is gone. W hile you’re within the program, you can delete and undelete to your he art’s content.



6. Now I want to delete both messages from ha r r i sm (numbers 6 and 8): & de l ete 6 8



Now the list of messages in my mailbox is starting to look pretty short: & h 1 d i sse r l i Mon Nov 22 19 : 40 54 / 2749 “Re : A r e you ou t t he r e somewhe ” 2 Lau r a . Ramsey Tue Nov 30 16 : 47 46 / 1705 “ I ’ ve go t an i dea . . . ”
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N N N >N & _



3 4 5 9



l jw sa r t i n r us t l e v892127



Fr i Sun Tue Wed



Dec Dec Dec Dec



3 5 7 8



22 : 57 15 : 15 15 : 43 07 : 09



130 / 2712 “Re : A t t achmen t s t o XALT ma i l ” 15 / 341 “ I need you r add r ess ” 29 / 955 “ f l ash ca r ds ” 38 / 1558 “Re : Have you p i cked up t he co ”



Most commands in Berkeley M ail can be a bbreviated to just their first letters, which cuts down on typing.



TIME SAVER 7. You can save a group of messages to a file by specifying the numbers between the save command and the folder name: & save 6 8 har r i s 6 : I napp r op r i a t e message



Oops. I deleted messages 6 and 8. I must undelete them before I can proceed: & unde l ete 6 8 & save 6 8 har r i s “ ha r r i s ” [ New f i l e ] 268 / 13392



8. Use the qu i t command to get out of this program: & qu i t Saved 1 message i n mbox He l d 6 messages i n / us r / spoo l / ma i l / t ay l o r %



The messages that I viewed and didn’t delete are moved out of my incoming mailbox to the file mbox. The messages that I saved and the messages I marked for deletion are silently removed, and all remaining messages are retained in / us r / spoo l / ma i l / t ay l o r .



JUST A MINUTE



The biggest complaint I have with Berkeley M ail is that it does all this activity silently. I don’t like the fact that saved messages are deleted automatically from the incoming mailbox when I quit and that—more importantly— messa ges I’ve read are tossed automatically into another folder. To ensure that messa ges you’ve re a d aren’t moved into mbox when you quit, you can use the p r ese r ve command, which you can use with a list of numbers, the same w ay you can use other Berkeley M ail commands. Any messa ge with which you use p r ese r ve will remain in your incoming mailbox.



Once you get the hang of it, Berkeley Mail offers quite a lot of power, enabling you to read through your electronic mail, save it, and respond as needed with ease. The program has considerably more commands than shown here, so further study is helpful.
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Task 20.4: Sending Mail with ma i l x Now you know how to read your electronic mail using Berkeley Mail (aka ma i l x), and you know how to send mail from within the program. How do you send messages and files to people from the command line? It’s quite simple. You even can specify the message subject with the - s starting flag.



1. To send a message to someone, enter the name of the command, followed by the recipient’s account name: % ma i l marv Sub j ec t : I n t e r es t ed i n l unch t omo r r ow? _



I now can enter as many lines of information as I want, ending, as within the Berkeley Mail program itself, with either ^d or . : I ’ m go i ng to be i n town tomor row and wou l d l i ke to rust l e up some Ch i nese f ood . What ’ s your schedu l e l ook l i ke? Dave . Cc : _



Again, I’m offered the option of copying someone else, but—again—I opt not to do so. Pressing Return sends the message. 2. To send a file to someone, combine file redirection with the use of the - s flag: % ma i l - s “here ’ s the contents o f samp l e . f i l e” marv < samp l e . f i l e



The file was sent without any fuss. 3. Even though Berkeley Mail gives you no indication, several commands are available for use while entering the text of a message, and all can be listed with ~?: % ma i l dun l ap l m Sub j ec t : Good mo r n i ng ! ~? ---------------------------------------------------------The f o l l ow i ng ~ es capes a r e de f i ned : ~~ Quo t e a s i ng l e t i l de ~b use r s Add use r s t o “ b l i nd ” cc l i s t ~c use r s Add use r s t o cc l i s t ~d Read i n dead . l e t t e r ~e Ed i t t he message bu f f e r ~h P r omp t f o r t o l i s t , s ub j ec t and cc l i s t ~m messages Read i n messages , r i gh t sh i f t ed by a t ab ~p P r i n t t he message bu f f e r ~r f i l e Read a f i l e i n t o t he message bu f f e r ~s sub j ec t Se t sub j ec t
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~ t use r s Add use r s t o t o l i s t ~v I nv oke d i sp l ay ed i t o r on message ~w f i l e W r i t e message on t o f i l e . ~? P r i n t t h i s message ~ ! command I n voke t he she l l ~ | command P i pe t he message t h r ough t he command ---------------------------------------------------------_



The ones most important to remember are ~v , to start up v i in the message; ~ r , to read in a file; ~h, to edit the message headers; ~ ! , to invoke a shell command; and ~p, to show the message that’s been entered so far: I wan t ed t o w i sh you a chee r y good mo r n i ng ! You asked abou t t he con t en t s o f t ha t one f i l e , so he r e i t i s : ~! ls A r ch i ves / bin/ de l e t eme samp l e I n f oWo r l d / bucka r oo d i ckens . no t e samp l e2 Ma i l / bucka r oo . con f used key l i me . p i e src/ News / che r y l mbox t emp / OWL / csh . man newsamp l e awksc r i p t dead . l e t t e r ow l . c !



The output of the command isn’t included in the message, as is shown if you use the ~p command: ~p ------Message con t a i ns : To : t ay l o r Sub j ec t : Good mo r n i ng ! L i nda , I wan t ed t o w i sh you a chee r y good mo r n i ng ! t he con t en t s o f t ha t one f i l e , so he r e i t i s : ( con t i nue ) _



You asked abou t



4. To read in a file, use the ~ r command: ~r d i ckens . note “ d i ckens . no t e ” 28 / 1123



Here, the contents of the file are included in the note, but ma i l x didn’t list the contents to the screen. Again, using ~p will list the current message: ------Message con t a i ns : To : t ay l o r Sub j ec t : Good mo r n i ng ! L i nda ,
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I wan t ed t o w i sh you a chee r y good mo r n i ng ! t he con t en t s o f t ha t one f i l e , so he r e i t i s :



You asked abou t
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A Ta l e o f Two C i t i es P r e f ace When I was ac t i ng , w i t h my ch i l d r en and f r i ends , i n M r W i l k i e Co l l i ns ’ s d r ama o f The F r oz en Deep , I f i r s t conce i ved t he ma i n i dea o f t h i s s t o r y . A s t r ong de s i r e came upon me t hen , t o embody i t i n my own pe r son ; and I t r aced ou t i n my f ancy , t he s t a t e o f m i nd o f wh i ch i t wou l d necess i t a t e t he p r esen t a t i on t o an obse r van t spec t a t o r , w i t h pa r t i cu l a r ca r e and i n t e r es t . As t he i dea became f am i l i a r t o me , i t g r adua l l y shaped i t se l f i n t o i t s p r esen t f o r m . Th r oughou t i t s execu t i on , i t has had comp l e t e possess i on o f me ; I have so f a r ve r i f i ed wha t i s done and su f f e r ed i n t hese pages , as t ha t I have ce r t a i n l y done and su f f e r ed i t a l l myse l f . Wheneve r any r e f e r ence ( howeve r s l i gh t ) i s made he r e t o t he cond i t i on o f t he Dan i sh peop l e be f o r e o r du r i ng t he Revo l u t i on , i t i s t r u l y made , on t he f a i t h o f t he mos t t r us t wo r t hy w i t nesses . I t has been one o f my hopes t o add some t h i ng t o t he popu l a r and p i c t u r esque means o f unde r s t and i ng t ha t t e r r i b l e t i me , t hough no one can hope t o add any t h i ng t o t he ph i l osophy o f M r Ca r l y l e ’ s wonde r f u l book . Tav i s t ock House Novembe r 1859 ( con t i nue )



5. I can fine-tune the headers using the ~h command: ~h To : dun l ap l m_



Pressing Return leaves it as is, and pressing Backspace lets me change it as desired. A Return moves to the next header in the list: Sub j ec t : Good mo r n i ng !



Pressing Return a few more times gives me the opportunity to change other headers in the message: Cc : Bcc : ( con t i nue )



The Cc : header allows me to specify other people to receive this message. The Bcc : is what’s known as a blind carbon copy, an invisible copy of the message. If I send a message to dun l ap l m and a carbon copy to cbu t che r , each can see that the other received a copy because the message will have To : dun l ap l m as a header and also will list the other’s name after Cc : . If I want to send a copy to someone without any of the other parties knowing about it, that’s where a blind carbon copy can be helpful. Specifying someone on the Bcc : list means that that person receives a copy of the message, but his or her name doesn’t show up on any header in the message itself.



20



Hour 20



420



6. Finally, I use ^d to end the message. ^d Cc : %



All so-called tilde commands (so named because they all begin with the ~, or tilde, character) are available when you send mail from the command line. They also are available when you send mail while within the Berkeley Mail program.



Task 20.5: The Smarter Electronic Mail Alternative, e l m Just as line editors pale compared to screen editors such as v i , so does Berkeley Mail when compared to the Elm Mail System, or e l m. Although it’s not available on all UNIX systems, the Elm Mail System is widely distributed, and if you don’t have it on your system, your system’s vendor should be able to help out. The basic premise of e l m is that the user should be able to focus on the message, not the medium. Emphasis is placed on showing human information. The best way to show how it works is to go straight into it!



I’m prob a bly just a bit biased a bout e l m because I am the author of the program. The widesprea d acceptance of the design, however, suggests that I’m not alone in having sought a friendlier alternative to Berkeley M ail.



JUST A MINUTE



Another mailer with a very similar user interface is Pine. If you have access to both Elm and Pine, however, I recommend that you pick Elm because it lets you work with your mail in a much more efficient manner.



1. To start up the Elm Mail System, enter e l m: % elm



The screen clears and is replaced with this: Ma i l box i s ‘ / us r / spoo l / ma i l / t ay l o r ’ w i t h 15 messages [ ELM 2 . 3 PL11 ] - -> 1 2 3 4 5
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8 7 7 7 7



v892127@noo t eboom . M i c key Ha r r i s Che r y l M i ckey Ha r r i s Russ e l l Ho l t



( 52 ) ( 214 ) ( 24 ) ( 69 ) ( 37 )



Re : Have you p i cked up t he com Va r i ous w r i t i ng env i r onmen t s Compu t e r Based GRE ’ s Re : W r i t i ng Lab OWL p r o j ec t f l ash ca r ds
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Dec Dec Dec Dec Dec



7 5 5 4 3



B i l l Mc I ne r ney M i c key Ha r r i s Rob Sa r t i n J=TAYLOR@MA@168ARG L i nda We i



( 121 ) ( 29 ) ( 31 ) ( 28 ) ( 143 )
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New Add i t i ons t o U . S . Dep t Re : OWL non - s t u f f I need you r add r ess No t e t o say H I ! Re : A t t achmen t s t o XALT



You can use any o f t he f o l l ow i ng commands by p r ess i ng t he f i r s t cha r d ) e l e t e o r u ) nde l e t e ma i l , m ) a i l a message , r ) ep l y o r f ) o r wa r d , q ) u i t To r ead a message , p r ess < r e t u r n> . j =move down , k=move up , ?=he l p Command : _



The current message is indicated by the arrow (or, on some screens, the entire message line appears in inverse video). Whenever possible, e l m shows the name of the person who sent the message (for example, M i ckey Ha r r i s rather than mha r r i s as in Berkeley Mail), indicates the number of lines in the message (in parentheses), and shows the subject of the message. The last few lines on the screen indicate the options available at this point. Notice that j and k move the cursor up and down the list, just as they move up and down lines in v i . 2. To read a message, use the j key to zip down to the appropriate message and press Return. You then will see this: Message 3 / 15



F r om Che r y l



Dec 7 ’ 93 a t 4 : 57 pm es t Compu t e r Based GRE ’ s



I ’ ve schedu l ed t o t ake t he compu t e r ba sed GRE ’ s i n I ndy on Jan . 6 t h . Ca l l me c r a z y bu t s omeone ’ s go t t o do i t . I ’ l l l e t you know how i t goes . Do you know anyone e l se t ha t has t aken t he GRE ’ s t h i s way ? t he r e ’ s a pape r i n i t somewhe r e . . . . .



I f i gu r e



I f you have t ha t handou t f r om sem i na r i n a f i l e , cou l d you p l ease send i t t o me? Thanks .



Command ( ‘ i ’ t o r e t u r n t o i ndex ) : _
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At this point, you can use j to read the next message directly, r to reply, or i to return to the table of contents. 3. I realized that I said something in my message to Cheryl that was incorrect. I can type r here to reply to her message. Typing r causes the last few lines of the screen to be replaced with this: -----------------------------------------------------------------------Command : Rep l y t o message Cop y message? ( y / n ) n



To include the text of the message in your response, type y . I don’t want to, so I press Return: -----------------------------------------------------------------------Command : Rep l y t o message To : CBUTCHER ( Che r y l ) Sub j ec t o f message : Re : Compu t e r Based GRE ’ s_



Now you can see the address to which the response will be sent, the name of the recipient (in parentheses), and the subject of the message. (The e l m command automatically adds the Re prefix to the subject.) The cursor sits at the end of the subject line so you can change the subject if you wish. It’s fine, so I again press Return: -----------------------------------------------------------------------Command : Rep l y t o message To : CBUTCHER ( Che r y l ) Sub j ec t o f message : Re : Compu t e r Based GRE ’ s Cop i es To : _



No copies are needed, so I again press Return. The bottom of the screen now looks like this: -----------------------------------------------------------------------Command : Rep l y t o message To : CBUTCHER ( Che r y l ) Sub j ec t o f message : Re : Compu t e r Based GRE ’ s Cop i es t o : En t e r message . Type E l m commands on l i nes by t hemse l ves . Commands i nc l ude : ^D o r ‘ . ’ t o end , ~p t o l i s t , ~? f o r he l p . _
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Notice that ~p and ~? are available. In fact, all the tilde commands available in Berkeley Mail also are available in the Elm Mail System. I enter the message, and end with a . : Just a rem i nder that we have that sem i nar tomor row a f ternoon too . See ya there? - - Dave .



Ending the message calls up this: P l ease choose one o f t he f o l l ow i ng op t i ons by pa r en t hes i z ed l e t t e r : s e ) d i t message , ed i t h ) eade r s , s ) end i t , o r f ) o r ge t i t .



I press Return once more, and the message is sent. 4. I type i to return to the index page and q to quit. There’s a lot more that the Elm Mail System can do to simplify your electronic mail interaction. If e l m is available on your system, I encourage you to check it out further, and if you don’t, try calling your vendor or a user group to see if someone else can arrange for you to have a copy. Like the Free Software Foundation applications, e l m is free. With it you even get the source so you can see how things are done internally if you’re so inclined.



Summary For awhile, you’ve known that there are other users on your computer system, and you’ve even learned how to find out what they’re doing (with the w command). Now you know how to communicate with them, too! Here’s a word of advice: It can be frustrating and annoying to be pestered by unknown folk, so I recommend that you begin by sending mail to yourself and then to just your friends on the system. After some practice, you’ll learn how net etiquette works and what is or isn’t appropriate for w r i t e or ma i l .



TIME SAVER



You can le arn a lot more a bout network etiquette by visiting my online N etwork Etiquette Primer at h t t p : / / www . i n t u i t i v e . com / t yu24 / ne t i q . h t m l .



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.
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Key Terms blind carbon copy recipient.



An exact copy of a message, sent without the awareness of the original



carbon copy An exact copy of a message sent to other people. Each recipient can see the names of all other recipients on the distribution list. e-mail



Electronically transmitted and received mail or messages.



mail folder A file containing one or more e-mail messages. mail header The To : , F r om : , Sub j ec t : , and other lines at the very beginning of an e-mail message. All lines up to the first blank line are considered headers. mailbox A synonym for mail folder. preserve Ensure that a message doesn’t move out of your incoming mailbox even though you’ve read it. starting flag Parameters that you specify on the command line when you invoke the program. tilde command A command beginning with ~ in Berkeley Mail or the Elm Mail System. undelete



Restore a deleted message to its original state.



Questions 1. Use t t y to identify your terminal device name, and then use l s to look at its current permissions. Do you have messages enabled or disabled? Confirm with the mesg command. 2. Try using the w r i t e command by writing to yourself; or, if you have a friend on the system, try using w r i t e to say hi and see whether the person knows how to respond. If he or she doesn’t respond in about 30 seconds, you might want to enter To r espond t o me , t ype wr i te j oe a t t he command l i ne ! (filling in your account name in place of j oe). 3. Send yourself a message using ma i l x. 4. Now use Berkeley Mail to read your new message, and then save it to a file, delete it, undelete it, and save it to a mail folder. 5. Start Berkeley Mail so that it reads in the newly created mail folder rather than in your default mailbox. What’s different? 6. If e l m is available to you, try using it to read your mail. Do you like this mail program or Berkeley Mail better? Why?



Preview of the Next Hour 20



In the next hour, you learn about the World Wide Web and how to use Netscape Navigator to access Web sites throughout the world.
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Using Netscape To See the World Wide Web In the previous hour, you learned how to communicate across the Internet with other users via t a l k and ma i l . This hour introduces you to the World Wide Web, the most commonly recognized part of the Internet.



Goals for This Hour In this hour, you learn ! ! ! !



The basics of the Internet How to start your browser How to find some sites How to customize your browser



The Internet and its predecessors have been around for as long as, or even longer than UNIX. Originally, the Defense Advanced Research Projects Agency, DARPA, decided to build a computer network for national defense. The National Science Foundation also encouraged and funded a network of computers for academic research. As scientists became aware of UNIX, many of
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these network applications were ported. Because the UNIX operating system was itself designed to be portable between machine architectures, UNIX quickly became the operating system of choice for networking, and it became the backbone of what is now called the Internet. The most common way to access the Internet today is through a Web browser. The two most common browsers are Netscape’s Navigator and Microsoft’s Internet Explorer. Although Microsoft makes a version of its browser for UNIX, Navigator is by far the most popular UNIX browser. This hour introduces you to the World Wide Web using Netscape Navigator.



Introduction to the Internet The Internet is a very interesting organization of computers. When most people hear the word Internet, they immediately think of the World Wide Web and Web browsers. The Internet is really a lot more than that. The first use of the Internet’s predecessors was to transfer data from one machine to another, primarily for either defense-related applications (such as missile targeting, code breaking, and the like) or scientific research. Early in the Internet’s life, the capability to send messages between users was added. This has since developed into what is now called electronic mail, or e-mail. E-mail messages were exchanged initially back in the late 1960’s. Two subsequent additions were the capabilities to transfer files and to remotely access machines. These capabilities, defined as protocols, have evolved into FTP (for transferring files) and Telnet (for remotely accessing machines). Protocols are the underlying methods on the Internet that enable two different machines to exchange information. The UNIX tools that implement these protocols are described in greater detail in the next hour. In the late 1970s, two graduate students, Tom Truscott at Duke University and Steve Bellovin at the University of North Carolina, developed a means to transmit general-purpose messages between the two campuses. This has since evolved into Netnews, which is essentially a bulletin board system (BBS) where messages are not stored on a single machine but are shared between all the machines that contact the BBS. The 1980s saw the addition of the Internet Relay Chat (IRC) protocol. These are text messages shared instantly with other people subscribed to a discussion. This is where you can take part in real-time communication with others. Another protocol was introduced by the University of Minnesota, and in homage to the university’s mascot, it is naturally called Gopher. This was a means of making files available to browsers anywhere on the Web. Details on using gophe r are in Hour 22, “Internet E-Mail, Netnews, and IRC.”
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All of these remained primarily text oriented. Sure, there is a standard, called MIME (multimedia Internet mail extension), for sending pictures, sounds, and other non-text files via e-mail and Netnews, but its use is still rather restricted. Even so, MIME requires the translation of the images into a form of text that is again translated at the receiving end. There was still a need for a method to transmit sound, images, movies, and other data via the Internet. These problems have been addressed in the World Wide Web. Underneath the Web is a protocol called HTTP, for hyper-text transfer protocol. This protocol allows for the transmission of non-text files for images, as well as text for pages. HTTP is the underpinnings of Web communications. On the presentation level is a language called HTML, for hypertext markup language. This is an interpreted mark-up language that specifies layout and presentation of information. The file that you create will not look like the file displayed. A markup language is one where the formatting instructions of a document are actually text that is interspersed (and visible) throughout the document, and you don’t see the effects of them until the document is interpreted by a printer or browser. In WYSIWYG word processers, such as Word, the formatting instructions are in the document, but you don’t see them. Web browsers, however, go far beyond using HTTP. You can specify in HTML different links (special sections of a document that you can use to access other documents), using a fairly large number of protocols. Mail, Netnews, FTP, Telnet, Gopher, and HTTP all are supported by most browsers. This tends to make the browser a universal tool for accessing many of the resources on the Internet.



Task 21.1: Starting Your Browser This section introduces you to the basics of Netscape Navigator. Navigator has many command-line options, but the primary methods you learn here are for surfing the Net, starting at a specific site, or examining your own local files. Before you get started with Navigator, you need to be running the X Window System, which I refer to as “X.” X is the standard graphical interface for most UNIX systems and usually can be started with the command s t a r t x . On my system, you won’t even need to do that because once you log in, you are already running X. If you can move your mouse on a UNIX system, odds are you have the X Window System installed. If you can’t run X, talk with your system administrator or your software provider. You’ll be amazed how much better UNIX looks when you have a graphical interface to help out! The next step is to enter the command ne t scape at the shell prompt. This first either brings up a license agreement, as shown in Figure 21.1 (if this is the first time you’ve run Navigator), or just brings up the main browser window. After a short period of time (long enough for you to read all the legal mumbo-jumbo), this window is replaced by the Netscape home page (see Figure 21.2).
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Figure 21.1. The Navigator license agreement.



Figure 21.2. The Netscape home page.



JUST A MINUTE



If N avig ator doesn’t start for you, it may not be installed. Re ad a bout f t p in the next hour, and then f t p a copy of N avig ator from f t p . ne t scape . com and install it. Be certain to get the right N avig ator for your hardw are. If you have problems doing this, talk with your system a dministrator.
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You may not end up on the N etsca pe home p a ge. This is entirely dependent on the configuration set up by the softw are provider. For example, on BSDI U N IX (a BSD product for Intel C omputers distributed by Berkeley Systems Design, Inc.), the default home p age is h t t p : / / www . bsd i . com , their corporate home pa ge. You can change your default starting p a ge pretty e asily from the Preferences section of the program.



When you reach this window, you can click on the text that is underlined in blue (these are the hypertext links on the Web page), or you can click on buttons displayed on the Web page or buttons displayed by the browser itself to go to new locations. A good place to start is the What’s New page (see Figure 21.3). Click on the What’s New? button in your browser to get a listing of new sites. Figure 21.3. Netscape’s What’s New site.



Being interested in wildlife, I’ll click on the “Arabian Wildlife Online” link to visit that site, as shown in Figure 21.4. You can continue from there to explore other sites. Another means of starting Navigator is by specifying a URL on the command line. This starts Navigator at the specified location: % netscape ht tp : / / www . i nternetma l l . com
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Figure 21.4. The Arabian Wildlife Online Web site.



This particular command sends you to the largest location for shopping on the Internet, as shown in Figure 21.5, and you can explore the different stores from there. If you want to see how people are making money on the Net, this is a good place to start! Figure 21.5. Shop ’til you drop at The Internet Mall.



21



The last method to start Navigator is by specifying a local file on the command line. If the file is HTML, it will be loaded, and you will see it displayed in the browser. (This is a good method for testing pages you are writing without making them publicly available.) If the file
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is text, it is displayed purely as text, and if it’s a graphic of either type XBM (an X bitmap format), GIF (Graphics Interchange Format, probably the most common form of graphics on the Web), or JPEG (Joint Photographic Experts Group, a high-color format), the graphic will be displayed against a gray background in the browser. I’ve been working on a site called Raptor World and recently wrote the page describing the bald eagle (see Figure 21.6). I could check and see how it looks simply by typing ne t scape followed by the name of the file, baea . h t m l : % netscape baea . htm l



Figure 21.6. You also can view local files with Netscape.



You may note the strange graphic under the title, “Bald Eagle.” This is a placeholder for a picture that I plan to add later. It isn’t there yet, so the browser doesn’t know what to place there. This and other changes need to be made to the page before I bring up the page online. If you find a site you are interested in visiting, you can pull down the Bookmark menu and add the site to your list of bookmarks. Bookmarks are sites that you have decided are interesting and that you want to save for easy recall. Then, you can later pull down that menu and go straight to that site. There are three simple methods for getting started with Navigator. You can first visit your default home page and surf the Web from there, you can go to a specific location as your starting point, or you can use Navigator to examine files on your home system.
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Task 21.2: Finding Some Sites One of the biggest weaknesses in the Web is the lack of organization. People who write Web pages try to keep their own sites organized, but the volume of information out there is large, and finding the information you want can be difficult. Here, I set out with a plan. I’m a fan of Duke basketball, so I want to find out as much information about the team as there is available. There are several sites that have search engines to find information on the Web. One of the oldest is Yahoo!, h t t p : / / www . yahoo . com / , so let’s start there. Yahoo! is shown in Figure 21.7. Figure 21.7. Despite the weird name, Yahoo! is very serious about searching the Web.



The most likely search location is Sports, under Recreation and Sports. So, I’ll click on that and see what information is there (see Figure 21.8). As you can see, basketball is listed—with over 2,600 links! If I click on that link, I see the screen displayed in Figure 21.9.
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Figure 21.8. Use Yahoo!’s tree structure to drill down to the topic you want.



Figure 21.9. Each topic breaks down into more diverse subtopics.



The next stop is obviously College and University, which takes me to Figure 21.10.
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Figure 21.10. Finally, the goal is close a t ha n d .



And from there to Men, then Teams, which reveals what’s in Figure 21.11. Figure 21.11. After a long road, the goal is reached.



Finally! I see Duke Blue Devils listed. If I click this, I find there are seven links (see Figure 21.12).
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Figure 21.12. Many links are crossreferenced under different topics.



As shown in Figure 21.12, the title has changed to refer to all Duke athletics. Most of the pages refer to basketball. The most interesting page looks like Duke Basketball Report (see Figure 21.13), so I’ll click there. Figure 21.13. Welcome to North Carolina.



21 This page is good, so I’ll set a bookmark to it. To do this, pull down the Bookmarks menu from the title bar and select Add Bookmark.
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Another search method is to use a site that has a Web crawler to index pages. Web crawlers are specialized programs that search out Web sites and attempt to index them. AltaVista is one such Web crawler. So, I first go to their home page, d i g i t a l . com / (see Figure 21.14).



h t t p : / / www . a l t av i s t a .



Figure 21.14. The AltaVista home page.



This is a search system, so I enter Duke baske t ba l l in the Submit box. This produces a much longer list of sites (see Figure 21.15), but on the first page, I see 10 sites, including the Duke Basketball Report I just bookmarked. Figure 21.15. The search results.
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I can search over this list and find other places that aren’t registered with Yahoo!. I am particularly interested in the page with “The Shot.” So, I click on that page and find a set of pictures from Duke’s recent history. One is of the exultation after Christian Laettner hit the shot to beat Kentucky in overtime in 1992, and one is of the back-to-back NCAA championship banners. A great site. Finding information on the Web can be tricky, but many sites exist that attempt to catalog Web sites. Of the several starting points, Yahoo! and AltaVista provide copious volumes of data.



Task 21.3: Customizing Your Browser Once you’ve been using Navigator for a while, you may want to change how it appears. Fortunately, Navigator is quite customizable, by using the Options menu. After you have started Navigator, click on the Options button on the menu bar. At the top of the menu are five areas for customization. The one I’ll look at today is General Preferences. There are five tabs under General Preferences that provide areas for customization: Appearance, Fonts, Applications, Helpers, and Images, as shown in Figure 21.16. Under Appearance, you can change your default home page. Because I liked that Duke Basketball Report page, I can enter it. By clicking OK, I make that my default home page. Figure 21.16. Navigator’s General Preferences window.



Under Fonts (see Figure 21.17), I find a list of different fonts available and in different sizes. Here, I’ve changed the font size to be a bit larger and to use New Century Schoolbook as my typeface. When I look at my home page with this new font setting, it looks like Figure 21.18.
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Figure 21.17. Changing your font settings.



Figure 21.18. Customize the look of every Web page you visit.



The next option is for Applications (see Figure 21.19). These are the commands started by Navigator when a protocol is requested. I’ll leave these intact. If you have a different UNIX configuration than the default, you may want to change them. Check with your administrator.
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Figure 21.19. You can use any application to view sites out on the Net.



Helpers (shown in Figure 21.20) are tools to interpret MIME input, the mechanism by which Web servers send different types of Web page elements such as graphics, audio, and so on. I would recommend extreme caution before you modify any of these settings lest you end up being unable to display common Web page elements. Figure 21.20. The list of helper applications.



The last tab under General Preferences is Images, shown in Figure 21.21. These define how images are displayed; because I’d rather not see an incomplete image, I click Display Images After Loading.



21



Hour 21



440



Figure 21.21. Set up how images are displayed.



Navigator is fully customizable from the Options menu on your browser. Although normally it is set up for the standard UNIX configuration, if you have differences from the norm, you will need to customize Navigator.



Summary This hour introduced you to the basics of Netscape Navigator and the World Wide Web. Now you know how to start and use Navigator to access resources on the Internet and how to find resources through different search engines.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms bookmarks A listing of favorite sites for quick retrieval. browser A program designed to load hypertext pages and follow hyperlinks. hyperlinks Specifications within a document that include instructions for loading a different document. surfing A style of interacting with the World Wide Web, usually for pleasure, where you follow hyperlinks from Web site to Web site.
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URL The specification for a document on the World Wide Web. Usually, it includes a protocol, machine name, and filename. World Wide Web A collection of sites that provide hypertext documents on the Internet.



Questions 1. How would you find sites about General Custer? 2. Where is Sagarmatha National Park? 3. How would you change your default home page?



Preview of the Next Hour In the next hour, we look at different Internet tools, including Internet e-mail and Netnews.
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Internet E-Mail, Netnews, and IRC I thought you might enjoy a guided tour of some of the more astounding resources on the Internet, a global network of UNIX and other computer systems—all connected by high-speed links. Most of these resources require you to have an account on a machine that’s connected to the Internet, but a surprising number of them have electronic mail alternatives, too, so you won’t be completely in the cold even if you don’t have an account. If you don’t have access to the Internet, I encourage you to read this final hour just to get a feel for the astounding amount and variety of information and services already available on the fastest growing network in the world.



Goals for This Hour In this hour, you learn about ! Sending e-mail to Internet users ! Talking with remote Internet users ! Searching databases with WAIS
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! Having the whole world with gophe r ! All the news that’s fit or otherwise This hour is intended to offer a quick and enjoyable overview of the many services available through the Internet. From finding that long-lost archive to looking for a book at a library overseas, the range of information available undoubtedly will astound you!



Task 22.1: Sending E-Mail to Internet Users The most common use of the Internet is probably to send electronic mail between individuals and to mailing lists. What’s really a boon is that everyone, from New York to Los Angeles, Japan to Germany, South Africa to India, has an address that’s very similar, and you’ve already seen it shown here! The notation is use r @hos t . doma i n , where use r is the account name or full name, hos t is the name of the user’s machine, and doma i n is the user’s location in the world. By reading the host and domain information from right to left (from the outside in, really), you can decode information about someone by looking at the person’s e-mail address. My address at a system called Netcom, for example, is t ay l o r @ne t com2 . ne t com . com, which, reading right to left, tells you that I’m at a commercial site (com), with a company by the name of Netcom (ne t com), and the name of the computer I’m using is ne t com2. My account on Netcom is t ay l o r . There are lots of top-level domains, and the most common are shown in Table 22.1. Table 22.1. Common top-level Internet domains. Domain



Type of Site or Network



edu



Educational sites Commercial businesses Military or defense systems Alternative networks accessible via Internet Nonprofit organizations United States systems not otherwise classified



com mi l ne t org us



1. To send mail to someone on the Internet is easy because the C shell doesn’t view the @ as a special character. If you’d like to send me a message, for example, you could use this:
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% ma i l x tay l or@netcom . com Sub j ec t : _
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Enter the message and end it with a ^d as you would in any e-mail message. It is immediately sent to me!



JUST A MINUTE



I encoura ge you to drop me a note if you’re so inclined, letting me know how you’re enjoying this book, any problems you might have encountered, and any commands you w ere puz zled by that might be e asier with a bit more explanation. If nothing else, just say hi!



2. Although electronic mail addresses always follow the same format, they can vary quite a bit. To give you an idea of the variation, I used g r ep to extract the F r om : addresses of some mail I’ve recently received: % grep ‘ ^From : ’ / usr / spoo l / ma i l / tay l or F r om : S t eve F r amp t on < f r amp t on@v i cuna . ocun i x . on . ca> F r om : Joanna Tsang < t sang@ f u t on . SFSU . EDU> F r om : “Deb r a I sse r l i s ” F r om : “ Jay Mun r o [ PC Mag ] ” F r om : l j w@ r as . amdah l . com ( L i nda We i ) F r om : Che r y l F r om : ha r r i sm@mace . u t ech . edu ( M i ckey Ha r r i s ) F r om : v892127@noo t eboom . s i . hhs . n l F r om : “ ean hou t s ” F r om : ha r r i sm@mace . u t ech . edu ( M i ckey Ha r r i s ) F r om : “Ba r ba r a Maxwe l l ” F r om : s t eve@xa l t . com ( S t eve Mansou r ) F r om : abhas i n@ i t sma i l 1 . ham i l t on . edu ( Ad i t ya Bhas i n ) F r om : gophe r @sco r p i o . ken t . edu F r om : ma r v@ne t com . com ( Ma r v i n Raab )



The national convention for the F r om : line in electronic mail clearly varies. There are three basic notations you see in this line: just an address, such as the one from gophe r @sco r p i o . ken t . edu; an address with the name in parentheses, such as the message from Linda Wei about halfway down the list; and a line with the person’s name followed by his or her e-mail address in angle brackets, such as the first listed line. Notice the various sites from which I’ve received electronic mail in the past few days: SFSU . EDU is San Francisco State University, o r ac l e . com is Oracle Corporation in California, PURDUE . EDU is Purdue University, CompuSe r ve . COM is the CompuServe network, ccga t e . i n f owo r l d . com is InfoWorld magazine’s Macintosh network running cc:Mail, xa l t . com is from XALT Corporation, and ken t . edu is Kent State University. The message from v892127@noo t eboom . s i . hhs . n l is from an educational institution in The Netherlands! To decode these addresses, you need to have a lot of information, some excellent guesses, a glance at an O r gan i z a t i on : line that might appear in the messages, or, if you’re on a system with all the latest software, an invocation of the ne t i n f o command to explain the site you’re curious about.
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Sending electronic mail back and forth with users throughout the world is one of the most exciting and fun parts of learning UNIX. I often read magazine articles, for example, in which the author lists an electronic mail address. It’s a simple task to zip out a message if I have questions or kudos on the piece. Many magazines, from the Utne Reader to MacWorld, even list electronic mail addresses for the editorial staff. Even reporters from The Wall Street Journal and the New York Times are on the Internet now.



Task 22.2: Talking with Remote Internet Users To see who is logged in to a remote system, you can use a command called f i nge r , which by default will show you a summary of who is on the local machine. Add a user name to the command, and it will show information about the specified account. Specify a user on a remote system, and you can find out if that user is logged in. Specify just the remote site, and it shows you who is logged in at the current moment. To check on a local account, use f i nge r accoun t name . To make it a remote system, append the hostname: f i nge r accoun t @hos t . doma i n. To check all users on a remote site, use f i nge r @hos t . doma i n. Once you’ve ascertained that a friend is logged in to a local or remote system, you can use the t a l k program to chat with the person live across the Internet. As opposed to the primitive line-oriented mode of w r i t e , t a l k is a full-screen program that enables both of you to type at the same time. Your screen always shows the other person’s typing on the bottom half of your screen.



1. A quick glance at the output of who shows that there are a lot of people currently logged in to the local system: % f i nger Log i n r oo t t ay l o r k i pp j e adam r da f f ne l r t sa da f f ne l r ben ben ma r t e l d r ge r l ema mk mz abe l f r i t zg b r yn t a decke r s l



22



Name r oo t Dave Tay l o r Je f f K i p Adam Coy Law r ence Da f f Ea r l t he Unc t uous Aa r dva Law r ence Da f f Ben Moon Ben Moon Dav i d Ma r t e l Dav i d Geman M i chae l Kenz i e Ma r y Zabe l i sk i Geo f f F r i t z en B r yan Aye r son Sha r on Dec k



TTY *co aV Ab *Ae sK sL *sM sN sR *sY sb *sc *s f sh *s i sk



Idle When 1 : 13 Mon 18 : 02 Mon 16 : 49 Mon 16 : 41 Mon 18 : 36 Mon 12 : 45 42 Mon 12 : 48 Mon 12 : 49 8 : 42 Mon 09 : 16 8 : 47 Mon 09 : 22 7d Mon 18 : 41 Mon 18 : 38 2 : 48 Mon 08 : 07 Mon 18 : 45 9 Mon 18 : 45 Mon 18 : 46 3 Mon 18 : 51



Loca t i on



( dov27 ) ( expe r t ) ( l oca l hos t ) ( co r ona ) ( co r ona ) ( l i mbo ) ( mac19 ) ( mk ) ( sun1 ) ( pc43 ) ( l i mbo ) ( xds31 )
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2. To learn more about the account mk, I can specify that account name to the program:



f i nge r



% f i nger mk Log i n name : mk ( messages o f f ) Rea l name : M i chae l Kenz i e O f f i ce : Ma t h 204 Home phone : D i r ec t o r y : / use r s / mk She l l : / b i n / ksh Un i ve r se : un i ve r se ( ucb ) Membe r o f g r oups : u t ech r oo t ac t adm i n sou r ce On s i nce Dec 13 08 : 07 : 12 on t t ysc f r om mk 2 hou r s 50 m i nu t es I d l e T i me No un r ead ma i l on t h i s hos t . P l an :



You can see that this is full of information. Notice that Michael is currently logged in to the system (the output says On s i nce Dec 13 08 : 07 : 12 on t t ysc ). 3. To see who is logged in to the USENIX Association main computer in Berkeley, California, I can use this: % f i nger @usen i x . org [ usen i x . o r g ] Log i n Name pmu i Pe t e r Mu i ah A l a i n Henon t on i Ton i Veg l i a d i ane D i ane DeMa r t i n i mi s Ma r k Se i den mi s Ma r k Se i den sco t t Sco t t Seebass l i l ia L i l i a Ca r o l Sco t t mi s Ma r k Se i den t on i Ton i Veg l i a el l ie E l l i e Young sco t t Sco t t Seebass el l ie E l l i e Young mi s Ma r k Se i den



TTY co Z5 p1 p3 p4 p5 p6 p7 p8 pa q1 q2 q3 q6



Idl e When 2d Tue 10 : 10 Mon 15 : 58 3d Thu 17 : 09 9 Mon 08 : 41 3d Thu 21 : 46 2d F r i 15 : 18 3d Tue 14 : 54 1 : 12 Mon 08 : 39 3d Thu 22 : 09 3d Mon 10 : 38 1 : 00 Mon 10 : 33 18 : Wed 15 : 36 1 : 01 Mon 10 : 33 1d F r i 11 : 28



Whe r e r emo t e # 5408955 D i a exec mac2 . usen i x . ORG se i den . com msbne x t . i n t e r nex b i oha z a r d t h i ng1 se i den . com exec boss : 0 . 0 b i oha z a r d boss : 0 . 0 se i den . com



Here you can see that lots of folks are logged in, but that almost everyone has a lot of idle time. A d suffix indicates the number of days idle. So, you can see that Peter Mui’s account has been idle for two days.



JUST A MINUTE



To find out what the we ather is like in the gre ater San Francisco are a , try f i nge r wea t he r @ r ogue . l l n l . gov , which will connect you to the La wrence Livermore N ational La boratories in W alnut Creek, C alifornia .



4. To learn more information about a specific user on a remote site, specify the name of the user and the name of the user’s system: % f i nger e l l i e@usen i x . org [ usen i x . o r g ]
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Log i n name : e l l i e I n r ea l l i f e : E l l i e Young D i r ec t o r y : / s t a f f / e l l i e She l l : / b i n / csh On s i nce Dec 13 10 : 33 : 57 on t t yq1 f r om boss : 0 . 0 1 hou r 3 m i nu t es I d l e T i me Ma i l l as t r ead Mon Dec 13 15 : 05 : 08 1993 No P l an .



You can see that Ellie has been logged in since December 13 but has had over an hour of idle time. 5. To talk with someone on a remote system, use f i nge r to verify that the person is logged in, not off doing something else (which is what a high idle time usually suggests), use t a l k: % f i nger marv@netcom . com Log i n name : ma r v I n r ea l l i f e : Ma r v i n Raab D i r ec t o r y : / u1 / ma r v She l l : / b i n / csh Logged i n s i nce Mon Dec 6 15 : 22 on t t ys8 5 seconds i d l e t i me Ma i l l as t r ead Mon Dec 13 15 : 22 : 22 1993 No P l an . % ta l k marv@netcom . com



[ Wa i t i ng f o r you r pa r t y t o r espond ]



------------------------------------------------------------------------



On the remote system, here’s what Marvin sees: Message f o r ma r v ( t t yaV ) f r om Ta l k - Daemon@ l i mbo . u t ech . edu a t 18 : 55 . . . t a l k : connec t i on r eques t ed by t ay l o r @ l i mbo . u t ech . edu . t a l k : r espond w i t h : “ t a l k t ay l o r @ l i mbo . u t ech . edu ”



Once he responds, the screen looks like this:
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[ Connec t ed ] _



-----------------------------------------------------------------------H i Dave ! Wha t ’ s go i ng on?



Notice that the cursor is in the top pane. Anything I enter will be sent along to Marvin, character by character, so we can interactively chat and even type at the same time without our words getting jumbled. When I’m done, I simply press ^C to quit the program. The f i nge r program offers further information about users on your own and remote systems, and using it is an essential first step in talking with your friends on the Internet via t a l k. Try entering t ay l o r @ne t com . com, and if I’m logged in, what the heck! Try using t a l k to say hi interactively!



Task 22.3: Searching Databases with WAIS The next stop on your tour of Internet information resources is the Wide Area Information Server, or WAIS. The WAIS system is a collection of databases accessible through a single search or query, and it was developed as a joint research project of Apple Computer, Dow Jones News Service, and Thinking Machines, Inc. You can access WAIS by using t e l ne t to connect to a system called quake . t h i nk . com at Thinking Machines, Inc., in Boston. WAIS is a database of databases. As of this writing, there are over 500 databases accessible for conducting searches and queries through the WAIS system. The range of information is astounding—from databases of acronyms to the CIA World Factbook, from White House
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press releases to cold fusion. The program is reasonably friendly to use, though it takes a bit of experience to be comfortable doing searches.



1. To connect to the WAIS system, use log in as wa i s .



t e l ne t



to connect to quake . t h i nk . com, and



You can find an alternative W AIS server at the a ddress wa i s . com if quake . t h i nk . com is unavaila ble.



JUST A MINUTE % te l net quake . th i nk . com T r y i ng . . . Connec t ed t o quake . t h i nk . com . Escape cha r ac t e r i s ‘ ^ ] ’ . SunOS UN I X ( quake . t h i nk . com ) l og i n : wa i s Las t l og i n : Wed Dec 15 11 : 13 : 56 f r om a l ex i a . l i s . u i uc . SunOS Re l ease 4 . 1 . 3 ( SUN4C - STANDARD ) #9 : Wed Oc t 27 18 : 18 : 30 EDT 1993 We l come t o swa i s . P l ease t ype use r i den t i f i e r ( op t i ona l , i . e use r @hos t ) : t ay l o r @ne t com . com TERM = ( v t 100 ) S t a r t i ng swa i s ( t h i s may t ake a l i t t l e wh i l e ) . . .



After a few seconds, the screen clears and is replaced by this:
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SWA I S Sou r ce Se l ec t i on Sou r ces : 510 # Se r v e r Sou r ce Cos t 001 : [ a r ch i e . au ] aa r ne t - r esou r ce - gu i de F r ee 002 : [ ndadsb . gs f c . na sa . gov ] AAS _ j obs F r ee 003 : [ ndadsb . gs f c . na sa . gov ] AAS _ mee t i ng F r ee 004 : [ mun i n . ub2 . l u . s e ] academ i c _ ema i l _ con f F r ee 005 : [ wr a i t h . c s . uow . edu . au ] ac r onyms F r ee 006 : [ a r ch i v e . o r s t . edu ] ae r onau t i c s F r ee 007 : [ f t p . c s . co l o r ado . edu ] a f t p - cs - co l o r ado - edu F r ee 008 : [ nos t r omo . oe s . o r s t . ed ] ag r i cu l t u r a l - ma r ke t - news F r ee 009 : [ a r ch i v e . o r s t . edu ] a l t . d r ugs F r ee 010 : [ wa i s . o i t . unc . edu ] a l t . gophe r F r ee 011 : [ suns i t e . unc . edu ] a l t . s ys . sun F r ee 012 : [ wa i s . o i t . unc . edu ] a l t . wa i s F r ee 013 : [ a l f r ed . ccs . ca r l e t on . ] am i ga - s l i p F r ee 014 : [ mun i n . ub2 . l u . s e ] am i ga _ f i sh _ con t en t s F r ee 015 : [ coombs . anu . edu . au ] ANU - Abo r i g i na l - EconPo l i c i es $0 . 00 / m i nu t e 016 : [ coombs . anu . edu . au ] ANU - Abo r i g i na l - S t ud i e s $0 . 00 / m i nu t e 017 : [ coombs . anu . edu . au ] ANU - Anc i en t - DNA - L $0 . 00 / m i nu t e 018 : [ coombs . anu . edu . au ] ANU - Anc i en t - DNA - S t ud i e s $0 . 00 / m i nu t e Ke ywo r ds : se l ec t s , w f o r ke ywo r ds , a r r ows move , < r e t u r n> s ea r che s , q qu i t s , o r ? _
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You can see here a table of contents of the different databases available for searching through WAIS. Although they’re all free of charge at this point, it is entirely possible that at some point in the future some of these databases will have costs associated with them. Type J and K to move up and down a screen at a time, respectively, and j and k to move up and down a single source. To add a database to a search, type . to select it. An asterisk will show up just before the name of the system that holds the database selected. Type q to quit. 2. To find out more about a particular database, use the v command for version information. When I choose that option for acronyms, here’s what I find out: Name : a c r onyms . s r c D i r ec t o r y : / s ou r ces / Ma i n t a i ne r : s t ev e@w r a i t h . cs . uow . edu . au Se l ec t ed : Yes Cos t : F r ee Se r ve r : w r a i t h . cs . uow . edu . au ( Accessed ) Se r v i ce : 210 Da t abase : a c r onyms Desc r i p t i on : Se r ve r c r ea t ed w i t h WA I S r e l ease 8 b5 on Oc t 23 10 : 49 : 48 1992 by s t eve@w r a i t h . cs . uow . edu . au A pub l i c doma i n da t abase o f a c r onyms and abb r ev i a t i ons ma i n t a i ned by Dave S i l l ( de5@o r n l . gov ) . The f i l es o f t ype one_ l i ne used i n t he i ndex we r e : / sh r / l i b / wa i s / wa i s - sou r ces / ac r onyms ( END )



3. I’m interested in how many acronyms have the word mail in them, so I choose the acronym database by pressing the spacebar (an asterisk appears to show that the database has been selected). Then I use w to specify a keyword, in this case ma i l . A quick search, and the screen now looks like this: SWA I S # 001 : 002 : 003 : 004 : 005 : 006 : 007 : 008 : 009 : 010 : 011 : 012 : 013 :



Sco r e [ 1000 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ] [ 333 ]



( ( ( ( ( ( ( ( ( ( ( ( (



Sou r ce ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms ) ac r onyms )



Sea r ch Re su l t s I t em Ti t le L i ne s EMA I L - E l ec t r on i c MA I L , “E - MA I L” 1 ECOM - E l ec t r on i c Compu t e r Or i g i na t ed Ma 1 EMA - E l ec t r on i c Ma i l Assoc i a t i on 1 I MAP - I n t e r ac t i ve Ma i l Acces s P r o t oco l 1 I MAP3 - I n t e r ac t i v e Ma i l Acces s P r o t oco l 1 M I ME - Mu l t i pu r pos e I n t e r ne t Ma i l Ex t ens 1 MO - Ma i l O r de r 1 MTA - Ma i l T r ans f e r Agen t 1 MUA - Ma i l Use r Agen t 1 MX - Ma i l eXchange 1 PBM - P l a y By Ma i l game 1 PEM - Pr i vacy Enhanced Ma i l 1 RMS - Roy a l Ma i l Sh i p 1
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014 : 015 : 016 :



[ 333 ] ( [ 333 ] ( [ 333 ] (



ac r onyms ) ac r onyms ) ac r onyms )



SMTP USM VMS



- S i mp l e Ma i l T r ans f e r P r o t oco l - Un i t ed S t a t es Ma i l 1 - Vo i ce Ma i l Sy s t em 1



1



se l ec t s , a r r ows mov e , w f o r keywo r ds , s f o r sou r ce s , ? f o r he l p _



4. Here’s another way this can be helpful: WAIS lists a database of recipes, and I’ve been looking for a good oatmeal cookie recipe for quite a while. I can search the recipe database by returning to the main WAIS screen and then entering / r ec to move to that particular database: SWA I S # 397 : 398 : 399 : 400 : 401 : 402 : 403 : 404 : 405 : 406 : 407 : 408 : 409 : 410 : 411 : 412 : 413 : 414 :



Se r v e r [ mun i n . ub2 . l u . se ] [ wa i s . wu - w i en . ac . a t ] [ wa i s . o i t . unc . edu ] [ wa i s . o i t . unc . edu ] [ b l och . i n f o r ma t i k . un i ] [ gophe r . uv . es ] [ wa i s . c i c . ne t ] [ ds . i n t e r n i c . ne t ] [ ns . r i pe . ne t ] [ ns . r i pe . ne t ] [ ns . r i pe . ne t ] [ cmns - moon . t h i nk . com ] [ wa i s . c i c . ne t ] [ mpcc3 . r pms . ac . uk ] [ cmns - moon . t h i nk . com ] [ un i wa . uwa . oz . au ] [ a t hena3 . cen t . sa i t ama ] [ RANGERSM I TH . SDSC . EDU ]



Sou r c e Se l ec t i on Sou r c e r ec . ga r dens r ec . mus i c . ea r l y r ec . pe t s r ec i pe s r epo r t s - abs t r ac t s Res ea r ch - i n - Su r ge r y r f c - i nde x r f cs r i pe - da t abas e r i pe - i n t e r ne t - d r a f t s r i pe - r f c r i s ks - d i ge s t r oge t - t hes au r us RPMS - pa t ho l ogy RS I ne t wo r k s - a r ch i v e s a i t ama - j p Sa l k_Genome_Cen t e r



Sou r c es : 510 Cos t F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee F r ee



se l e c t s , w f o r ke ywo r ds , a r r ows mov e , < r e t u r n> se a r che s , q qu i t s , o r ?



CAUTION



_



O ne problem I consistently have with the W AIS programs is that I can’t use my Backsp ace key to erase previous se arch words. The trick to getting around this is to use ^u to erase the entire line of keywords!



I choose the r ec i pes database, again by pressing the spacebar, then search for keywords cook i e and oa t mea l to see what kind of oatmeal cookie recipes are available. It indicates 18 matches, sorted in order of the “quality” of the match— the more each keyword occurs, the better the hit. The first number in square
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brackets indicates the “quality” of the match, with 1,000 being the best possible score. This time, however, the recipe I’m looking for appears to be the lowest-rated in the list: SWA I S # 001 : 002 : 003 : 004 : 005 : 006 : 007 : 008 : 009 : 010 : 011 : 012 : 013 : 014 : 015 : 016 : 017 : 018 :



Sco r e [ 1000 ] [ 957 ] [ 696 ] [ 522 ] [ 522 ] [ 522 ] [ 435 ] [ 391 ] [ 348 ] [ 348 ] [ 348 ] [ 348 ] [ 348 ] [ 304 ] [ 304 ] [ 261 ] [ 261 ] [ 261 ]



Sou r ce ( ( ( ( ( ( ( ( ( ( ( ( ( ( ( ( ( (



r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes ) r ec i pes )



Sea r ch Re su l t s I t em Ti t le L i ne s sha f e r @r i g Re : COLLECT I ON BAKERY Pumpk i n 186 sha f e r @r i g Re : COLLECT I ON BAKERY VEG B i s 1038 Anne Lou i s Re : BREAD : B r ead Rec i pe s Co l l 1101 da r s i e@eec Re : Re : wo r l d - w i de cook i e r ec 130 kyoung@p r s Re : D i abe t i c Cook i e Rec i pe s 91 t he1ed r@ca Re : 3 Rec i pe s f o r Oa t mea l Pea 122 WH I TEJER@c Re : Re : REQUEST Cook i e dough 53 j u l i e@edd i Re : Re : REQUEST Cook i e dough 47 anne@c s r ux Re : Re : REQUEST Cook i e dough 53 a r i e l l e@ t a Re : Appe t i z e r s ( Long ) 1591 kyoung@p r s Re : D i abe t i c Cook i e Rec i pe s C 77 a r i e l l e@ t a Re : Mu f f i ns 5 717 a r i e l l e@ t a Re : Appe t i z e r s 1590 sp r i nge r @k Re : Re : REQUEST Cook i e dough 44 kyoung@p r s Re : D i abe t i c T r ea t s Con t ’ d . 109 a r i e l l e@ t a Re : REC I PE : I ce C r eam Sandw i c 63 a r i e l l e@ t a Re : REQUEST Cook i e dough f o r 22 l au r a@hobb Re : Oa t mea l Ra s i n Cook i es ( ca 31



se l ec t s , a r r ows mov e , w f o r keywo r ds , s f o r sou r ce s , ? f o r he l p _



To read recipe number 18, I can enter 18 to retrieve the recipe itself: Ge t t i ng “ l au r a@hobb Re : Oa t mea l Ras i n Cook i es ( cake l i ke ) ” f r om r ec i pes . s r c . . . Newsg r oups : r ec . f ood . r ec i pes F r om : l au r a@hobb . my s t e r y . edu ( Lau r a Sm i t h ) Sub j ec t : Oa t mea l Ras i n Cook i es ( cake l i ke ) Appa r en t l y - To : r ec - f ood - r ec i pes@uune t . uu . ne t O r gan i za t i on : The Mys t e r y Un i ve r s i t y Da t e : Tue , 22 Dec 1992 15 : 33 : 33 GMT App r oved : a r i e l l e@ t a r onga . com L i nes : 18 Hi , My f a t he r was ove r he l p i ng me bake cook i es t h i s yea r f o r ch r i s t mas . He go t t o t a l k i ng abou t an oa t mea l cook i e t ha t h i s mo t he r used t o make . These cook i es we r e a l mos t l i ke l i t t l e i nd i v i dua l oa t mea l r as i n cakes Un f o r t una t e l y . . he neve r go t t he r ec i pe wr i t t en down . . . . I ’ d r ea l l y l i ke t o f i nd a r ec i pe and su r p r i se h i m w i t h t hem . - - Mo r e - - _
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Voilà! I can sit at my UNIX system and dig up just about anything on the Internet, even cookie recipes! Of the different services on the Internet, the WAIS system is the one I find the most promising, yet least useful. There are lots of problems with the system, but it’s evolving at such a fast pace that I encourage you to try it for yourself. By the time you read this, the program undoubtedly will have changed a fair bit.



Task 22.4: Having the Whole World with gopher At this point, you’re probably wondering how people are actually supposed to choose from and navigate all these different services—and rightfully so! A team of programmers at the University of Minnesota wondered just that. They realized that what they wanted was a “go-for,” a program that would “go for things.” Conveniently the gopher is their school mascot, so the gophe r program was born. Of all the different systems on the Internet, gophe r is undoubtedly the easiest to use. It has a simple, menu-based interface that enables you to step through information sources, seamlessly switching from machine to machine throughout the Internet. The program offers some helpful customization, too: As you travel through what’s called gopherspace, you can mark interesting locations with a bookmark (simply press a at the item), then zoom straight to your list of bookmarks with the v key, to view your bookmarks. If you have bookmarks, gophe r - b will start you up with your bookmark page; otherwise, it will display the default gophe r introductory page, which varies quite a bit from site to site.



If you don’t have the gophe r program on your system, you can log in as gophe r at consu l t an t . m i c r o . umn . edu , gophe r . u i uc . edu , or panda . u i owa . edu . Use t e l ne t to connect.



TIME SAVER



1. I enter gophe r at the command line of my account at the UTech University, and the screen is rewritten: I n t e r ne t Gophe r I n f o r ma t i on C l i en t v1 . 12S Roo t gophe r se r ve r : t ho r p l us . u t ech . edu - ->
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1. 2. 3.



Abou t UTe ch Un i ve r s i t y . Abou t THOR+ t he UTech Un i v e r s i t y L i b r a r i es Gophe r S i t e . O t he r I n f o r ma t i on Se r ve r s a t UTech Un i ve r s i t y /
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4 . O t he r i n f o r ma t i on Se r ve r s on t he I n t e r ne t / 5 . Tho r + Sugges t i on Fo r m 6 . Adm i n i s t r i v i a / 7 . E - Ma i l & Te l ephone D i r ec t o r y f o r U t ech & Wo r l d W i de / 8 . L i b r a r y Ca t a l ogs and Gophe r s / 9 . Un i ve r s i t y L i b r a r i es / 10 . Wea t he r Repo r t s and Maps / 11 . I n t e r es t i ng i t ems on t he Ne t ( 12 / 7 / 93 ) / 12 . Cu r r en t Con t en t s On D i ske t t e / 13 . I ns t r uc t i ons f o r sea r ch i ng D i r ec t o r i es o f a l l UTech Gophe r s . 14 . Sea r ch D i r ec t o r i es o f a l l UTe ch Gophe r s ( expe r i men t a l ) 15 . ********* ****Exp l o r e I n t e r ne t Te l econ f e r ence** ****** / P r ess ? f o r He l p , q t o Qu i t , u t o go up a menu Page : 1 / 1



2. By contrast, if I were logged in to the Whole Earth ‘lectronic Link (well) computer in San Francisco, I’d get a completely different first screen: I n t e r ne t Gophe r I n f o r ma t i on C l i en t v1 . 11 Roo t gophe r se r v e r : gophe r 2 . t c . umn . edu - ->



1. 2. 3. 4. 5. 6. 7. 8. 9. 10 . 11 . 12 .



I n f o r ma t i on Abou t Gophe r / Compu t e r I n f o r ma t i on / D i scuss i on G r oups / Fun & Games / I n t e r ne t f i l e se r ve r ( f t p ) s i t es / L i b r a r i es / News / O t he r Gophe r and I n f o r ma t i on Se r ve r s / Phone Books / Sea r ch Gophe r T i t l es a t t he Un i ve r s i t y o f M i nneso t a Sea r ch l o t s o f p l aces a t t he Un i ve r s i t y o f M i nneso t a Un i ve r s i t y o f M i nneso t a Campu s I n f o r ma t i on /



P r ess ? f o r He l p , q t o Qu i t , u t o go up a menu



Page : 1 / 1



3. The sixth entry—L i b r a r i es / —sounds interesting, and because it ends with a slash, I can tell that it will move me to another set of menu choices in gophe r . The two lines that end with will actually invoke a program (probably to connect me to the University of Minnesota), and lines that end with a dot are files and can be viewed by choosing them. To move to a specific location, I can enter its number or use j and k to move up and down, just like in v i . Pressing Return chooses the specific item, so I press j five times to move down five items (the arrow moves so that it points to item 6), then I press Return, which changes the screen:
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I n t e r ne t Gophe r I n f o r ma t i on C l i en t v1 . 11 L i b r a r i es - ->



1. 2. 3. 4. 5. 6. 7.



E l ec t r on i c Books / E l ec t r on i c Jou r na l co l l ec t i on f r om C I Cne t / I n f o r ma t i on f r om t he U . S . F ede r a l Gove r nmen t / L i b r a r y Ca t a l ogs v i a Te l ne t / L i b r a r y o f Cong r ess Reco r ds / Newspape r s , Maga z i nes , and News l e t t e r s / Re f e r ence Wo r ks /



P r ess ? f o r He l p , q t o Qu i t , u t o go up a menu



Page : 1 / 1



4. Electronic books sound interesting, but reference works could be even more interesting, so I type 7, which instantly moves the arrow to the last item, and then I press Return: I n t e r ne t Gophe r I n f o r ma t i on C l i en t v1 . 11 Re f e r ence Wo r ks - ->



1. 2. 3. 4. 5. 6. 7. 8. 9. 10 . 11 . 12 . 13 .



ACM S I GGRAPH On l i ne B i b l i og r aphy P r o j ec t / Ame r i can Eng l i sh D i c t i ona r y ( f r om t he UK ) C I A Wo r l d Fac t Book 1991 / Cu r r en t Con t en t s / ER I C - a r ch i ve . ER I C - a r ch i ve Sea r ch Pe r i od i c Tab l e o f E l emen t s / Roge t ’ s Thesau r us ( Pub l i shed 1911 ) / The Hacke r ’ s D i c t i ona r y / U . S . Geog r aph i c Names Da t aba se / U . S . Te l ephone A r ea Codes / US - S t a t e - Depa r t men t - T r ave l - Adv i so r i es / Webs t e r ’ s D i c t i ona r y /



P r ess ? f o r He l p , q t o Qu i t , u t o go up a menu



Page : 1 / 1



5. The entry for U.S. State Department travel advisories looks valuable, so I’ll add it to my bookmark collection:
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7 . Pe r i od i c Tab l e o f E l emen t s / **************** ******************* ****************** ****************** * * * Name f o r t h i s bookma r k? US - S t a t e - Depa r t men t - T r ave l - Adv i so r i es * * * * [ Cance l ^G ] [ Accep t - En t e r ] * * * **************** ******************* ****************** ******************



The default name works fine, so I press Return to move into the choice, then I see three choices: 1 . Sea r ch US - S t a t e - Depa r t men t - T r ave l - Adv i so r i es , 2 . Cu r r en t - Adv i so r i es / , and 3 . FTP - A r ch i ve / . I opt to see what’s current, and type 2: I n t e r ne t Gophe r I n f o r ma t i on C l i en t v1 . 11 Cu r r en t - Adv i so r i es - ->



1. 2. 3. 4. 5. 6. 7. 8. 9. 10 . 11 . 12 . 13 . 14 . 15 . 16 . 17 . 18 .



a f ghan i s t an . a l ban i a . a l ge r i a . ando r r a . ango l a . an t i gua - & - ba r buda . a r gen t i na . a r men i a . aus t r a l i a . aus t r i a . a z e r ba i j an . bahamas . bah r a i n . bang l ade sh . ba r bados . be l a r us . be l g i um . be l i z e .



P r ess ? f o r He l p , q t o Qu i t , u t o go up a menu



Page : 1 / 13



Notice that this time the bottom-right corner indicates that this is page 1 of 13, so there’s a lot more information. To move to the next page of information, use the + key; to move to the previous page, use - . I have visited Belize, so I’d be interested to see whether there are any current travel advisories on the country. I choose 18 , and the following information is displayed on my screen:
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STATE DEPARTMENT TRAVEL I NFORMAT I ON - Be l i z e ============================================================ Be l i z e - Consu l a r I n f o r ma t i on Shee t May 27 , 1993 Coun t r y Desc r i p t i on : Be l i ze i s a deve l op i ng coun t r y . I t s t ou r i sm f ac i l i t i es va r y i n qua l i t y . En t r y Requ i r emen t s : A pas spo r t , a r e t u r n / onwa r d t i cke t , and su f f i c i en t f unds a r e r equ i r ed f o r t r ave l t o Be l i z e . U . S . c i t i zens who s t ay l es s t han t h r ee mon t hs do no t need v i sas . Howeve r , f o r v i s i t s exceed i ng one mon t h , t r ave l e r s mus t ob t a i n pe r m i t s f r om i mm i g r a t i on au t ho r i t i es i n Be l i z e . Fo r f u r t he r i n f o r ma t i on , t r ave l e r s may con t ac t t he Embas s y o f Be l i z e a t 2535 Massachuse t t s Avenue N . W . , Wash i ng t on , D . C . 20008 , t e l . ( 202 ) 332 - 9636 , t he Be l i z e Consu l a t e i n M i am i , o r t he Be l i z e M i ss i on t o t he U . N . i n New Yo r k . Med i ca l Fac i l i t i es : Med i ca l ca r e i s l i m i t ed . Doc t o r s and hosp i t a l s o f t en expec t i mmed i a t e cash paymen t f o r hea l t h se r v i ces . U . S . med i ca l i nsu r ance i s no t a l way s va l i d ou t s i de t he Un i t ed S t a t es . I n some cases , supp l emen t a l med i ca l i nsu r ance w i t h spec i f i c ove r seas cove r age has p r oved use f u l . Fo r add i t i ona l hea l t h - - Mo r e - - ( 9% ) [ H i t space t o con t i nue , De l t o abo r t ] _



This is only nine percent of the information, so there’s a lot more to view. Fortunately, I can electronically mail this file to myself when I’ve finished viewing it, by selecting the m, or mail file, command at the end-of-listing prompt.



JUST A MINUTE



G opher notation usually has a nested series of lines indicating the actual text that you’d find on a line of gophe r output, so this se arch would be written much more succinctly as: L i b r a r i es / Re f e r ence Wo r ks / US - S t a t e - Depa r t men t - T r ave l - Adv i so r i es / Cu r r en t Adv i so r i es be l i z e .



I quit by typing q at any prompt in the gophe r system. 7. Back at the university, I have heard that there are electronic books available via gophe r . I am particularly interested in Paradise Lost, a book I read years ago. After a bit of nosing about, I found it through the following gopherspace path: O t he r I n f o r ma t i on Se r ve r s on t he I n t e r ne t / Academ i c Resou r c es on t he I n t e r ne t ( by Sub j ec t ) / E l ec t r on i c Jou r na l s & Tex t s / P r o j ec t Gu t enbe r g : C l ea r i nghous e f o r Mach i ne Readab l e Tex t s / e t ex t 92 / AA I NDEX . NEW .
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The AA I NDEX . NEW file produced a list of books available through this clearinghouse for electronic books. Skipping the introductory matter, I find that the following books are currently online: ( Book s f r om ea r l i e r y ea r s w i l l a v a i l ab l e i n 1992 ) ( bu t no t y e t : t o be announced , don ’ t a sk ye t ! ! ! ) 1971 Dec l a r a t i on - I ndependence (whenxxxx . xxx ) 1972 B i l l o f R i gh t s ( b i l l xxxx . xxx ) 1973 U . S . Cons t i t u t i on ( cons t xxx . xxx ) 1974 - 1982 The B i b l e ( b i b l exxx . xxx ) 1983 - 1990 Comp l e t e Shake spea r e ( shake sxx . xxx ) ( Wa t ch f o r t he se en t r i es t o be moved be l ow l a t e r . The B i b l e men t i oned abov e i s a d i f f e r en t ed i t i on f r om t he one we j us t pos t f o r Eas t e r , 1992 ) Book s cu r r en t l y av a i l ab l e on m r cnex t ( do a d i r ) : ( The s e 1991 e t ex t s a r e now i n> cd / e t ex t / e t ex t 91 ) Jan 1991 A l i ce i n Wonde r l and ( a l i ce29x . xxx ) Feb 1991 Th r ough t he Look i ng G l as s ( l g l a s s16 . xxx ) Ma r 1991 The Hun t i ng o f t he Sna r k ( sna r k12x . xxx ) Ap r 1991 1990 C I A Wo r l d Fac t book (wo r l d11x . xxx ) Ma y 1991 Moby D i ck ( F r om OB I ) * ( moby xxxx . xxx ) Jun 1991 Pe t e r Pan ( f o r US on l y ) ** ( pe t e r 14a . xxx ) Ju l 1991 The Book o f Mo r mon ( mo rmon11 . xxx ) Aug 1991 The Fede r a l i s t Pape r s ( f ede r 11x . xxx ) Sep 1991 The Song o f H i awa t ha ( h i song10 . xxx ) Oc t 1991 Pa r ad i s e Los t ( p l bos s10 . xxx ) Nov 1991 Ae sop ’ s Fab l e s ( ae sop10x . xxx ) Dec 1991 Roge t ’ s Thes au r us ( r oge t 11x . xxx ) *Moby D i ck i s m i s s i ng Hou r 72 **P l eas e do no t down l oad Pe t e r Pan ou t s i de t he US ( The s e 1992 e t ex t r e l eas e s i n> cd / e t ex t / e t ex t 92 ) Jan 1992 F r ede r i ck Doug l a ss ( dug l a s10 . xxx ) Jan 1992 O P i onee r s ! W i l l a Ca t he r ( op i on10x . xxx ) Feb 1992 1991 C I A Wo r l d Fac t book (wo r l d91a . xxx ) Feb 1992 Pa r ad i s e Los t ( Raben ) ( p l r abn10 . xxx ) Ma r 1992 Fa r F r om t he Madd i ng C r owd ( c r owd13x . xxx ) Ma r 1992 Ae sop ’ s Fab l e s ( Adv an t age ) ( ae sopa10 . xxx ) Ap r 1992 Da t a F r om t he 1990 Census ( us cen901 . xxx ) Ap r 1992 New E t ex t o f B i b l e (KJV ) ( b i b l e10x . xxx ) Ma y 1992 Sophoc l es ’ Oed i pus T r i l ogy ( oed i p10x . xxx ) Ma y 1992*He r l and ( no t ye t i n p l ace ( h r l nd10x . xxx )



There are more resources than this, but here you can see that if you’re interested in obtaining a copy of Paradise Lost, you can use gophe r to find the book and have it sent via Internet to your home account—in a matter of a few steps! The gophe r system offers a wide variety of capabilities, as you can see, and the connectivity is astounding. One aid to finding information in gopherspace is a search program called ve r on i ca , with which you can specify one or more words that you think might show up in the one-line menu listings. Overall, I find it enjoyable just to wander about and
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see what’s available. At any point, you can type u to return to a previous menu, so you can wander to your heart’s content.



I’m not making this up: ve r on i ca stands for very e asy rodent-oriented net-wise index to com puteriz ed archives.



JUST A MINUTE



Task 22.5: Visiting Libraries Around the World As it turns out, I’ve written another book, one called Global Software. How about joining me as I travel through the Internet to various libraries to see what universities have my book?



1. The first library I visit is the National Library in Venezuela (Biblioteca Nacional). With gophe r , the library computer is only seven steps away from the very top! L i b r a r i es / L i b r a r y Ca t a l ogs v i a Te l ne t / L i b r a r y Ca t a l ogs f r om O t he r I ns t i t u t i ons / Ca t a l ogs L i s t ed by Loca t i on / Ame r i cas / Vene zue l a / B i b l i o t eca Nac i ona l 



Once I log in as b i b l i o , the screen looks like this: Ca t a l ogo B i b . Nac i ona l I n t r oducc i on -----------------------------------------------------------------------------B i enven i do a l Ca t a l ogo Au t oma t i z ado S A I B I N Use l os s i gu i en t e s comandos :



Pa r a bus ca r po r :



A= Au t o r T= T i tu l o M= Ma t e r i a K= Pa l ab r a c l av e C= Co t a Ud . puede i n i c i a r una busqueda de sde cua l qu i e r pan t a l l a Pa r a ma yo r i n f o r mac i on de busqueda en e l Ca t a l ogo , p r es i one . Pa r a ve r i n f o r mac i on sob r e l a s BASES DE DATOS , e s c r i ba NOT I y p r es i one . Adema s de LU I N , ud . puede usa r e l comando LUC2 donde encon t r a r a
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-----------------------------------------------I NGRESE COMANDO BUSQUEDA NOT i c i a



+ Pag . 1 de 4 - - - - - - - AVAn za pag .



P r ox . Comando : _



Fortunately, my Spanish is sufficient to figure this out.… I use t = to search by title (the command is T=GLOBAL SOFTWARE ) for my book Global Software. So l i c i t ud de Busqueda : T=GLOBAL SOFTWARE Ca t a l ogo B i b . Nac i ona l Resu l t ados de Busqueda : 0 En t r ada s Encon t ada s No ex i s t en En t r ada s po r T i t u l o -----------------------------------------------------------------------------No s e encon t r a r on En t r adas de T i t u l o Las pos i b l es r a zones pa r a e s t e mens a j e son : 1. 2. 3.



Ma t e r i a l no e s t a en l a ba s e de da t os (Busque en e l f i che r o . ) Ma t e r i a l no pe r t enece a l a B i b l i o t eca ( Consu l t e a l pe r sona l de r e f e r enc i a ) Comando o t e rm i no ( s ) i nco r r ec t o . ( P r uebe con o t r o comando o camb i e e l t e r m i no de busqueda . )



Ve r i f i que en l a busqueda l o s i gu i en t e : - - Asegu r e se de que e s t an co r r ec t amen t e e sc r i t os . S i no e s t a segu r o de l t i t u l o comp l e t o o de como s e e sc r i be aco r t e l o a l f i na l . - - Om i t a t odos l os a r t i cu l os ( a , en , e l ) . - - E l i m i ne l os s i gnos de pun t uac i on . Recue r de : Ud . puede r e v i s a r su busqueda ed i t ando l a en l a l i nea de comandos ) . - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - Pag . 1 de 1 - - - - - - - - - - - - - COMenz a r REV i s a busqueda s r ea l i zadas OTRa s opc i one s



P r ox . Comando : _



Ay caramba! Mi libro no está en al biblioteca nationál. Qué es la vida! That is, there isn’t a copy of my book in the library. Such is life. I can use sa l i r (to leave) to log out and return to gophe r . 2. My next library to visit is to Australia. To get there, I need to back up a few levels in gophe r and travel down a different path: As i a and Pac i f i c / lead to Aus t r a l i a / , where I can choose the Queens l and Un i ve r s i t y o f Techno l ogy / :
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Q U T



L A T E S T



N E W S



L I B R A R Y



EXCELLENCE I N I NFORMAT I ON SERV I CES *********************************** * OPT I ONS * *********************************** * * * 1. L i b r a r y Ca t a l ogue * * 2. L i b r a r y Open i ng Hou r s * * 3. Logo f f * * * * * *********************************** o r p r es s , t hen 



This looks likely, so I choose 1: L I B R A R Y



C A T A L O G U E



**************************************************************************** * MA I N MENU * **************************************************************************** 1 . T i t l es 2 . Pe r sona l Au t ho r s 3 . Sub j ec t s 4 . Se r i e s T i t l e s 5 . Co r po r a t e Au t ho r s & Con f e r ence s 6 . Ke ywo r d s ea r ch ac r oss f i l e s 1 - 5 7 . Ca l l Numbe r s 8 . Pub l i she r s 9 . L i m i t ed Acce s s Co l l ec t i on - Sub j ec t 10 . L i m i t ed Acce s s Co l l ec t i on - Lec t u r e r **************************************************************************** * 3 mos t i mpo r t an t key s a r e : * * t o ac t i v a t e a l l commands * * o r t hen f o r adv i ce * * Fu l l s t op < . > t hen t o back t r ack o r t e rm i na t e a s ea r ch . * **************************************************************************** P l ea se se l ec t _



I want to select by title, so again I type 1 :
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S E A R C H T E X T E N T R Y ****************** ****************** ****************** ****************** T I TLE ALPHABET I C BROWS I NG ****************** ****************** ****************** ****************** P l ease t ype i n some t ex t t ha t you t h i nk may occu r a t t he s t a r t o f a t i t l e o f a wo r k t ha t you a r e a t t emp t i ng t o f i nd . Fo r examp l e , you cou l d t ype



ECONOM I CS AND DEMOGRAPHY ECONOM I CS AND ECON



or or



And r emembe r t o use t he he l p key i f y ou need mo r e i n f o r ma t i on .



P l ease en t e r you r sea r ch t ex t . . . ****************** ****************** ****************** ****************** > g l oba l so f t wa r e



I press Return to get the news: B R O W S E



H E A D I N G



S E L E C T I O N



Sea r ch t ex t : GLOBAL SOFTWARE Head i ngs r e t r i eved : 100 Mo r e pages ** T I TLES ******* ******************* ****************** ****************** No . Wo r ks 1. 1 G l oba l s i mu l a t i on mode l s : a compa r a t i ve s t udy ==> GLOBAL SOFTWARE 2. 1 G l oba l so l u t i ons : i nnov a t i ve app r oaches t o wo r l d p r ob l ems : se l ec t i ons f r om The Fu t u r i s t 3. 1 G l oba l sou r c i ng s t r a t egy : R&D , manu f ac t u r i ng , and ma r ke t i ng i n t e r f aces 4. 1 G l oba l s t akes : t he f u t u r e o f h i gh t echno l ogy i n Ame r i ca 5. 2 G l oba l s t a t us o f mang r ove ecosys t ems 6. 1 G l oba l s t ock ma r ke t r e f o r ms 7. 1 G l oba l S t r a t eg i c Managemen t : I mpac t on New F r on t i e r s . . . . 8. 1 G l oba l s t r a t eg i c managemen t pe r spec t i ves ****************** ****************** ****************** ****************** Nex t Page Ga t he r Head i ngs Keywo r d Sea r ch P r ev i ous Page L i s t Chosen Head i ngs Top o f L i s t SELECT _



Nope, it’s not there either, but the book Global Status of Mangrove Ecosystems sounds quite interesting. Next time I’m on this computer system, I should look up the reference to learn more about mangrove ecosystems.
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3. I’ll try one more university before I give up hope! I’ll check the various libraries of the University of California. Again, the process is to step back in the gophe r tree and select Ame r i cas / , Un i t ed S t a t es / , Ca l i f o r n i a / , Un i ve r s i t y o f Ca l i f o r n i a ( MELVYL ) / : We l come t o t he Un i v e r s i t y o f Ca l i f o r n i a ’ s MELVYL* L I BRARY SYSTEM - - - - - - - - - - - - - - - - - - - - =>> SYSTEM NEWS > NEWS f tw g l oba l so f twar e Sea r ch r eques t : F TW GLOBAL SOFTWARE Sea r ch r esu l t : 9 r eco r ds a t a l l l i b r a r i es Type D t o d i sp l ay r esu l t s , o r t ype HELP . CAT - > _



Typing D displays the first page of matches: Sea r ch r eques t : F TW GLOBAL SOFTWARE Sea r ch r esu l t : 9 r e co r ds a t a l l l i b r a r i es Type HELP f o r o t he r d i sp l ay op t i ons . 1 . C l apes , An t hony Law r ence . So f t wa r s : l ega l ba t t l es f o r con t r o l o f g l oba l so f t wa r e i ndus t r y / An t hony Law r ence C l apes . Wes t po r t , Conn . : Quo r um Books , 1993 . HAST 5 t h S t ks K1443 . C6 C56 1993 UCB Bus&Econ K1443 . C6 C56 1993 UCB Law L i b K89 . C48 UC I Ma i n L i b K1443 . C6 C56 1993 UCLA Co l l ege K 1443 C6 C56 1993 UCSC McHen r y K1443 . C6C56 1993 UCSD Cen t r a l K1443 . C6 C56 1993 2 . A compu t e r so f t wa r e sys t em f o r t he gene r a t i on o f g l oba l ocean t i des i nc l ud i ng se l f - g r av i t a t i on and c r u s t a l l oad i ng e f f ec t s , by r ona l d h es t e s . 1977 . UCSD Sc r i pp s F I CHE XSX 1 N77 - 23709 F l oo r 1 M i c r o f o r m P r ess RETURN t o see t he nex t sc r een . CAT - >
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I step forward a page or two: Sea r ch r eques t : F TW GLOBAL SOFTWARE Sea r ch r esu l t : 9 r e co r ds a t a l l l i b r a r i es Type HELP f o r o t he r d i sp l ay op t i ons . 5 . Tay l o r , Dave , 1962 G l oba l so f t wa r e : deve l op i ng app l i ca t i ons f o r t he i n t e r na t i ona l ma r ke t , Dave Tay l o r . New Yo r k : Sp r i nge r - Ve r l ag , c1992 . UCB Eng i n QA76 . 76 . D47 T39 1992 UC I Ma i n L i b QA76 . 76 . D47 T39 1992 UCSC Sc i ence QA76 . 76 . D47T39 1992 6 . Un i t ed S t a t es . Gene r a l Accoun t i ng O f f i ce . A i r Fo r ce G l oba l Wea t he r Cen t r a l i n i t i a t es pos i t i ve ac t i on t o asses s adequacy o f so f t wa r e i nven t o r y : r epo r t t o t he Sec r e t a r y o f t he A i r Fo r ce by t he U . S . Gene r a l Accoun t i ng O f f i ce . Wash i ng t on , D . C . : The O f f i ce , [ 1983 ] . UCR R i ve r a GA 1 . 13 : I MTEC - 84 - 4 Gov t . Pub M i c r o f i che US UCSD Cen t r a l GA 1 . 13 : I MTEC - 84 - 4 Documen t s F i che CSL Ma i n L i b GA 1 . 13 : I MTEC - 84 - 4 Gov t Pubs P r ess RETURN t o see nex t sc r een . Type PS t o see p r ev i ous sc r een . CAT - > _



Aha! You can see that there are copies of my book at the University of California at Berkeley (UCB), at Irvine (UCI), and at Santa Cruz (UCSC). There are hundreds, if not thousands, of libraries connected to the Internet. If a reference book exists, you should be able to find a reference citation.



Task 22.6: All the News That’s Fit or Otherwise No discussion of the Internet would be complete without a brief foray into the largest, most active, and most varied discussion forum in the world—the Usenet. Imagine a bulletin board on the wall. Imagine that as people pass it, they glance at what’s there, and if they have something to add, they stick their note up, too. Now (and here’s the big leap), imagine that there are thousands of bulletin boards in this building, and that there are actually tens of thousands of buildings throughout the world, each with its own “identical” copy of the bulletin boards. Got it? That’s Usenet. Usenet was created in 1979, when two graduate students at Duke University, Tom Truscott and Jim Ellis, hooked their computer to another computer at the University of North Carolina. In 1980, there were two sites with Usenet. Today, at the very end of 1993, there are an estimated 120,000 sites on Usenet, representing over 4.2 million participants.
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A true experiment in free speech and barely controlled anarchy, the range of discussions, called newsgroups, is astonishing. It covers everything from computer modem protocols (comp . dcom . modem) to Macintosh programming (comp . sys . mac . p r og r amme r ), topics of relevance to single men and women ( soc . s i ng l es ), abortion ( t a l k . abo r t i on ) to the wonderful TV show “Mystery Science Theater 3000” (a l t . t v . ms t 3k). Whatever your interest, there’s a group on the Net that talks about just what you’re thinking about!



JUST A MINUTE



A protocol is a l angua ge that different systems use to spe ak to e ach other so that they can interoperate. A modem protocol is the langua ge that your modem uses to interact with your computer. Sound exciting?



The difficulty with Usenet is that the majority of tools designed to help read the volumes of information actually do precious little to help. The first puzzle is to find the groups that you’d like to read, and although almost all Usenet sites have a succinct database of what each group discusses, little Usenet software actually knows about it. Here is a very simple C shell alias that will help out: a l i as f i ndg r oup _g r ep - i \ ! * / us r / l oca l / l i b / news / newsg r oups_



At your site, this file might be available also as / us r / l i b / news / newsg r oups . Newsgroups are organized into seven primary hierarchies: comp groups are computer and programming related, sc i groups discuss scientific issues, m i sc groups cover miscellaneous topics, r ec are recreational, t a l k groups are for controversial and often heated discussion groups, soc are social groups, and news are groups containing news of the world or at least news of the network itself. One final hierarchy worth mentioning is the a l t . * set of groups that are the spot for semidisorganized anarchy on the Net: Essentially anyone can create an a l t group with ease, so, as you might expect, these groups are the most varied. Some examples are the excellent a l t . ac t i v i sm for political activists and a l t . books . t echn i ca l for discussion of computer books (like this very book!), juvenile groups such as a l t . b i na r i es . sounds - a r mp i t . no i ses for, one presumes, audio files that contain sounds of armpit noises, and a l t . e l v i s . s i gh t i ng for those elusive sightings of The King. If you can’t quite tear yourself away from your video game system long enough even to eat, perhaps reading a l t . ge t . a . l i f e . n i n t endo . add i c t s will help. One problem with the a l t groups is that it’s much more difficult to find out what’s out there. Because there is considerably less control and organization, the convenient one-line descriptions in the newsgroups file don’t contain descriptions of these alternative groups. Really, the best solution is to search through your . news r c itself for key words or abbreviations. To find a l t groups that discuss Disney, for example, I could try g r ep d i sney . news r c | g r ep _^a l t _ to find a l t . f an . d i sney . a f t e r noon.
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Once you’ve found a group to read, it’s time to choose from among the many possible packages. Perhaps the most popular is r n, or read news, written by Larry Wall. Another alternative, nn, offers a more screen-oriented view from Kim Storm, and a third possibility, patterned after the Elm Mail System, is t i n, designed and written by Iain Lea.



JUST A MINUTE



O f the many programs availa ble for re a ding ne t news , I prefer t i n , but because r n is so prevalent, I will use it in this hour. I nonetheless encoura ge you to use a local copy of t i n if it’s availa ble. Remember also that you alw ays can use a r ch i e to find a local copy. (I talk a bout a r ch i e in the next hour.)



The r n program not only has more options than you can shake a stick at, but it actually has more options than even a tree full of sticks could cover! Table 22.2 lists a small number of its particularly useful options. Table 22.2. The most useful rn starting options. Option



Meaning



-/



Set SAVED I R, so that articles you save are stored in a subdirectory of ~ / News named after the group, with the article name corresponding to its numeric identifier on the system. Check for news and indicate if any has arrived. Make each page of an article start at the top of the screen. Suppress the header hd r in news articles. Leave information on screen as long as possible. Force mailbox format for all saved files. Use inverse video for highlighted information. Force normal, non-mailbox format for all saved files. Restart within the last newsgroup read during the previous session. Use subject search mode when possible.



-c -e - hhd r -L -M -m -N -r -S



That’s a lot of options! My alias for starting up the r n program is r n - L - M -m - e -S - / .



JUST A MINUTE
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Did I mention the RN I N I T environment variable yet? In addition to using starting options, the r n program also can read a variety of different options from environment variables. Indeed, any option that is specified at the command line also can be specified in the RN I N I T variable. As a result, my RN I N I T is this: % echo $RN I N I T - hmessage - h r e f e r ence - hda t e - r - hsende r - hsumma r y - h r ep l y - hd i s t r - h l i nes - h l i ne - h f o l l ow - hnews - hkey - h r esen t - h r e t u r n - h t o - hx - o r i g i na l - hx - sun - hx - no t e - ho r i g i na t o r - hnn t p



This causes the program to suppress the display of all the specified headers in individual news articles. There are just so many options that it’s overwhelming. Let’s go into the program and see what it looks like!



1. First, I use the alias



f i ndg r oup



to identify a few newsgroups I’d like to read:



% f i ndgroup mac b i z . dec . i p I P ne t wo r k i ng on DEC mach i ne s . vmsne t . i n t e r na l s VMS i n t e r na l s , MACRO - 32 , B l i s s , ga t eway ed t o MACRO32 l i s t . gnu . emac s . announce Announcemen t s abou t GNU Emac s . (Mode r a t ed ) gnu . emac s . bug GNU Emac s bug r epo r t s and sugge s t ed f i xe s . (Mode r a t ed ) gnu . emac s . gnews News r ead i ng unde r GNU Emacs us i ng Weemba ’ s Gnews . gnu . emac s . gnus News r ead i ng unde r GNU Emacs us i ng GNUS ( i n Eng l i sh ) . gnu . emac s . he l p Us e r que r i e s and answe r s . gnu . emac s . sou r ce s ONLY ( p l eas e ! ) C and L i sp sou r ce code f o r GNU Emacs . gnu . emac s . vm . bug Bug r epo r t s on t he Emac s VM ma i l package . gnu . emac s . vm . i n f o I n f o r ma t i on abou t t he Emac s VM ma i l package . gnu . emac s . vms VMS po r t o f GNU Emac s . gnu . epoch . m i s c The Epoch X11 ex t ens i ons t o Emacs . comp . b i na r i es . aco r n B i na r y - on l y pos t i ngs f o r Aco r n mach i ne s . ( Mode r a t ed ) comp . b i na r i es . mac Encoded Mac i n t osh p r og r ams i n b i na r y . ( Mode r a t ed ) comp . emacs EMACS ed i t o r s o f d i f f e r en t f l avo r s . comp . l ang . f o r t h . mac The CS I MacFo r t h p r og r amm i ng env i r onmen t . comp . l ang . l i sp . mc l D i s cus s i ng App l e ’ s Mac i n t osh Common L i sp . comp . o r g . acm Top i cs abou t t he Assoc i a t i on f o r Compu t i ng Mach i ne r y . comp . os . mach The MACH OS f r om CMU & o t he r p l ace s . comp . os . msdos . m i sc M i s ce l l aneous t op i cs abou t MS - DOS mach i ne s . comp . os . msdos . p r og r amme r P r og r amm i ng MS - DOS mach i ne s . comp . os . os2 . p r og r amme r P r og r amm i ng OS / 2 mach i ne s . comp . sou r ce s . mac So f t wa r e f o r t he App l e Mac i n t osh . ( Mode r a t ed ) comp . sy s . mac . advocacy The Mac i n t osh compu t e r f am i l y compa r ed t o o t he r s . comp . sy s . mac . announce I mpo r t an t no t i ces f o r Mac i n t osh us e r s . ( Mode r a t ed ) comp . sy s . mac . apps D i s cus s i ons o f Mac i n t osh app l i ca t i ons . comp . sy s . mac . comm D i s cus s i on o f Mac i n t osh commun i ca t i ons . comp . sy s . mac . da t aba se s Da t aba s e sy s t ems f o r t he App l e Mac i n t osh . comp . sy s . mac . d i ges t App l e Mac i n t osh : i n f o&us es , no p r og r ams . (Mode r a t ed ) comp . sy s . mac . games D i s cus s i ons o f games on t he Mac i n t osh . comp . sy s . mac . ha r dwa r e Mac i n t osh ha r dwa r e i s sue s & d i s cus s i ons . comp . sy s . mac . hype r ca r d The Mac i n t osh Hype r ca r d : i n f o & us e s . comp . sy s . mac . m i s c Gene r a l d i s cus s i ons abou t t he App l e Mac i n t osh .
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comp . sy s . mac . oop . macapp3 Ve r s i on 3 o f t he MacApp ob j ec t o r i en t ed s ys t em . comp . sy s . mac . oop . m i sc Ob j ec t o r i en t ed p r og r amm i ng i ssues on t he Mac . comp . sy s . mac . p r og r amme r D i s cus s i on by peop l e p r og r amm i ng t he App l e Mac i n t osh . comp . sy s . mac . s ys t em D i s cus s i ons o f Mac i n t osh s ys t em so f t wa r e . comp . sy s . mac . wan t ed Pos t i ngs o f “ I wan t XYZ f o r my Mac . ” comp . sy s . sg i . g r aph i cs G r aph i c s packages and i s sues on SG I mach i ne s . comp . sy s . sg i . m i s c Gene r a l d i s cus s i on abou t S i l i con G r aph i c s ’ s mach i ne s . comp . t ex t . t ex D i s cus s i on abou t t he TeX and LaTeX sy s t ems & mac r os . comp . un i x . aux The ve r s i on o f UN I X f o r App l e Mac i n t osh I I compu t e r s . m i sc . f o r sa l e . compu t e r s . mac App l e Mac i n t osh r e l a t ed compu t e r i t ems . r ec . game s . d i p l omac y The conques t game D i p l omac y . s c i . nano t ech Se l f - r ep r oduc i ng mo l ecu l a r - s ca l e mach i ne s . (Mode r a t ed )



Remember that these are only groups that have the word mac in them. The group comp . sys . mac . announce sounds like it might be interesting. Now, to find a few more: % f i ndgroup wr i t i ng comp . edu . compos i t i on W r i t i ng i ns t r uc t i on i n compu t e r - ba s ed c l a ss r ooms . m i sc . wr i t i ng D i scuss i on o f wr i t i ng i n a l l o f i t s f o r ms . % f i ndg r oup educa t i on k12 . ed . a r t A r t cu r r i cu l um i n K- 12 educa t i on . k12 . ed . bus i ne s s Bus i ne s s educa t i on cu r r i cu l um i n g r ade s K - 12 . k12 . ed . hea l t h - pe Hea l t h and Phy s i ca l Educa t i on cu r r i cu l um i n g r ades K - 12 . k12 . ed . l i f e - s k i l l s Home Econom i c s and Ca r ee r educa t i on i n g r ade s K - 12 . k12 . ed . ma t h Ma t hema t i c s cu r r i cu l um i n K - 12 educa t i on . k12 . ed . mus i c Mus i c and Pe r f o r m i ng A r t s cu r r i cu l um i n K - 12 educa t i on . k12 . ed . s c i ence Sc i ence cu r r i cu l um i n K - 12 educa t i on . k12 . ed . soc - s t ud i es Soc i a l S t ud i es and H i s t o r y cu r r i cu l um i n K - 12 educa t i on . k12 . ed . spec i a l K- 12 educa t i on f o r s t uden t s w / hand i caps o r spec i a l needs . k12 . ed . t ag K - 12 educa t i on f o r t a l en t ed and g i f t ed s t uden t s . k12 . ed . t ech I ndus t r i a l Ar t s and voca t i ona l educa t i on i n g r ades K - 12 . k12 . l ang . a r t Language A r t s cu r r i cu l um i n K - 12 educa t i on . comp . a i . edu App l i ca t i ons o f Ar t i f i c i a l I n t e l l i gence t o Educa t i on . comp . edu Compu t e r s c i ence educa t i on . m i sc . educa t i on D i scuss i on o f t he educa t i ona l sy s t em . s c i . edu The s c i ence o f educa t i on . % f i ndgroup mov i es r ec . a r t s . mov i e s D i s cus s i ons o f mov i e s and mov i e mak i ng . r ec . a r t s . mov i e s . r e v i ews Rev i ews o f mov i es . ( Mode r a t ed ) r ec . a r t s . s f . mov i es D i s cus s i ng SF mo t i on p i c t u r es . r ec . a r t s . s t a r t r ek . cu r r en t New S t a r T r ek shows , mov i e s and books . % f i ndg r oup f i l m r ec . a r t s . s t a r t r ek . r ev i ews Re v i ews o f S t a r T r ek books , ep i sode s , f i l ms , &c ( Mode r a t ed )



Now I have a list of groups to check out: comp . sys . mac . announce, m i sc . w r i t i ng , sc i . edu, and r ec . a r t s . mov i es . 2. It’s time to start up the r n program so I can read these groups: % rn *** NEWS NEWS *** We l come t o ve r s i on 4 . 4 o f r n ( pa t ch l e ve l 4 ) . Th i s ve r s i on co r r ec t s many bugs o f t he p r ev i ous ve r s i on and has some enhancemen t s you may f i nd use f u l . Type “man r n ” f o r mo r e i n f o r ma t i on .
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I f you f i nd p r ob l ems w i t h t h i s p r og r am , r epo r t t hem w i t h t r oub l e ( 1L ) . Th i s pa r t i cu l a r mes sage comes f r om / us r / l oca l / l i b / r n / newsnews . w i l l on l y see i t once .



You



[ Type space t o con t i nue ] _



Because I haven’t used the program before, this first time out will have all sorts of information: T r y i ng t o se t up a . news r c f i l e - - r unn i ng newse t up . . . C r ea t i ng / use r s / t ay l o r / . news r c t o be used by news p r og r ams . Done .



If you have never used the news system before, you may find the articles in news . announce . newus e r s to be helpful. There is also a manual entry for r n. To get rid of newsgroups you aren’t interested in, use the u command. Type h f o r he l p a t any t i me wh i l e r unn i ng r n . ( Rev i s i ng so f t po i n t e r s - - be pa t i en t . ) Un r ead news i n gene r a l Un r ead news i n news . adm i n . m i sc Un r ead news i n news . adm i n . po l i cy Un r ead news i n news . adm i n . t echn i ca l Un r ead news i n news . announce . con f e r ences etc. etc.



1 88 68 6 26



ar t ar t ar t ar t ar t



icle i c l es i c l es i c l es i c l es



F i nd i ng new newsg r oups : ********



CAUTION



1 un r ead a r t i c l e i n gene r a l - - r ead now? [ ynq ] _



O ne of the worst aspects of r n is that, by default, it subscribes you to over 2,4 0 0 newsgroups the first time you enter the program. Fortunately, the fix is e asy.



3. Now that I’m a member of a few thousand groups, I want to get out of some! The fastest way for me to fix the problem is to quit r n (type q), then use v i to edit my personal Usenet database file, called . news r c, which resides in my home directory. This file contains a list of all newsgroups, with each group followed by a special character and an indication of which articles I have already seen: % head . newsrc gene r a l : 1 - 699 news . adm i n : 1 - 26982 news . adm i n . m i sc : 1 - 6329 news . adm i n . po l i cy : 1 - 8171 news . adm i n . t echn i ca l : 1 - 445
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news . announce . con f e r ences : 1 - 5326 news . announce . i mpo r t an t : news . announce . newg r oups : news . announce . newuse r s : news . answe r s :



To unsubscribe and have no groups included, I simply replace the colon on each line with an exclamation point. A group that isn’t subscribed looks like this: news . adm i n ! 1 - 26982 . You can use : 1 , $s / : / ! / in v i to unsubscribe quickly to all groups. I suggest, however, that you make sure that you do read the group gene r a l on your system. 4. Now, I start r n a second time, and here’s what I see: % rn Un r ead news i n gene r a l ********



1 ar t i c l e



1 un r ead a r t i c l e i n gene r a l - - r ead now? [ ynq ] _



Instead of answering yes or no to this question, I can go to the groups I’d previously chosen to read, using the g g r oupname command: 1 un r ead a r t i c l e i n gene r a l - - r ead now? [ ynq ] g comp . sys . mac . announce Newsg r oup comp . sys . mac . announce i s cu r r en t l y unsubsc r i bed t o - " r esubsc r i be? [ yn ]



It’s not surprising that I am not subscribed: I just unsubscribed from almost everything. Joining the group sounds good, so I type y , and the screen changes: 0 un r ead a r t i c l es i n comp . s ys . mac . announce - - r ead now? [ ynq ] _



There are no articles pending in this newsgroup, as can be seen by the 0 un r ead message. That’s good news—I then can add the other three groups by saying n here, because I do not want to read this group, then using the g command with each of the other groups specified. The first time I choose n, however, the prompt changes to a new line: End o f newsg r oups - - wha t ne x t ? [ qnp ] _



I can enter the g newsg r oup here just as easily. 5. Imagine it’s a couple days later when I log in to my computer and again enter r n to see if there’s any news. Unsurprisingly, quite a few articles have arrived since I signed up for the groups: % rn Un r ead news i n gene r a l Un r ead news i n sc i . edu Un r ead news i n m i sc . w r i t i ng



1 ar t i c l e 28 a r t i c l es 81 a r t i c l es



1 un r ead a r t i c l e i n gene r a l - - r ead now? [ ynq ] _



I start by saying n, then y when it asks about the newsgroup sc i . edu. The screen changes:
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A r t i c l e 4695 ( 27 mo r e ) i n sc i . edu : F r om : choy@cs . usask . ca ( Hen r y Choy ) Sub j ec t : Re : Au t oma t i on and t he Need f o r Educa t i on Da t e : 9 Dec 1993 22 : 00 : 10 GMT O r gan i z a t i on : Un i ve r s i t y o f Saska t chewan NNTP - Pos t i ng - Hos t : spa r k l e . usask . ca X - News r eade r : T I N [ v e r s i on 1 . 2 PL0 ] A l be r t o Mo r e i r a ( a cm@kpc . com ) w r o t e : : Compu t e r s can ’ t do any t h i ng by t hemse l ves - t hey a r e r aw : me t a l . Bu t t he compu t e r p r og r am r unn i ng i n a compu t e r i s : a t r ans l i t e r a t i on o f a human c r ea t o r ’ s t hough t p r ocesses . : When you p l ay chess aga i ns t a compu t e r , you ’ r e no t p l ay i ng : aga i ns t t he compu t e r ; you ’ r e p l ay i ng aga i ns t t he i nd i v i dua l s : who des i gned Sa r gon , Deep Though t , o r wha t eve r chess p r og r am : you ’ r e ba t t l i ng . I n a way t h i s i s so , bu t t he des i gne r s o f t hese p r og r ams a r e wo r k i ng i n t he way t hey we r e t augh t t o p l ay chess : ) Cons i de r a chess p r og r am t ha t i s f r ee t o cons i de r d i f f e r en t eva l ua t i on t echn i ques , and o t he r wha t no t p r ocedu r es and measu r es concoc t ed w i t h some e l emen t o f r andomness . Th i s p r og r am behaves - - MORE - - ( 46% ) _



There’s a lot of information contained in the first few lines, as shown in Figure 22.1. Also, the lines that begin with a colon are quoted text from a previous article in the group, the one written by Alberto Moreira. All lines not beginning with a colon are the thoughts of Henry Choy, the author of this particular article. Figure 22.1. Information on r n article display screen.
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6. While reading a particular article, I can choose from a variety of different commands that I can enter to perform different actions, most notably q to quit reading this particular article, n to move to the next article, k to mark this article and all of a similar subject as read (so that I don’t see them), ^S (or space) to read the next article with the same subject in this group, R to reply to the author via electronic mail, and F to follow up this article with thoughts and reactions of my own. One particularly helpful command is =, which offers a table of contents for this group, showing all articles I have not yet read.



TIME SAVER



O ne little-known fact a bout r n is that you can define exactly what is shown in the = ta ble of contents screen with the SUBJL I NE environment varia ble. I have mine set to % t - - %s , which produces a list with both the author and subject indic ated.



When I enter =, here’s what happens: 4696 o f f i ce@ i n t e r ac t . n l - - I NTERACT I VE LEARN I NG ( I NTERACT 2 ) 4697 y i f anhan@he l i x . n i h . gov - - Academ i c t enu r e i n Aus t r a l i a and o t he r coun t r i es 4698 cbe r r y@ t a j o . edu - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4699 ma r k l i ne@hens on . cc . wwu . edu - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4700 c r avene r @uhun i x . uhcc . Hawa i i . Edu - - G r ade Po i n t Av e r ages : Wha t ’ s t he po i n t ? 4701 j b i r ch@c r c . sd68 . nana i mo . bc . ca - - Look i ng f o r U o f A - John L i nd . . . 4702 h r ub i n@snap . s t a t . pu r due . edu - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4703 h r ub i n@snap . s t a t . pu r due . edu - - Academ i c t enu r e i n Aus t r a l i a and o t he r coun t r i es4704 chem@uwpg02 . uw i nn i peg . ca - - TOSH I BA / NSTA con t es t i n f o 4705 mp r i es t l ey@vne t . I BM . COM - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4706 acm@kpc . com - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4707 acm@kpc . com - - G r ade Po i n t Ave r ages : Wha t ’ s t he po i n t ? 4708 r ab l a t ch@un i x . amhe r s t . edu - - Academ i c t enu r e i n Au s t r a l i a and o t he r coun t r i es 4709 e l kassas@eb . e l e . t ue . n l - - Q : TV use i n educa t i on ! 4710 c r avene r @uhun i x . uhcc . Hawa i i . Edu - - G r ade Po i n t Av e r ages : Wha t ’ s t he po i n t ? 4711 na t a@ao i bs . ms k . su - - Subsc r i p t i on t o Russ i an l i t e r a t u r e maga z i ne i n Eng l i sh and i n Russ i an ! 4712 r e i se r @ i l s . nwu . EDU - - PhD & MA P r og r ams i n Lea r n i ng Sc i ences a t No r t hwes t e r n 4713 ga t u r ne r @npmo . pc . i ng r . com - - He l p needed on pape r [ Type space t o con t i nue ] _



There are more articles waiting to be read than can fit on the screen (hence the Type space t o con t i nue at the bottom). Here, I can type q to zip back to the
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bottom of the article I was reading (then M to mail a response to the author, perhaps) or enter a specific article number to read that article. Article 4704, titled TOSH I BA / NSTA con t e s t i n f o, sounds pretty interesting, so I’ll enter 4704 and move directly to that article: A r t i c l e 4704 ( 23 mo r e ) i n sc i . edu : F r om : chem@uwpg02 . uw i nn i peg . ca Sub j ec t : TOSH I BA / NSTA con t es t i n f o Da t e : 13 DEC 93 02 : 31 : 15 CST O r gan i z a t i on : Un i ve r s i t y o f W i nn i peg NNTP - Pos t i ng - Hos t : uwpg02 . uw i nn i peg . ca H i . I was wonde r i ng i f anyone had samp l e ma t e r i a l r ega r d i ng t he NSTA / TOSH I BA exp l o r ov i s i on con t es t . SPec i f i ca l l y , samp l e s t o r yboa r ds and w r i t t en r epo r t s . Thanks f o r any i n f o . M . Ca r r o l l U o f Wpg i n t e r ne t : chem@uwpg02 . uw i nn i peg . ca End o f a r t i c l e 4704 ( o f 4719 ) - - wha t nex t ? [ ^Nnpq ] _



At this point, again, I could use R to reply, F to post a follow-on article of my own, or any of the other commands. It seems like a good time to quit Usenet for now, so I type q and move to the next group in the list: End o f a r t i c l e 4704 ( o f 4719 ) - - wha t ne x t ? [ ^Nnpq ] ********



81 un r ead a r t i c l es i n m i sc . w r i t i ng - - r ead now? [ ynq ] _



Another q, and I’m back at my C shell prompt. 7. Just for comparison, here’s what t i n looks like when I launch it on the list of newsgroups that I actually read on an approximately daily basis: G r oup Se l ec t i on ( 18 )



1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16



396



16



2 38 447 158 110 603 37 20



m i sc . f o r sa l e . compu t e r s . mac news . announce . i mpo r t an t news . announce . newuse r s comp . b i na r i es . mac comp . o r g . sug comp . o r g . usen i x comp . sy s . mac . announce comp . s y s . sun . announce r ec . a r t s . mov i es . r ev i ews r ec . f ood . r ec i pes a l t . books . r ev i ews a l t . educa t i on . d i s t ance a l t . educa t i on . r esea r ch a l t . f o l k l o r e . he r bs m i sc . educa t i on m i sc . educa t i on . l anguage . eng l



h=he l p



App l e Mac i n t osh r e l a t ed compu t Gene r a l announcemen t s o f i n t e r Exp l ana t o r y pos t i ngs f o r new u Encoded Mac i n t osh p r og r ams i n Ta l k abou t / f o r t he The Sun Use USEN I X Assoc i a t i on even t s and I mpo r t an t no t i ces f o r Mac i n t os Sun announcemen t s and Sune r gy Rev i ews o f mov i es . ( Mode r a t ed ) Rec i pes f o r i n t e r es t i ng f ood a “ I f you wan t t o know how i t t u Lea r n i ng ove r ne t s e t c .



D i scus s i on o f t he educa t i ona l i sh
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=se t cu r r en t t o n , TAB=nex t un r ead , / =sea r ch pa t t e r n , c ) a t chup , g ) o t o , j = l i ne down , k= l i ne up , h ) e l p , m ) ove , q ) u i t , r = t ogg l e a l l / un r ead , s ) ubsc r i be , S ) ub pa t t e r n , u ) nsubsc r i be , U ) nsub pa t t e r n , y ) ank i n / ou t _



Many of these groups have no articles pending, but you can see (on the second number on the line) that the group m i sc . f o r sa l e . compu t e r s . mac has 396 new articles, comp . o r g . sug has 16, and so on. To read the currently highlighted group, I press Return. m i s c . f o r s a l e . compu t e r s . mac ( 318T 391A 0K 0H R) **



1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16



+ 2 G r oup Pu r cha se : SCS I Ha r d D r i v e s + Be r nu l l i MD150+5 ( 150 ) ca r t s ! $750NEW ! + MUST SELL : Mac i n t osh ex t e r na l App l eCD 150 + 4 Mac Cen t r i s 650 Fo r s a l e + 2 I BM / Tandbe r g TDC3600 / 250Mb SCS I Tape Dr i ve s + FOR SALE : Syman t ec C++ 6 . 0 . 1 + SCS I s t u f f f o r s a l e + Compu t e r Acce s sa r i e s f o r Sa l e + DOS 6 . 0 FOR SALE + Pe r f o rma 600 ( Max I I Vx NOT ! ) + 2 WANTED : co l o r ‘ 040 mac us ed . + Ash l a r Ve l l um 2D and 3D f o r sa l e + Cheap I mageWr i t e r I I f o r sa l e $95 ( sh i pp i ng + PB 140 + App l e CD150 CD_ROM , new $199 . 00 + LC I I 8 / 80 - Go t t a s e l l soon .



h=he l p



Da v i d La C r o i x Donn La she r Seung Jong Lee M To r r i ce l l i a sg@wo r l d . s t d . com FDMW I NK@UCF1VM . B I T V i c t o r Ma r k Ka l yu z Q i an Zhang Q i an Zhang S t e v e Fou t s 753mack i e@gw . wm i ch r obe r t do r nbusch P r achy a Cha l e r mwa t Je f f r e y E l l o V i c t o r Ma r k Ka l yu z An t hony S . K i m



**



=s e t cu r r en t t o n , TAB=nex t un r ead , / =s ea r ch pa t t e r n , ^K ) i l l / s e l ec t , a ) u t ho r sea r ch , c ) a t chup , j = l i ne down , k= l i ne up , K=ma r k r ead , l ) i s t t h r ead , | =p i pe , m ) a i l , o=p r i n t , q ) u i t , r = t ogg l e a l l / un r ead , s ) av e , t ) ag , w=pos t _



I press Enter again, and I can read the specific article, or use q to quit. I think I’ve had enough Usenet for one day, so I quit and again return to my C shell prompt. Usenet is a complex, wild, and almost organization-free set of thousands of newsgroups distributed to over 100,000 systems and read by millions of users throughout the world. Between Mac, PC, Amiga, UNIX, and VMS, there are at least 20 different programs available just for reading the vast volumes of information that flow past each day. If you have access to a Mac or a PC, or even a UNIX system running the X Window System, there are some attractive programs available for reading the Net. If not, I’m a fan of t i n and also have



22



Internet E-Mail, Netnews, and IRC



used r n for many years; both will serve you well once you learn them. Certainly, for any of these programs, start out with the included documentation, or at least read through the (usually quite long) man pages. Gopher and e-mail are even more wild, but they’re all very useful pieces of the Internet and UNIX pie, and, if I had to point to a single program as the “killer application” of the Net, it’d be e-mail. My advice, after almost 17 years of being involved with the UNIX and Internet communities, is that you can’t go wrong by becoming extremely comfortable with your favorite e-mail program, and ditto for Usenet.



Workshop The Workshop summarizes the key terms you learned and poses some questions about the topics presented in this chapter. It also provides you with a preview of what you will learn in the next hour.



Key Terms domain naming Domain naming is the addressing scheme for hosts on the Internet. The domain name is the information after the hostname on the right side of the @ in an address. For example, j oe@mu t t . co r ne l l . edu has a domain name co r ne l l . edu and a full domain name mu t t . co r ne l l . edu . gopherspace The information space through which gophe r travels while you’re using the program. newsgroup A Usenet group focused on a particular subject or topic of conversation. protocol An agreed-upon language for transfer of information between two computers. quoted text A portion of a previous article that is included in the current article to give context, particularly in disagreeing with or amplifying specific thoughts.



Questions 1. Use f i nge r to see whether there’s anyone logged in at one of the systems in the list, and then use it to find out more information about a person on that list of users. 2. If you have a friend on your system or another system, use t a l k to say hello. 3. Using a r ch i e, find one or two archive sites that have a copy of the t i n news r ead i ng program. 4. What does the acronym LISP stand for? Use the WAIS system to find out. 5. Check in to the library at Stanford University with gophe r and see whether it has a copy of this book yet.



477



22



478



Hour 22



6. Enter the f i ndg r oup alias and find the groups that discuss the following: plant biology laser printers UNIX questions anthropology 7. Using r n or another news reader, check in to one of the groups you just found, and see whether there are any new articles. Based on information in this hour, how many systems do you think get this group?



Preview of the Next Hour In the next hour, you continue with the tour of the Internet. You learn how to use a r ch i e , f t p, and t e l ne t .
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Using te l net and f tp In this hour, you pick up where you left off, with a tour of Internet facilities.



Goals for This Hour In this hour, you learn about ! ! ! !



Connecting to remote Internet sites Copying files from other Internet sites Finding archives with a r ch i e A few interesting t e l ne t sites



This hour is intended to offer a quick and enjoyable overview of the many services available through the Internet. From finding that long-lost archive to exploring hotels available overseas, the range of information available will undoubtedly astound you!
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Task 23.1: Connecting to Remote Internet Sites The really fun part of UNIX, and one reason that it’s grown dramatically in the last few years, is that it’s the most connected operating system in the world. The variety of different services available for users of a networked UNIX machine is staggering. Not only can you use all the commands explained in this hour, but you can use some additional services, such as gophe r and a r ch i e, that are on the cutting edge of information services and that will be explained in the final hour. At its simplest, the connectivity all relies on very high-speed wires coming out of the back of the computer you’re on and connecting to other computers. Unlike the telephone-based connections of UUCP, this line is always alive and is much, much faster, able to stream literally megabytes of information in under a minute. The big network itself, the Internet, evolved from an earlier network called the ARPAnet, funded by the Advanced Research Projects Agency of the U.S. Government in the 1970s and into the 1980s. Somewhere along the way, it began to grow beyond the vision and capabilities of the original design and began being known as the ARPA Internet. In the last few years, the government (and particularly the National Science Foundation) has begun to withdraw from its overseer role, and as a result, the system is now known as the Internet. If you’ve heard of the Information Highway (which is now being called the Information Superhighway), you’ve also heard about the Internet, which is the existing roadway that is growing to become this high-speed thoroughfare of information. In fact, next time a friend mentions the Information Highway, you can say that you’ve already experienced some of it by working on the Internet. There are three main tasks that the Internet can help you with: using remote systems, sending mail to remote users, and working with remote file systems. In addition, you can find out who is logged on to any system on the Internet and use the t a l k program to talk with someone else. If you know that the remote site is a UNIX system, the easiest way to log in to that site is to use the r l og i n command, which has the awkward notation of r l og i n hos t - l accoun t . If you aren’t sure about the system, use t e l ne t , which is the universal program for connecting to remote computer systems. Unlike any of the other programs you’ve learned so far, t e l ne t actually works either as a simple program you can invoke from the command line, or as a sophisticated environment for connecting to various systems.



1. First off, I’ll use



r l og i n



% r l og i n ne t com . com Passwo r d : _



23



to connect to a remote system and see if I have a file there:
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By default, r l og i n assumes that your account on the remote system has the same name as your account on your home system. If you forget to use the - l account option, just press Return here, and it prompts for an account name: % r l og i n netcom . com Passwo r d : Log i n i nco r r ec t l og i n : tay l or Passwo r d : _



Once I enter my password, I’m logged in to the remote system: Las t l og i n : Mon Dec 13 09 : 38 : 35 f r om u t ech SunOS Re l ease 4 . 1 . 3 ( NETCOM ) #1 : Wed Sep 23 05 : 06 : 55 PDT 1996 NETCOM On - l i ne Commun i ca t i on Se r v i ce s , I nc . >>>> >>>> >>>> >>>> >>>> >>>> >>>> >>>>



Wash i ng t on DC : Add i t i ona l modems have been added . San t a C r uz : Add i t i ona l modems have been added . E l m has be en upda t ed t o ve r s i on 2 . 4 ( PL 21 ) . us i ng e l m w i t h a l i ases shou l d r un t he “ / us r / l oc a l / b i n / newa l i as ” p r og r am .



Us e r s



%



Using



ls



tells me what I want to know:



ne t com % l s G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l / ne t com %



News / Src / bin/



h i s t o r y . usene t . Z l og i n t es t me



2. The r l og i n command offers a shorthand notation for logging out of the remote system; instead of l ogou t , you can simply enter ~ . . To stop the r l og i n session, use ~^ z . No other tilde commands are available in r l og i n . I choose to log out the normal way: ne t com % l ogout Connec t i on c l osed %



Now I’m back on the original computer system. 3. The alternate way to connect to a remote computer is to use t e l ne t . The easiest way to use this command is the same way you use r l og i n. At the command prompt, specify the name of the system to which you want to connect: % te l net netcom . com T r y i ng . . . Connec t ed t o ne t com . com . Escape cha r ac t e r i s ‘ ^ ] ’ .
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SunOS UN I X ( ne t com ) l og i n : _



Notice that this way is much more like having a terminal connected to this system. I can log in, enter my password, and then have a new login session on the remote system as if I were sitting in that computer room working away. 4. Instead, though, I’m going to use the ^ ] control character to switch into the t e l ne t program itself: SunOS UN I X ( ne t com ) l og i n : ^ ] t e l ne t > _



Now I enter he l p to see what the options are: t e l ne t > he l p Commands may be abb r ev i a t ed . c l ose d i sp l ay mode open qu i t send se t s t a t us t ogg l e z ? t e l ne t >



Commands a r e :



c l ose cu r r en t connec t i on d i s p l ay ope r a t i ng pa r ame t e r s t r y t o en t e r l i ne - by - l i ne o r cha r ac t e r - a t - a - t i me mode connec t t o a s i t e ex i t t e l ne t t r ansm i t spec i a l cha r a c t e r s ( ‘ send ? ’ f o r mo r e ) se t ope r a t i ng pa r ame t e r s ( ‘ se t ? ’ f o r mo r e ) p r i n t s t a t us i n f o r ma t i on t ogg l e ope r a t i ng pa r ame t e r s ( ‘ t ogg l e ? ’ f o r mo r e ) sus pend t e l ne t p r i n t he l p i n f o r ma t i on _



There are lots of possible commands. I choose to return to my connection to Netcom, however, so I just press Return, and I’m back at the login prompt. If I don’t enter anything quickly enough, the remote system automatically drops the connection: l og i n : Log i n t i med ou t a f t e r 60 seconds Connec t i on c l osed b y f o r e i gn hos t . %



To log out of the remote system, the best strategy is simply to exit the t e l ne t session, which will drop the line automatically. If that doesn’t work, the ^ ] sequence followed by either qu i t or c l ose will do the trick. 5. To start out directly in the t e l ne t command mode, simply enter the command without specifying a remote host: % te l net t e l ne t > _



From here, connecting to the remote host is also quite simple: t e l ne t > open netcom . com T r y i ng . . .
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Connec t ed t o ne t com . com . Escape cha r ac t e r i s ‘ ^ ] ’ . SunOS UN I X ( ne t com ) l og i n : _



Again, I use ^ ] and c l ose to close the connection. Both the r l og i n and t e l ne t commands are useful in different situations, but I find myself using the r l og i n command more often because it sends much of the current environment along to the remote system. So if I have my system set for a specific type of terminal (that is, the TERM variable is set to a specific value), that value is automatically copied into the new environment of the remote system, which saves lots of hassle.



Task 23.2: Copying Files from Other Internet Sites The main program used to copy files on the Internet is f t p, which is named after the protocol it implements, the file transfer protocol. Like much of UNIX, f t p can take a while to master, particularly because no effort has been made to make it at all user-friendly. Nonetheless, it functions very similarly to the t e l ne t command; you either enter f t p to start the program and then specify the system with which you’d like to connect, or you specify the name of the system on the command line. Either way, you are then prompted for an account and password; then you are dropped into the f t p prompt with the connection open and waiting. Many sites talk about having anonymous f t p capabilities. Systems allowing this connection indicate that you don’t need your own computer account on that machine to be able to connect and copy files from their archives. To use these systems, enter f t p as the account name, and then enter your own e-mail address as the password (that is, I’d enter f t p and then t ay l o r @ne t com . com as the password). The most important commands available in f t p are summarized in Table 23.1. The most important one to remember is bye, which you use when you’re done. Table 23.1. Valuable f tp commands. Command



Meaning



asc i i



Set f t p to transfer a text (ASCII) file. Set f t p to transfer a binary file, probably a program or database of information. Quit the f t p program. Change the remote directory to d i r . Close the current connection.



b i na r y



bye cd d i r c l ose



continues
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Table 23.1. continued Command di r ge t l cd d i r



ls mge t mpu t open p r omp t



pu t pwd



Meaning Print a listing of files in the current remote directory. Transfer a file from the remote system to your local system. Change the current directory on the local system to d i r or to your home directory if no argument is given. List the files in the current remote directory. Multiple ge t —get files with a wildcard matching capability. Multiple pu t —put files with a wildcard matching capability. Open a connection to the specified remote machine. Control whether or not to ask for confirmation of each file transferred if using mge t or mpu t . Put a file onto the remote system from the local system. Show the present working directory on the remote.



1. To start out, I want to pick up a file from ne t com that I saw earlier when I used r l og i n to look at the remote system. To start f t p, I use the short notation of specifying the host at the command line: % f tp netcom . com Connec t ed t o ne t com . com . 220 ne t com FTP se r v e r ( Ve r s i on 2 . 1 F r i Ap r 9 13 : 43 PDT 1996 ) r eady . Name ( ne t com . com : t ay l o r ) : _



By default, f t p assumes that I want to use the same account name, which in this case I do, so I press Return, and then enter my password: Name ( ne t com . com : t ay l o r ) : 331 Passwo r d r equ i r ed f o r t ay l o r . Passwo r d : 230 Use r t ay l o r l ogged i n . f t p> _



2. Now I’m at the f t p program prompt, and any of the commands shown in Table 23.1 will work here. To start, I use d i r and l s to list my files in different formats:
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f t p> d i r 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t t o t a l 140 - r wx r - x r - x 1 t ay l o r use r s0 - r wx - - - - - - 1 t ay l o r daemon - r w - r - - r - - 1 t ay l o r use r s0 - r w - r - - r - - 1 t ay l o r use r s0 - r w - r - - r - - 1 t ay l o r use r s0



i on f o r / b i n / l s . 4941 987 2103 752 1749



Oc t 4 1991 Sep 20 1992 Sep 30 19 : 17 Ap r 17 1992 Jun 8 1993



. Pnews . heade r . acc i n f o . ar t i c l e . cs h r c . de l g r oups
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d r wx - - - - - - 2 t ay l o r daemon 4096 Dec 6 14 : 25 - r w - r - - r - - 1 t ay l o r use r s0 28 Nov 5 09 : 50 - r w - - - - - - - 1 t ay l o r use r s0 0 Jun 9 1993 - r w - r - - r - - 1 t ay l o r use r s0 1237 Dec 13 09 : 40 - r w - r - - r - - 1 t ay l o r use r s0 6 Aug 6 1991 - r w - r - - r - - 1 t ay l o r use r s0 538 Dec 6 14 : 32 - r w - r - - r - - 1 t ay l o r use r s0 537 Dec 6 14 : 30 - r w - r - - r - - 1 t ay l o r use r s0 1610 Feb 17 1992 - r w - r - - r - - 1 t ay l o r use r s0 0 Aug 6 1991 - r w - r - - r - - 1 t ay l o r use r s0 45 Feb 2 1993 - r w - r - - r - - 1 t ay l o r use r s0 6 Feb 8 1993 - r w - r - - r - - 1 t ay l o r use r s0 16767 Jan 27 1993 - r w - r - - r - - 1 t ay l o r use r s0 114 Ap r 6 1992 d r wx r - x r - x 4 t ay l o r use r s0 4096 Nov 13 11 : 09 - r w - r - - r - - 1 t ay l o r use r s0 1861 Jun 2 1992 - r w - - - - - - - 1 t ay l o r use r s0 22194 Oc t 1 1992 d r wx - - - - - - 4 t ay l o r use r s0 4096 Nov 13 11 : 09 d r wx r - x r - x 2 t ay l o r use r s0 4096 Nov 13 11 : 09 d r wx r - x r - x 2 t ay l o r use r s0 4096 Nov 13 11 : 09 d r wx r - x r - x 2 t ay l o r use r s0 4096 Nov 13 11 : 09 - r w - r - - r - - 1 t ay l o r use r s0 12445 Sep 17 14 : 56 - r w - r - - r - - 1 t ay l o r use r s0 1237 Oc t 18 20 : 55 - r w - r - - r - - 1 t ay l o r use r s0 174 Nov 20 19 : 21 226 T r ans f e r comp l e t e . 1792 by t es r ece i ved i n 3 . 1 seconds ( 0 . 56 Kby t es / s ) f t p> l s 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r f i l e l i s t . . csh r c . l og i n .elm Ma i l News . l ogou t . news r c . r n l as t . r nso f t bin . t in G l oba l . So f t wa r e .sig . o l dnews r c . pnewsexpe r t . p l an . Pnews . heade r h i s t o r y . usene t . Z . r n l ock Sr c . i r cmo t d . ar t i c l e . de l g r oups . acc i n f o . f o r wa r d I n t e r ac t i ve . Un i x t es t me l og i n 226 T r ans f e r comp l e t e . 269 by t es r ece i ved i n 0 . 02 seconds ( 13 Kby t es / s ) f t p>



. elm . f o r wa r d . i r cmo t d . l og i n . l ogou t . news r c . o l dnews r c . p l an . pnewsexpe r t . r n l as t . r n l ock . r nso f t .sig . t in G l oba l . So f t wa r e I n t e r ac t i ve . Un i x Ma i l News Sr c bin h i s t o r y . usene t . Z l og i n t es t me
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As you can see,



JUST A MINUTE



f tp



can be long-winded.



O ne trick for using the l s command within f t p is that if you specify a set of command fla gs as a second word, it works fine. Specify a third argument, however, and it saves the output of the command into a local file by that name; so l s - l - C would cre ate a file called - C on your system with the output of the l s - l command.



Because you can supply some flags to the l s command, I always use - CF to force the output to list in multiple columns and show directories, which makes the output readable: f t p> l s - CF 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s . . Pnews . heade r * . news r c I n t e r ac t i ve . Un i x . acc i n f o* . o l dnews r c Ma i l / . ar t i c l e . p l an News / . csh r c . pnewsexpe r t Sr c / . de l g r oups . r n l as t bin/ . e lm/ . r n l ock h i s t o r y . u sene t . Z . f o r wa r d . r nso f t l og i n . i r cmo t d .sig t es t me . l og i n . t in/ . l ogou t G l oba l . So f t wa r e 226 T r ans f e r comp l e t e . r emo t e : - CF 287 by t es r ece i ved i n 0 . 05 seconds ( 5 . 6 Kby t es / s ) f t p>



3. To transfer the file



l og i n



from the remote system, I can use the ge t command:



f t p> get ( r emo t e - f i l e ) l og i n ( l oca l - f i l e ) l og i n . ne t com 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r l og i n ( 1237 by t es ) . 226 T r ans f e r comp l e t e . l oca l : l og i n . ne t com r emo t e : l og i n 1281 by t es r ece i ved i n 0 . 22 seconds ( 5 . 7 Kby t es / s ) f t p>



4. Alternatively, I could use mge t and specify a wildcard pattern similar to one I’d give the shell: f t p> mget l og* mge t l og i n? y 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r l og i n ( 1237 by t es ) . 226 T r ans f e r comp l e t e . l oca l : l og i n r emo t e : l og i n 1281 by t es r ece i ved i n 0 . 03 seconds ( 42 Kby t es / s ) f t p>
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There was only one match, so the transfer was easy. Entering anything other than y at the mge t l og i n? prompt would have resulted in the file not being transferred. That was easily accomplished. Now I will look on another system in the anonymous FTP directory to see what’s available. 5. To disconnect, I enter c l ose so that I don’t leave the f t p program: f t p> c l ose 221 Goodbye f t p>



There are hundreds of information servers on the Internet, offering an astounding variety of information, from weather service maps to the full text of The Bible and Alice in Wonderland to the source listings of thousands of different programs. In this example, I want to look at the anonymous FTP archive at the Massachusetts Institute of Technology’s Artificial Intelligence Laboratory. The host is called f t p . a i . m i t . edu : f t p> open f tp . a i . m i t . edu Connec t ed t o m i n i - whea t s . a i . m i t . edu . 220 m i n i - whea t s FTP se r ve r ( Ve r s i on 2 . 1b Wed Aug 25 09 : 20 EDT 1993 ) Name ( f t p . a i . m i t . edu : t ay l o r ) : f tp 331 Gues t l og i n ok , send you r comp l e t e e - ma i l add r ess a s passwo r d . Passwo r d : 230 230 230 - We l come t o t he M I T A r t i f i c i a l I n t e l l i gence Labo r a t o r y . I f you a r e 230 - i n t e r es t ed i n A r t i f i c i a l I n t e l l i gence Labo r a t o r y pub l i ca t i ons p l ease 230 - f t p t o pub l i ca t i ons . a i . m i t . edu . 230 230 230 230 Gues t l og i n ok , access r es t r i c t i ons app l y . f t p>



Now I can use



l s - CF



to look around:



f t p> l s - CF 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s . . message bin/ etc/ pub / a i - pubs / dev / i ncom i ng / us r / 226 T r ans f e r comp l e t e . r emo t e : - CF 58 by t es r ece i ved i n 0 . 39 seconds ( 0 . 15 Kby t es / s ) f t p>



It looks like there might be something of interest in the pub directory (a directory by this name usually contains public information). I use cd to change to that directory, then l s - CF to see what’s available there: f t p> cd pub 250 CWD command succ ess f u l . f t p> l s - CF
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200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s . 6 . 824 / med i ca l - wh i t e - pape r . ps . Z* Add r ess : mem t r BL . t a r . Z m i nsky / GA / m i sc / I Cv2 . 45 . s i t . hqx m i t 1345 . t a r I terate/ mob i l e - d i s t - t e l ecomp / MC132p_ s t r uc t u r es . c i f mobo t - su r vey . t ex t MSV_a r r ay . c i f m r - sd - mapped . ps MSV_ s t r uc t u r es . c i f m r - sd . ps Peng_Wu_Thes i s . ps . Z mtm/ README on t i c / TS / pa t ches . c aa l pdp8 - l ove r s - a r ch i ve adage / pgs - t h . ps . Z ai3/ p i nou t s / a i mr / poke r / akc l . Z psaba l one . t a r . Z a l an@ pse t 32new . c aop / pub l i ca t i ons / ar i e l / qob i / au t oc l as s / r a . ps bson / r b l - 94 . a r ch i ve ck i / r e f e r - t o - b i b t ex / c l ma t h . t a r sange r - f i gu r es / cube - l ove r s / sange r - pape r s / cva / sange r . mackey . t a r . Z cw i t t y / sange r . mackey . t a r . gz dam / scheme - l i b r a r i es / doc / sc r eame r / dssa / sc r eame r . t a r . Z dssa . ps sc r eame r 3 . 04 / ee l / sc r een / e l l ens@ se r i es / eng i ne / squa r e - danc i ng / f ax / squash - l adde r heb r ew / su r f - h i ppo / i ncom i ng@ sw i l l i t e r - man . ps sw i l l coxsw i l l coxsw i l l coxAdd r ess : i t e r a t e . l i sp sys t ems / i terate. tar .Z t andems@ j up i t e r / t bs / l emacs / t ex t u r e . t i f f l i na l g . sha r tgi f . tar .Z l i sp3 / t r ans i t i on - spa ce . l i sp l og t a l k . uue . Z t u r i ng_op t i on l oop - mac r o . t a r t u r i ng_op t i on . ps lpt rs / use r s / l t a l k* v i o l a - f b r . ps . Z l yskom - 0 . 33 . 1 . eng l i sh . e l . Z vis/ maddog / who - l i ne - gc - t he r mome t e r . l i sp@ med i ca l - wh i t e - pape r . dv i x3 j 13 / 226 T r ans f e r comp l e t e . r emo t e : - CF 1388 by t es r ece i ved i n 3 . 4 seconds ( 0 . 4 Kby t es / s ) f t p>
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6. A README file is usually a good thing to start with. A handy f t p trick is that you can copy files directly to your screen by using / dev / t t y as the local filename, or you can even pipe them to programs by using the pipe symbol as the first character: f t p> get README | more 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r README ( 186 by t es ) . Th i s f i l e w i l l be expanded even t ua l l y . I f you ’ ve been l ook i ng a t d i r ec t o r i es o f spec i f i c use r s , such as ‘ i an ’ o r ‘ e l l ens ’ , t hose d i r ec t o r i es have been moved i n t o t he use r s d i r ec t o r y . 226 T r ans f e r comp l e t e . l oca l : | mo r e r emo t e : README 193 by t es r ece i ved i n 0 . 55 seconds ( 0 . 34 Kby t es / s ) f t p>



In this case, the README file is not incredibly helpful. 7. It’s time to split and check another FTP archive, this time one at Apple Computer ( f t p . app l e . com): f t p> c l ose 221 Goodbye . f t p> open f tp . app l e . com Connec t ed t o b r i c - a - b r ac . app l e . com . 220 b r i c - a - b r ac . app l e . com FTP se r ve r ( I G Ve r s i on 5 . 93 ( f r om BU , f r om UUNET 5 . 51 ) Sun Nov 21 14 : 24 : 29 PST 1993 ) r eady . Name ( f t p . app l e . com : t ay l o r ) : f tp 331 Gues t l og i n ok , send i den t as pa sswo r d . Passwo r d : 230 Gues t l og i n ok , access r es t r i c t i ons app l y . f t p>



Again,



l s - CF



shows what files are available:



f t p> l s - CF 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s . . csh r c a l ug / boo t / ech t 90 / . l og i n apda / cd r om / etc/ . l ogou t app l e / dev / pie/ README bin/ dts / pub / 226 T r ans f e r comp l e t e . r emo t e : - CF 143 by t es r ece i ved i n 0 . 01 seconds ( 14 Kby t es / s ) f t p>



Use the



| mo r e



trick to see what the README file has to say:



f t p> get README | more 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r README ( 424 by t es ) . Th i s i s t he t op l ev e l o f ou r FTP se r v e r .



pub l i c / sh l i b / so f t wa r e /
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I f you ’ r e an au t ho r i z ed pe r son , and you wan t t o have a d i r ec t o r y on t he t op l eve l , p l ease con t ac t E r i k Fa i r < f t p@app l e . com> , ( 408 ) 974 - 1779 , and exp l a i n why you wan t one , and wha t you ’ r e go i ng t o u se i t f o r . O t he r w i se , p l ease make you r s t u f f ava i l ab l e i n t he “ pub l i c ” d i r ec t o r y . The r e a r e no w r i t eab l e d i r ec t o r i es f o r anonymous FTP on t h i s se r ve r ; i t canno t be used as a d r op box . 226 T r ans f e r comp l e t e . l oca l : | mo r e r emo t e : README 433 by t es r ece i ved i n 0 . 21 seconds ( 2 . 01 Kby t es / s ) f t p>



8. There’s a new Macintosh application available on this system in d t s / mac / hacks that I’ve been interested in seeing. I can move directly there with cd, confirming that I’m where I think I am with pwd: f t p> cd dts / mac / hacks 250 CWD command succ ess f u l . f t p> pwd 257 “ / d t s / mac / hacks ” i s cu r r en t d i r ec t o r y . f t p> l s - CF 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s . ae t r acke r - 3 - 0 . hqx* moun t a l i as - 1 - 0 . hqx* app l i con - 2 - 1 . hqx* newswa t che r . hqx* appmenu - 3 - 5 . hqx* okey - dokey - 1 - 0 - 1 . hqx* b i son - f l ex . hqx* osca r . hqx* co l o r f i nde r . hqx* p i s t on . hqx* da r ks i de - o f - t he - mac - 4 - 1 . hqx* snake . hqx* d r oppe r . hqx* sw i t chapp - 1 - 1 . hqx* escape - damm i t - 0 - 4 . hqx* sys t em - p i cke r - 1 - 0 . hqx* ex t ens i ons - manage r - 2 - 0 - 1 . hqx* t h r e ad - manage r - ex t en - 1 - 2 . hqx* f l i ppe r . hqx* t r ashman - 4 - 0 - 2 . hqx* f o l de r - i con - make r - 1 - 1 . hqx* unde r s t udy . hqx* f s i d . hqx* un l ock f o l de r . hqx* i m - mac - 1 - 0b26w . hqx* v i r t ua l - con t r o l l e r s . hqx* l ockd i sk - 1 - 0 . hqx* x f e r i t - 1 - 4 . hqx* 226 T r ans f e r comp l e t e . r emo t e : - CF 559 by t es r ece i ved i n 0 . 14 seconds ( 3 . 9 Kby t es / s ) f t p>



Notice that there’s an asterisk following the names of these files. This indicates, as you know from the - F flag to l s , that it’s a binary file. Therefore, I need to specify to f t p that it should transfer the file in binary mode, by entering b i na r y : f t p> b i nary 200 Type se t t o I . f t p>



I check to see how big the file is, then I can use ge t to transfer it and drop the connection with bye: f t p> d i r co l or f i nder . hqx 200 PORT command success f u l . 150 Open i ng ASC I I mode da t a connec t i on f o r / b i n / l s .
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- r w - r - x r - x 1 m j ohn son a r ch i v i s 43442 May 24 1991 co l o r f i nde r . hqx 226 T r ans f e r comp l e t e . r emo t e : co l o r f i nde r . hqx 71 by t es r ece i ved i n 0 seconds ( 0 . 069 Kby t es / s ) f t p> get co l or f i nder . hqx 200 PORT command success f u l . 150 Open i ng B I NARY da t a connec t i on f o r co l o r f i nde r . hqx ( 43442 by t es ) . 226 T r ans f e r comp l e t e . l oca l : co l o r f i nde r . hqx r emo t e : co l o r f i nde r . hqx 43442 by t es r ece i v ed i n 2 . 09 seconds ( 20 Kby t es / s ) f t p> bye 221 CUL8R . %
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Now that I’m back at the command prompt, I can use l s again to confirm that I’ve received both the co l o r f i nde r . hqx and l og i n . ne t com files: % ls A r ch i ves / I n f oWo r l d / Ma i l / News / OWL / awksc r i p t %



bin/ bucka r oo bucka r oo . con f used che r y l co l o r f i nde r . hqx d i ckens . no t e



key l i me . p i e l og i n . ne t com newsamp l e pape r t . a r t i c l e samp l e samp l e2



samp l e3 src/ s r c . l i s t i ng t emp / t mp . l i s t i ng who . i s . who



The FTP system is a terrific way to obtain information from the Internet. Thousands of systems offer various services via anonymous FTP, too. Table 23.2 lists a few of the most interesting ones. Table 23.2. Some interesting FTP archives. Site



Institution and Available Information



aenas . m i t . edu



Massachusetts Institute of Technology Free Software Foundation site. Files: GNU EMACS University of Georgia. Files: LISP, PROLOG, natural language processing, MS-DOS utilities University of Nevada. Files: U.S. Constitution and supporting documents, religious texts, the Bible Brown University. Files: Mac San Francisco University. Files: MS-DOS, Mac Michigan State University. Files: MS Windows Rice University. Files: Sun-Spots, Amiga, ispell, ofiles California State University, Chico. Files: online chemistry manual U.S. National Institute of Health



a i sun1 . a i . uga . edu



a r ch i ve . nevada . edu



b r ownvm . b r own . edu cc . s f u . ca c l vax1 . c l . msu . edu cs . r i ce . edu csc i hp . ecs t . csuch i co . edu



cu . n i h . gov



continues
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Table 23.2. continued Site



Institution and Available Information



de j a - vu . a i s s . u i uc . edu



University of Illinois Champaign-Urbana. Files: Rush Limbaugh transcripts, Monty Python, humor, song lyrics, movie scripts, urban legends University of Kentucky. Files: Mac, MS-DOS, UNIX, Amiga, NeXT, 386BSD, AppleII, GNU, RFCs, various Usenet archives Apple Computer. Files: Apple (Mac, II, IIgs) product information, software, developer support Indiana University. Files: UNIX, MS-DOS, NeXT updates, MS Windows 3.x archive Liverpool University Computer Science Department. Files: Ports to HP-UX machines (especially Series 700), including X11R4 clients, GNU, recreational software, text editors, system administrator tools Electronic Frontier Foundation. Digital Equipment Corporation, Palo Alto, California. Files: X11, recipes, cron, map, Modula-3 California Institute of Technology. Files: GNU (Free Software Foundation) Hewlett-Packard, Corvallis, Oregon. Files: Motif, archives University of Maryland. Files: government-related, books, economics, MS-DOS, Novell, Mac University of California, Santa Cruz. Files: amoeba, U.S. Constitution National Science Foundation Network. Files: Network information, Internet Resource Guide NASA. Files: Hubble space telescope images San Diego State University. Files: sounds SRI International Files: improving the security of your UNIX system Cornell University. Files: t csh FTP software. Files: FTP-related programs Columbia University. Files: kermit U.S. Army—White Sands Missile Range. Files: MS-DOS, UNIX, CPM, Mac



f . ms . uky . edu



f t p . app l e . com



f t p . c i ca . i nd i ana . edu



f t p . csc . l i v . ac . uk



f tp . e f f . org ga t ekeepe r . dec . com



hob i eca t . cs . ca l t ech . edu



hpcvaa z . cv . hp . com i n f o . umd . edu



m i dga r d . ucsc . edu



nnsc . ns f . ne t



nssdca . gs f c . nasa . gov sc i ences . sdsu . edu spa r ky f s . e r g . s r i . com



t es l a . ee . co r ne l l . edu vax . f t p . com wa t sun . cc . co l umb i a . edu wsm r - s i m t e l 20 . a r my . m i l
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There’s no question that the interface to f t p is awkward, however, and there are a couple of different programs that have tried to address this problem, as you learn in the last hour in this book. There’s no way here to fully cover all the information available on the Internet, so if you’re excited by these possibilities, I strongly recommend that you obtain a copy of the book Navigating the Internet by Mark Gibbs and Richard Smith. It’s a terrific introduction to the many services available on the Internet, including gophe r , a r ch i e, the World Wide Web, t e l ne t , and f t p. Those that aren’t covered in this hour are shown in the last hour of this book, however; so you at least will have seen most of these important Internet information-related commands.



Task 23.3: Finding Archives with arch i e If you spent any time at all looking at the list of FTP archives in the previous task, you already realize that just obtaining a list of files available in one system can be quite a chore. Yet, computers are ideally suited to serve as their own navigational aides, as they easily work with large and complex databases. The a r ch i e system was developed at McGill University in Canada. It is a huge database of all files and directories available on all registered FTP sites in the world. That’s quite a bit: Over 2.5 million different files are in the database! Nonetheless, a r ch i e is a fairly simple-minded program, and there’s only so much information you can glean by being able to analyze just file and directory names. For example, if I have a program called “Wallpaper Demo for the Mac” and save it in a file wa l l pape r . demo . MAC, odds are pretty good that people who search for Macintosh demonstration programs could find it. What if I decided that was too many letters and instead named it wp . mac? It’s much less likely that folks would know what the file contains. There are a few options worth knowing before using a r ch i e, most notably that the format of the program itself is a r ch i e sea r ch - s t r i ng . By default, the program lists only exact matches to the pattern, but - c forces it to match on either upper- or lowercase letters, depending on the pattern; - e forces exact matches (this is the system default, but some sites have other default actions—it’s up to your local system administrator); - s considers the search pattern as a possible substring; - r searches for the specified regular expressions; and - l lists the results in a format suitable for use with other programs (such as f ge t ). One final option is of interest: The - L option lists all a r ch i e servers known to the program.



CAUTION



If you don’t have the a r ch i e program on your system, don’t desp air! You can use t e l ne t to connect to a r ch i e . r u t ge r s . edu , a r ch i e . su r a . ne t , or a r ch i e . un l . edu to interact with the a r ch i e d ata bases directly (although
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this isn’t necessarily faster than using the a r ch i e program if you have it on your system!). Finally, if you aren’t on the Internet at all, you can send electronic mail to a r ch i e at any of the three systems listed. Use p r og sea r ch - s t r i ng , and ensure that the last line of your messa ge is qu i t so it knows when to stop re a ding your mail for commands.



1. To start out, I want to see what a r ch i e servers are known by my version of a r ch i e : % arch i e - L Known a r ch i e se r ve r s : a r ch i e . ans . ne t ( USA [ NY ] ) a r ch i e . r u t ge r s . edu ( USA [ NJ ] ) a r ch i e . su r a . ne t ( USA [ MD ] ) a r ch i e . un l . edu ( USA [ NE ] ) a r ch i e . mcg i l l . ca ( Canada ) a r ch i e . f une t . f i ( F i n l and / Ma i n l and Eu r ope ) a r ch i e . au ( Aus t r a l i a ) a r ch i e . doc . i c . ac . uk ( G r ea t B r i t a i n / I r e l and ) a r ch i e . w i de . ad . j p ( Japan ) a r ch i e . ncu . edu . t w ( Ta i wan ) * a r ch i e . su r a . ne t i s t he de f au l t A r ch i e se r ve r . * Fo r t he mos t up - t o - da t e l i s t , w r i t e t o an A r ch i e se r v e r and g i ve i t t he command ` se r ve r s ’ .



Notice the third line from the end: My default a r ch i e server is a r ch i e . su r a . ne t . The other servers listed can be accessed but aren’t checked directly. Usually, it doesn’t matter which server is used because the information available through different servers is mostly identical. If you just know something’s out there but can’t find it, check a few different servers with a r ch i e - h se r ve r name . 2. To search for a specific program, I simply can enter the name of the program. I’m interested in finding a UNIX program called newma i l : % arch i e newma i l Hos t p l a z a . aa r ne t . edu . au Loca t i on : / usene t / comp . sou r ces . un i x / vo l ume25 F I LE - r - - r - - r - 15049 Dec 20 1991



newma i l



Hos t gum . i s i . edu Loca t i on : / sha r e / pub / vmh / b i n F I LE - r wx r - x r - x



104



Ju l



9 18 : 26



newma i l



104



Ju l



9 11 : 26



newma i l



Hos t vene r a . i s i . edu Loca t i on : / pub / vmh / b i n F I LE - r wx r - x r - x
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Hos t p i t h . uo r egon . edu Loca t i on : / pub / So l a r i s2 . x / b i n F I LE - r wx r - x r - x 46952 Loca t i on : / pub / Sun4 / b i n F I LE - r wx r - x r - x 65536



Oc t 27 12 : 09



newma i l



Oc t 27 12 : 10



newma i l



Hos t ee . u t ah . edu Loca t i on : / sc r een / b i n F I LE - r wx r - x r - x



57344



Oc t 11 1992



newma i l



You can see that p l a z a . aa r ne t . edu . au (an educational facility in Australia—you can tell because of the . au suffix), gum . i s i . edu, vene r a . i s i . edu , p i t h . uo r egon . edu , and ee . u t ah . edu all have one or more programs called newma i l . There’s no way, however, to ascertain from this listing whether it’s the program I’m seeking. 3. The same list can be produced in a more succinct format by using the - l command: % arch i e - l newma i l 19911220000000Z 15049 "v25 / newma i l 19930709182600Z 104 19930709112600Z 104 19931027120900Z 46952 19931027121000Z 65536 19921011000000Z 57344



p l a z a . aa r ne t . edu . au / usene t / comp . sou r ces . un i x / gum . i s i . edu / sha r e / pub / vmh / b i n / newma i l vene r a . i s i . edu / pub / vmh / b i n / newma i l p i t h . uo r egon . edu / pub / So l a r i s2 . x / b i n / newma i l p i t h . uo r egon . edu / pub / Sun4 / b i n / newma i l ee . u t ah . edu / sc r een / b i n / newma i l



4. To search for all files that have something, anything, to do with ma i l (which is going to generate a lot of output!), I can use the - s option: % arch i e - s ma i l | mor e Hos t p l a z a . aa r ne t . edu . au Loca t i on : / usene t / comp . sou r ces . un i x / vo l ume7 D I RECTORY d r wx r - x r - x 512 Jan 16 1993



sma i l



Hos t me t r o . ucc . su . oz . au Loca t i on : / pub / ne t i n f o / sendma i l F I LE - r w - r - - r - 12410 Ju l 9 1992 Loca t i on : / pub / ne t i n f o / sendma i l / sendma i l . mu F I LE - r w - r - - r - 15745 Oc t 10 1990



sendma i l . c f sendma i l . c f



Hos t b r o l ga . cc . uq . oz . au Loca t i on : / comp . sou r ces . un i x / vo l ume7 D I RECTORY d r wx r - x r - x 512 Dec



1 1987



sma i l



Hos t cs . ubc . ca Loca t i on : / m i r r o r 3 / 386BSD / 386bsd - 0 . 1 / f i l esys t em / e t c F I LE - r w - r - - r - 17933 Ju l 8 1992 sendma i l . c f - - Mo r e - - _



It turns out that there are 95 matches, mostly comprising either sendma i l . c f , sma i l , or Rnma i l .
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5. The a r ch i e system also has a relatively limited database of descriptions called the software description database, which you can check by directly connecting to a remote a r ch i e system with t e l ne t : % te l net arch i e . un l . edu T r y i ng . . . Connec t ed t o c r cn i s2 . un l . edu . Escape cha r ac t e r i s ‘ ^ ] ’ . SunOS UN I X ( c r cn i s2 ) l og i n : arch i e Las t l og i n : Wed Dec 15 10 : 47 : 17 f r om I NS . I NFONET . NET SunOS Re l ease 4 . 1 . 2 ( CRCN I S2 ) #1 : Wed Dec 16 12 : 10 : 12 EST 1992 t oo many a r ch i e use r s . . . t r y aga i n l a t e r Connec t i on c l osed b y f o r e i gn hos t .



As you can see, sometimes there are already too many people using the system for you to log in and access their server. 6. I try an alternate site, a r ch i e . i n t e r n i c . ne t , the Internet Network Information Center, and connect: % te l net arch i e . i ntern i c . net T r y i ng . . . Connec t ed t o ds . i n t e r n i c . ne t . Escape cha r ac t e r i s ‘ ^ ] ’ . I n t e r N I C D i r ec t o r y and Da t abase Se r v i ces We l come t o I n t e r N I C D i r ec t o r y and Da t abase Se r v i ces p r o v i ded by AT&T . These se r v i ces a r e pa r t i a l l y suppo r t ed t h r ough a coope r a t i ve ag r eemen t w i t h t he Na t i ona l Sc i ence Founda t i on . F i r s t t i me use r s ma y l og i n as gues t w i t h no passwo r d t o r ece i ve he l p . You r commen t s and s ugges t i ons f o r i mp r ovemen t a r e we l come , and can be ma i l ed t o adm i n@ds . i n t e r n i c . ne t . AT&T MAKES NO WARRANTY OR GUARANTEE , OR PROM I SE , EXPRESS OR I MPL I ED , CONCERN I NG THE CONTENT OR ACCURACY OF THE D I RECTORY ENTR I ES AND DATABASE F I LES STORED AND MA I NTA I NED BY AT&T . AT&T EXPRESSLY D I SCLA I MS AND EXCLUDES ALL EXPRESS WARANT I ES AND I MPL I ED WARRANT I ES OF MERCHANTAB I L I TY AND F I TNESS FOR A PART I CULAR PURPOSE . SunOS UN I X ( ds ) l og i n : _



Any time you’re logging into an a r ch i e system, using the a r ch i e login is a good bet:
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l og i n : arch i e ******************* ****************** ****************** ************** We l come t o t he I n t e r N I C D i r ec t o r y and Da t abase Se r ve r . ******************* ****************** ****************** ************** # Message o f t he da y f r om t he l oca l hos t P r ospe r o se r ve r : We l come t o A r ch i e se r ve r f o r t he I n t e r N I C D i r ec t o r y and Da t abas e Se r v i ces . # Buny i p I n f o r ma t i on Sys t ems , 1993 # Te r m i na l t ype se t t o ` v t 100 24 80 ’ . # ` e r ase ’ cha r ac t e r i s ` ^? ’ . # ` sea r ch ’ ( t ype s t r i ng ) has t he va l ue ` sub ’ . a r ch i e>



Now try the wha t i s command to search the software description database for ma i l and generate a staggering number of matches.



JUST A MINUTE



In fact, there were many more matches than shown here. A bout 8 0 matches were ma de to R equest for C omm ent documents availa ble through the N etwork Information C enter.



a r ch i e> what i s ma i l NMa i l Nov i ce Ma i l answe r vaca t i on ( 1 ) r ep l acemen t . Answe r ma i l wh i l e you ’ r e away ba t chma i l Conve r t ba t ched news a r t i c l es t o a f o r ma t su i t ab l e f o r exchang i ng v i a e l ec t r on i c ma i l bencode - bdecode B i na r y - t o - ASC I I encod i ng scheme f o r ma i l b r kd i g B r eak ma i l i ng l i s t d i ges t i n t o USENET messages bsmt p Ba t ch SMTP ( S i mp l e Ma i l Tr ans f e r Pr o t oco l ) cfc “Comp i l e ” sendma i l . c f f i l es i n t o EASE l anguage cheap - f ax E l - cheapo E - ma i l t o Fax f o r sendma i l ck Check ma i l boxes f o r new ma i l ckma i l Check a use r ’ s ma i l and r epo r t t he “ f r om” l i nes c l r - queue C l ean ou t t he sendma i l ma i l queue and send t he r esu l t s t o t he sy s t em adm i n i s t r a t o r c l r . queue sendma i l c l ean - up sc r i p t cms - un i x T r ans f e r f i l es ( and f i l es o f ma i l da t a ) be t ween UN I X and CMS ( o r MVS ) sy s t ems cobwebs Check f o r o l d o r unusua l l y l a r ge ma i l boxes c r yp t ma i l Send and r ece i ve enc r yp t ed ma i l de l i ve r Ma i l de l i ve r y agen t wh i ch uses she l l sc r i p t s as i t s con f i gu r a t i on f i l es d i s t an t b i f f Mon i t o r d i s t an t ma i l boxes dma i l Ma i l r ead i ng and send i ng p r og r am wh i c suppo r t s f o l de r s and va r i ous me t hods o f g r oup i ng messages by sub j ec t , add r ess e t c dnama i l Send DECNET ma i l t o / f r om a Sun r unn i ng Sun l i nk / DN I
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ease Ease , a l anguage f o r w r i t i ng sendma i l . c f f i l es elm E l m ( use r agen t ) ma i l sy s t em f aces V i sua l ma i l / p r i n t mon i t o r f i do - usene t - gw I mp l emen t a ga t eway be t ween UUCP / Usene t / Ma i l and F i done t f r om Ma i l summa r y gene r a t o r ga t e S i mp l e ma i l - >news - >ma i l ga t eway su i t e ga t ech GaTech Sendma i l f i l es i da - sendma i l Enab l e sendma i l t o have d i r ec t acces s t o dbm( 3 ) f i l es and Sun Ye l l ow Pages , sepa r a t e enve l ope / heade r r ew r i t i ng r u l ese t s , and mu l t i - t oken c l as s ma t ches j unkma i l De l e t e ou t da t ed ma i l au t oma t i ca l l y l abe l s P r og r am t o make ma i l i ng l abe l s l ma i l A l oca l ma i l de l i ve r y p r og r am m The mo r e / ma i l / make / man t h i ng ma i l - s Ma i l t r ansm i ss i on w i t h sub j ec t and supp r es s i on ma i l . f i xes Pa t ches t o BSD4 . 2 ma i l ( Sy sV ma i l x? ) ma i l d i ges t Cons t r uc t a ARPA - s t y l e d i ges t f r om a f i l e o f ma i l messages ma i l i as “ decode ” ma i l a l i ases f r om you r . ma i l r c and t e l l you who t h i ngs a r e go i ng t o ma i l sp l i t Send f i l es and / o r d i r ec t o r i es v i a e l ec t r on i c ma i l us i ng “ t a r ” , “ comp r es s ” , e t c ma i l wa t che r A S i mp l e Ma i l wa t che r ma l i as Expand . ma i l r c a l i ases mep102b Ma i l Ex t ens i ons Package . Hand l es t h i ngs l i ke au t oma t i ca l l y t oss i ng ma i l f r om peop l e you don ’ t wan t t o hea r f r om , l ogg i ng i ncom i ng ma i l , and so on mh - r n - i n t e r f ace Me t hod o f i n t e r f ac i ng t he Rand MH ma i l hand l e r w i t h t he “ r n” USENET news r ead i ng p r og r am ml So r t ma i l by Sub j ec t i n t o sepa r a t e f i l es mn Ma i l summa r y / t a l l y u t i l i t y mp Ma i l p r e t t y p r i n t e r ( aka ma i l - >pos t sc r i p t ) mp23 A Pos t Sc r i p t p r e t t y p r i n t e r f o r ma i l e t c mq D i sp l ay ma i l queue and “ f r om” ou t pu t mq - f r om PD r ep l acemen t s f o r ma i l q ( 1 ) and f r om( 1 ) commands msg Sc r een o r i en t ed ma i l Use r agen t mush Ma i l use r ’ s she l l mve r i f y Ma i l a l i as / use r ve r i f i ca t i on na - d i ges t A r ch i ve o f ma i l i ngs t o NA d i s t r i bu t i on l i s t ( a r gonne ) ne t da t a T r ans f e r da t a ( and ma i l ) be t ween SysV and CMS newsma i l Ma i l news a r t i c l es t o use r s au t omag i ca l l y nma i l Do UUCP ma i l r ou t i ng us i ng t he ou t pu t o f t he pa t ha l i as ( 1 ) p r og r am pc - ma i l - n f s pc - ma i l ove r n f s pcma i l Tu r n a PC i n t o a ( non - r ou t i ng ) UUCP node ( DOS , PC un i x ) pmdc A “ pe r sona l ma i l daemon” wh i ch f i l t e r s ma i l much l i ke GNU Emacs does bu t w i t hou t t he ove r head o f Emacs and L I SP p r ocma i l Ma i l p r ocess i ng package r e t u r nma i l PD vaca t i on ( 1 ) . Answe r you r ma i l wh i l e you ’ r e away r ma i l - uucp Doma i n Capab l e rma i l f o r UUCP s i t es r ound - r ob i n Ma i l r ound - r ob i ne r savemap . nawk A sa f e comp . ma i l . maps save r sendma i l - q r e f A sendma i l qu i ck r e f e r ence ca r d sendma i l . ms Sendma i l r e f e r ence ca r d ( t r o f f - ms ) showhook . mh MH Ma i l pa t ch t o a l l ow ac t i ons when ma i l i s r ead
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Using



sm - smt p sma i l smsm t p SMA I L p r og r am sm t p_send soundma i l sunma i l wa t ch t a r - un t a r - ma i l uuma i l uuma i l c l ean ux - maz e vaca t i on r unn i ng sendma i l vma i l wa t ch w r ap xb i f f xma i l xmh xwa t ch a r ch i e>



t e l ne t



and



499



f tp



Sendma i l r ep l acemen t f o r sma i l s i t es A sma r t ma i l e r and UUCP pa t h r ou t e r SMTP se r ve r / c l i en t i mp l emen t a t i on f o r Sy s t em V and t he SMTP SEND command f o r Sendma i l Sound ma i l A ma i l wa t che r f o r SUNw i ndows Send i ng t a r ( 1 ) f i l es t h r ough ma i l Rou t i ng p r og r am t o use t he pa t ha l i as ( 1 ) da t abase C l ean - up back l ogged UUCP ma i l UX - Ma z e Ma i l Based F i l e Se r ve r PD vaca t i on ( 1 ) r ep l acemen t f o r Be r ke l ey s ys t ems no t Sc r een - based ma i l hand l e r A SysV p r og r am t o d i sp l ay ma i l , t i me / da t e , and use r s on / o f f L i ne w r ap pe r f o r B I T / EARNne t ma i l i ngs No i f i ca t i on o f new ma i l unde r X11 Ma i l f r on t end f o r X11 X11 f r on t end t o t he mh ( 1 ) ma i l agen t Rep l acemen t f o r xb i f f and t he ma i l box w i dge t ( X11 )



Now that the search is done, it’s time to log out: a r ch i e> qu i t # Bye . Connec t i on c l osed b y f o r e i gn hos t . %



7. To find where one of these programs is located, I can again use the local a r ch i e program: % arch i e mver i f y Hos t f t p . ge r many . eu . ne t Loca t i on : / pub / ma i l D I RECTORY d r wx r - x r - x



512



Ju l



7 15 : 15



mve r i f y



It looks like the only host that has the program is in Germany! With the capability to search the software description database, a r ch i e is a powerful package for finding programs and information on the Internet. Remember that it’s still limited by the ways that people might phrase or describe things as well as file-naming conventions on each server.



Task 23.4: A Few Interesting te l net Sites Two tasks on which I spend too much time are purchasing compact discs and books. With the Internet, I can do both without leaving the privacy of my own computer desk! Although these are commercial services, I illustrate them here to demonstrate the incredible breadth of services available only on the Internet.
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1. The first place to search is the Compact Disk Connection, an electronic record store available through a system called Holonet: % te l net orac . ho l onet . net T r y i ng . . . Connec t ed t o o r ac . ho l one t . ne t . Escape cha r ac t e r i s ‘ ^ ] ’ . Ho l oNe t ( SM ) - - A se r v i ce o f I AT Ho l oNe t Membe r Name ( Non - membe r s t ype “ gues t ” ) : _



To log in to the CD Connection, I enter cdc: Ho l oNe t Membe r Name ( Non - membe r s t ype “ gues t ” ) : cdc Las t l og i n : Wed Dec 15 13 : 04 : 18 f r om i n t r ep i d . ece . uc . -----------------------Ho l oNe t Se r v i ces Ga t eway -----------------------The Ho l oNe t Se r v i ce s Ga t eway p r ov i des access t o e l ec t r on i c se r v i ces t h r ough Ho l oNe t . Use o f t h i s se r v i ce i s sub j ec t t o Ho l oNe t Te r ms and Cond i t i ons . The Compac t D i sc Connec t i on i s an i ndependen t se r v i ce no t a f f i l i a t ed w i t h I n f o r ma t i on Acc ess Techno l og i es , I nc . Con t r o l - C t o abo r t connec t Wa i t i ng f o r t he Compac t D i sc Connec t i on . . . . . . . . . . . . . . . . . . . . . Connec t ed t o CD Connec t i on . Escape cha r ac t e r i s ‘ ^ ] ’ .



We l come t o t he **



Compa c t D i sc Connec t i on



**



Dea l i ng Exc l us i ve l y i n t he On l i ne Sa l e o f * Compac t D i scs * and Fea t u r i ng : += - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - =+ | FREE access f r om t he I n t e r ne t & f r om 75 C i t i es , NOW ! | += - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - = - =+ - Mo r e Than 75 , 000 CDs On l i ne -
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- D i scoun t P r i ces We accep t V I SA and Mas t e r Ca r d *** CDC News **** ****************** ******************* ************** Wan t t o know t he s t a t us o f you r l a t es t o r de r ? See t he ( C ) heck o r de r s t a t us f ea t u r e j us t added t o t he CDC Da t abase Menu . . . COMPACT D I SC EUROPE , a F l o r i da - bas ed i mpo r t company , i s now on l i ne ! Look i ng f o r i mpo r t s t ha t a r en ’ t i n ou r ca t a l og? D i a l i n t o t he i r on l i ne da t abase o f mo r e t han 100 , 000 i mpo r t s f r om Eu r ope and Japan a t : 408 730 - 8138 . Any speed up t o 9600 , 8N1 . Vo i ce : 305 481 - 8984 . And speak i ng o f i mpo r t s , a l l PHANTOM I MPORTS ALEX I MPORTS i n ou r ca t a l og a r e on sa l e now !



Se e ( S ) a l es a t t he Ma i n Menu . . .



**************** ****************** ******************* ************** ** CDC Ma i n Menu ** ( C ) Ds ( I ) n f o r ma t i on ( N ) umbe r s ( O ) ve r seas ( A ) l l - Mus i c ( G ) o l den Ea r s ( S ) a l es ( F ) r ee CDs ( T ) op Se l l i ng ( D ) i r ec t o r y ( P ) aus i ng (B) r i e f ( M ) essage ( R ) e t r i eve (Q)u i t



En t e r CD da t abase . D i sp l ay CDC po l i c i es and gene r a l i n f o r ma t i on . D i sp l ay f r ee modem access t e l ephone numbe r s . D i sp l ay de t a i l s o f s h i pp i ng t o ove r seas des t i na t i ons . D i sp l ay de t a i l s o f t he A l l - Mus i c Gu i de . D i sp l ay de t a i l s o f t he Go l den Ea r s Soc i e t y . D i sp l ay de t a i l s o f cu r r en t sa l es . D i sp l ay de t a i l s o f t he f r ee Adven t u r e s - i n - Mus i c . D i sp l ay Top Se l l i ng / G r ammy Awa r d W i nn i ng CDs . D i sp l ay t he d i r ec t o r y o f CD l abe l s and manu f ac t u r e r s . Togg l e paus i ng / no paus i ng o f sc r o l l i ng d i sp l ays . Togg l e b r i e f / f u l l menu d i sp l ays . Leave a message t o t he managemen t . Re t r i eve messages f r om t he managemen t t o you . S i gn o f f & hang up .



=> You r command : C



I want to search the CD database, so I enter C: ** CDC Da t abase Menu ** ( S ) ea r ch ( R ) ev i ew ( O ) r de r ( C ) heck S t a t us ( P ) asswo r d (Q)u i t => You r command : S



Sea r ch da t abase and se l ec t CDs . Rev i ew CDs you ’ ve se l ec t ed . O r de r CDs you ’ ve se l ec t ed . Check t he s t a t us o f you r r ecen t o r de r s . Change t he pas swo r d t o you r CDC accoun t . Re t u r n t o t he Ma i n Menu .
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I use the S key to request a search: ** CDC Sea r ch Menu ** (A) r t i s t ( S ) ong (T) i t l e ( P ) e r f o r me r ( M ) anu f ’ e r ( N ) umbe r ( C ) a t ego r y (L) im i t s ( 1 ) - l i ne ( E ) xamp l e (Q)u i t



Sea r ch by a r t i s t o r compose r ’ s l as t name , e . g . , Moz a r t , Dy l an . Sea r ch by song o r t r ack t i t l e , e . g . , S t a r Spang l ed Banne r . Sea r ch by CD t i t l e , e . g . , Woods t ock . Sea r ch f o r pe r f o r me r s o f c l ass i ca l mus i c , e . g . Be r l i n Ph i l . Sea r ch by manu f ac t u r e r ’ s l abe l , e . g . , CBS Sea r ch by manu f ac t u r e r ’ s ca t a l og numbe r , e . g . , 422 493 - 2 . Sea r ch by ca t ego r y o f mus i c , e . g . , c l ass i ca l , r ock . Se t l i m i t s f o r r e l ease da t e , mus i c t ype , o r Go l den Ea r s r a t i ngs . Togg l e 1 o r 2 - l i ne CD d i sp l ays . D i sp l ay an examp l e CD and an exp l ana t i on o f i t s componen t s . Re t u r n t o t he Da t abase Menu .



=> You r command : A



Then I search by artist: ** CDC Sea r ch by A r t i s t ** En t e r t he f i r s t f ew l e t t e r s o f t he a r t i s t / compose r ’ s name ( l as t , f i r s t ) , o r en t e r =STR I NG t o sea r ch a l l pos i t i ons i n t he a r t i s t name f o r STR I NG , o r p r ess ENTER t o r epea t t he p r ev i ous sea r ch : o r en t e r a Q t o qu i t : co l t rane , j MCA42001 $10 . 58



+COLTRANE*JOHN MCA 9 / 88 1 : 07



PAB20101 $18 . 99



COLTRANE*JOHN PABLO 12 / 93



CAP99175 $12 . 02



+COLTRANE*JOHN CAP I TOL 8 / 92



oR i 415 $10 . 50 PAUL MCA5885 $10 . 79



+COLTRANE*JOHN &MCA 5 / 88 : 32



ATL1541 $10 . 74



+COLTRANE*JOHN ATLANT I C 9 / 90



10 / 1



AFRO BLUE I MPRESS I ONS ART OF JOHN COLTRANE



COLTRANE*JOHN &OR I G I NAL JAZZ CLASS I CS



PAB2405417+COLTRANE*JOHN $10 . 59 &PABLO 9 / 92
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AFR I CA / BRASS VOL . 1 & 2



9 / 1 ***



BAH I A ** 2 / 90 W I LBUR HARDEN , RED GARLAND , BALLADS



8 . 7 / 3 **



BEST OF



***



BEST OF



**
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=> En t e r a CD se l ec t o r , a Q , o r a ? f o r he l p : mca42001 => Se l ec t ed : *MCA42001 $10 . 58



+COLTRANE*JOHN MCA 9 / 88 1 : 07



=> 1 i t em ( s ) se l ec t ed .



AFR I CA / BRASS VOL . 1 & 2



10 / 1



$10 . 58



=> En t e r a CD se l ec t o r , a Q , o r a ? f o r he l p : _



That’s the CD I want. I easily could choose to buy it here and enter my VISA or MasterCard number when prompted, and the disc would be mailed to me within a week or so. For some cryptic reason, I decide I don’t need this album, and I quit the program. 2. Now that I’ve exercised such self-restraint in avoiding the purchase of the Coltrane album, how about buying a book or two? To connect to Book Stacks Unlimited in Cleveland, Ohio, I use t e l ne t books . com: % te l net books . com T r y i ng . . . Connec t ed t o books . com . Escape cha r ac t e r i s ‘ ^ ] ’ .



Book S t acks Un l i m i t ed , I nc . C l eve l and , Oh i o USA The On - L i ne Books t o r e Modem : ( 216 ) 861 - 0469 I n t e r ne t : t e l ne t books . com



En t e r you r FULL Name ( e . g SALLY M . SM I TH ) :
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