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Tables



About This Manual This manual explains how the Scalable SQL relational data access system implements Structured Query Language (SQL).



Who Should Read This Manual This manual is intended for software developers using Scalable SQL statements to develop database applications. It assumes that you understand the basic concepts of SQL and relational database design. Pervasive Software would appreciate your comments and suggestions about this manual. Please complete the User Comments form that appears at the end of this manual, and fax or mail it to Pervasive Software, or send email to [email protected].
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About This Manual



Organization The following list briefly describes each chapter and appendix in the manual:







Chapter 1—“SQL Overview” This chapter describes the types of SQL statements you can create using Scalable SQL.







Chapter 2—“Scalable SQL Syntax” This chapter describes each command Scalable SQL supports and provides the syntax for constructing valid SQL statements using these commands.







Appendix A—“Data Types” This appendix provides detailed information about the data types Scalable SQL supports.







Appendix B—“Scalable SQL Keywords” This appendix lists Scalable SQL keywords.







Appendix C—“System Tables” This appendix describes the system tables that comprise the Scalable SQL data dictionary.







Appendix D—“SQLSTATE Classes and Values” This appendix describes the different classes and values for the SQLSTATE session variable.



This manual also includes an index.
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About This Manual



Conventions Unless otherwise noted, command syntax, code, and code examples use the following conventions: Case



Commands and reserved words typically appear in uppercase letters. Unless the manual states otherwise, you can enter these items using uppercase, lowercase, or both. For example, you can type SELECT, select, or SElect.



[ ]



Square brackets enclose optional information, as in [log_name]. If information is not enclosed in square brackets, it is required.



|



A vertical bar indicates a choice of information to enter, as in [filename | @filename].



< >



Angle brackets enclose multiple choices for a required item, as in /



D=. variable Words appearing in italics are variables that you must replace with appropriate values, as in filename. ...



An ellipsis following information indicates you can repeat the information more than one time, as in [parameter ...].



::=



The symbol ::= means one item is defined in terms of another. For example, a::=b means the item a is defined in terms of b.



{}



Brackets enclose statements or clauses that can repeat, as in {SQL_statement}.
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1



SQL Overview



Structured Query Language (SQL) is a database language consisting of English-like statements you can use to perform database operations. Both the American National Standards Institute (ANSI) and IBM have defined standards for SQL. (The IBM standard is the Systems Application Architecture (SAA).) The Scalable SQL product implements most of the features of both ANSI SQL and IBM SAA SQL and provides additional extensions that neither standard specifies. Scalable SQL allows you to create different types of SQL statements. Following are the types of SQL statements you can create and the tasks you can accomplish using each type of statement: SQL Statement Type



Tasks



Data Definition



Create and delete dictionaries. Create, modify, and delete tables. Define column attributes. Create and delete indexes. Create and drop triggers



Data Manipulation



Retrieve, insert, update, and delete data in tables. Define transactions. Define and delete views. Create, delete, and execute stored SQL procedures.



SQL Language Reference



12



SQL Overview



SQL Statement Type



Tasks



Data Control



Enable and disable security for a dictionary. Create users and groups. Grant and revoke table access rights.



Data Administration



Specify Scalable SQL session values that define isolation levels, file open modes, and file owner names.



The rest of this chapter briefly describes the SQL statements used in each statement category. For detailed information about each statement, refer to Chapter 2, “Scalable SQL Syntax.” The following are the statement category overview sections found in this chapter:



    



“Data Definition Statements” “Data Manipulation Statements” “Data Control Statements” “Data Administration Statements” “Data File Paths”
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Data Definition Statements Data definition statements let you specify the characteristics of your database. When you execute data definition statements, Scalable SQL stores the description of your database in a data dictionary. You must define your database in the dictionary before you can store or retrieve information. Scalable SQL allows you to construct data definition statements to do the following:



    



Create and delete dictionaries. Create, modify, and delete tables. Define column attributes. Create and delete indexes. Create and delete triggers.



The following sections briefly describe the SQL statements associated with each of these tasks. For general information about defining the characteristics of your database, refer to the Database Design Guide.



Creating and Deleting Dictionaries You can create and delete dictionaries by constructing statements using the following statements: CREATE DICTIONARY



Creates a data dictionary.



DROP DICTIONARY



Deletes a data dictionary and the associated data files.
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Creating, Modifying, and Deleting Tables You can create, modify, and delete tables from a database by constructing statements using the following statements: CREATE TABLE



Defines a table and creates the corresponding data file.



ALTER TABLE



Makes a single change to a table definition. With an ALTER TABLE statement, you can change the path or file name of the corresponding data file, add a column to the table definition, remove a column from the table definition, change a column’s data type or length, and add or remove a primary key or a foreign key.



DROP TABLE



Deletes a table from the data dictionary and deletes the associated data file from the disk.



Defining Column Attributes You can define certain column attributes by constructing statements using the following statements: SET MASK



Specifies the display format of a column.



SET RANGE



Specifies one or more acceptable ranges of values for a column.



SET VALUES



Specifies all acceptable values for a column.



SET CHAR



Specifies a list of valid input characters for a string column.



SET DEFAULT



Specifies the value to which Scalable SQL defaults if you do not specify a column value.
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SET (global null value)



Specifies the value (such as an ASCII character) to use as the null value in all columns of a certain data type.



Creating and Deleting Indexes You can create and delete indexes from a database by constructing statements using the following statements: CREATE INDEX



Defines a new index (a named index) for an existing table.



DROP INDEX



Deletes a named index.



Creating and Deleting Triggers You can create and delete triggers from a database by constructing statements using the following statements: CREATE TRIGGER



Defines a trigger for an existing table.



DROP TRIGGER



Deletes a trigger.
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Data Manipulation Statements Data manipulation statements let you access and modify the contents of your database. Scalable SQL allows you to construct data manipulation statements to do the following:



    



Retrieve data from tables. Modify data in tables. Define transactions. Create and delete views. Create, delete, and execute stored procedures.



The following sections briefly describe the SQL statements associated with each of these tasks. For general information about accessing and modifying the contents of your database, see the Database Design Guide.



Retrieving Data All statements you use to retrieve information from a database are based on the SELECT statement. SELECT



Retrieves data from one or more tables in the database.



When you create a SELECT statement, you can use various clauses to specify different options. (See the entry for the SELECT statement in Chapter 2, “Scalable SQL Syntax”
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for detailed information about each type of clause.) The types of clauses you use in a SELECT statement are as follows: FROM



Specifies the tables or views from which to retrieve data.



WHERE



Defines search criteria that qualify the data a SELECT statement retrieves.



GROUP BY



Combines sets of rows according to the criteria you specify and allows you to determine aggregate values for one or more columns in a group.



HAVING



Allows you to limit a view by specifying criteria that the aggregate values of a group must meet.



ORDER BY



Determines the order in which Scalable SQL returns selected rows.



In addition, you can use the UNION keyword to obtain a single result table from multiple SELECT queries.



Modifying Data You can add, change, or delete data from tables and views by issuing statements such as the following: INSERT



Adds rows to one or more tables or a view.



UPDATE



Changes data in a table or a view.



DELETE



Deletes rows from a table or a view.
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When you create a DELETE or UPDATE statement, you can use a WHERE clause to define search criteria that restricts the data upon which the statement acts.



Defining Transactions To update the data in a database, you can issue SQL statements individually or you can define transactions (logical units of related statements). By defining transactions, you can ensure that either all the statements in a unit of work are executed successfully or none are executed. You can use transactions to group statements to ensure the logical integrity of your database. Scalable SQL provides the following statements to allow you to use transactions: COMMIT WORK



Ends a transaction and makes the changes that occurred during that transaction permanent.



ROLLBACK WORK



Ends a transaction and reverses all the changes that the previous statements made in the transaction.



START TRANSACTION



Begins a transaction, except in implicit transaction processing, in which a transaction begins with the first statement following a COMMIT WORK or ROLLBACK WORK statement.



SAVEPOINT



Provides markers in a SQL transaction that allow you to undo a partial set of changes in a transaction and continue with additional changes before requesting the final commit or abort of the entire transaction. Working in conjunction with the ROLLBACK TO SAVEPOINT statement, savepoints provide a way to nest transactions.
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Creating and Deleting Views You can create and delete views by constructing statements using the following statements: CREATE VIEW



Defines a database view and stores the definition in the dictionary.



DROP VIEW



Deletes a view from the data dictionary.



Creating, Deleting, and Executing Stored Procedures A stored procedure consists of statements you can precompile and save in the dictionary. To create, delete, and execute stored procedures, construct statements using the following: CREATE PROCEDURE



Stores a new procedure in the data dictionary.



DROP PROCEDURE



Deletes a stored procedure from the data dictionary.



CALL



Recalls a previously compiled procedure and executes it.
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Scalable SQL provides additional SQL control statements, which you can only use in the body of a stored procedure or trigger. You can use the following statements in stored procedures and triggers: BEGIN...END (compound statement)



Called a compound statement; allows you to group other statements together.



IF...THEN...ELSE



Provides conditional execution based on the truth value of a condition.



LEAVE



Continues execution by leaving a block or loop statement.



LOOP



Repeats the execution of a block of statements.



WHILE



Repeats the execution of a block of statements while a specified condition is true.
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The following statements allow you to retrieve information about the last statement that completed execution and provide a means to handle exception conditions: DECLARE CONDITION



Allows you to declare a warning or exception condition in a stored procedure by associating a condition name with a SQLSTATE value. SQLSTATE is a system variable that contains the status of the last completed statement.



DECLARE HANDLER



Allows you to assign a condition handler to a named condition.



SIGNAL



Allows you to signal an exception condition or a completion condition other than successful completion.



RESIGNAL



Allows you to resignal an exception condition or a completion condition other than successful completion when you don’t know what the original condition was.
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Data Control Statements Data control statements let you define security for your database. When you create a dictionary, no security is defined for it until you explicitly enable security for that dictionary. Scalable SQL allows you to construct data control statements to do the following:



  



Enable and disable security. Create users and groups. Grant and revoke rights.



The following sections briefly describe the SQL statements associated with each of these tasks. For general information about Scalable SQL security, see the Database Design Guide.



Enabling and Disabling Security You can enable or disable security for a database by issuing statements using the following statement: SET SECURITY



Enables or disables security for the database and sets the master password.
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Creating and Deleting Users and Groups You can create or delete users and user groups for the database by constructing statements using the following statements: CREATE GROUP



Creates a new group of users.



DROP GROUP



Deletes a group of users.



GRANT LOGIN



Creates users and passwords, or adds users to groups.



REVOKE LOGIN



Removes a user from the dictionary.



Granting and Revoking Rights You can assign or remove rights from users or groups by issuing statements using the following: GRANT (access rights)



Grants a specific type of rights to a user or a group. The rights you can grant with a GRANT (access rights) statement are All, Insert, Delete, Alter, Select, Update, and References.



GRANT CREATETAB



Grants the right to create tables to a user or a group.



REVOKE (access rights)



Revokes access rights from a user or a group.



REVOKE CREATETAB



Revokes the right to create tables from a user or a group.
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Data Administration Statements Data administration statements let you specify settings for some special Scalable SQL session variables. You can construct data administration statements to specify the following:



  



Isolation level. File open mode. File owner names.



You can set the special Scalable SQL session variables by issuing statements using the following: SET ISOLATION



Restricts access to tables from other tasks or users.



SET OPENMODE



Specifies the file open mode for accessing your database. The open modes are Normal, Accelerated, Read-Only, Verify, and Exclusive.



SET OWNER



Specifies file owner names so that Scalable SQL can access data in files that have owner names.



Data administration statements do not set any operating system variables; they set variables only for a specific Scalable SQL session. The values you assign with these statements apply only during a single login session. Once you log out of the dictionary, Scalable SQL clears the settings you made and does not store them in the data dictionary. For more information, see the discussions of the SET ISOLATION, SET OPENMODE, and SET OWNER statements in Chapter 2, “Scalable SQL Syntax.”
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Data File Paths When you create a table in Scalable SQL, you can specify a physical file name (DOS formatted) with or without directory locations. Scalable SQL stores the path information you specify at creation in the Xf$Loc column of the X$File system table. Note



When you use named databases, the paths in Xf$Loc must be simple file names or relative paths. For more information about these system tables, refer to Appendix C, “System Tables.”



Scalable SQL combines the physical file name with the first directory you list in the data file path. You specify the data file path either when logging in with paths or when setting up a database name with the Setup utility. Refer to the Pervasive.SQL User’s Guide for more information about this utility. The resulting path tells Scalable SQL where to create the data file associated with the table. Although the current data file path may contain as many as eight entries for opening existing tables, Scalable SQL always uses the first path when creating a table. Table 1-1 shows the maximum length you can specify for the data file path, Xf$Loc path, and the resulting full path.



Table 1-1



Maximum Data File Path Lengths



Path Type



Maximum Path Length



Data file path (single entry)



64



Xf$Loc path



64
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Table 1-1



Maximum Data File Path Lengths



Path Type



Maximum Path Length



Resulting full path



80



When you use a CREATE TABLE statement to create a table, the physical file name is optional. If you do not specify a file name in the USING clause, Scalable SQL generates a unique name, appends the extension .MKD to it, and creates the data file in the first directory specified in the data file path. When applications subsequently attempt to access the table, Scalable SQL combines the session’s current data file path with the Xf$Loc column to obtain the data file’s full path. When multiple data file path entries exist, Scalable SQL attempts to open the file in each successive location until it succeeds or no file is located. If Scalable SQL cannot find the file, you receive a Status Code 12.



Database Names A database name is a name you associate with the location of a dictionary and its data files. An application can log in to a database using either the database name or a path. Database names are stored in the database names configuration file (DBNAMES.CFG). If you add a primary key, foreign key, or trigger to a table, the database name is also written to the data file associated with the table. Bound named databases also force the database name to be written to the data file for every table in the database. (For more information about bound databases, refer to the Database Design Guide.) You can pass database names as strings when logging in or using the database names functions. Database names must follow these conventions:



 



Begin with a letter. Cannot contain blanks.
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Cannot be a reserved keyword. Must not exceed 20 characters. Database names are not case-sensitive. When logging in to a database using a database name, you must precede the name with an @ character.



Path Strings If you do not use a database name when logging in, you must specify a path to the dictionary, and possibly one or more paths to the data files. You may also specify a path for a data file inside a SQL statement when creating or altering a table. You must specify an operating system path as a string. The string can be up to 64 characters long. If you specify a dictionary path or a single data file path that is shorter than 64 characters, you must terminate the string with a binary 0. If you specify multiple data file paths, you must separate each path with a semicolon and terminate the string with a binary 0.
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Scalable SQL Syntax



This chapter discusses the statements that Scalable SQL supports and explains how to construct valid SQL statements using these statements. The SQL statements are listed alphabetically. Each statement description provides valid syntax, discusses the statement’s purpose and use, and shows examples of valid SQL statements that use the statement.
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Comments in SQL Statements Scalable SQL allows you to embed comments in your statements. Comments begin with a delimiter (--) and end with a carriage return. You can place a comment on any line of your statement as long as the comment follows all the statement text on that line. The following example illustrates using comments; the symbol shows where carriage returns terminate the lines:



Figure 2-1



Embedded Comments in SQL Statements



--generate local mailing list SELECT Last_Name, First_Name, Street, City, State, Zip FROM Person WHERE Zip >= ’78730’ AND Zip | MODIFY column_definition | DROP < column_name | PRIMARY KEY | FOREIGN KEY foreign_key_name > > where



column_definition ::= column_name data_specification [ CASE ] data_specification ::= data_type [ (data_length) ] data_type ::= < AUTOINC | BFLOAT | BIT | CHAR | CHARACTER | CURRENCY | DATE | DEC | DECIMAL | FLOAT | INT | INTEGER | LOGICAL | LSTRING | LVAR | MONEY | NOTE | NUMERIC | NUMERICSA | NUMERICSTS | TIME | TIMESTAMP | UNSIGNED | ZSTRING > SQL Language Reference
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ALTER TABLE continued data_length ::= length [ , decimal ] primary_key_definition ::= (column_name_list)



column_name_list ::= column_name [ , column_name ] ... foreign_key_definition ::= [ foreign_key_name ] ( column_name_list ) REFERENCES table_name [ ON DELETE < CASCADE | RESTRICT > ] [ ON UPDATE RESTRICT ] The ALTER TABLE statement allows you to change a table definition as follows:



   



Change the pathname or filename associated with the table (with a USING clause). Add a column, primary key, or foreign key to the table definition (with an ADD clause). Change a column’s data type or length (with a MODIFY clause). Remove a column, primary key, or foreign key from the table definition (with a DROP clause).



You can specify only one of these operations with each ALTER TABLE statement. Also, if security is enabled, you must have the Alter right on a table in order to change it with an ALTER TABLE statement.
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ALTER TABLE continued Scalable SQL does not retain the owner name or the owner name access type when you issue an ALTER TABLE statement that adds, modifies, or drops a column definition. Under certain circumstances, an ALTER TABLE statement causes Scalable SQL to discard the page size specification of the table and calculate the optimal page size. If you specify a data file page size when you create the table (see “Specifying Data File Options”), issuing an ALTER TABLE statement that adds or drops a column or modifies a column definition causes Scalable SQL to adjust the page size. Note



Scalable SQL commits the changes specified in an ALTER TABLE statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



You cannot alter a table definition during a transaction if you have previously referred to the table during the transaction. For example, if you start a transaction, insert a row into the Person table, and then try to alter the Person table definition, the ALTER TABLE statement fails. You must commit or roll back the work from the transaction first, and then alter the table definition.



IN DICTIONARY To change only the dictionary definition of a table, include IN DICTIONARY in your ALTER TABLE statement. This can be useful when you want to put a definition in the dictionary to match an existing data file, or when you want to use a USING clause to change the data file pathname for a table.
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ALTER TABLE continued Including IN DICTIONARY causes Scalable SQL to modify only the table’s dictionary definition, not the actual data file. If you do not include IN DICTIONARY, Scalable SQL attempts to modify the existing data file to match the new table definition. On a large file, this process may be lengthy. IN DICTIONARY is effective when you add, modify, or delete columns, but Scalable SQL ignores it when you add or delete a primary or foreign key. Note



You cannot use the IN DICTIONARY clause on tables in a bound named database. For more information about bound databases, refer to the Database Design Guide.



USING Include a USING clause to specify the physical location and name of the data file to associate with the table. A USING clause also allows you to create a new data file at a particular location using an existing dictionary definition. (The string supplied in the USING clause is stored in the Xf$Loc column of the dictionary file X$File.) In the sample database, the Person table is associated with the file PERSON.MKD. If you create a new file named PERSON2.MKD, the statement in the following example changes the dictionary definition of the Person table so that the table is associated with the new file.



ALTER TABLE Person IN DICTIONARY USING 'person2.mkd'; If you are altering a table definition that is part of a named database, you must use either a simple filename or a relative path in the USING clause. If you specify a relative path, SQL Language Reference
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ALTER TABLE continued Scalable SQL interprets it relative to the data file path associated with the database name.



WITH REPLACE Include WITH REPLACE in a USING clause to instruct Scalable SQL to replace an existing file (the file must reside at the location you specified in the USING clause). If you include WITH REPLACE, Scalable SQL creates a new file, discarding any data stored in the original file with the same name. If you do not include WITH REPLACE and a file exists at the specified location, Scalable SQL returns a status code and does not create the new file.



ADD Include an ADD clause to add a column, primary key, or foreign key to a table definition.



Adding a Column To add a new column to a table, define the column in an ADD clause using the same format you use when defining columns with the CREATE TABLE statement (see “Defining Columns”). The names you specify for column definitions are the column names that Scalable SQL stores in the dictionary. Column names must be unique within a table, but you can use the same name in more than one table.
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ALTER TABLE continued You must always specify the column’s data type. However, the internal storage length is mandatory only for the LVAR and NOTE data types. If you do not specify the length for any other data type, Scalable SQL creates the column with the default length. For detailed information about each data type, refer to Appendix A, “Data Types.” To specify data_length for the DECIMAL, NUMERIC, NUMERICSA, and NUMERICSTS data types, use the following length notation:



length,decimal In this notation, length is the total internal length in bytes, and decimal is the number of displayable decimal places to the right of the decimal point. (The number of digits represented by length depends on the data type. Refer to Appendix A, “Data Types” for information about the internal storage formats of these data types.) Because the decimal places are implied, they are also included in the overall length of the column. The value of decimal is optional, and Scalable SQL uses the default values that are shown in Appendix A, “Data Types.” For the rest of the data types, you can only specify one value, the total internal length in bytes, as data_length. The following statement adds the Emergency_Phone column to the Department table:



ALTER TABLE Department ADD Emergency_Phone NUMERIC (10,0); When you add a column to an existing table, Scalable SQL always places the column at the end of the column list; the new column becomes the last column of your table. This is especially important if the table you are altering contains a variable-length column. Because a variable-length column must be the last column in a table, if you attempt to add
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ALTER TABLE continued a column to a table that contains a variable-length column, Scalable SQL returns Status Code 261. You must drop the variable-length column before adding new columns to the table. Note



When you add a column, Scalable SQL modifies both the table definition and the data file associated with the table, unless you include IN DICTIONARY.



CASE When you add a string column with an ADD clause, include the CASE keyword if you want Scalable SQL to ignore case when evaluating restriction clauses involving the column.



Adding a Primary Key To add a primary key to a table definition, include PRIMARY KEY in the ADD clause and define the key using the same format as defining keys with the CREATE TABLE statement (see “Defining the Primary Key”). Before adding the primary key, you must ensure that the columns in the primary key column list are defined as a unique index that does not include null values. If such an index does not exist, create one with the CREATE INDEX statement. The following statement defines a primary key on a table called Faculty. (The ID column is defined as a unique index that does not include null values.)



ALTER TABLE Faculty ADD PRIMARY KEY (ID); SQL Language Reference
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ALTER TABLE continued Because a table can have only one primary key, you cannot add a primary key to a table that already has a primary key defined. To change the primary key of a table, delete the existing key using a DROP clause in an ALTER TABLE statement and add the new primary key. Note



You must be logged in to the database using a database name before you can add a primary key or conduct any other referential integrity (RI) operation.



Adding a Foreign Key To add a foreign key to a table definition, include FOREIGN KEY in the ADD clause and define the key using the same format as defining foreign keys with the CREATE TABLE statement (see “Defining Foreign Keys”). Before adding the foreign key, you must ensure that the columns in the foreign key column list are defined as an index that does not include null values. If such an index does not exist, create one with the CREATE INDEX statement. The following statement adds a new foreign key to the Class table. (The Faculty column is defined as an index that does not include null values.)



ALTER TABLE Class ADD FOREIGN KEY Teacher (Faculty_ID) REFERENCES Faculty ON DELETE RESTRICT; In this example, the restrict rule for deletions prevents someone from removing a faculty member from the database without first either changing or deleting all of that faculty’s classes.
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ALTER TABLE continued If you add a foreign key to a table that already contains data, use the SQLScope or RI utility to find any data that does not conform to the new referential constraint. See the Pervasive.SQL User’s Guide for information about these utilities. Note



You must be logged in to the database using a database name before you can add a foreign key or conduct any other RI operation. Also, when security is enabled, you must have the Reference right on the table to which the foreign key refers before you can add the key.



MODIFY Include a MODIFY clause to change a column’s data type or length. Use the same format you use when specifying the data type and length in a CREATE TABLE statement (see “Defining Columns”). If Scalable SQL detects an incompatibility between the old and new data types (for example, if you try to change a LOGICAL column to a FLOAT column), it returns Status Code 850 and does not change the database. Note



When you modify a column, Scalable SQL modifies both the table definition and the data file associated with the table unless you include IN DICTIONARY. (See “IN DICTIONARY” for more information about this clause.)



When you change a string column definition with a MODIFY clause, include the CASE keyword if you want Scalable SQL to ignore case when evaluating restriction clauses involving the column.
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ALTER TABLE continued DROP Include a DROP clause to delete a column, primary key, or foreign key from a table definition.



Dropping a Column To drop a column from a table definition, specify the name of the column in a DROP clause. The following statement drops the emergency phone column from the Person table:



ALTER TABLE Person DROP Emergency_Phone; Note



When you drop a column, Scalable SQL modifies both the table definition and the data file associated with the table unless you include IN DICTIONARY. (See “IN DICTIONARY” for more information about this clause.)



Dropping a Primary Key To drop a table’s primary key, include PRIMARY KEY in a DROP clause. You must be logged in to the database using a database name before you can drop a primary key or conduct any other RI operation. The following statement drops the primary key from a table called Faculty:



ALTER TABLE Faculty DROP PRIMARY KEY; SQL Language Reference
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ALTER TABLE continued Before you can drop a primary key from a parent table, you must drop any corresponding foreign keys from dependent tables.



Dropping a Foreign Key To drop a foreign key, include a DROP clause with FOREIGN KEY followed by the foreign key name. Scalable SQL drops the foreign key from the dependent table and eliminates the referential constraints between the dependent table and the parent table. Note



You must be logged in to the database using a database name before you can drop a foreign key or conduct any other RI operation.



The following statement drops the foreign key Faculty from the Class table:



ALTER TABLE Class DROP FOREIGN KEY Teacher;
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BEGIN...END (compound statement) [ beginning_label : ] BEGIN [ [ NOT ] ATOMIC ] [ local_declaration_list ] [ handler_declaration_list ] SQL_statement_list END [ ending_label ] where



local_declaration_list ::= { local_declaration ; } ... local_declaration ::= < SQL_variable_declaration | SQL_cursor_declaration | condition_declaration > handler_declaration_list ::= { handler_declaration ; } ... SQL_statement_list ::= { SQL_statement ; } ... SQL_variable_declaration ::= see DECLARE (variable) SQL_cursor_declaration ::= see DECLARE CURSOR condition_declaration ::= see DECLARE CONDITION A compound statement groups other statements together. You can only use a compound statement in the body of a stored procedure or in a trigger declaration.
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BEGIN...END (compound statement) continued If you specify a beginning label for a compound statement, it is called a labeled compound statement.



Rules for Creating Compound Statements The following rules apply to creating compound statements.







    



When a compound statement is the body of a stored procedure and you do not specify an explicit beginning label, the procedure name of that procedure is the beginning label by default. When a compound statement is the body of a stored procedure and you do not specify an ending label, the procedure name of that procedure is the ending label by default. When you use a compound statement in a trigger, you can still specify the beginning label; however, if you do not, then the beginning label is undefined. If you specify an ending label, you must specify an identical explicit or implicit beginning label. When you use a compound statement in a trigger and specify an ending label, then you must provide an identical beginning label. A specified or implicit (default) beginning label must be different from all other statement labels inside that compound statement. If a compound statement is the body of a stored procedure, no SQL variable name declared in that procedure can be identical to a parameter name in the parameter list of that procedure. No two declarations (variable, cursor, or condition) in a local declaration list can have the same declared name. If you do not specify ATOMIC or NOT ATOMIC, then NOT ATOMIC is the default.
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BEGIN...END (compound statement) continued     











If you specify ATOMIC, then the SQL statement list must not contain either a COMMIT or a ROLLBACK statement. No regular SELECT statement is allowed in a compound statement. The SQL statements of the SQL statement list are executed in the order in which you specify them. Although you may nest BEGIN...END statements within other BEGIN...END statements, only the outermost BEGIN...END statement can contain DECLARE statements. If an exception condition occurs during the execution of a SQL statement of the SQL statement list, then the execution of the SQL statement list terminates. If the compound statement contains a handler declaration associated with the raised exception condition, the handler activates; otherwise, the compound statement terminates with the unhandled exception condition. If a completion condition other than successful completion occurs during the execution of a SQL statement and the compound statement contains a handler declaration associated with the raised completion condition, then the handler activates; otherwise, execution resumes with the next SQL statement of the SQL statement list. If you specify ATOMIC and either a compound statement terminates with an unhandled exception condition, or an activated handler resignals an exception condition for which no handler is defined (causing the compound statement to terminate with the unhandled condition), then all changes to SQL data resulting from execution of the compound statement are cancelled. All savepoints established during the execution of the compound statement are rolled back.
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BEGIN...END (compound statement) continued 



For any SQL cursor that is declared in a stored procedure and is in an open state at the time of completion or termination of the procedure, a CLOSE statement is executed by default.



Example The following BEGIN...END statement inserts values for the student ID, class ID, and grade into the Enrolls table.



BEGIN SET studID = '450-52-0400'; SET studclassID = 43; SET studGrade = 0.0000; INSERT INTO Enrolls VALUES ('450-52-0400', 43, 0.0000); END For more examples using the BEGIN...END statement, refer to the CREATE PROCEDURE examples on page 77 and the CREATE TRIGGER example on page 103.
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CALL CALL procedure_name ( [ < positional_argument_list [ , keyword_argument_list ] | keyword_argument_list > ] ) where



positional_argument_list ::= argument [ , argument ] ... keyword_argument_list ::= keyword_argument [ , keyword_argument ] ... keyword_argument ::= : parameter_name => argument argument ::= simple_value simple_value ::= < literal | SQL_variable_name | parameter_name | column_reference > column_reference ::= [ column_qualifier. ] column_name
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CALL continued column_qualifier ::= < table_name | view_name | alias_name > Use the CALL statement to invoke a stored procedure.



Rules for Using the CALL Statement The following rules apply to using the CALL statement:



















You must define a value for every parameter in the procedure declaration. You can assign a value to a parameter using the associated argument in the CALL statement or with the associated default clause in the CREATE PROCEDURE statement. An argument value for a parameter in a CALL statement overrides any associated default value. You cannot assign a parameter value twice in the argument list. If you use both positional arguments and keyword arguments, the keyword arguments must not refer to a parameter that receives its value through the positional arguments. Also, when using keyword arguments, the same parameter name must not occur twice. If you submit a CALL through an XQLCompile and provide a SQL variable as an argument, then you must declare the variable as a session variable. If you issue a CALL in a procedure and provide a SQL variable as an argument, then the variable must be either a session variable or a variable that the calling procedure owns. If you provide a parameter name as an argument, you must declare it as a parameter of the same procedure in which you issue the CALL statement. A CALL submitted through an XQLCompile must not contain a parameter name.
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CALL continued  



If you specify a constant or a column reference as an argument for a parameter that has been declared with parameter mode OUT or INOUT, you receive Status Code 904 as a result of the call. If you specify a constant or a column reference as an argument for a parameter that has been declared with parameter mode IN or with no parameter mode, you receive an error status if the parameter is needed as a target (for example, in a SET statement) during the execution of the procedure. The effects of any statements executed in the procedure up to this point are rolled back only if you declare the compound statement of the procedure to be ATOMIC or if a declared condition handler handles the roll back. Note



You should declare the parameter mode for each parameter in order to avoid this kind of error.







An argument passed into a parameter has to be a compatible data type. Refer to Table 2-5 for a list of data type conversions.



Examples The following example calls a procedure without parameters:



CALL NoParms()
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CALL continued The following examples call a procedure with parameters:



CALL Parms(vParm1, vParm2); CALL CheckMax (N.Class_ID);
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CLOSE (cursor) CLOSE cursor_name A CLOSE CURSOR statement closes a SQL cursor. The cursor that the cursor name specifies must be open.



Example The following example closes the cursor BTUCursor.



CLOSE BTUCursor;
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COMMIT WORK COMMIT [ WORK ][ AND [ NO ] CHAIN ] The COMMIT WORK statement signals the end of a logical transaction. When you issue this statement, the keyword WORK is optional. You can issue a COMMIT WORK statement only after issuing a START TRANSACTION statement. Issuing a COMMIT WORK statement commits to the tables all the operations you have performed since the preceding START TRANSACTION statement; you can no longer use a ROLLBACK WORK statement to undo the operations performed within that transaction. All changes made during the committed transaction become visible to other clients. Note



If you start a transaction and then log out of the dictionary before issuing a COMMIT WORK or ROLLBACK WORK statement, Scalable SQL automatically issues a ROLLBACK WORK statement before completing the logout.



Rules for Using the COMMIT WORK Statement The following rules apply to using the COMMIT WORK statement:



   



The keyword WORK is optional. AND NO CHAIN is the default clause in a COMMIT WORK statement. A SQL transaction must be currently active before you can issue this statement. All savepoints that the current SQL transaction defines are destroyed.
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COMMIT WORK continued  



All cursors opened during the current transaction are closed, and the current SQL transaction is terminated. The current SQL transaction is terminated after you issue the COMMIT WORK statement. If you specify AND CHAIN, a new transaction begins.



Example The following statement begins a transaction which updates the Amount_Owed column in the Billing table. This work is committed; the AND CHAIN clause begins another transaction that updates the Amount_Paid column and sets it to zero. The final COMMIT WORK statement ends the second transaction.



START TRANSACTION; UPDATE Billing B SET Amount_Owed = Amount_Owed - Amount_Paid WHERE Student_ID IN (SELECT DISTINCT E.Student_ID FROM Enrolls E, Billing B WHERE E.Student_ID = B.Student_ID); COMMIT WORK AND CHAIN; UPDATE Billing B SET Amount_Paid = 0 WHERE Student_ID IN (SELECT DISTINCT E.Student_ID SQL Language Reference
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COMMIT WORK continued FROM Enrolls E, Billing B WHERE E.Student_ID = B.Student_ID); COMMIT WORK;
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CREATE DICTIONARY CREATE DICTIONARY USING 'path_name' [ WITH REPLACE ] The CREATE DICTIONARY statement allows you to create a dictionary or replace an existing one. When you create a dictionary, you must specify a valid directory path for the dictionary in a USING clause. In the directory you specify, Scalable SQL creates three files in which to store the dictionary information: FILE.DDF, FIELD.DDF, and INDEX.DDF. Scalable SQL creates more dictionary files when you enable security and define column attributes, views, stored procedures, triggers, or referential integrity constraints. For more information about the dictionary files and their related system tables, refer to Appendix C, “System Tables.” For more information about creating bound databases, refer to the Database Design Guide. If you specify WITH REPLACE, Scalable SQL creates the dictionary even if one already exists in the specified directory, which destroys the existing dictionary. If you do not include WITH REPLACE, Scalable SQL does not create a new dictionary if one already exists. You must be logged in to an existing dictionary before you can create a new dictionary. Also, you cannot create a new dictionary in the directory that contains the dictionary to which you are logged in. The Demodata directory, which is created by the Pervasive Database installation program, contains an initial set of dictionary files to which you can log in to create your own dictionaries. To access a new dictionary after creating it, you must log into the dictionary. To assign referential constraints, your database must be a named database. Use the Scalable SQL Setup utility to name the database. For information about the Scalable SQL Setup utility, see the Pervasive.SQL User’s Guide. SQL Language Reference
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CREATE DICTIONARY continued Example The following statement replaces a dictionary in the C:\DEMODATA directory.



CREATE DICTIONARY USING 'c:\demodata' WITH REPLACE
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CREATE GROUP CREATE GROUP group_name [ , group_name ] ... The CREATE GROUP statement allows you to create one or more security groups. Use a group_name list to specify the names of the groups to add. Each name must be unique in the dictionary for which you are creating the groups. Security must be enabled in order to create a group. After you create a group, use a GRANT (access rights) statement to define the rights for the members of the group. Note



Scalable SQL commits the changes specified in a CREATE GROUP statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Example The following statement creates a group named Top_Students:



CREATE GROUP Top_Students; The next statement uses a list to create several groups at once:



CREATE GROUP Admin, Instructors, Registrars;



SQL Language Reference



56



Scalable SQL Syntax



CREATE GROUP continued If an error occurs and Scalable SQL is unable to create a group, it does not create any group in the list. For example, if Scalable SQL is unable to create the Instructors group, then it does not create the Admin or Registrars group.
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CREATE INDEX CREATE [ UNIQUE ] INDEX index_name ON table_name index_definition where



index_definition ::= ( segment_definition [ , segment_definition ] ... )



segment_definition ::= column_name [ attribute ] ... [ 'alternate_sequence' ] attribute ::= < NULL | CASE | MOD | DESC | ASC > The CREATE INDEX statement creates a named index for a table. The name cannot exceed 20 characters and must differ from all other index and column names in the dictionary. Also, the table name you specify must be of a table that already exists in the dictionary. If the index name contains a blank, you must use double quotes (") around the name when you pass the name to Scalable SQL to allow Scalable SQL to distinguish between the blanks in index names and the blanks between elements in restriction clauses. For more information about naming indexes, refer to the Database Design Guide. When you no longer need a named index, use a DROP INDEX statement to delete it. In contrast, you cannot drop unnamed indexes (those you created using a WITH INDEX clause in a CREATE TABLE statement). When you create an index, Scalable SQL indexes every row in the table. The length of time Scalable SQL requires to execute a CREATE INDEX statement depends on the number of rows in the table. SQL Language Reference
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CREATE INDEX continued Note



Scalable SQL commits the changes specified in a CREATE INDEX statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Index Columns and Attributes In a CREATE INDEX statement, you specify a single column or multiple columns (in the case of a segmented index) that compose the index and define the index attributes for each column. You cannot use a column of data type BIT, NOTE, or LVAR in an index. For more information on segmented indexes, refer to “AUTOINC.” Note



If you create a Scalable SQL 4.0 table using an unsigned binary data type, this data type must be converted to integer before you can use the table with Scalable SQL 3.01, because Scalable SQL 3.0.1 does not support the unsigned binary type.



Unless you specify otherwise, an index is collated in ascending order, includes null values, and can contain the same value in multiple rows. In addition, it is case-sensitive and non-modifiable. To change the defaults, you can use the following keywords in your CREATE INDEX statement: Attribute Keyword Description DESC



Collate in descending order.
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CREATE INDEX continued Attribute Keyword Description NULL



Do not index null values. Applying this attribute to one segment of a segmented index is equivalent to applying this attribute to all segments of the given index.



CASE



Index is not case-sensitive.



MOD



Data is modifiable.



ASC



Collate in ascending order (this is the default behavior).



UNIQUE



Multiple rows cannot have the same index column value. Applying this attribute to one segment of a segmented index is equivalent to applying this attribute to all segments of the given index.



Because you can create only one index at a time with a CREATE INDEX statement, you do not need to use the SEG keyword to specify a segmented index. If you specify more than one column, Scalable SQL creates a segmented index using the columns in the order in which you specify them. You can specify a column as a segment in more than one index. For example, you can specify a person’s last name and first name as one segmented index, and a person’s last name and ID as another segmented index. To specify that the index not allow duplicate values, include the UNIQUE keyword. If the column or columns that make up the index contains duplicate values when you execute the CREATE INDEX statement with the UNIQUE keyword, Scalable SQL returns Status Code 5 and does not create the index.
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CREATE INDEX continued Note



You should not include the UNIQUE keyword in the list of index attributes following the column name you specify; the preferred syntax is CREATE UNIQUE INDEX.



Alternate Collating Sequence You can specify an alternate collating sequence (ACS) for columns that are string data types. Specify the ACS as a DOS-formatted path to an ASCII file that contains a valid alternate collating sequence. However, it is recommended that you do not specify an explicit path for the ACS file in the CREATE statement. The Server assumes that the ACS file is in the same directory as the database currently in use. If you must specify a path explicitly, ensure the path is relative to the Server and not to the Client. For example, if you want to create an index using an ACS file that is on the Client’s path "M:\newdata" and M: is mapped to the server’s local C: drive, then the CREATE statement should include the path to "c:\newdata" (a path the server understands) as the path to the ASC file. Otherwise, the Scalable SQL engine may return a Status Code 557. Additionally, you cannot specify an ACS for a column that is case-insensitive, because case-insensitivity itself designates a special collating sequence.



Alternate Collating Sequence File The 265 bytes of an alternate collating sequence file contain the definition of a collating sequence other than the standard ASCII sequence. You can create a file for the alternate collating sequence for an index in either a CREATE INDEX statement or a CREATE TABLE statement. Following are the directories that are searched for this ACS file: SQL Language Reference
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CREATE INDEX continued 1. The dictionary location. 2. The data file location. 3. The current directory. To create an alternate collating sequence file, generate a file in the format specified in Table 2-1.



Table 2-1



Alternate Collating Sequence File Format



Offset Length Description 0



1



Signature byte. This byte should contain AC hex.



1



8



An 8-byte name that uniquely identifies the alternate collating sequence to the MicroKernel Database Engine.



9



256



A 256-byte map. Each 1-byte position in the map corresponds to the code point that has the same value as the position’s offset in the map. The value of the byte at that position is the collating weight assigned to the code point.



For example, to insert a character with 5Dh between the letters U (55h) and V (56h) in the following sequence, byte 5Dh in the sequence contains the value 56h, and bytes 56h through 5Ch in the sequence contain the values 57h through 5Dh:
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CREATE INDEX continued Figure 2-2



Sample Alternate Collating Sequence



55h 56h 57h 58h 59h 5Ah 5Bh 5Ch 5Dh 55h 56h 57h 58h 59h 5Ah 5Bh 5Ch 5Dh . . . y u v w x z [ ] \



Before



55h 56h 57h 58h 59h 5Ah 5Bh 5Ch 5Dh 55h 57h 58h 59h 5Ah 5Bh 5Ch 5Dh 56h . . . u w x y z v [ \ ]



After



Following is a 9-byte header and a 256-byte body that represent a collating sequence named UPPER. The header appears as follows:



AC 55 50 50 45 52 20 20 20



SQL Language Reference



63



Scalable SQL Syntax



CREATE INDEX continued The 256-byte body appears as follows (with the exception of the offset values in the leftmost column): 00: 10: 20: 30: 40: 50: 60: 70: 80: 90: A0: B0: C0: D0: E0: F0:



00 10 20 30 40 50 60 50 80 90 A0 B0 C0 D0 E0 F0



01 11 21 31 41 51 41 51 81 91 A1 B1 C1 D1 E1 F1



02 12 22 32 42 52 42 52 82 92 A2 B2 C2 D2 E2 F2



03 13 23 33 43 53 43 53 83 93 A3 B3 C3 D3 E3 F3



04 14 24 34 44 54 44 54 84 94 A4 B4 C4 D4 E4 F4



05 15 25 35 45 55 45 55 85 95 A5 B5 C5 D5 E5 F5



06 16 26 36 46 56 46 56 86 96 A6 B6 C6 D6 E6 F6



07 17 27 37 47 57 47 57 87 97 A7 B7 C7 D7 E7 F7



08 18 28 38 48 58 48 58 88 98 A8 B8 C8 D8 E8 F8



09 19 29 39 49 59 49 59 89 99 A9 B9 C9 D9 E9 F9



0A 1A 2A 3A 4A 5A 4A 5A 8A 9A AA BA CA DA EA FA



0B 1B 2B 3B 4B 5B 4B 7B 8B 9B AB BB CB DB EB FB



0C 1C 2C 3C 4C 5C 4C 7C 8C 9C AC BC CC DC EC FC



0D 1D 2D 3D 4D 5D 4D 7D 8D 9D AD BD CD DD ED FD



0E 1E 2E 3E 4E 5E 4E 7E 8E 9E AE BE CE DE EE FE



0F 1F 2F 3F 4F 5F 4F 7F 8F 9F AF BF CF DF EF FF



The header and body forming this ACS are shipped with Scalable SQL as the file UPPER.ALT. UPPER.ALT provides a way to sort keys without regard to case. You can use the UPPER ACS as an example when writing your own ACS. Offset 61h through 7Ah in the example have been altered from the standard ASCII collating sequence. In the standard ASCII collating sequence, offset 61h contains a value of 61h (representing lowercase a). When a key is sorted with the UPPER ACS, the MicroKernel sorts lowercase a (61h) with the collation weight at offset 61h: 41h. The lowercase a is sorted as if it were uppercase A (41h). Therefore, for sorting purposes, UPPER converts all lowercase letters to their uppercase equivalents when sorting a key.
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CREATE INDEX continued Each 1-byte position in the map corresponds to the code point that has the same value as the position’s offset in the map. The value of the byte at that position is the collating weight assigned to the code point. For example, to force code point 61h (a) to sort with the same weight as code point 41h (A), place the same values at offsets 61h and 41h. The following 256-byte body basically performs the same function as UPPER.ALT’s body, except that ASCII characters preceding the ASCII space (20h) are sorted after all other ASCII characters: 00: 10: 20: 30: 40: 50: 60: 70: 80: 90: A0: B0: C0: D0: E0: F0:



E0 F0 00 10 20 30 40 30 60 70 80 90 A0 B0 C0 D0



E1 F1 01 11 21 31 21 31 61 71 81 91 A1 B1 C1 D1



E2 F2 02 12 22 32 22 32 62 72 82 92 A2 B2 C2 D2



E3 F3 03 13 23 33 23 33 63 73 83 93 A3 B3 C3 D3



E4 F4 04 14 24 34 24 34 64 74 84 94 A4 B4 C4 D4



E5 F5 05 15 25 35 25 35 65 75 85 95 A5 B5 C5 D5



E6 F6 06 16 26 36 26 36 66 76 86 96 A6 B6 C6 D6



E7 F7 07 17 27 37 27 37 67 77 87 97 A7 B7 C7 D7



E8 F8 08 18 28 38 28 38 68 78 88 98 A8 B8 C8 D8



E9 F9 09 19 29 39 29 39 69 79 89 99 A9 B9 C9 D9



EA FA 0A 1A 2A 3A 2A 3A 6A 7A 8A 9A AA BA CA DA



EB FB 0B 1B 2B 3B 2B 5B 6B 7B 8B 9B AB BB CB DB



EC FC 0C 1C 2C 3C 2C 5C 6C 7C 8C 9C AC BC CC DC



ED FD 0D 1D 2D 3D 2D 5D 6D 7D 8D 9D AD BD CD DD



EE FE 0E 1E 2E 3E 2E 5E 6E 7E 8E 9E AE BE CE DE



EF FF 0F 1F 2F 3F 2F 5F 6F 7F 8F 9F AF BF CF DF



In this body, different collating weights have been assigned so that a character’s weight no longer equals its ASCII value. For example, offset 20h, representing the ASCII space character, has a collating weight of 00h; offset 41h, representing the ASCII uppercase A, has a collating weight of 21h.
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CREATE INDEX continued To sort keys without regard to case, offset 61h through 7Ah in this example have been altered. As in the body for UPPER.ALT, offset 61h has the same collating weight as offset 41h: 21h. By having the same collating weight, offset 41h (uppercase A) sorts the same as offset 61h (lowercase a).



Using an Alternate Collating Sequence for a Segmented Index On a segmented index, you can specify an alternate collating sequence for the segments that are string data types. In such an index, you can use the alternate sequence for some string segments and the standard sequence for others. Scalable SQL uses the standard collating sequence for all segments of nonstring data types. Scalable SQL supports only one alternate collating sequence for an index. Therefore, when you specify an alternate collating sequence for more than one segment, you must use the same sequence for each.



Examples The following statement creates a modifiable, case-insensitive index for the Person table, based on the Perm_Zip column:



CREATE INDEX Zipcode ON Person (Perm_Zip MOD CASE);
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CREATE INDEX continued The following statement adds a segmented index (consisting of the City and State columns) to the Person table. (Such an index improves performance if you frequently look up students by city and state.)



CREATE INDEX Citystate ON Person (City CASE MOD, State CASE MOD);
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CREATE PROCEDURE CREATE PROCEDURE procedure_name parameter_list ; procedure_body where



parameter_list ::= ( [ parameter_declaration [ , parameter_declaration ] ... ] ) parameter_declaration ::= [ parameter_mode ] parameter_name data_specification [ default_clause ] parameter_mode ::= < IN | OUT | INOUT > data_specification ::= data_type [ ( data_length ) ] data_type ::= < AUTOINC | BFLOAT | BIT | CHAR | CHARACTER | CURRENCY | DATE | DEC | DECIMAL | FLOAT | INT | INTEGER | LOGICAL | LSTRING | LVAR | MONEY | NOTE | NUMERIC | NUMERICSA | NUMERICSTS | TIME | TIMESTAMP | UNSIGNED | ZSTRING > data_length ::= length [ , decimal ] default_clause ::= < = | DEFAULT > literal procedure_body ::= < SQL_procedure_statement | EXTERNAL > SQL Language Reference
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CREATE PROCEDURE continued SQL_procedure_statement ::= < single_SQL_statement | compound_statement > compound_statement ::= see “BEGIN...END (compound statement)” The CREATE PROCEDURE statement allows you to create a new stored procedure. This statement does not implicitly drop an existing stored procedure of the same name; instead, Scalable SQL returns Status Code 366 to inform you that the procedure name already exists. (Scalable SQL also returns Status Code 366 if you attempt to create a stored statement in place of an existing stored procedure or create a stored procedure in place of an existing stored statement. Note that stored statements are a v3.0 construct and may not be supported in future versions of Scalable SQL.) To execute stored procedures, use the CALL statement. Note



Scalable SQL creates the procedure upon successful execution of the CREATE PROCEDURE statement. Even if you include the statement in a transaction, you cannot roll back the creation of the procedure.



There are some Scalable SQL statements that you can only use in the body of a stored procedure or trigger; these are SQL control statements:



  



Compound statements (BEGIN...END) If statements (IF...THEN...ELSE) Loop statements (LOOP and WHILE)
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CREATE PROCEDURE continued 



Leave statements (LEAVE)



For more information, refer to the syntax descriptions of each SQL control statement. You can create external stored procedures using Inscribe, Pervasive Software’s scripting language. The EXTERNAL keyword in the CREATE PROCEDURE statement is used to define external Inscribe procedures. For more information about using Inscribe to write external stored procedures, refer to the Inscribe User’s Guide.



Rules for Creating Stored Procedures The following rules apply to creating stored procedures:







Do not include the following types of statements within a stored procedure: CREATE DICTIONARY CREATE PROCEDURE CREATE TRIGGER CREATE VIEW



  



DROP DICTIONARY DROP PROCEDURE DROP TRIGGER DROP VIEW



SELECT statements are allowed in stored statements but not in stored procedures. See “Use of SELECT Statements in Stored Procedures”. Parentheses are required in the parameter list. Parameter names do not require a prefix. You cannot reference a cursor, variable, or condition name without declaring it first.
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CREATE PROCEDURE continued   



You cannot use duplicate names for cursors, variables, and conditions. (For example, a variable cannot have the same name as a condition.) If a procedure is EXTERNAL, then the default parameter mode of a parameter is IN. If a procedure is INTERNAL, then the default parameter mode is undefined. If you specify a constant or a column reference as an argument for a parameter that has been declared with no parameter mode, you receive an error status if the parameter is needed as a target during the execution of the procedure. Note



You should declare the parameter mode for each parameter in order to avoid this error.







You cannot use clauses that specify referential constraints within a stored procedure.



When you create a stored procedure, Scalable SQL performs a cursory semantic check only. Compiling a CREATE PROCEDURE statement does not assume that necessary tables have been created or that necessary variables or cursors have been declared. If you execute a stored procedure and have not declared or created the necessary objects, you will receive an error. Test your procedures thoroughly before using them in a production environment.
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CREATE PROCEDURE continued Using Data Definition and Data Modification Statements with Stored Procedures You can use data definition (DDL) and data modification (DML) statements within a stored procedure with the following restrictions:



  



You cannot execute a DDL statement in a loop. If a procedure executes a DDL statement, then the procedure must be recalled via a CALL statement before executing it again. You cannot execute a DML statement prior to a DDL statement if both statements refer to the same table. If a SQL DDL statement refers to a table to which a DECLARE CURSOR statement also refers, you must execute the DDL statement prior to opening the cursor for the first time.



Several layers of looping may exist within the outermost loop; however, every statement that executes after the outer loop begins and before it ends is within the same loop, including any stored procedures being called from within the loop. For more information about data definition and data modification statements, refer to “Data Definition” in Chapter 1, “SQL Overview.”



Use of SELECT Statements in Stored Procedures SELECT statements are allowed in stored statements but not in stored procedures because the ANSI standard does not allow stand-alone SELECT statements.
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CREATE PROCEDURE continued Valid Syntax for Stored Procedure with SELECT CREATE PROCEDURE ';' where and are as defined for current stored procedures. Notice that the BEGIN and END as allowed in the procedure body of current stored procedures are not allowed for this 'special case' stored procedure. The BEGIN and END are not needed and not allowing them reinforces the restriction that a SELECT statement may appear in a stored procedure only if it is the only statement in the body of the stored procedure. Note



If a SELECT statement appears in the body of a CREATE PROCEDURE statement other than according to the above syntax, then XQLCompile of the statement will return status 902.



Example of Incorrect Usage of SELECT in Stored Statements A stored procedure consisting of a SELECT statement is not allowed to be called from within another stored procedure. A stored procedure that calls a stored procedure that consists of a SELECT statement will return status 902 during at run time, as shown in the following example:



XQLCompile ("CREATE PROCEDURE proc1 (); SQL Language Reference
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CREATE PROCEDURE continued SELECT * FROM X$File"); XQLCompile ("CREATE PROCEDURE proc2 (); BEGIN INSERT INTO t VALUES (1); CALL proc1 (); END"); XQLCompile ("CALL proc2 ()"); The third XQLCompile() will execute the INSERT statement in stored procedure proc2 and attempt to execute the CALL to proc1 with will cause an error and a status 902 to be returned. The status 902 is returned at run time as opposed to the time the procedure is created (the second XQLCompile() in the above example) because at creation time, a stored procedure can contain a call to a stored procedure that does not yet exist or to a stored procedure that will be dropped and recreated (and redefined) between the time a stored procedure is created and then executed.



SELECT Statement Behavior The behavior of a stored procedure consisting of a SELECT statement is identical to that of the SELECT statement alone. SQL Language Reference
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CREATE PROCEDURE continued Continuing from the previous example:



   



Use XQLCompile() to call the stored procedure, XQLCompile ("CALL proc1 ()"); returns status 0 just as XQLCompile() of SELECT statement. Use xDescribe() or XQLDescribe() to retrieve view information. Use xFetch() and XQLFetch() to fetch records. Use xInsert(), xRemove(), xUpdate(); just as you would if SELECT statement had been used with XQLCompile().



Table 2-2



Status Codes Returned when using SELECT Statements in Stored Procedures



Type of Statement stored statement with SELECT



XQL Compile of "EXEC proc" or "CALL proc ()" XQLExec -115



Second XQLExec



0 (executes until SELECT encountered)



-116 (continues execution with statement following the SELECT)



stored procedure without -125 SELECT



-125 (reexecutes the procedure)



-125 (reexecutes the procedure)



stored procedure with SELECT



0



0



0
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CREATE PROCEDURE continued Parameters of Stored Procedures In a stored procedure, you can define parameters that allow you to pass values to the procedure when you execute it. When you create a stored procedure that uses parameters, you must declare each parameter. If you call a procedure and use keyword arguments, the parameter names must be those used when the procedure was created. If you do not specify the data type for the parameters, Scalable SQL returns an error. However, if you do not specify a size, Scalable SQL uses the default size for the data type. For more information about default lengths for data types, refer to Appendix A, “Data Types.” Stored procedures have four possible parameter modes. These modes determine when Scalable SQL checks the validity of the parameter. The available parameter modes are as follows:



   



IN OUT INOUT None of the above (default)



If you do not specify a parameter mode, only the execution path of the procedure determines whether or not it is a valid parameter. If you do not specify a default value for an IN parameter in a CREATE PROCEDURE statement, you must supply an argument for this parameter when calling the procedure; otherwise, Scalable SQL returns Status Code 808. Values supplied at execution time always take precedence over default values. SQL Language Reference
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CREATE PROCEDURE continued If you specify a parameter mode of OUT or INOUT, then the parameter must be a variable, whether you actually assign a value to it or not; you cannot specify a constant.



Examples The following example creates stored procedure EnrollStudent, which inserts a record into the Enrolls table, given the Student ID and the Class ID. If you execute the following statement in SQLScope, change the statement separator under environment settings.



CREATE PROCEDURE EnrollStudent (Stud_id INT(4), Class_Id INT(4)); INSERT INTO Enrolls VALUES (Stud_id, Class_Id, 0.0); The following example procedure is called by the trigger CheckCourseLimit (refer to page 103 for an example of this trigger). This procedure reads the Class table, using the classId parameter passed in by the caller and validates that the course enrollment is not already at its limit before updating the Enrolls table.



CREATE PROCEDURE CheckMax (classId INT(4)); BEGIN DECLARE NumEnrolled INT(4); DECLARE MaxEnrollment INT(4); DECLARE failEnrollment CONDITION FOR SQLSTATE '09000'; -- Get number currently enrolled for this class. SQL Language Reference
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CREATE PROCEDURE continued SET NumEnrolled = (SELECT COUNT (*) FROM enrolls WHERE Class_ID = classId); -- Get maximum allowed for this class. SET MaxEnrollment = (SELECT Max_Size FROM class WHERE ID = classId); -- Test that current enrollment is less than the maximum allowed. IF ( NumEnrolled >= MaxEnrollment ) THEN SIGNAL failEnrollment; END IF; END
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CREATE TABLE CREATE TABLE table_name [ option ] ... ( [ PRIMARY KEY primary_key_definition, ] [ FOREIGN KEY foreign_key_definition, ] ... column_definition_list ) [ WITH INDEX ( index_definition ) ] where



option ::= < USING 'path_name' [ WITH REPLACE ] | DCOMPRESS | PAGESIZE page_size | PREALLOCATE number_of_pages | THRESHOLD < 0|1|2|3 > ] | OWNER 'owner_name' | OWNERACCESS < 0|1|2|3 > > primary_key_definition ::= ( column_name_list ) column_name_list ::= column_name [ , column_name ] ... foreign_key_definition ::= [ foreign_key_name ] ( column_name_list ) REFERENCES table_name [ ON DELETE < CASCADE | RESTRICT > ] [ ON UPDATE RESTRICT ] SQL Language Reference
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CREATE TABLE continued column_definition_list ::= column_definition [ , column_definition ] ... column_definition ::= column_name data_specification [ CASE ]



data_specification ::= data_type [ ( data_length ) ] data_type ::=< AUTOINC | BFLOAT | BIT | CHAR | CHARACTER | CURRENCY | DATE | DEC | DECIMAL | FLOAT | INT | INTEGER | LOGICAL | LVAR | LSTRING | MONEY | NOTE | NUMERIC | NUMERICSA | NUMERICSTS | TIME | TIMESTAMP | UNSIGNED | ZSTRING > data_length ::= length [ , decimal ] index_definition ::= ( segment_definition [ , segment_definition ] ... )



segment_definition ::= column_name [ attribute ] ... [ 'alternate_sequence' ] attribute ::= < NULL | CASE | MOD | DESC | ASC | SEG | UNIQUE > The CREATE TABLE statement allows you to define a table and create the corresponding data file. The table name must be unique within the dictionary. If security is enabled, you must have the Create Table right for the dictionary. SQL Language Reference
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CREATE TABLE continued Note



Scalable SQL commits the changes specified in a CREATE TABLE statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Defining the Data File Location Include a USING clause to specify the physical location of the data file associated with the table. This is necessary when you are creating a table definition for an existing data file, or when you want to specify explicitly the name or physical location of a new data file. If you do not include a USING clause, Scalable SQL generates a unique filename (with the extension .MKD) and creates the data file in the first directory specified in the data path directory list. (This is the path that the application you are using specifies, or, if the database is named, the first data file path associated with the database name.) If you include in the USING clause the name of an existing data file, the MicroKernel returns Status Code 59, indicating that the specified file already exists. Scalable SQL creates the data table anyway; the Status Code 59 is simply a warning that the file exists, and Scalable SQL assumes that you specified the appropriate table. If you are creating a table in a named database, you must use either a simple filename or a relative path in the USING clause. If you specify a relative path, Scalable SQL interprets it relative to the first data file path associated with the database name.
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CREATE TABLE continued Specifying Data File Options The options in a CREATE TABLE statement allow you to define physical parameters, an owner name, and owner access options for the data file.
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CREATE TABLE continued Using Physical Parameters The following keywords allow you to specify physical data file parameters in a CREATE TABLE statement:



   



DCOMPRESS – Creates the file with the data compression flag set. The default is no compression. PAGESIZE – Specifies the data file page size. The pageSize parameter must be a valid page size. Valid page sizes are increments of 512 bytes (e.g., 512, 1024, 1536, etc.). If you do not include the PAGESIZE keyword, Scalable SQL uses a default page size of 4096 bytes. PREALLOCATE – Sets the preallocation flag to ON and the allocation word to numberOfPages, where number_of_pages is the number of preallocated pages. The default setting is no preallocation. The valid range for numberOfPages is 1 through 65,535. THRESHOLD – Sets the corresponding data file free space flag to the setting you specify (where 0 = 5%, 1 = 10%, 2 = 20%, and 3 = 30%). Include the THRESHOLD keyword only if the file contains a variable-length data type. The default setting is 0.



For more information about checking these parameter settings, refer to the Pervasive.SQL User’s Guide.



Specifying the Owner Name To assign a file owner name to a table’s data file, include the OWNER keyword followed by the appropriate owner name. A file owner name works like a password at the SQL Language Reference
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CREATE TABLE continued MicroKernel level. A user must provide it (using the SET OWNER statement) before the MicroKernel allows access to the data file. You can use file owner names to protect files from unauthorized access by Btrieve applications or other Scalable SQL applications.



Specifying the Owner Access Restriction Include the OWNERACCESS keyword followed by the appropriate owner flag value to specify the access restriction placed on the data file. The access restriction applies only if you also assign a file owner name for the file. Table 2-3 shows the meanings of the different flag values.



Table 2-3



File Owner Flag Values



Flag Value Access Restriction 0



Requires the owner name for any type of access to the file; does not enable data encryption.



1



Permits read-only access without the owner name; does not enable data encryption.



2



Requires the owner name for any type of access to the file; enables data encryption.



3



Permits read-only access without the owner name; enables data encryption.



WITH REPLACE If you include WITH REPLACE in your CREATE TABLE statement, Scalable SQL creates a new data file to replace the existing file (if the file exists at the location you specified in the USING clause). Scalable SQL discards any data stored in the original file
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CREATE TABLE continued with the same name. If you do not include WITH REPLACE and a file exists at the specified location, Scalable SQL returns Status Code 257 and does not create a new file. Note



WITH REPLACE affects only the data file; it does not affect the table definition in the dictionary.



Defining Columns Separate each column definition with a comma. The names you specify for column definitions are the column names that Scalable SQL stores in the dictionary. Column names must be unique within a table, but you can use the same name in more than one table. For each column name, specify the column’s data type and internal storage length in bytes. If you do not specify the length, Scalable SQL creates the column with the default length. For detailed information about each data type, refer to Appendix A, “Data Types.” To specify dataLength for the DECIMAL, NUMERIC, NUMERICSA, and NUMERICSTS data types, use the following length notation:



length,decimal In this notation, length is the total internal length in bytes, and decimal is the number of displayable decimal places to the right of the decimal point. (The number of digits represented by length depends on the data type. Refer to Appendix A, “Data Types.” for information about the internal storage formats of these data types.) Because the decimal places are implied, they are also included in the overall length of the column. You SQL Language Reference
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CREATE TABLE continued are required to supply a data length for LVAR (maximum length is 32,761 bytes) and NOTE data types. All other data types do not require a data length value. The column in the following example allows a maximum value of 9.99, using 3 internal bytes:



grade_point_average NUMERIC (3,2) Because decimal values are stored with two digits per byte (with a half-byte reserved for the sign), the column in the following example allows a maximum value of 999.99, but uses only 3 internal bytes.



interest_rate DECIMAL (3,2) The MONEY data type is equivalent to a DECIMAL type with a predefined decimal specification of 2. The following two definitions have the same internal representation:



Current_Balance DECIMAL(6,2) Current_Balance MONEY(6) The default display mask for the MONEY type includes a dollar sign. Use the CASE keyword when defining a CHARACTER or STRING column if you want Scalable SQL to ignore case when evaluating restriction clauses involving the column.
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CREATE TABLE continued Defining the Primary Key To define referential constraints on your database, you must include a PRIMARY KEY clause to specify the primary key on the parent table. The primary key can consist of one column or multiple columns. The columns you specify must also appear in the columnDefinitions list of the CREATE TABLE statement. You must define the columns that make up a primary key as a unique index that does not include null values. When you specify a primary key, Scalable SQL creates an index with the specified attributes on the defined group of columns, even if you do not include a WITH INDEX clause. For more information about primary keys, see the Database Design Guide. Note



You must be logged in to the database using a database name before you can define a primary key or perform any other RI operation.



Defining Foreign Keys To define a foreign key on a dependent table, include a FOREIGN KEY clause in your CREATE TABLE statement. In addition to specifying a list of columns for the key, you can define a name for the key.
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CREATE TABLE continued Note



The foreign key name must be unique in the dictionary. If you omit the foreign key name, Scalable SQL uses the name of the first column in the key as the foreign key name. This can cause a duplicate foreign key name error if your dictionary already contains a foreign key with that name.



When you specify a foreign key, Scalable SQL creates an index on the columns that make up the key, even if you do not include a WITH INDEX clause. This index has the same attributes as the index on the corresponding primary key except that it allows duplicate values. To assign other attributes to the index, create it explicitly using a CREATE INDEX statement or a WITH INDEX clause. Then, define the foreign key with an ALTER TABLE statement. When you create the index, ensure that it does not allow null values and that its case and collating sequence attributes match those of the index on the corresponding primary key column. The columns in a foreign key must be the same data types and lengths and in the same order as the referenced columns in the primary key. The only exception is that you can use an integer column in the foreign key to refer to an AUTOINC column in the primary key. In this case, the two columns must be the same length. You must be logged in to the database using a database name before you can define a foreign key or perform any other RI operation. Scalable SQL checks for anomalies in the foreign keys before it creates the table. If it finds conditions that violate previously defined RI constraints, it generates a status code and does not create the table. For more information about RI anomalies, refer to the Database Design Guide.
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CREATE TABLE continued When you define a foreign key, you must include a REFERENCES clause indicating the name of the table that contains the corresponding primary key. The primary key in the parent table must already be defined. In addition, if security is enabled on the database, you must have the Reference right on the table that contains the primary key. You cannot create a self-referencing foreign key with the CREATE TABLE statement. Use an ALTER TABLE statement to create a foreign key that references the primary key in the same table. Also, you cannot create a primary key and a foreign key on the same set of columns in a single statement. Therefore, if the primary key of the table you are creating is also a foreign key on another table, you must use an ALTER TABLE statement to create the foreign key.



Delete Rule You can include an ON DELETE clause to define the delete rule Scalable SQL enforces if a user attempts to delete the parent row to which a foreign key value refers. The delete rules you can choose are as follows:



 



If you specify CASCADE, Scalable SQL uses the delete cascade rule. When a user deletes a row in the parent table, Scalable SQL deletes the corresponding row in the dependent table. If you specify RESTRICT, Scalable SQL enforces the delete restrict rule. A user cannot delete a row in the parent table if a foreign key value refers to it.



If you do not specify a delete rule, Scalable SQL applies the restrict rule by default.
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CREATE TABLE continued Update Rule Scalable SQL enforces the update restrict rule. This rule prevents the addition of a row containing a foreign key value if the parent table does not contain the corresponding primary key value. Scalable SQL enforces this rule whether or not you use the optional ON UPDATE clause, which allows you to specify the update rule explicitly. For further discussion of delete and update rules, see the Database Design Guide.



Defining Indexes You can define one or more unnamed indexes for a table by including a WITH INDEX clause in your CREATE TABLE statement. If you do not include a WITH INDEX clause, Scalable SQL creates a table without indexes. However, you may add named indexes to that table later using a CREATE INDEX statement. You cannot delete an unnamed index. (You can delete named indexes.) In a CREATE TABLE statement that creates a primary or foreign key, Scalable SQL creates the required index automatically. Do not use a WITH INDEX clause to create this index because doing so creates a redundant index on the table.



Index Columns and Attributes In a WITH INDEX clause, you specify the columns that compose the index and define the index attributes for each column.
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CREATE TABLE continued Note



You cannot use a column of data type BIT, NOTE, or LVAR in an index. For more information on segmented indexes, refer to "AUTOINC."



Unless you specify otherwise, an index is collated in ascending order, includes null values, and can contain the same value in multiple rows. In addition, it is case-sensitive, nonsegmented, and non-modifiable. To change the defaults, you can use the following keywords in your WITH INDEX clause: Attribute Keyword Description



Default



DESC



Collate in descending order.



Collate in ascending order.



NULL



Do not index null values. Applying this attribute to one segment of a segmented index is equivalent to applying this attribute to all segments of the given index.



Index null values.



CASE



Index is not case-sensitive.



Index is case-sensitive.



SEG



Index consists of multiple columns.



Index consists of one column.



MOD



Data is modifiable.



Data is non-modifiable.



UNIQUE



Multiple rows cannot have the same index column Multiple rows can have the same value.Applying this attribute to one segment of a index column value. segmented index is equivalent to applying this attribute to all segments of the given index.
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CREATE TABLE continued Attribute Keyword Description



Default



ASC



Collate in ascending order.



Collate in ascending order.



To define a segmented index, specify the SEG keyword for each column in the index except the last one (see Example 2). You can specify a column as a segment in more than one index. For example, you can specify a person’s last name and first name as one segmented index, and a person’s last name and ID as another segmented index.



Alternate Collating Sequence You can specify an alternate collating sequence for indexes provided the indexes are of a string data type. You cannot, however, specify an alternate collating sequence for an index that is case-insensitive because case-insensitivity is a special instance of an alternate collating sequence. Specify the alternate collating sequence as a DOS-formatted pathname to an ASCII file that contains a valid alternate collating sequence. Create the alternate collating sequence file as specified in "Alternate Collating Sequence File." However, it is recommended that you do not specify an explicit path for the ACS file in the CREATE statement. The Server assumes that the ACS file is in the same directory as the database currently in use. If you must specify a path explicitly, ensure the path is relative to the Server and not to the Client. For example, if you want to create an index using an ACS file that is on the Client’s path "M:\newdata" and M: is mapped to the server’s local C: drive, then the CREATE
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CREATE TABLE continued statement should include the path to "c:\newdata" (a path the server understands) as the path to the ASC file. Otherwise, the Scalable SQL engine may return a Status Code 557. On a segmented index, you can specify an alternate collating sequence for the segments that are of string data types. In such an index, you can use the alternate sequence for some string segments and the standard sequence for others. Scalable SQL uses the standard collating sequence for all segments of nonstring data types. Scalable SQL supports only one alternate collating sequence for an index. Therefore, when you specify an alternate collating sequence for more than one segment, use the same sequence for each. Otherwise, Scalable SQL uses the first alternate collating sequence you specify.



Example 1 The following statement creates a table that contains four columns, an index that does not allow duplicate values, and a modifiable index that is case-insensitive.



CREATE TABLE Course USING 'Course.mkd' (Name CHAR(7) CASE, Description CHAR(50) CASE, Credit_Hours UNSIGNED(2), Dept_Name CHAR(20)) WITH INDEX (Name UNIQUE CASE, Dept_Name CASE MOD); You can create a file for the alternate collating sequence for an index in either a CREATE INDEX statement or a CREATE TABLE statement. Following are the directories that are searched for in this ACS file:
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CREATE TABLE continued 1. The dictionary location. 2. The data file location. 3. The current directory. Note



The current directory in Windows may be unpredictable. The Scalable SQL for Windows engine may change the current directory unpredictably.
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CREATE TABLE continued Example 2 The following example creates multiple indexes using a single WITH INDEX clause. The first index is segmented, and the second index assumes all of the default attributes.



CREATE TABLE Room USING 'Room.mkd' (Building_Name CHAR(25) CASE, Number UNSIGNED(4), Capacity INTEGER(2), "Type" CHAR(20) CASE) WITH INDEX (Building_Name SEG, Number UNIQUE, "Type"); The SEG (segmentation) keyword following the Building_Name column in the WITH INDEX clause notifies Scalable SQL that this index contains more than one column. Therefore, Scalable SQL creates a segmented index using the Building_Name column and the next column listed, Number. Because the SEG keyword does not follow the Number column, Scalable SQL begins a new index with the next column listed, the Type column.
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CREATE TABLE continued Example 3 The statements in the following example define three tables and apply RI constraints to them.



CREATE TABLE Room USING 'Room.mkd' (PRIMARY KEY (Building_Name, Number), Building_Name CHAR(25) CASE, Number UNSIGNED(4), Capacity INTEGER(2), "Type" CHAR(20) CASE) WITH INDEX ("Type"); CREATE TABLE Department USING 'Dept.mkd' (PRIMARY KEY (Name), FOREIGN KEY DeptLocation (Building_Name, Room_Number) REFERENCES Room ON DELETE RESTRICT, Name CHAR(20) CASE, Phone_Number NUMERIC(10,0), Building_Name CHAR(25) CASE, Room_Number UNSIGNED (4), Head_Of_Dept UNSIGNED(8)) WITH INDEX (Name UNIQUE CASE, Building_Name MOD CASE SEG, Room_Number MOD, Head_Of_Dept UNIQUE MOD);



SQL Language Reference



96



Scalable SQL Syntax



CREATE TABLE continued The Name column is included in the WITH INDEX clause to set additional key attributes. Also, because the primary key for Faculty.Head_Of_Dept does not exist yet, you must add that foreign key to the Department table using an ALTER TABLE statement after creating the Faculty table.



CREATE TABLE Faculty USING 'Faculty.mkd' (PRIMARY KEY (ID), FOREIGN KEY Dept (Dept_Name) REFERENCES Department ON DELETE RESTRICT, FOREIGN KEY FacultyLocation (Building_Name, Room_Number) REFERENCES Room ON DELETE RESTRICT, ID UNSIGNED(8), Dept_Name CHAR(20) CASE, Designation CHAR(10) CASE, Salary CURRENCY(8), Building_Name CHAR(25) CASE, Room_Number UNSIGNED(8), Rsch_Grant_Amount BFLOAT(8)) WITH INDEX (Dept_Name CASE, Building_Name SEG, Room_Number); ALTER TABLE Department ADD FOREIGN KEY DeptHead (Head_Of_Dept) REFERENCES Faculty ON DELETE RESTRICT;
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CREATE TABLE continued The preceding example creates the foreign key Dept on the Department table. This foreign key refers to the primary keys Building_Name and Room_Number on the Room table. If a user deletes a row from the Room table and a department uses that location, Scalable SQL prevents the row from being deleted (applying the delete restrict rule). This statement also creates the foreign key FacultyLocation on the Faculty table. This foreign key refers to the primary keys Building_Name and Room_Number on the Room table. If a user attempts to delete a row from the Room table and a faculty member uses that room as an office, Scalable SQL prevents the row from being deleted (applying the delete restrict rule).
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CREATE TRIGGER CREATE TRIGGER [ trigger_name ] triggered_action_time trigger_event ON table_name [ ORDER order_value ] [ REFERENCING < OLD [ AS ] old_correlation_name | NEW [ AS ] new_correlation_name > FOR EACH ROW triggered_action where



triggered_action_time ::= < BEFORE | AFTER > trigger_event ::= < INSERT | DELETE | UPDATE > order_value ::= unsigned_integer triggered_action ::= [ WHEN ( Boolean_value_expression ) ] SQL_procedure_statement SQL_procedure_statement ::= < single_SQL_statement | compound_statement > Boolean_value_expression ::= see page 185
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CREATE TRIGGER continued compound_statement ::= see "BEGIN...END (compound statement)." You use the CREATE TRIGGER statement to declare triggers. This statement does not implicitly drop an existing trigger of the same name; instead, Scalable SQL returns Status Code 364 to inform you that the trigger name already exists. When a SQL data change statement (INSERT, DELETE, or UPDATE) executes on a table, Scalable SQL checks for triggers defined for that table that contain a trigger event corresponding to the statement. If there is such a trigger, Scalable SQL activates it. If there are multiple such triggers, Scalable SQL activates them in the order that the unsigned integer in the ORDER clause specifies. No table can have DELETE triggers defined on it if that table already has a foreign key whose primary key has a DELETE rule of CASCADE. No table can have a foreign key defined on it if it already has a DELETE trigger defined on it and its primary key’s DELETE rule is CASCADE. Whichever is defined first blocks the other, and Scalable SQL returns Status Code 368. When Scalable SQL activates a trigger, the triggered action is executed once for each row: either before the row operation (with BEFORE specified) or after the row operation (with AFTER specified). The triggered action includes the effects of any procedures that it invokes.



Rules for Creating Triggers The following rules apply to creating triggers:







The maximum size for a trigger name is 30.
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CREATE TRIGGER continued        



There is no pre-defined limit on the nesting or cascading of triggers. The triggered action must not modify the subject table. You cannot use the old correlation name for an INSERT trigger; there is no old image. You cannot use the new correlation name for a DELETE trigger; there is no new image. The scope of the old correlation name, new correlation name, and subject table name is the entire trigger definition. The order number specified by ORDER must be unique. If a duplicate order occurs in conjunction with a duplicate time and event, Scalable SQL returns an error. If you anticipate inserting new triggers within a current ordering scheme, leave gaps in the numbering. If you do not designate an order for a trigger, then the trigger is created with a unique order value that is higher than that of any trigger currently defined for that table, time, and event. Do not include the following types of statements within a trigger (or within any stored procedure directly or indirectly invoked by a trigger):



ALTER TABLE



BEGIN ATOMIC...END



CREATE DICTIONARY



CREATE GROUP



CREATE INDEX



CREATE PROCEDURE



CREATE TABLE



CREATE TRIGGER



CREATE VIEW



DROP DICTIONARY



DROP GROUP



DROP INDEX



DROP PROCEDURE



DROP TABLE



DROP TRIGGER
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CREATE TRIGGER continued DROP VIEW



GRANT access rights



GRANT CREATETAB



GRANT LOGIN



REVOKE access rights



REVOKE CREATETAB



REVOKE LOGIN



SELECT



     



 



A trigger body cannot reference a session-level cursor or variable. You cannot use a cursor, variable, or condition label without declaring it first. You cannot use duplicate names for cursors, variables, and conditions. (For example, a variable cannot have the same name as a condition.) With a DELETE trigger, the subject table cannot be the referencing table in any referential integrity definition that specifies ON DELETE CASCADE. Use the old correlation name when a column of the old row image is referenced in the triggered action; use the new correlation name for referencing columns of the new row image. If the triggered action includes a WHEN clause, then the triggered statement executes only if the Boolean value expression in the WHEN clause evaluates to true. If the Boolean value expression is not true, the triggered SQL statement is not executed. If no WHEN clause is present, the triggered SQL statement executes unconditionally. When you create a trigger, any database elements referred to within the triggered action (namely procedures, views, or tables other than the subject table) become dependent elements for that trigger, and you cannot drop or alter them as long as that trigger is defined. You must be logged into the database using a database name before you can create a trigger.
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CREATE TRIGGER continued Invoking a Trigger You do not invoke a trigger directly. Scalable SQL automatically invokes triggers as necessary when executing INSERT, UPDATE, or DELETE statements.



Examples The following example creates a trigger that records any new values inserted into the Tuition table in TuitionIDTable.



CREATE TABLE TuitionIDTable USING ’TuitID.mkd’ (Primary Key (ID), ID unsigned (8)) CREATE TRIGGER InsTrig BEFORE INSERT ON Tuition REFERENCING NEW AS InData FOR EACH ROW INSERT INTO TuitionIDTable VALUES(InData.ID); The following example is a BEFORE INSERT trigger on the Enrolls table. It invokes the stored procedure CheckMax to ensure that the specified course is not already at its maximum. (Refer to page 77 for the example of the CheckMax stored procedure.) The Class_ID column is passed to the stored procedure for purposes of performing the check.



CREATE TRIGGER CheckCourseLimit BEFORE INSERT ON Enrolls ORDER 1
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CREATE TRIGGER continued REFERENCING NEW AS N FOR EACH ROW BEGIN CALL CheckMax (N.Class_ID); END



SQL Language Reference



104



Scalable SQL Syntax



CREATE VIEW CREATE VIEW view_name [ ( column_heading_name[ , column_heading_name ] ... ) ] AS select_statement where



select_statement ::= see “SELECT” on page 2-180 The CREATE VIEW statement allows you to define a stored view. The name you specify for the view can be a string up to 20 characters long. View names must be unique within a dictionary. A SELECT statement following the AS keyword defines the data that the view includes. Create the SELECT statement using the same syntax you use in a plain SELECT statement. (See page 180 for more information about the SELECT statement.) Note



Scalable SQL commits the changes specified in a CREATE VIEW statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



The SELECT statement in a CREATE VIEW statement can contain only one query. You cannot use the UNION keyword to combine multiple queries in a single stored view.



Column Headings If the SELECT statement selects only simple column names from other tables or views, Scalable SQL uses these names as the view headings. However, if any of the selection SQL Language Reference
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CREATE VIEW continued list items are computed columns, you must define column headings. In all cases, heading names must be unique within the view you are creating. If you specify a heading for any column in your view, you must specify headings for all the columns. List the headings in the same order that you list their corresponding columns in the SELECT statement.



Read-Only Views Generally, you can update and delete rows in views like those in a table. However, you cannot update or delete rows in read-only views. A read-only view is one that contains data from a table that has been opened in read-only mode, or one whose SELECT statement meets certain criteria. For more information, refer to "Read-Only Views."



Example The following statement creates a view named Phones, which creates a phone list of all the people in the university. This view lists the persons’ last names, first names, and telephone numbers, with a heading for each column.



CREATE VIEW phones (lastn, firstn, phone) AS SELECT Last_Name, First_Name, Phone FROM Person;
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CREATE VIEW continued In a subsequent query on the view, you may use the column headings in your SELECT statement:



SELECT lastn, firstn FROM phones;
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DECLARE (variable) DECLARE SQL_variable_name data_specification [ default_clause ] where



data_specification ::= data_type [ ( data_length ) ] data_type ::= < AUTOINC | BFLOAT | BIT | CHAR | CHARACTER | CURRENCY | DATE | DEC | DECIMAL | FLOAT | INT | INTEGER | LOGICAL | LSTRING | LVAR | MONEY | NOTE | NUMERIC | NUMERICSA | NUMERICSTS | TIME | TIMESTAMP | UNSIGNED | ZSTRING > data_length ::= length [ , decimal ]



default_clause ::= < = | DEFAULT > literal You use the DECLARE (variable) statement to define a SQL variable. Once declared, you can use a SQL variable in other statements within its defined scope to refer to the current value of the variable. You can also change the value of the variable using SET or FETCH statements. See the section "Naming Conventions" in the Database Design Guide for information regarding the syntax requirements of variable names.
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DECLARE (variable) continued Rules for Declaring a SQL Variable The following rules apply to declaring a SQL variable:



   



 



A SQL variable defined inside a stored procedure is a procedure-owned variable. Its scope is that procedure in which it is declared, and you can only reference it within that procedure. If a procedure calls another procedure, you cannot use a procedure-owned variable of the caller procedure directly in the called procedure; it must be passed as a parameter. You must not declare a procedure-owned variable more than once in the same stored procedure; doing so causes Scalable SQL to return Status Code 807. When you use the DECLARE statement outside of a stored procedure, the variable is a session variable. Its scope is the login session in which it was declared, and you can refer to it anywhere inside or outside of stored procedures (except within a trigger). You cannot declare a session variable more than once during the same user’s login session. The declaration of a SQL variable must precede any reference to the SQL variable name. (An exception to this rule is in a DECLARE CURSOR statement. Refer to DECLARE CURSOR for more information.) You can declare the same SQL variable name in different procedures as well as declaring that name as a session variable. If the same SQL variable name is declared both as a procedure-owned variable and as a session variable, a reference to the variable name within the procedure refers to the procedureowned variable. If you wish to refer to a session variable inside a procedure, you must not declare a variable of the same name inside the procedure.
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DECLARE (variable) continued Examples The following examples declare the variables Counter and CurrentCapacity.



DECLARE counter INT(2) = 0; DECLARE CurrentCapacity INT(4) = 0;
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DECLARE CONDITION DECLARE condition_name CONDITION FOR SQLSTATE [ value ] character_string_literal You use the DECLARE CONDITION statement to declare a condition name and an associated SQLSTATE value. The SQLSTATE value corresponds to a success, warning, or exception condition. For more information about SQLSTATE values, refer to Appendix D, “SQLSTATE Classes and Values.”



Rules for Declaring Conditions The following rules apply to the declaration of conditions:



   



You can only declare the same condition name once inside a compound statement. No two condition declarations with the same scope can have the same SQLSTATE value associated with them. You cannot use the SQLSTATE value for successful completion as the associated value of a condition name. You can use the condition label anywhere you use the associated SQLSTATE value.



Example The following partial example declares a warning condition. A handler is defined to insert a value in the TuitionIDTable table and then continue execution if it encounters the warning.
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DECLARE CONDITION continued DECLARE Cond1 CONDITION FOR SQLSTATE '01111'; DECLARE CONTINUE HANDLER FOR Cond1 BEGIN SET vInteger = vInteger + 1; INSERT INTO TuitionIDTable VALUES(vInteger); END; For other examples that use the DECLARE CONDITION statement, refer to the DECLARE HANDLER examples on page 120.
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DECLARE CURSOR DECLARE cursor_name [ SCROLL ] CURSOR FOR select_statement [ updatability_clause ] where



select statement ::= see “SELECT” updatability_clause ::= FOR < READ ONLY | UPDATE > You use the DECLARE CURSOR statement to define a SQL cursor. A declared cursor logically ties a SELECT statement to a cursor name. As the syntax diagram shows, the SELECT statement may or may not include an ORDER BY specification, which has certain implications for the ability to scroll and update the cursor, as described in the rules that follow.



Rules for Declaring Cursors The following rules apply to declaring cursors:











A SQL cursor defined inside a stored procedure is a procedure-owned cursor. Its scope is the procedure itself; therefore, it can only be referenced within the procedure. Any procedure may refer to cursors declared within the procedure or to session-level cursors. Cursors declared in procedures are undefined for procedures other than the one in which the cursor is declared. A SQL cursor defined outside of any procedure is a session cursor. Its scope is the user’s login session. You can refer to it anywhere inside or outside of procedures.
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DECLARE CURSOR continued     







A SQL cursor declaration must precede any reference to the cursor name. You can declare the same cursor name in different procedures as well as declaring that name as a session cursor. If the same SQL cursor name appears in a procedure and as a session cursor, then a reference to the cursor name within the procedure references the procedure-owned cursor. If you specify SCROLL in a SQL cursor declaration, you can use additional syntax options on a cursor-based FETCH statement. Scalable SQL checks a cursor semantically only when it is used in an OPEN statement; therefore, it can contain undeclared variables at the time of its declaration. However, you must define all unresolved references either in a SQL variable declaration or in a parameter declaration of the stored procedure when the cursor is used in an OPEN statement. While a cursor is open, it is sensitive to changes committed by other cursors and non-cursor-based statements made by the same and other applications.
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DECLARE CURSOR continued Updatability Clause for SQL Cursor Declaration Table 2-4 illustrates the ability to update SQL cursors based on how the cursor is defined. You may not specify a non-updatable cursor as FOR UPDATE or use it in an UPDATE or DELETE statement.



Table 2-4



Cursor Updatability



Cursor is Updatable



No



Yes



No



No



View is inherently updatable



N



Y



Y



Y



SCROLL specified



N/A



N/A



Y



N/A



ORDER BY specified



N/A



N/A



N/A



Y



FOR UPDATE specified



N/A



Y



N



N



As Table 2-4 shows, a cursor’s updatability is based on a combination of the characteristics of the view’s query expression and the manner in which you declare the cursor. The following rules apply:



  



If the view the query expression defines is not inherently updatable (if it is readonly), then the cursor is non-updatable, regardless of how you specify it. If the view is inherently updatable and you specify FOR UPDATE, then the cursor is updatable. If the view is inherently updatable and you do not specify FOR UPDATE, then the presence of SCROLL or ORDER BY has the effect of making the cursor nonupdatable.
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DECLARE CURSOR continued 



If the cursor is updatable by the previous criteria, then the presence of FOR READ ONLY makes it non-updatable.



A read-only view is one that contains data from a table that has been opened in read-only mode, or one whose SELECT clause meets certain criteria. For more information, refer to "Read-Only Views." .



Example The following example creates a cursor that selects values from the Degree, Residency, and Cost_Per_Credit columns in the Tuition table and orders them by ID number.



DECLARE BTUCursor CURSOR FOR SELECT Degree, Residency, Cost_Per_Credit FROM Tuition ORDER BY ID;
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DECLARE HANDLER DECLARE handler_type HANDLER FOR condition_value [ , condition_value ] ... handler_action where



handler_type ::= < CONTINUE | EXIT > condition_value ::= SQLSTATE [ VALUE ] < character_string | condition_name | SQLEXCEPTION | SQLWARNING | NOT FOUND > handler_action ::= SQL_procedure_statement You can use the DECLARE HANDLER statement to provide handlers for exception or completion conditions in a compound statement. You can only use compound statements and condition handlers in the body of a stored procedure or trigger declaration. The SQLSTATE value corresponds to a success, warning, or exception condition. For more information about the SQLSTATE session variable, refer to Appendix D, “SQLSTATE Classes and Values.”
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DECLARE HANDLER continued In Scalable SQL, execution proceeds until one of the following occurs:



  



The procedure terminates normally, based on the procedure logic. The procedure encounters an unhandled exception condition. The procedure encounters an EXIT handler.



A statement only has the possibility of continuing if no unhandled condition occurs.



Rules for Declaring Handlers The following rules apply to the declaration of handlers:



    



No two handler declarations with the same scope can have components (condition name or character string) in their condition value list that represent the same SQLSTATE value. A character string contained in a condition value must not represent the condition for successful completion. SQLEXCEPTION corresponds to SQLSTATE values with a class value other than "00", "01", and "02". NOT FOUND and SQLWARNING corresponds to SQLSTATE values with class values of "02" and "01", respectively. If there is a general handler (such as SQLEXCEPTION, NOT FOUND, or SQLWARNING) and a specific handler for the same SQLSTATE value, then only the specific handler is associated with that SQLSTATE value. A handler action must not contain a SQL schema statement or a SQL transaction statement.
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DECLARE HANDLER continued 



During the execution of a compound statement, if an exception condition or a completion condition other than successful completion occurs and there is a declared handler in the compound statement that is associated with the generated SQLSTATE value, then the corresponding handler activates. A handler effectively extends the execution of any statement that raised the handler’s condition value by appending the operations of the handler to those of the statement. Once activated, the handler and statements within the handler follow the same rules as all other statements:



    



Unhandled exceptions cause execution of the compound statement to terminate. Unhandled, non-exception conditions cause execution to continue to the next logical step (as though the originating statement had caused the most recent condition). No handler can reinvoke itself either due to resignalling or raising some other handled condition. The type of handler (EXIT or CONTINUE) is only taken into account when it causes a non-exception condition to have the same terminating effect as an exception condition. A handler of type CONTINUE cannot cause execution to continue in spite of an exception condition having been raised. The final condition after the execution of all relevant handlers is an unhandled condition that remains after the last statement executed the last handler. This condition may itself be an exception or a non-exception. Successful completion is always unhandled.



Examples The following partial example declares a continue handler for Cond1. If the SQLSTATE warning condition occurs, execution continues.
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DECLARE HANDLER continued DECLARE Cond1 CONDITION FOR SQLSTATE '01111'; DECLARE CONTINUE HANDLER FOR Cond1 BEGIN SET vInteger = vInteger + 1; INSERT INTO TuitionIDTable VALUES(vInteger); END; The following example returns the total capacity of the largest rooms on campus in the university database. (This example provides the same results as the LargeRooms procedure used for the WHILE example on page 258 and the LargeRooms2 procedure used for the LOOP example on page 164. The following procedure illustrates a different way of achieving the same results, this time using an exit handler with a LOOP statement.)



CREATE PROCEDURE LargeRooms3 (IN NumRooms INT(4), OUT TotalCapacity INT(4)); BEGIN DECLARE counter INT(2) = 0; DECLARE CurrentCapacity INT(4) = 0; DECLARE tempCapacity INT(4) = 0; DECLARE cRooms CURSOR FOR SELECT Capacity FROM Room ORDER BY Capacity DESC;
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DECLARE HANDLER continued DECLARE endData CONDITION FOR SQLSTATE '02000'; DECLARE EXIT HANDLER FOR endData BEGIN SET TotalCapacity = tempCapacity; END; OPEN cRooms; SET tempCapacity = 0; LOOP FETCH NEXT FROM cRooms INTO CurrentCapacity; IF (counter = NumRooms) THEN SIGNAL endData; END IF; SET counter = counter + 1; SET tempCapacity = tempCapacity + CurrentCapacity; END LOOP; CLOSE cRooms; END
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DELETE DELETE FROM table_reference [ WHERE restriction_clause ] where



table_reference ::= < table_name | view_name > [ alias_name ] The DELETE statement allows you to remove rows from a table or an updatable view. When you delete a row from a view, Scalable SQL deletes the corresponding row(s) from the table(s) that makes up the view. You must specify the name of the table or view from which to delete rows. To restrict the rows deleted to those that meet certain criteria, include a WHERE clause in your DELETE statement. (See page 185 for the valid syntax of a WHERE clause.) Note



If you do not specify a WHERE clause, Scalable SQL deletes all the rows in the table or view.



If you define referential integrity (RI) constraints on your database, and if the table (or a table in the view) from which to delete rows is a parent table in a reference path, Scalable SQL enforces the defined delete rules before deleting any rows. Note



Exercise care when deleting rows from a self-referencing table. If many rows are dependent on the row you delete, the delete cascade rule could cause Scalable SQL to delete all or most of the rows in the table.
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DELETE continued For more information about delete rules when RI is enforced, see the Database Design Guide.



Example The following statement deletes the row for Modern European History (HIS 305) from the course table in the sample database:



DELETE FROM Course WHERE Name = 'HIS 305';
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DELETE: positioned DELETE [ FROM table_reference ] WHERE CURRENT OF cursor_name where



table_reference ::= < table_name | view_name > [ alias_name ] The Positioned DELETE statement deletes the current row of a view associated with a SQL cursor.



Rules for Using the Positioned DELETE Statement The following rules apply using the Positioned DELETE statement.



     



The specified cursor name must be an updatable cursor, and it must be open. The FROM table reference clause is optional; the underlying tables to be modified are specified by the declaration of the cursor. You must establish a valid position with the FETCH statement before executing a positioned DELETE. If a cursor is not positioned to a row, Scalable SQL returns Status Code 8 (invalid positioning). All concurrency controls and rules apply to positioned DELETE statements, including isolation levels, locking, and passive control. When the Positioned DELETE statement deletes a row, the new position of the cursor is before the next row. If the Positioned DELETE statement deletes the last row of the table, the new position of the cursor is after the last row. All security constraints are enforced as usual.
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DELETE: positioned continued Example The following sequence of statements provide the setting for the Positioned DELETE statement. The required statements for the Positioned DELETE statement are DECLARE CURSOR, OPEN CURSOR, and FETCH FROM cursorname. The Modern European History class has been dropped from the schedule, so this example deletes the row for Modern European History (HIS 305) from the Course table in the sample database:



DECLARE CourseName CHAR(7); DECLARE c1 CURSOR FOR SELECT Name FROM Course WHERE Name = CourseName; SET CourseName = 'HIS 305'; OPEN c1; FETCH NEXT FROM c1 INTO CourseName; DELETE WHERE CURRENT OF c1;
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DROP DICTIONARY DROP DICTIONARY USING 'path_name' The DROP DICTIONARY statement allows you to delete a dictionary from your database. In a USING clause, specify the directory path associated with the dictionary to be dropped. When you drop a dictionary, Scalable SQL drops the dictionary files from the disk, but does not drop the associated data files. Note



You cannot drop a dictionary if someone is logged into it. Also, Scalable SQL commits the changes specified in a DROP DICTIONARY statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement. For more information about bound databases, refer to the Database Design Guide.



Example The following statement drops the dictionary located in the \TEST directory:



DROP DICTIONARY USING '\test'
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DROP GROUP DROP GROUP group_name [ , group_name ] ... The DROP GROUP statement allows you to delete one or more groups from the dictionary. Specify the names of the groups to drop, separating the names with a comma. Scalable SQL does not drop a group that has members. Before issuing a DROP GROUP statement, you must first revoke the Login right from each user in the group. Note



Scalable SQL commits the changes specified in a DROP GROUP statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Examples If the university decides to move the Registrar group to the Admin group, it should drop the Registrar group. The following statement removes the Registrar group from the dictionary:



DROP GROUP Registrar; The following statement removes the Registrar and Instructors group from the dictionary:



DROP GROUP Registrar, Instructors; If an error occurs and Scalable SQL is unable to drop a group, it does not drop any group in the list. For example, if Scalable SQL is unable to drop the Instructors group, then it does not drop the Registrar group. SQL Language Reference
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DROP INDEX DROP INDEX index_name The DROP INDEX statement allows you to delete a named index. Named indexes are those you create with a CREATE INDEX statement. Specify the name of the index to drop. Because index names are unique in the dictionary, you do not have to specify the corresponding table name. Note



You cannot drop indexes that are created with a CREATE TABLE statement because these are not named indexes.



The length of time required to drop an index depends on the number of rows in the table. After you drop an index, any subsequent SELECT statement that orders rows by the columns that were indexed requires Scalable SQL to build a temporary index during the SELECT operation. Note



Scalable SQL commits the changes specified in a DROP INDEX statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement. Also, you cannot drop an index that a foreign or primary key uses. You must drop the key (using an ALTER TABLE statement) first.



Example The following statement drops the Birthday named index from the Person table:



DROP INDEX Birthday; SQL Language Reference
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DROP PROCEDURE DROP PROCEDURE procedure_name The DROP PROCEDURE statement allows you to delete a stored procedure from the data dictionary. You cannot call a DROP PROCEDURE statement from within a stored procedure. If you drop a stored procedure that you call from within another stored procedure, Scalable SQL returns Status Code 862 when you execute the other statement. Note



Scalable SQL commits the changes specified in a DROP PROCEDURE statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement. You can drop a stored procedure only if no trigger calls that statement or procedure as its triggered SQL statement.



Example The following statement drops the stored procedure CheckMax from the dictionary:



DROP PROCEDURE CheckMax;
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DROP TABLE DROP TABLE table_name The DROP TABLE statement allows you to delete a table definition from the data dictionary. Specify the name of the table to drop. Scalable SQL drops both the table definition and the corresponding data file. Note



If you attempt to drop a table that contains a primary key, Scalable SQL returns a status code and does not drop the table. You must first drop the primary key and then drop the table.



Also, Scalable SQL commits the changes specified in a DROP TABLE statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement. You cannot drop a table during a transaction if you have previously referred to that table during the transaction. You must first commit the work from the transaction and then drop the table. You can drop a table only if no trigger refers to it within the triggered action; you cannot drop dependent elements for a defined trigger. Note



If the associated data file has an owner name defined, use a SET OWNER statement to pass in the owner name before issuing a DROP TABLE statement.
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DROP TABLE continued Example The following statement drops the Tuition table definition from the dictionary:



DROP TABLE Tuition;
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DROP TRIGGER DROP TRIGGER trigger_name Use the DROP TRIGGER statement to delete a trigger. When you drop a trigger, procedures, views, or tables that were flagged as dependent elements are no longer flagged; therefore, you can drop or alter them, provided they are not still dependent elements for other triggers.



Example The following example drops the trigger CheckCourseLimit from the dictionary.



DROP TRIGGER CheckCourseLimit;
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DROP VIEW DROP VIEW view_name The DROP VIEW statement allows you to delete a view definition from the data dictionary. Specify the name of the view to drop. Dropping a view definition does not affect the tables referenced in the view. Note



Scalable SQL commits the changes specified in a DROP VIEW statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



You can drop a view only if no trigger refers to it within the triggered action; you cannot drop dependent elements for a defined trigger. You cannot drop a view during a transaction if you have previously referred to that view (or a table in that view) during the transaction. You must first commit the work from the transaction and then drop the view.



Example The following statement drops the Phones view definition from the dictionary:



DROP VIEW Phones; For an example of how this view was created, refer to the CREATE VIEW example on page 106.
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FETCH FETCH [ [ fetch_orientation ] FROM ] cursor_name INTO target [ , target ] ... where



fetch_orientation ::= < NEXT | PRIOR | FIRST | LAST | RELATIVE simple_value > simple_value ::= < literal | SQL_variable_name | parameter_name | column_reference > column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias_name > target ::= < SQL_variable_name | parameter_name > A FETCH statement positions a SQL cursor on a specified row of a table and retrieves values from that row by placing them into the variables in the target list.



Rules for Using the FETCH Statement The following rules apply to using FETCH statements.







The cursor denoted by the cursor name must be declared in the current scope and must be in an open state.
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FETCH continued  



If you do not specify the fetch orientation, NEXT is the default. If you specify any option other than NEXT, you must have declared the cursor with SCROLL. The following table lists the behaviors resulting from different specifications of the fetch orientation:



Fetch Orientation Current Cursor Position NEXT



Moved to the next logical row if the view is not empty. For all other conditions, moved after the last row of the view and a No Data status returns.



PRIOR



Moved to the previous logical row if the view is not empty. For all other conditions, moved before the first row of the view and a No Data status returns.



FIRST



Moved to the first row of the view if the table is not empty. For all other conditions, moved before the first row of the view and a No Data status returns.



LAST



Moved to the last row of the view if the table is not empty. For all other conditions, moved after the last row of the view and a No Data status returns. The following table lists the behavior of the RELATIVE fetch orientation and simple value.



Fetch Orientation



Simple Value



Current Cursor Position



RELATIVE



0



Not changed.



positive N



Moved to the nth row following the previous current position if such a row exists; otherwise, moved after the last row of the view and a No Data status returns.



negative N



Moved to the nth row before the previous current position if such a row exists; otherwise, moved before the first row of the view and a No Data status returns.
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FETCH continued If setting the current cursor position does not produce Status Code 9 (no data), values from the current row are assigned to their corresponding targets that the fetch target list identifies.



  



The data type of the simple value must be an integer. The number of the targets in the fetch target list must be the same as the degree of the table that the cursor specifies. The i-th target in the fetch target list corresponds with the i-th column of the view. The type of each target must match the type of the corresponding column in the view of the cursor.



Examples Because FETCH statements retrieve data associated with SQL cursors, you use them in the same context as DECLARE CURSOR, OPEN CURSOR, and other SQL cursororiented statements, such as Positioned UPDATE and DELETE. The FETCH statement in this example retrieves values from cursor c1 into the CourseName variable. The Positioned UPDATE statement in this example updates the row for Modern European History (HIS 305) in the Course table in the sample database:



DECLARE CourseName CHAR(7) = 'HIS 305'; DECLARE OldName CHAR(7); DECLARE cursor1 CURSOR FOR SELECT Name
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FETCH continued FROM Course WHERE Name = CourseName; OPEN cursor1; FETCH NEXT FROM cursor1 INTO OldName; UPDATE SET name = 'HIS 306' WHERE CURRENT OF cursor1; The following example is the FETCH loop in the stored procedure LargeRooms2. (A full example of this stored procedure is available on page 164.) This example returns the total capacity of the largest rooms on campus.



FETCH_LOOP: LOOP FETCH NEXT FROM cRooms INTO CurrentCapacity; IF (SQLSTATE = '02000' OR counter = NumRooms) THEN LEAVE FETCH_LOOP; END IF; SET counter = counter + 1; SET TotalCapacity = TotalCapacity + CurrentCapacity; END LOOP;
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GRANT (access rights) GRANT < < ALL | INSERT | DELETE | ALTER | REFERENCES > | < SELECT | UPDATE > [ column_name_list ] > ON table_name_list TO user_list where



column_name_list ::= column_name [ , column_name ] ... table_name_list ::= table_name [ , table_name ] ... user_list ::= < user_name | group_name | PUBLIC > [ , < user_name | group_name > ] ... The GRANT (access rights) statement allows you to assign access rights to the following:



  



A group or user. A list of groups or users. All users defined in the dictionary.



To assign access rights to all users in the dictionary, include the PUBLIC keyword to grant the rights to the PUBLIC group, as in the following example:



GRANT SELECT ON Course TO PUBLIC;
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GRANT (access rights) continued This statement assigns the Select right on the Course table to all users defined in the dictionary. If you later revoke the Select right from the PUBLIC group, only users who are granted the Select right explicitly can access the table. When you grant the Select or Update right to a user, you can specify a list of columns on which the right applies. Otherwise, Scalable SQL assigns the right on all the columns in the table. If you specify a list of columns in a statement that grants rights on more than one table, each column you name must be contained in every table in the table list. You cannot qualify the column names with a table name. The following statement is valid because the Building_Name column appears in both the Faculty table and the Department table:



GRANT SELECT Building_Name ON Faculty, Department TO Laura; However, the next statement is not valid because the column Head_of_Department does not appear in the Faculty table:



GRANT SELECT Building_Name, Head_of_Department ON Faculty, Department TO Laura; When you grant the All, Insert, Delete, Alter, or References right to a group or user, specify a table name or a list of table names on which to assign access rights. You cannot include a column list in this type of GRANT (access rights) statement because these rights apply to entire tables.
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GRANT (access rights) continued Note



Scalable SQL commits the changes specified in a GRANT (access rights) statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



The rights of a user who is part of a group are limited to those that are defined for the group. To change the rights of a user in a group, you must either change the rights for the entire group or delete the user from the group (using the REVOKE LOGIN statement) and assign the user individual rights. If an error occurs and Scalable SQL is unable to grant rights to a user or group, it does not grant rights to any user or group in the list. For example, in the following statement, if Scalable SQL is unable to grant rights to Laura, then it does not grant rights to the Registrars group.



GRANT ALTER ON Billing TO Laura, Registrars;



All Right A GRANT ALL statement grants the Insert, Update, Alter, Select, Delete, and References rights to the specified user or group. In addition, the user or group is granted the Create Table right for the dictionary.
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GRANT (access rights) continued Insert Right A GRANT INSERT statement grants the Insert right to the specified user or group. The Insert right allows users to insert new rows into a table. If you grant the Insert right to a user, Scalable SQL also grants to that user the Select, Update, and Delete rights on the table. The following statement gives John the right to insert, select, update, or delete data in the Person table:



GRANT INSERT ON Person TO John; You cannot specify a column or a list of columns when you grant the Insert right. When you insert values, you insert an entire row; consequently, you cannot specify individual columns. For example, the following statement returns Status Code 524:



GRANT INSERT Last_Name, First_Name, Phone ON Person TO John;



Delete Right A GRANT DELETE statement grants the Delete right to the specified user or group. The Delete right allows users to delete rows from a table. If you grant the Delete right to a user, Scalable SQL also grants to that user the Select, Update, and Insert rights on the table. As with a GRANT INSERT statement, you cannot specify a column or a list of columns in a GRANT DELETE statement.
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GRANT (access rights) continued Alter Right A GRANT ALTER statement grants the Alter right to the specified user or group. The Alter right allows a user to modify the dictionary definition of a table. When you grant the Alter right, you cannot include a column list in the statement. The following statement allows Anna to modify the definition of the Person table:



GRANT ALTER ON Person TO Anna; When you grant the ALTER right to a user or group, Scalable SQL also grants them the INSERT, UPDATE, and DELETE rights on the table.



References Right A GRANT REFERENCES statement grants the References right to the specified user or group. The References right allows a user to create foreign keys that refer to a specific table. For example, to create a foreign key that refers to the Person table, you must have the References right on the Person table. Note



The creator of a table automatically has the References right on that table.



The following example grants user Lisa the right to create foreign keys that refer to the Person table:



GRANT REFERENCES ON Person TO Lisa; SQL Language Reference
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GRANT (access rights) continued When you grant the REFERENCES right to a user or group, Scalable SQL also grants them the ALTER right on the table.



Select Right A GRANT SELECT statement grants the Select right to the specified user or group. The Select right allows a user to read the specified columns in the table. The following statement grants Select rights to Sarah and James on the Last Name, First Name, and Phone columns in the Person table:



GRANT SELECT Last_Name, First_Name, Phone ON Person TO Sarah, James; To grant Select rights on all the columns in a table, do not include a column list in the statement. For example, the following statement grants Sarah and James the Select right on all the columns in the Person table:



GRANT SELECT ON Person TO Sarah, James;



Update Right A GRANT UPDATE statement grants the Update right to the specified user or group. The Update right allows a user to modify the data in the specified columns in the tables. When you grant the Update right, Scalable SQL also grants the Select right on the specified columns.
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GRANT (access rights) continued The following statement allows Sarah to update only the Last Name, First Name, and Phone columns. She cannot update any other columns in the Person table, nor can she insert or delete rows.



GRANT UPDATE Last_Name, First_Name, Phone ON Person TO Sarah; The next statement allows Sarah to update all the columns in the Person table; consequently, she can insert and delete rows, too.



GRANT UPDATE ON Person TO Sarah;
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GRANT CREATETAB GRANT CREATETAB TO user_list where



user_list ::= < user_name | group_name | PUBLIC > [ , < user_name | group_name > ] ... The GRANT CREATETAB statement allows you to grant a user, a group of users, or all users (the PUBLIC group) the right to create tables. When you grant the Create Table right to a user, that user has full access rights on any table or dictionary that he or she creates. However, you must explicitly grant that user access rights on any table that he or she did not create. Note



When you include the ALL keyword in a GRANT (access rights) statement, Scalable SQL does not assign the Create Table right in addition to the access rights.



To grant rights to multiple users or groups, list the user or group names in your GRANT CREATETAB statement. Note



Scalable SQL commits the changes specified in a GRANT CREATETAB statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Examples The following statement grants the Create Table right to Jim and Brian: SQL Language Reference
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GRANT CREATETAB continued GRANT CREATETAB TO Jim, Brian; The following statement includes the PUBLIC keyword to grant the Create Table right to all the users defined in the dictionary:



GRANT CREATETAB TO PUBLIC;
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GRANT LOGIN GRANT LOGIN TO user_name [ : ] password [ , user_name [ : ] password ] ... [ IN GROUP group_name ] The GRANT LOGIN statement allows you to assign the Login right to a user (to define a user in the dictionary). You can also add the user to a specific group. When you grant the Login right to a user, Scalable SQL does not automatically assign to that user access rights to the tables in the dictionary. However, if you add the user to a group for which access rights are already defined, the user assumes those rights. A GRANT LOGIN statement automatically adds the specified user to the group PUBLIC. If you have defined access rights for the group PUBLIC, the user assumes those rights. When you issue a GRANT LOGIN statement, you must specify a username and a password for the user. To add the user to a group, you must also include an IN GROUP clause specifying a group name. Note



Scalable SQL commits the changes specified in a GRANT LOGIN statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Example The following statement grants the Login right to a user named Cathy and specifies her password as seniors. It also adds her to the group Registrar.



GRANT LOGIN TO Cathy : seniors IN GROUP Registrar; SQL Language Reference
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IF IF Boolean_value_expression THEN SQL_statement_list [ if_statement_elseif_clause ... ] [ ELSE SQL_statement_list ] END IF where



if_statement_elseif_clause ::= ELSEIF Boolean_value_expression THEN SQL_statement_list SQL_statement_list ::= { SQL_statement ; } ... Boolean_value_expression ::= see page 185 An IF statement provides conditional execution based on the truth value of a condition. You may use IF statements in the body of both a stored procedure and a trigger. The keyword ELSEIF has exactly the same meaning as the two keywords ELSE IF. Both are permitted.



IF Boolean_value_expression THEN SQL_statement_list ELSEIF Boolean_value_expression 1 THEN SQL_statement_list 1 [ if_statement_elseif_clause ... ] [ ELSE SQL_statement_list ] The previous example is equivalent to the following: SQL Language Reference
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IF continued IF Boolean_value_expression THEN SQL_statement_list ELSE IF Boolean_value_expression 1 THEN SQL_statement_list 1 [ if_statement_elseif_clause ... ] [ ELSE SQL_statement_list ] END IF END IF Examples The following example uses the IF statement to set the variable Negative to either 1 or 0, depending on whether the value of vInteger is positive or negative.



IF (vInteger < 0) THEN SET Negative = '1' ELSE SET Negative = '0' END IF; The following example uses the IF statement to test the loop for a defined condition (SQLSTATE = '02000'). If it meets this condition, then the WHILE loop is terminated.



FETCH_LOOP: WHILE (counter < NumRooms) DO SQL Language Reference
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IF continued FETCH NEXT FROM cRooms into CurrentCapacity; IF (SQLSTATE = '02000') THEN LEAVE FETCH_LOOP; END IF; SET counter = counter + 1; SET TotalCapacity = TotalCapacity + CurrentCapacity; END WHILE;
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INSERT INSERT INTO table_list [ ( column_list ) ] < { VALUES ( value_list ) } ... | select_statement > where



table_list ::= table_reference [ , table_reference ] ... table_reference ::= < table_name | view_name > [ alias_name ] column_list ::= column_reference [ , column_reference ] ... column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias_name > value_list ::= expression [ , expression ] ... The INSERT statement allows you to insert column values into one or more tables. When you issue an INSERT statement, Scalable SQL validates the data you specify and inserts the values into the designated table or tables. You must include an INTO clause to specify the name of the view, table, or tables to which to add data. If you are inserting data into more than one table, you may want to define aliases for the table names; you can then use the aliases to qualify the column names in the column list.
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INSERT continued To specify the columns into which to insert values, list the columns after the table list. Enclose the list of columns in parentheses, and separate the column names with commas. If you are inserting data into multiple tables that contain columns with identical names, use a table name or alias to qualify each column name in the list. If you omit the column list, Scalable SQL assumes you are inserting values into all the columns, in the order they are defined in the table. Use either of the following methods to specify the data values to insert:



 



Specify the data values explicitly by including one or more VALUES clauses. Extract the data values from another table in the database by including a SELECT clause.



If the data values you specify (or those the SELECT clause returns) are invalid, Scalable SQL returns a status code or message indicating the problem. Any values that were inserted successfully prior to the error are rolled back; Scalable SQL either executes all data modification (DML) statements to successful completion or leaves the data files in the same state they were in before execution of the statement. If you define RI for the database, and if you define the column into which you are inserting values as a foreign key, Scalable SQL verifies that the parent table contains a primary key value that matches the foreign key value you are inserting. If the parent table does not contain a corresponding primary key value, the insert fails.
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INSERT continued VALUES Clause Include a VALUES clause to specify a list of data values; you must specify one value for each column in the column list. When you specify data values, the following rules apply:



 



You can specify the values using substitution variables as well as strings or numeric constants. For more information on substitution variables, see the Database Design Guide. If you do not specify a value for a column of DATE, TIME, or TIMESTAMP, Scalable SQL does not insert the current date or time by default. If you want to insert the current date or time, use the CURDATE and CURTIME variables as values.



The values you define must correspond to the columns you specify in the column list. You must enclose in single quotation marks all string values (date and time values may be enclosed in single quotation marks but do not need to be). If you omit the column list, you must include a value for each column defined in the table or view into which you are inserting data. If a constant appears in a VALUES clause in an INSERT statement it must not be too large for the column in which it is to be placed. For example, if a table consists of a single column of type DECIMAL (8,2), the following statement fails because the value 1.111 does not fit into the column.



INSERT INTO table VALUES(1.111)
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INSERT continued The following statement adds data to the Course table by directly specifying the values in three VALUES clauses:



INSERT INTO Course(Name, Description, Credit_Hours) VALUES ('CHE 308', 'Organic Chemistry II', 4) VALUES ('ENG 409', 'Creative Writing II', 3) VALUES ('MAT 307', 'Probability II', 4);
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INSERT continued If the column list does not contain all the columns in the table, Scalable SQL assigns default values to the columns not listed. Scalable SQL uses the following guidelines to determine the default value for a given column:



  



If you have defined a default value for the column using the SET DEFAULT statement, Scalable SQL inserts that value. If you have issued a SET (global null value) statement to define a null value for all columns of the given column’s data type, Scalable SQL inserts that value. If you have not defined a default value or a global null value, Scalable SQL assigns a default value based on the column’s data type. Scalable SQL sets STRING data types to blanks, AUTOINC columns to the next valid increment, and all others to zero.



The Role of Data Types, Defined Masks, and Default Input Formats A column’s data type and default input format dictate how you can insert and update data using constant values. The following rules apply:











You must specify constant values using a default input format. (For more information about default input formats, refer to Appendix A, “Data Types.”) For data types INTEGER, AUTOINC, and UNSIGNED, Scalable SQL rounds constants to the nearest whole number value. For data types DATE and TIME, Scalable SQL does not implicitly align the constant to any default input format; therefore, embedded blanks are important. Constants can be either the operand of a cast expression or a direct operand of a non-cast expression. When the constant is the operand of a cast expression, Scalable SQL interprets the value according to the mask and data type specified
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INSERT continued for the CAST expression that contains the constant. Otherwise, Scalable SQL interprets the value according to a default input format for the target data type. Note



For more information on the CAST function and syntax, refer to the Database Design Guide.







If an expression contains a substitution variable, then the constant subsequently assigned to the substitution variable has the same requirements as a constant that would appear at the same position in the expression. Note



In some cases, Scalable SQL determines a value to be of a certain type, such as a DATE constant or NULL value, and attempts to use the value as interpreted. If the attempt fails, Scalable SQL retries the value as a constant string. To force the engine to interpret the value as a constant string on the first attempt, enclose the value in single quotes.



SELECT Clause By using a SELECT clause instead of a VALUES clause in an INSERT statement, you can retrieve data from one table or view and insert it into another table or view without any intermediate steps. (A SELECT clause in an INSERT statement is not a subquery, because the syntax does not require the clause to be closed within parentheses.) The following INSERT statement uses a SELECT clause to retrieve from the Student table the ID numbers of students who have taken classes.
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INSERT continued The statement then inserts the ID numbers into the Billing table.



INSERT INTO Billing (Student_ID) SELECT ID FROM Student WHERE Cumulative_Hours > 0;



Data Type Compatibility The data types of the columns in the view defined by the SELECT statement must be compatible with the columns of the table into which you are inserting data. If you insert data into a STRING column, then you can select from columns of any data type. If you insert data into a numeric or TIMESTAMP column, then you can select from columns of any data type except LOGICAL and BIT. If you insert data into a DATE column, then you can select from columns of any data type except LOGICAL, BIT, and TIME. If you insert data into a TIME column, then you can select from columns of any data type except LOGICAL, BIT, and DATE. If you insert data into LOGICAL or BIT columns, then you can select from columns of data type LOGICAL and BIT or columns of any string data type.
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INSERT continued Although you can select any data with the SELECT statement, you can only INSERT that data into a given column if the data types are compatible. Table 2-5 indicates which data types you can insert into a given type of column.



Table 2-5



Data Type Convertibility



Column Type Expression Type (SELECT) (INSERT) numeric DATE TIME



TIMESTAMP



string



boolean



numeric



Yes



Yes



Yes



Yes



Yes



No



DATE



Yes



Yes



No



Yes



Yes



No



TIME



Yes



No



Yes



Yes



Yes



No



TIMESTAMP



Yes



Yes



Yes



Yes



Yes



No



string



Yes



Yes



Yes



Yes



Yes



Yes



boolean



No



No



No



No



Yes



Yes



If you attempt to insert an invalid data type into a column, Scalable SQL returns Status Code 223. The following rules apply to the conversion of data types via a SELECT statement in an INSERT or UPDATE statement:







When converting a string type to a non-string type, the string value must match the defined mask, if present, on the column being inserted into or updated. If the column has no defined mask, then the string value must match the default mask of the column’s data type. If the string value cannot be converted, Scalable SQL returns Status Code 330 (data not formatted according to mask) or 224 (invalid character in numeric data).
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INSERT continued   



When converting DATE to numeric, the resulting value is the number of days between January 00 1980 and the indicated date. If the indicated DATE is prior to January 00 1980, then the resulting numeric value is negative. For example, if the indicated DATE is January 02 1980, then the numeric value is 2. When converting TIME to numeric, the resulting value is the number of one hundredths of a second. For example, if the indicated TIME is 01:01:01:01, then the numeric value is 366101. When converting TIMESTAMP to numeric, the resulting value is determined according to the following formulae: The TIMESTAMP value is:



'year-month-day hour:minute:second' The numeric result is:



= (second * 10,000,000) + ((minute + (60 * hour)) * 60 * 10,000,000) + ((A+B) * 24 * 60 * 60 * 10,000,000) - ((C + (60 * D)) * 60 * 10,000,000) where



A B C D



= = = =



# of days from Jan 1, 0001 to Jan 1, year # of days from Jan 1, year to day, month, year minute in the current time zone hour in the current time zone
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INSERT continued    



When converting TIMESTAMP to DATE, the resulting value is the date portion of the TIMESTAMP value. For example, if TIMESTAMP is '1996-01-01 01:02:03', then the resulting DATE is 01/01/96. When converting TIMESTAMP to TIME, the resulting value is the time portion of the TIMESTAMP value. For example, if TIMESTAMP is '1996-01-01 01:02:03', then the resulting TIME is 01:02:03. When converting DATE to TIMESTAMP, the resulting value is the DATE with the time portion of the TIMESTAMP set to zero. When converting TIME to TIMESTAMP, the resulting value is the current date with the time portion of the TIMESTAMP set to the TIME value.
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LEAVE LEAVE statement_label A LEAVE statement continues execution by leaving a block or loop statement. You can use it in the body of both a stored procedure and a trigger.



Rules for Using the LEAVE Statement The following rules apply to using the LEAVE statement:







The statement label must match the label of some labelled statement in the same scope as the LEAVE statement. This matching label is called the corresponding label. The body of a stored procedure that is a compound statement can contain a loop statement, and loop statements can be embedded; therefore, the statement label in a LEAVE statement can match the label of any of the embedded loops or the label of the body of the stored procedure.







The labelled statement can be a labelled compound statement, which may be a procedure body or a trigger body. In all cases, the LEAVE statement causes execution of the labelled statement to terminate as though the last sequential statement had been executed.
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LEAVE continued Example The following example increments the variable vInteger by 1 until it reaches a value of 11, when the loop is ended with a LEAVE statement.



TestLoop: LOOP IF (vInteger > 10) THEN LEAVE TestLoop; END IF; SET vInteger = vInteger + 1; END LOOP;
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LOOP [ beginning_label : ] LOOP [ SQL_statement_list ] END LOOP [ ending_label ] where



SQL_statement_list ::= { SQL_statement ; } ... A LOOP statement repeats the execution of a block of statements. You can use it in the body of both a stored procedure and a trigger. If a LOOP statement has a beginning label, it is called a labelled loop statement. If you specify the ending label, it must be identical to the beginning label. The SQL statement list executes repeatedly, and only a LEAVE statement, an exception condition, or the invocation of an EXIT handler can terminate it.



Examples The following example increments the variable vInteger by 1 until it reaches a value of 11, when the loop is ended.



TestLoop: LOOP IF (vInteger > 10) THEN LEAVE TestLoop; END IF;
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LOOP continued SET vInteger = vInteger + 1; END LOOP; The following example returns the total capacity of the largest rooms on campus in the university database. (This example provides the same results as the LargeRooms procedure used for the WHILE example on page 258. The following example illustrates a different way of achieving the same results.)



CREATE PROCEDURE LargeRooms2 (IN NumRooms INT(4), OUT TotalCapacity INT(4)); BEGIN DECLARE counter INT(2) = 0; DECLARE CurrentCapacity INT(4) = 0; DECLARE cRooms CURSOR FOR SELECT Capacity FROM Room ORDER BY Capacity DESC; OPEN cRooms; SET TotalCapacity = 0; FETCH_LOOP: LOOP FETCH NEXT FROM cRooms INTO CurrentCapacity;
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LOOP continued IF (SQLSTATE = '02000' OR counter = NumRooms) THEN LEAVE FETCH_LOOP; END IF; SET counter = counter + 1; SET TotalCapacity = TotalCapacity + CurrentCapacity; END LOOP; CLOSE cRooms; END;
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OPEN (cursor) OPEN cursor_name The OPEN (cursor) statement opens a cursor.



Rules for Opening a Cursor The following rules apply to opening cursors:



   



The cursor specified by cursor name must not already be open when you issue the OPEN statement. As a result of executing an OPEN cursor statement, the current position of the cursor is before the first row of the table. All table, column, and variable references in the cursor declaration of a cursor must be valid when you execute the OPEN statement for the cursor. If a cursor is opened inside a procedure, and it is not closed before the procedure execution is finished, the cursor is implicitly closed at the end of the procedure.



Example The following example opens the declared cursor BTUCursor.



DECLARE BTUCursor CURSOR FOR SELECT Degree, Residency, Cost_Per_Credit FROM Tuition ORDER BY ID; OPEN BTUCursor; SQL Language Reference
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RELEASE SAVEPOINT RELEASE SAVEPOINT savepoint_name To delete a savepoint, use the RELEASE SAVEPOINT statement. The savepoint name must refer to a currently active savepoint in the current transaction. If a procedure executes without releasing or rolling back a savepoint declared inside it, Scalable SQL automatically releases all savepoints declared within it. Therefore, a reference to the savepoint in a procedure that follows is not valid.



Example The following example releases the savepoint SP1. For a full example of a transaction that uses the RELEASE SAVEPOINT statement, refer to on page 178.



RELEASE SAVEPOINT SP1;
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RESIGNAL RESIGNAL [ signal_value ] where



signal_value ::= < condition_name | SQLSTATE [ VALUE ] character_string_literal > The RESIGNAL statement allows you to resignal an exception condition or a completion condition other than successful completion. You use this statement in conjunction with declared conditions and declared handlers. When a handler executes, the statements within it affect the SQLSTATE value in the same way as statements in the main body of the compound statement. However, a handler that is intended to take specific action for a specific condition can optionally leave that condition unaffected, by resignalling that condition at its conclusion. This does not cause the handler to be reinvoked; that would cause a loop. Instead, Scalable SQL treats the exception condition as an unhandled exception condition, and execution stops.



Rules for Using the RESIGNAL Statement The following rules apply to using the RESIGNAL statement:



 



A RESIGNAL statement can only occur in a handler action or in a procedure that a handler invokes. If you specify the signal value as a condition name, you must declare the condition name in the scope of this statement with a DECLARE CONDITION statement.
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RESIGNAL continued  



If you do not specify a signal value, the statement terminates the handler by resignalling the condition which originally caused the handler to be entered. This effectively allows the handler to remember the condition for which it was entered. If you specify the signal value, the statement has exactly the same effect as SIGNAL; i.e., it raises the specified exception condition or completion condition by setting the value of SQLSTATE to the specified character string literal or to the value associated with the condition name.



Examples The following is an example of the RESIGNAL statement.



RESIGNAL Cond1 Any successful statement sets SQLSTATE back to the success value. So, even though the exit handler was signalled with a '02000', the successful completion of the handler causes the success value to be set and thus to be returned to the caller of this procedure. The purpose of the RESIGNAL statement is to preserve an original SQLSTATE value after an attempt to handle the condition has changed the SQLSTATE value, either by failing or succeeding. Use of the RESIGNAL statement in the handler below causes the '02000' value to propagate back to the caller, thus indicating the cause of the exit.



CREATE PROCEDURE LargeRooms3 (IN NumRooms INT(4), OUT TotalCapacity INT(4)); BEGIN
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RESIGNAL continued DECLARE counter INT(2) = 0; DECLARE CurrentCapacity INT(4) = 0; DECLARE tempCapacity INT(4) = 0; DECLARE cRooms CURSOR FOR SELECT Capacity FROM Room ORDER BY Capacity DESC; DECLARE endData CONDITION FOR SQLSTATE '02000'; DECLARE EXIT HANDLER FOR endData BEGIN SET TotalCapacity = tempCapacity; RESIGNAL; END; OPEN cRooms; SET TempCapacity = 0; LOOP FETCH NEXT FROM cRooms INTO CurrentCapacity; IF (counter = NumRooms) THEN SIGNAL endData; END IF; SET counter = counter + 1; SET tempCapacity = tempCapacity + CurrentCapacity; END LOOP; CLOSE cRooms; END SQL Language Reference
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REVOKE (access rights) REVOKE < < ALL | INSERT | DELETE | ALTER | REFERENCES > | < SELECT | UPDATE > [ column_name_list ] > ON table_name_list FROM user_list where



column_name_list ::= column_name [ , column_name ] ... table_name_list ::= table_name [ , table_name ] ... user_list ::= < user_name | group_name | PUBLIC > [ , < user_name | group_name > ] ... The REVOKE (access rights) statement allows you to remove a group’s or user’s access rights on the specified tables. To revoke access rights, specify the keyword for the right to remove, and a table name or list of table names. You can use a column_name list to revoke the Select or Update right on specific columns within a table. For information about the access rights All, Insert, Delete, Alter, References, Select, and Update, refer to "GRANT (access rights)." Include a FROM clause to specify the group or user from whom you are revoking rights. You can specify a single name or a list of names, or you can include the PUBLIC keyword to revoke access rights from all users whose rights are not explicitly assigned. When you revoke access rights from a group or user at a particular level, that group or user retains access at all lower levels.
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REVOKE (access rights) continued Note



Scalable SQL commits the changes specified in a REVOKE (access rights) statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



You must revoke the Alter right on a table before you can restrict a user’s rights on columns in that table.



Examples Issue the following statement to assign user Sarah the Insert right (which includes the Select, Update, and Delete rights) to the Person table:



GRANT INSERT ON Person TO sarah; To revoke Sarah’s Select right on the ID column, use the following REVOKE statement:



REVOKE SELECT ID ON Person FROM sarah; After you issue this REVOKE statement, Sarah no longer has the Insert or Delete right on the table, but she retains the Update and Select rights for all columns in the table except ID. The following statement revokes from user George the right to create foreign keys that refer to the tables Billing and Tuition:



REVOKE REFERENCES ON Billing, Tuition FROM George; SQL Language Reference



172



Scalable SQL Syntax



REVOKE CREATETAB REVOKE CREATETAB FROM user_list where



user_list ::= < user_name | group_name | PUBLIC > [ , < user_name | group_name > ] ... The REVOKE CREATETAB statement allows you to revoke the right of one or more groups or users to create tables in a dictionary. Include a FROM clause to specify the user or group names. You can include the PUBLIC keyword in the FROM clause to revoke the Create Table right from all the users to whom the right was not explicitly assigned. Note



Scalable SQL commits the changes specified in a REVOKE CREATETAB statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Example The following statement revokes the Create Table right from users John and Carol:



REVOKE CREATETAB FROM John, Carol;
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REVOKE LOGIN REVOKE LOGIN FROM user_name [ , user_name ] ... The REVOKE LOGIN statement allows you to revoke the Login right from a user (to remove a user from the dictionary). As long as security is active, that user can no longer access any tables defined in the dictionary. You must also use a REVOKE LOGIN statement when removing a user from a group. You begin by revoking the user’s Login right; you then issue a GRANT LOGIN statement to recreate the user without a group assignment. Note



Scalable SQL commits the changes specified in a REVOKE LOGIN statement upon successful execution of the statement. Even if you include the statement in a transaction, you cannot roll back the changes from the statement.



Example The following statement revokes the Login right from user Susan:



REVOKE LOGIN FROM Susan;
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ROLLBACK WORK ROLLBACK [ WORK ] [ AND [ NO ] CHAIN ] [ savepoint_clause ] where



savepoint_clause ::= TO SAVEPOINT savepoint_name The ROLLBACK WORK statement allows you to undo all the changes made to your database since the beginning of a transaction, leaving your database in the state it was in before the transaction began. When you issue this statement, the keyword WORK is optional, and a SQL transaction must be active.



Rules for Using the ROLLBACK WORK Statement The following rules apply to using the ROLLBACK WORK statement:



 







If you do not specify AND CHAIN, the default is AND NO CHAIN. If you do not specify a savepoint clause, the following conditions occur:



    



All changes made during the current transaction are cancelled. All savepoints defined during the current transaction are destroyed. All open cursors are closed. The current transaction is terminated. If you specify AND CHAIN, a new transaction is issued.



If you do specify a savepoint clause, the following rules apply:







The savepoint name must specify a currently active savepoint in the current SQL transaction.
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ROLLBACK WORK continued  Any changes made during the current transaction after establishing the specified savepoint are cancelled.  Any additional savepoints established subsequent to the savepoint identified in the savepoint name during the current transaction are deleted.  All cursors opened after you establish the savepoint are closed.  All cursors opened before you establish the savepoint remain open.  If you specify a savepoint clause, you cannot specify the AND CHAIN option. Note



If you start a transaction and then log out of the dictionary before issuing a COMMIT WORK or ROLLBACK WORK statement, Scalable SQL automatically issues a ROLLBACK WORK statement before completing the logout.



Examples The following statement undoes the changes made to the database since the beginning of a transaction.



ROLLBACK WORK; The following statement undoes the changes made to the database since the last savepoint.



ROLLBACK TO SAVEPOINT SP1; For a full example of a transaction that uses the ROLLBACK TO SAVEPOINT statement, see the SAVEPOINT example on page 178.
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SAVEPOINT SAVEPOINT savepoint_name Use the SAVEPOINT statement to establish a savepoint. Savepoints are markers in a SQL transaction. Using savepoints allows you to undo a partial set of changes in a transaction and continue with additional changes before requesting the final commit or abort of the entire transaction.



Rules for Creating Savepoints The following rules apply to creating savepoints.



   



The savepoint name must conform to the rules of an identifier. Refer to the Database Design Guide for more information about naming database elements. You can only use the SAVEPOINT statement if a SQL transaction is currently active. See “START TRANSACTION” for more information about transactions. If you use a savepoint name that is associated with a currently active savepoint in the current SQL transaction, Scalable SQL returns Status Code 892 (invalid savepoint specification). The MicroKernel allows each transaction a total of 255 internal nesting levels. However, Scalable SQL uses some of these levels internally to enforce atomicity on INSERT, UPDATE, and DELETE statements. Therefore, a session can effectively define no more than 253 savepoints to be active at one time. This limit may be further reduced by triggers that contain additional INSERT, UPDATE, or DELETE statements. If your operation reaches this limit, you must reduce the number of savepoints or the number of atomic statements contained within it.
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SAVEPOINT continued Example This example enrolls a student, student, into a class classNum. Because the first section of the class may be full, this example uses a stored procedure that checks for alternate sections in which to enroll the student. To do so, the stored procedure follows these steps: 1. Establish a savepoint, SP1. 2. Insert the record into the Enrolls table. 3. Determine the current enrollment for the class by assigning the result of a query to currentEnrollment. 4. Obtain the maximum size for the class and assign this value to 'maxEnrollment'. 5. Compare this to the maximum size for the class. 6. If the comparison fails, it rolls back to SP1. If the comparison succeeds, it releases SP1. The calling program or procedure must issue a START TRANSACTION statement before invoking this procedure, because savepoints are only permitted within a transaction. By the same token, however, the caller may issue a COMMIT WORK, regardless of the outcome of this procedure, because no class is ever allowed to exceed its enrollment limit.



CREATE PROCEDURE ENROLL_STUDENT (student UNSIGNED(8), classNum INT(4));
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SAVEPOINT continued BEGIN DECLARE currentEnrollment INT(4); DECLARE maxEnrollment INT(4); SAVEPOINT SP1; INSERT INTO Enrolls VALUES (student, classNum);



SET currentEnrollment = (SELECT COUNT (*) FROM Enrolls WHERE class_id = classNum); SET maxEnrollment = (SELECT Max_Size FROM Class WHERE ID = classNum); IF (currentEnrollment >= maxEnrollment) THEN ROLLBACK TO SAVEPOINT SP1; ELSE RELEASE SAVEPOINT SP1; END IF; END
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SELECT SELECT [ DISTINCT ] < * | select_list > FROM < table_name | view_name > [ alias ] [ , table_name [ alias ] ] ... [ WHERE restriction_clause ] [ GROUP BY control_column_list ] [ HAVING aggregate_value_restriction_clause ] [ ORDER BY < column_reference | position > [ DESC ] [ , < column_reference | position > [ DESC ] ... ] select_list ::= select_term [ , select_term ] ... select_term ::= < column_reference | expression | aggregate_value_function > [AS item_name] column_reference ::= [ column_qualifier. ] column_name [ [ edit_mask ] ] column_qualifier ::= < table_name | view_name | alias_name > The SELECT statement allows you to retrieve data from the database. To specify the columns to retrieve, replace select_list with one or more column names, expressions, or group aggregate functions, using commas to separate the items. To retrieve all the columns in a table, you can specify an asterisk (*) instead. A SELECT statement creates a temporary view. To save a view in order to recall it later, create the view using a SELECT clause in a CREATE VIEW statement; Scalable SQL stores the view in the dictionary.
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SELECT continued Example The following SELECT statement retrieves all the data in the Person table:



SELECT * FROM Person; The following statement retrieves only the first and last names from the Person table:



SELECT First_Name, Last_Name FROM Person;



DISTINCT Include the DISTINCT keyword in your SELECT statement to direct Scalable SQL to remove duplicate values from the result. By using DISTINCT, you can retrieve all unique rows that match the SELECT statement’s specifications. The following rules apply to using the DISTINCT keyword:



  



You can use DISTINCT in any statement that includes subqueries. The DISTINCT keyword is ignored if the selection list contains an aggregate; the aggregate guarantees that no duplicate rows will result. The following usage of DISTINCT is not allowed:



SELECT DISTINCT column1, DISTINCT column2
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SELECT continued Example The following statement retrieves all the unique courses taught by Professor Beer (who has a Faculty ID of 111191115):



SELECT DISTINCT Name FROM Course c, class cl WHERE c.name = cl.name AND cl.faculty_id = '111191115'; The result of the query is as follows: Course CHE203 CHE205



Select List The select term in the select list can be a column reference or expression. Because session variable names, local variable names, and column names can be the same, Scalable SQL uses the following order of precedence to determine the intent of the name: 1. Local variable names 2. Session variable names 3. Column names
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SELECT continued For example, if you issue the statement SELECT C FROM T and C designates both a local variable and a column, Scalable SQL returns the value of the local variable C. Similarly, if C designates both a session variable and a local variable, Scalable SQL returns the value of the local variable. To avoid naming conflicts with local and session variable names, you can use a qualified column name, as in the statement SELECT T.C FROM T.



AS Include an AS clause to assign a name to a select term. You can use this name elsewhere in the statement to reference the select term. When you use the AS clause on a non-aggregate column, you can reference the name in WHERE, ORDER BY, GROUP BY, and HAVING clauses. When you use the AS clause on an aggregate column, you can reference the name only in an ORDER BY clause. The name you define must be unique in the SELECT list.



Example The AS clause in the following statement instructs Scalable SQL to assign the name Total to the select term SUM (Amount_Paid) and order the results by the total for each student:



SELECT Student_ID, SUM (Amount_Paid) AS Total FROM Billing GROUP BY Student_ID ORDER BY Total
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SELECT continued FROM Include a FROM clause to specify the table or view to query. The valid syntax for a FROM clause is as follows:



FROM < table_name | view_name > [ alias ] [ , table_name [ alias ] ... ] You can specify a single table or view, multiple tables, or a single view and multiple tables. When you specify more than one table in a FROM clause, the tables are said to be joined. For more information about joins, see the Database Design Guide. If you are retrieving data from a view, you can apply restriction conditions to the query just as you would if you were querying a table. However, any restrictions you defined when you created the view apply in addition to the restrictions you specify in the SELECT statement. You can assign an alternate name, or alias, to the view or tables from which you are retrieving data. When you refer to the view or tables elsewhere in the SELECT statement, you can use the alias instead of the actual table or view name. For example, you can assign a short name to a table and use that short name to qualify column names in the select list, in a WHERE clause, or in an ORDER BY clause.
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SELECT continued Example The FROM clause in the following statement instructs Scalable SQL to retrieve data from both the Person table and the Faculty table, using the aliases p and f to distinguish between the two tables:



SELECT p.id, f.salary FROM Person p, Faculty f WHERE p.id = f.id;



WHERE Include a WHERE clause in your SELECT statement to define one or more search criteria that qualify the data returned. The valid syntax for a WHERE clause is as follows:



WHERE < Boolean_value_expression | expression relational_operator [ < ALL | ANY | SOME > ] subquery | expression [ NOT ] IN subquery | [ NOT ] EXISTS subquery > Boolean_value_expression ::= condition [ Boolean_operator condition ] ...
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SELECT continued condition ::= expression < relational_operator | range_operator > expression expression ::= < column_reference | constant | scalar_function > [ expression_operator < column_reference | constant | scalar_function > ] ... column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias > You can also use a WHERE clause in UPDATE and DELETE statements. A restriction clause can define restriction conditions, join conditions, or both:



 



A restriction condition compares an expression that references a column value either to a constant or to another expression that references a column value in the same table. A join condition compares an expression that references a column value from one table to an expression that references a column value from another table.
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SELECT continued A restriction clause can also contain a SELECT subquery that allows you to base search criteria on the contents of other tables in the database. For information about how to include a subquery in a WHERE clause, refer to "Subqueries."



Expressions An expression can be a numeric value, a string, or any operation that evaluates to a numeric value or a string. The following rules apply to Scalable SQL expressions:



   



The maximum length of a Scalable SQL expression is limited only by available memory. You must enclose strings in single quotes. You must enter all values as ASCII values. Parentheses define the precedence of operations in an expression. If none of the operations in the expression are enclosed within parentheses, Scalable SQL evaluates the expression according to ANSI standards. Arithmetic precedence is as follows: a. Unary operator b. Modulo, division, multiplication, append, and integer division c. Addition, subtraction, concatenate, and concatenate with spaces



Boolean precedence is as follows: a. AND b. OR
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SELECT continued Operators of the same precedence cause left to right evaluation of the affected expressions, as follows:



10 - 10 + 3 is evaluated the same as (10 - 10) + 3



 











With the IN and NOT IN keywords, the second expression can be a subquery instead of a numeric value, a string, or an operation that evaluates to a numeric value or a string. (See "Subqueries." ) You must specify constant values using a default input format. (For more information about default input formats, refer to Appendix A, “Data Types.”) For data types INTEGER, AUTOINC, and UNSIGNED, Scalable SQL rounds constants to the nearest whole number value. For data types DATE and TIME, Scalable SQL does not implicitly align the constant to any default input format; therefore, embedded blanks are important. Constants can be either the operand of a cast expression or a direct operand of a non-cast expression. When the constant is the operand of a cast expression, Scalable SQL interprets the value according to the mask and data type specified for the CAST expression that contains the constant. Otherwise, Scalable SQL interprets the value according to a default input format for the target data type. If an expression contains a substitution variable, then the constant subsequently assigned to the substitution variable has the same requirements as a constant that would appear at the same position in the expression.
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SELECT continued Note



In some cases, Scalable SQL determines a value to be of a certain type, such as a DATE constant or NULL value, and attempts to use the value as interpreted. If the attempt fails, Scalable SQL retries the value as a constant string. To force the engine to interpret the value as a constant string on the first attempt, enclose the value in single quotes.







When you specify a WHERE clause using an application that supports substitution variables, you can use substitution variables to specify constants.



For more information about expressions, refer to the Database Design Guide.



Operators You can use three categories of operators in restriction clauses: Boolean operator



Connects two conditions within a restriction clause. The Boolean operators are AND and OR.



Condition operator



Applies to two expressions to form a condition. A condition operator can be one of the relational operators (, =, =, , !=) or one of the range operators (IN, NOT IN, BETWEEN, NOT BETWEEN, BEGINS WITH, CONTAINS, NOT CONTAINS, IS NULL, IS NOT NULL, LIKE, NOT LIKE).



Expression operator



Applies to two expressions to form another expression. An expression operator can be one of the arithmetic operators (+, –, * /, //, %) or one of the string operators (*, +, ++).
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SELECT continued For more information about using operators in restriction clauses, refer to the Database Design Guide.



Subqueries To base search criteria on the contents of a table other than the table you are querying, include a SELECT subquery in the WHERE clause. Note



You can include a subquery in the WHERE clause of a SELECT, UPDATE, or DELETE statement, or in the HAVING clause of a SELECT statement. However, HAVING clauses cannot contain correlated subqueries.



The following rules apply when you create a subquery:



  



You must enclose the subquery in parentheses. Unless you use the EXISTS or NOT EXISTS keyword in the WHERE clause of the outer query, the select list of the subquery can contain only one column name expression. The subquery cannot contain the UNION keyword.



Scalable SQL processes the subquery first and passes the results to the outer query, except in the case of correlated subqueries. A correlated subquery contains a WHERE or HAVING clause that references a table from the outer query’s FROM clause. Use a correlated subquery to do either of the following:







To test the results that a subquery returns against the results that the outer query returns.
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SELECT continued 



To test for the existence of a particular value in a query.



When you issue a statement with a correlated subquery, Scalable SQL tests the subquery against the result of each row being evaluated by the outer query. The statement returns a row only if the specified correlation exists between the returned values of the subquery and those of the outer query. Scalable SQL allows you to nest several levels of subqueries in a statement. The amount of memory available to Scalable SQL determines the number of subqueries you can nest in a single statement. The way Scalable SQL processes a statement containing a subquery depends on how you specify the subquery in the WHERE clause. If you precede the subquery with an expression and a relational operator, you can use the ALL, ANY, and SOME keywords to affect the result. Alternatively, you can precede the subquery with EXISTS or NOT EXISTS, or with an expression and the IN or NOT IN operator.



ALL When you specify the ALL keyword before a subquery, Scalable SQL performs the subquery and uses the result to evaluate the condition in the outer query. If all the rows the subquery returns meet the outer query’s condition for a particular row, Scalable SQL includes that row in the final result table of the statement. Generally, you can use the EXISTS or NOT EXISTS keyword instead of the ALL keyword. The following SELECT statement compares the ID column from the Person table to the ID columns in the result table of the subquery:
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SELECT continued SELECT ID, Last_Name FROM Person WHERE ID ALL (SELECT ID FROM Faculty WHERE Dept_Name = 'Chemistry'); If the ID value from Person does not equal any of the ID values in the subquery result table, Scalable SQL includes the row from Person in the final result table of the statement.



ANY and SOME The ANY and SOME keywords are equivalent. They work similarly to the ALL keyword except that Scalable SQL includes the compared row in the result table if the condition is true for any row in the subquery result table. The following statement compares the ID column from Person to the ID columns in the result table of the subquery. If the ID value from Person is equal to any of the ID values in the subquery result table, Scalable SQL includes the row from Person in the result table of the SELECT statement.



SELECT ID, Last_Name FROM Person p WHERE p.id = ANY (SELECT ID FROM Faculty WHERE Dept_Name = 'Chemistry'); EXISTS and NOT EXISTS Use the EXISTS keyword to test whether rows exist in the result of the subquery. For every row the outer query evaluates, Scalable SQL tests for the existence of a related SQL Language Reference
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SELECT continued row from the subquery. Scalable SQL includes in the statement’s result table each row from the outer query that corresponds to a related row from the subquery. Conversely, the NOT EXISTS keyword allows you to test whether rows do not exist in the result of the subquery. For every row the outer query evaluates, Scalable SQL tests for the existence of a related row from the subquery. Scalable SQL excludes from the statement’s result table each row from the outer query that corresponds to a related row from the subquery. For example, the following statement returns a list containing only persons who have a 4.0 grade point average:



SELECT * FROM Person p WHERE EXISTS (SELECT * FROM Enrolls e WHERE e.Student_ID = p.id AND Grade = 4.0); The following statement returns a list of students who are not enrolled in any classes:



SELECT * FROM Person p WHERE NOT EXISTS (SELECT * FROM Student s WHERE s.id = p.id AND Cumulative_Hours = 0); IN and NOT IN Use the IN operator to test whether the result of the outer query is included in the result of the subquery. The result table for the statement includes only rows the outer query returns that have a related row from the subquery.
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SELECT continued Conversely, the NOT IN operator allows you to test whether the result of the outer query is not included in the result of the subquery. The result table for the statement includes only rows the outer query returns that do not have a related row from the subquery.
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SELECT continued For example, the following statement lists the names of all students who have taken Chemistry 408:



SELECT First_Name * Last_Name FROM Person p, Enrolls e WHERE (p.id = e.student_id) AND (e.class_id IN (SELECT ID FROM Class WHERE Name = 'CHE 408')); Scalable SQL first evaluates the subquery to retrieve the ID for Chemistry 408 from the Class table. It then performs the outer query, restricting the results to only those students who have an entry in the Enrolls table for that course. The preceding query returns these results: Person.First_Name * Person.Last_Name Erik Domaas Cathy Duda Dana Dyer Herbert Eburne Richard Egyud Lee Ragin William Rejincos Craig Rideau Ladislao Ruksenas Rebecka Ryiz SQL Language Reference
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SELECT continued Person.First_Name * Person.Last_Name Fabian Ipock Bruno Ippolite Ernest Ipsen Donald Ittner Tarmo Jaaskelainen Often, you can perform IN queries more efficiently using either the EXISTS keyword or a simple join condition with a restriction clause. Unless the purpose of the query is to determine the existence of a value in a subset of the database, it is more efficient to use the simple join condition because Scalable SQL optimizes joins more efficiently than it does subqueries.



GROUP BY Include a GROUP BY clause to group rows and determine the aggregate values for one or more columns in the group. The valid syntax for a GROUP BY clause is as follows:



GROUP BY control_column_list control_column_list ::= < column_reference | position > [, < column_reference | position > ... ] column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias > SQL Language Reference
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SELECT continued The aggregate values you can calculate for a column are minimum (MIN), maximum (MAX), average (AVG), sum (SUM), or count (COUNT). For information about using the group aggregate functions, refer to "Group Aggregate Functions." In the GROUP BY clause, specify one or more control columns (the columns by which to group rows). You must also specify the control columns in the select list of the statement. Otherwise, Scalable SQL returns Status Code 827. You can specify a control column in either of two ways:



 



Specify the name of the column (qualified by the table name, view name, or alias, if necessary). Specify the column by its position in the view (based on where it appears in the select list). The column positions are numbered from 1 to the number of columns returned in the view. The integer value you specify must be in that range.



If the select list contains a computed column, you must use the column position (not the column name) to specify the columns by which to group rows. The select list must contain the name of any column you specified as a control column; all other select items in the list must be aggregate value functions. Also, the control columns cannot be group aggregate functions (but they can be computed columns). You can apply the DISTINCT keyword to a group aggregate function. In response, Scalable SQL includes only the unique occurrences of a value when it calculates the result.
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SELECT continued Example You can determine the number of classes per student and the grade average for each with the following statement:



SELECT p.ID, COUNT(e.Class_ID), AVG(Grade) FROM Person p, Enrolls e WHERE (p.ID = e.Student_ID) GROUP BY p.ID; The preceding example uses these aggregate value functions:



COUNT(e.Class_ID) AVG(Grade) The DISTINCT keyword in the following statement causes Scalable SQL to retrieve only unique occurrences of the values in the Name column. Thus, the following statement retrieves the number of types of classes a faculty member teaches.



SELECT COUNT (DISTINCT Name), Class.Faculty_ID FROM Class GROUP BY Faculty_ID;
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SELECT continued HAVING Use a HAVING clause in conjunction with a GROUP BY clause (see page 196) to limit your view to groups whose aggregate values meet specific criteria. Note



Although you can specify a HAVING clause without a GROUP BY clause, doing so causes Scalable SQL to treat the entire table as a single group.



The valid syntax for a HAVING clause is as follows:



HAVING aggregate_value_restriction_clause aggregate_value_restriction_clause ::= condition [ < AND | OR > condition ... ] condition ::= aggregate_value_function < relational_operator > < value | subquery > The value you specify for aggregate_value_restriction_clause can contain multiple conditions. The first expression in a condition must be an aggregate value function. (For information about specifying an aggregate value function, see "Group Aggregate Functions." ) The second expression can be a substitution variable, a string or numeric constant, or a subquery. Although HAVING clauses can contain subqueries, they cannot contain correlated subqueries.
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SELECT continued Example In the following statement, the HAVING clause limits the returned data to students who paid at least $100:



SELECT Student_ID, SUM(Amount_Paid) FROM Billing GROUP BY Student_ID HAVING SUM(Amount_Paid) >= $100.00;



ORDER BY Include an ORDER BY clause to specify the order in which Scalable SQL returns the rows you request. The valid syntax for an ORDER BY clause is as follows:



ORDER BY < column_reference | position > [ < ASC | DESC > ] [ , < column_reference | position > [ < ASC | DESC > ] ] ... column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias_name > If you do not specify an ORDER BY clause, Scalable SQL returns the rows in an undefined order. This is because Scalable SQL may change the order to optimize performance. An ORDER BY clause overrides any order Scalable SQL may otherwise use.
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SELECT continued You can specify the column or columns by which to order the resulting view in either of two ways:



 



Specify the name of the column (qualified by the table name, view name, or alias, if necessary). Specify the column by its position in the view (based on where it appears in the select list). The column positions are numbered from 1 to the number of columns returned in the view. The integer value you specify must be in that range.



 



If the ORDER BY clause is part of a SELECT clause in a union, or if the select list contains a computed column, you must use the column position (not the column name) to specify the columns by which to order rows. The ORDER BY clause is ignored in all SELECT clauses except the last SELECT in the union. If the ORDER BY clause in the last SELECT clause contains a column name rather than a column position, then Scalable SQL returns Status Code 859.



When you specify an ORDER BY clause, its effect on performance depends on the table’s defined indexes. If the column is not defined as an index, Scalable SQL must build a temporary sort file to contain the new index. In this case, there may be a delay before Scalable SQL returns the row you request, depending on the total size of your data file. For any column you specify in an ORDER BY clause, you have the option of sorting the column in ascending (ASC) or descending (DESC) order. Note



By default, an ORDER BY clause returns rows in ascending order, even if the index is in descending order. Specify the DESC keyword to retrieve rows in descending order.
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SELECT continued Examples The following statement returns a list of classes ordered by their instructor’s name. All the classes of one instructor are listed, followed by all the courses of another instructor, and so forth.



SELECT DISTINCT Name, First_Name +' ' + Last_Name FROM Class c, Person P WHERE c.Faculty_ID = p.ID ORDER BY Faculty_ID; The next statement further sorts the data obtained by the preceding statement so that the courses for each instructor appear in alphabetic order:



SELECT DISTINCT Name, First_Name +' ' + Last_Name FROM Class c, Person P WHERE c.Faculty_ID = p.ID ORDER BY Faculty_ID, Name; The following statement uses the DESC keyword to list classes, beginning with the highest in credit hours:



SELECT Name, Description, Credit_Hours FROM Course ORDER BY Credit_Hours DESC;
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SELECT continued You can specify a sort column by giving its position in the select list. Thus, the following two statements produce the same result table, because Credit Hours is the third column in the select list:



SELECT Name, Description, Credit_Hours FROM Course ORDER BY Credit_Hours DESC; SELECT Name, Description, Credit_Hours FROM Course ORDER BY 3 DESC; Specifying a sort column by giving its position in the select list is essential if the select item on which to sort is not a column name. For example, the following statement retrieves people’s names in alphabetic order, by full name:



SELECT Last_Name ++ ', ' * First_Name FROM Person ORDER BY 1;



Group Aggregate Functions The group aggregate functions allow you to determine the minimum (MIN), maximum (MAX), average (AVG), sum (SUM), or count (COUNT) of one or more columns. You can use a group aggregate function in a selection list or in a HAVING clause. For general information about using group aggregate functions, see the Database Design Guide.
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SELECT continued AVG AVG ( < [ DISTINCT ] column_name | expression > ) Use the AVG function in a SELECT statement to calculate the average value of a column containing numeric values, or the average value of a numeric expression. If you include the DISTINCT keyword, Scalable SQL calculates the average of distinct values only.



Example The following statement finds the average grade of students:



SELECT AVG (Grade) FROM Enrolls;



COUNT COUNT ( [ DISTINCT ] column_name ) or COUNT ( * ) Use the COUNT function in a SELECT statement to count the number of values in the specified column. When you use the DISTINCT keyword with the COUNT function, Scalable SQL does not include duplicate values in the result. If you use COUNT (*) in a selection list, Scalable SQL counts all the rows in the result table. However, if the SELECT statement contains a GROUP BY clause and you include COUNT (*) in the selection list, Scalable SQL counts all the values in the column specified in the GROUP BY clause.
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SELECT continued Example The following statement finds the number of different departments listed in the Course table:



SELECT COUNT (DISTINCT Dept_Name) FROM Course; The result of this statement is 22.



MAX MAX ( < column_name | expression > ) You can use the MAX function in a SELECT statement to determine the largest value in a column or expression.



Example The following statement finds the highest outstanding balance:



SELECT MAX (Amount_Owed) FROM Billing; The result of this statement is $6000.00.
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SELECT continued MIN MIN ( < column_name | expression > ) You can use the MIN function in a SELECT statement to determine the smallest value in a column or expression.



Example The following statement finds the lowest outstanding balance:



SELECT MIN (Amount_Owed) FROM Billing; The result of this statement is $1200.00.



SUM SUM ( < [ DISTINCT ] column_name | expression > ) You can use the SUM function in a SELECT statement to calculate the sum of the values in a column containing numeric values, or the sum of the values of a numeric expression. If you include the DISTINCT keyword, Scalable SQL calculates the sum of distinct values only.
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SELECT continued Example The following example determines the total amount of money each student has paid:



SELECT Student_ID, SUM (Amount_Paid) FROM Billing GROUP BY Student_ID;



Combining Multiple Queries with UNION The UNION keyword allows you to obtain a single result table from multiple SELECT queries. The valid syntax is as follows:



select_statement UNION [ ALL ] select_statement [ UNION [ ALL ] select_statement ...] You can combine the result of any legal SELECT clause with that of another legal SELECT clause, provided the clauses return comparable columns. If one of the SELECT clauses contains an ORDER BY clause, you must specify the ordering column by its position in the selection list, not by its column name. Scalable SQL uses the column names from the first query as the name of the result columns. For example, the result of the following statement is a view of one column (all
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SELECT continued the values in Column1 and all the values in Column2); the column name of the result column is Column1.



SELECT column1 FROM table1 UNION SELECT column2 FROM table2 By default, the result column does not include duplicate values. Even if a value appears in more than one of the columns you are combining, the value appears only once in the result column. To include duplicate values in the result column, follow the UNION keyword with ALL. Scalable SQL can create a result table of combined columns only if the SELECT clauses return comparable columns. If you attempt to combine columns whose data types are not compatible, Scalable SQL returns Status Code 839. Although the columns can be of different specific data types and sizes, their data types must be of the same category. For example, you cannot combine a column that is a string data type (like LSTRING) with a column that is a numeric data type (like MONEY). Scalable SQL determines the format of the result column based on the characteristics of the columns you combine. The following basic types of combinations are possible:



    



Columns of the same data type and size. String columns with other string columns. Numeric columns with other numeric columns. Boolean columns with other boolean columns. Date columns with other date columns.
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SELECT continued 



Time columns with other time columns. Note



Scalable SQL can apply an edit mask to the result column only if the mask is defined in the first SELECT clause in the union. Scalable SQL ignores an edit mask specified in any SELECT clause other than the first.



Combining Same Type and Size Columns If the columns you are combining are of the same type and size, the result column has that type and size, too. If the columns you are combining are of type MONEY, DECIMAL, NUMERIC, NUMERICSA, or NUMERICSTS, they must also have the same number of decimal places. If they do not, the result column’s size is determined using the formula discussed in "Determining the Size of the Result Column."



Examples of Combining Same Type and Size Columns The following examples use the tables in the sample database.



Unions with Distinct Rows The following statement lists the ID numbers of each student whose last name begins with M or who has a 4.0 grade point average. The result table does not include duplicate rows.
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SELECT continued SELECT ID FROM Person WHERE Last_Name begins with 'M' UNION SELECT ID FROM Student WHERE Cumulative_GPA = 4.0; The following statement lists the names of all classes that begin with P or that were taught by Professor Vugrinac (Faculty_ID = 193644951). Scalable SQL orders the result table by the first column in the result table (the Name column) and does not include duplicate rows.



SELECT Name FROM Class WHERE Faculty_ID = '193644951' UNION SELECT Name FROM Class WHERE Name BEGINS WITH 'P' ORDER BY 1; Union with Duplicate Rows The following statement also lists the names of all classes that begin with P or that were taught by Professor Vugrinac (Faculty_ID = 193644951). However, because the statement includes the ALL keyword, the result table includes duplicate rows.



SELECT Name FROM Class WHERE Faculty_ID = '193644951' UNION ALL SELECT Name FROM Class WHERE Name BEGINS WITH 'P' ORDER BY 1;
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SELECT continued Combining String Type Columns The string data types are divided into two groups: fixed length (CHARACTER, LSTRING, ZSTRING), and variable length (LVAR and NOTE). Scalable SQL combines columns of these data types as follows:



  



If all the columns you are combining are of variable-length string types, the result column has the type, size, and mask of the column that contains the longest data item. If one of the columns is variable length, the result column has the type of the variable-length column, and it has the size and mask of the column that contains the longest data item. If none of the columns are variable length, the result column has the type and size of the longest column.



Combining Numeric Type Columns The numeric data types are divided into three groups: integer (AUTOINC and INTEGER), decimal (DECIMAL, NUMERIC, NUMERICSA, NUMERICSTS, and MONEY), and float (FLOAT and BFLOAT). Scalable SQL allows you to combine columns of these data types as follows:



  



If the data types of all the columns you are combining are of the integer group, the result column has the same type, size, and mask as the largest column. If all the columns’ data types are of the FLOAT group, the result column has the same type, size, and mask as the largest column. If the columns are of different types and one column’s data type is of the FLOAT group, the result column has that column’s type, size, and mask.
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SELECT continued  



If the data type of one column is of the DECIMAL group and the data type of another column is of the INTEGER group, the result column is of the same type as the DECIMAL column. The result column’s size and mask are based on the sizes of the columns you are combining. If all the columns’ data types are of the decimal group, the result column’s size, type, and mask are determined as described in the following sections, “Determining the Size of the Result Column” and "Determining the Mask of the Result Column."



Determining the Size of the Result Column In some cases, Scalable SQL must calculate the size of the result column based on the types and sizes of the columns you are combining. This occurs in either of the following situations:



 



When you are combining columns whose data types are of the decimal group but whose sizes are different. When you are combining a column whose data type is of the decimal group with one whose data type is of the integer group.



The result column must be large enough to contain the largest possible number of digits to the left and right of the decimal point in all columns. In addition, Scalable SQL limits the length of the result column to 19 digits. Scalable SQL uses a formula to determine the exact size of the result column so that it meets these constraints.



SQL Language Reference



212



Scalable SQL Syntax



SELECT continued In the formula, precision is the total number of digits possible in the column, and scale is the number of digits to the right of the decimal point. Consequently, the number of digits to the left of the decimal point is precision minus scale. The formula uses these variables: p1 p2 p3 s1 s2 s3



Precision of the first column you are combining. Precision of the second column you are combining. Precision of the result column. Scale of the first column you are combining. Scale of the second column you are combining. Scale of the result column.



The formula is as follows:



IF ( maximum (p1 – s1, p2 – s2 ) + maximum ( s1, s2 ) ) Use the SET statement to initialize or change the value of SQL variables. The value expression may be a SELECT statement or a computed expression involving constants, operators, and this or other SQL variables. For more information about computed expressions, refer to the Database Design Guide.



Example The following example sets the variable Negative to either 1 or 0, depending on whether vInteger is a positive or negative number.



IF (vInteger < 0) THEN SET Negative = '1' ELSE SET Negative = '0' END IF;



SQL Language Reference



223



Scalable SQL Syntax



SET CHAR SET CHAR [ table_name. ] column_name = < char_value [ , char_value ] ... | NULL > where



char_value ::= < 'single_char' | char_range > char_range ::= 'single_char' - 'single_char' The SET CHAR statement allows you to define valid input characters for a string column. Unless you specify NULL, Scalable SQL stores the definition in the X$Attrib system table. When you issue a SET CHAR statement, specify the name of the column for which to define input validation criteria. If the column name is unique in the dictionary, you can specify just the name. If the column name is used in more than one table definition, be sure to qualify the column name in the following way:



table_name.column_name Replace value with the string to define as valid input. You can specify a range or specific characters. Enclose each value in single quotation marks; if you are specifying a range, enclose in quotation marks both characters that define the range, and include a hyphen between them. If you specify multiple values, separate them with commas. To remove a validation criteria from the dictionary, set the validation criteria for that column to NULL.
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SET CHAR continued Example The following statement specifies that only uppercase and lowercase alphabetic characters, the digits 0 through 9, and the pound sign (#) are valid as input to the Address column:



SET CHAR Address = 'A'-'Z', 'a'-'z', '0'-'9', '#';
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SET DATAPATH Note



This statement is provided for support of existing applications. New applications should use database names to provide locations of files. See the Database Design Guide for more information about database names.



SET DATAPATH = < 'pathname' | NULL > The SET DATAPATH statement is valid only when you log in using a path, and not a named database. The SET DATAPATH statement specifies the prefix to the file path that is defined for the data files in the dictionary. If the definition of the data files in the dictionary does not contain a complete pathname to the files, use the SET DATAPATH statement to specify a prefix to the file path. You can also specify a list of directories by separating each prefix with a semicolon. Enclose the entire list in quotation marks. If you set a data path, Scalable SQL sequentially searches through the directory list when it is locating a data file. If you are creating a data file, Scalable SQL creates the file in the first directory listed in the SET DATAPATH statement. When you specify NULL, Scalable SQL looks for the data files only in the current directory. The SET DATAPATH statement is in effect only for the current login session. Scalable SQL does not store the new path in the data dictionary.



Examples The following examples illustrate the use of the SET DATAPATH statement: SQL Language Reference
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SET DATAPATH continued SET DATAPATH = 'f:\bti\win\demodata'; SET DATAPATH = '\\servername\sys:demodata';



SQL Language Reference



227



Scalable SQL Syntax



SET DATEFORMAT SET DATEFORMAT [=] where



format ::= [ mdy | myd | dmy | dym | ymd | ydm | NULL | DEFAULT ] The SET DATEFORMAT statement allows you to change the default input and display format for DATE values. The default input format is used to interpret DATE constants and DATE data values; the default display format is used to display DATE constants and DATE data values for which there is no mask defined. Note



The SET DATEFORMAT statement changes the ordering of the three DATE value parts: day, month, and year. This statement does not define masks for date values. For information about defining masks, refer to “SET MASK”.



The format parameter is case-insensitive. NULL and DEFAULT revert the input format to month, day, year and revert the display format to two-digit month, two-digit day, and two-digit year. (For all other formats, the display format contains a four-digit year.) All input values can include a two- or four-digit year value, a one- or two-digit month value, and a one- or two-digit day value, regardless of the ordering you specify (even if you do not use the SET DATEFORMAT statement or if you specify NULL or DEFAULT).
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SET DATEFORMAT continued Example To specify that all date values and date constants must indicate the year value, then the month value, and then the day value, issue the following statement:



SET DATEFORMAT = ymd;
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SET DEFAULT SET DEFAULT [ table_name. ] column_name = < literal | NULL > The SET DEFAULT statement allows you to define the value Scalable SQL uses for a certain column if you insert a row without specifying a value for that column. Unless you specify NULL, Scalable SQL stores the definition in the X$Attrib system table. The values in SET DEFAULT statements can match either the column’s user-defined edit mask or the column’s data type default mask, except in the case of types DATE, TIME, and TIMESTAMP. The values must match the column’s user-defined edit mask for columns of type DATE, TIME, and TIMESTAMP. When you issue a SET DEFAULT statement, specify the name of the column for which to define a default value. If the column name is unique in the dictionary, you can specify just the name. If the column name is used in more than one table definition, be sure to qualify the column name in the following way:



table_name.column_name Replace value with the default value you want to define for the column. If you are specifying a default value for a string type column, enclose the value in single quotes. To cancel a previously defined default value, specify NULL instead of a value.



Example To direct Scalable SQL to insert the characters TX into the State column if you do not specify another value in an INSERT statement, issue the following statement:



SET DEFAULT Person.State = 'TX'; SQL Language Reference
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SET (global null value) SET < STRINGNULL = 'single_char' | < BINARYNULL | DECIMALNULL > = numeric_literal > The SET (global null value) statement allows you to specify a null value for a particular group of data types. You can define the null value for all columns of certain data types. Scalable SQL does not store the setting in the dictionary; the null value you specify is in effect only for the current login session. Depending on the keyword you include in a SET (global null value) statement, Scalable SQL sets the null value as follows:



  



SET STRINGNULL defines a null value for all columns of data type CHARACTER. SET DECIMALNULL defines a null value for all columns of data type CURRENCY, DECIMAL, MONEY, NUMERIC, NUMERICSA, or NUMERICSTS. SET BINARYNULL defines a null value for columns of all other data types (AUTOINC, BFLOAT, BIT, DATE, FLOAT, INTEGER, LOGICAL, LSTRING, TIME, TIMESTAMP, UNSIGNED, and ZSTRING). Note



A SET (global null value) statement has no effect on NOTE and LVAR type columns.



To specify a value with a SET STRINGNULL statement, enclose the value in single quotes. However, do not use quotation marks around the values in SET DECIMALNULL and SET BINARYNULL statements.
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SET (global null value) continued Example The following statement directs Scalable SQL to insert the asterisk character into each byte of any string column for which you do not specify a value in an INSERT statement and for which you have not defined a default value:



SET STRINGNULL = '*';
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SET ISOLATION SET ISOLATION = < CS | EX > The SET ISOLATION statement allows you to control a session’s isolation level. The isolation level is the level of MicroKernel data locking that Scalable SQL employs to provide isolation from changes to the data during a transaction. In other words, it is the degree to which a user’s transaction affects the ability of other users to read and update data in the same table. Scalable SQL does not store the isolation level setting in the dictionary; the isolation level you specify is in effect only for the current login session. You can choose either of the following isolation levels:







CS – Cursor Stability Scalable SQL causes the MicroKernel Database Engine to lock individual pages during a transaction instead of locking the entire file, thus allowing concurrent updates. When the MicroKernel locks a data page during a transaction, users can still read and update the other pages in the file. The MicroKernel locks the pages as follows:



 



Each page from which you read data is locked until your next read operation or until you end the transaction, whichever occurs first. If you update, delete, or insert data, each affected page is locked until the end of the transaction (regardless of subsequent read operations).



Users within a transaction cannot update or read data from any locked page until the transaction that locked the page ends. This is because the user’s transaction attempts to lock pages that are already locked. Users outside a transaction can read data from the locked pages, but they cannot write data to them.







EX – Exclusive Access Scalable SQL causes the MicroKernel Database Engine to use the entire data
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SET ISOLATION continued file as the locking unit for transactions. Users within a transaction cannot update or read data from any locked file until the transaction that locked the file ends. Users outside a transaction can read data from the locked files, but they cannot write data to them. If you do not issue a SET ISOLATION statement, Scalable SQL uses the default isolation level that was defined when Scalable SQL was loaded. Note



If you change the isolation level during a transaction, the change does not take effect until the transaction ends.



Example The following statement instructs Scalable SQL to use cursor stability:



SET ISOLATION = cs;
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SET MASK SET MASK [ table_name. ] column_name = < edit_mask | NULL > The SET MASK statement allows you to define the display format of the specified column. You can specify either a mask or, for string columns, the display length of the column. Unless you specify NULL, Scalable SQL stores the definition in the X$Attrib system table. Note



You cannot define a display format for columns of data type NOTE or LVAR. These data types are variable-length, user-defined types and their internal format is unknown.



When you issue a SET MASK statement, specify the name of the column for which to define a display format. If the column name is unique in the dictionary, you can specify just the name. If the column name is used in more than one table definition, qualify the column name. To define a mask for the column, replace edit_mask with the desired mask. For information about the correct method of specifying masks for the various data types, see the Database Design Guide. To specify the display length of a string column, replace edit_mask with xn, where n is the desired display length. For example, the following statement limits the display length of the City column to 10 characters:



SET MASK Person.City = 'x10'; If a column value is longer than the display length you specify, Scalable SQL truncates the value from the right. To cancel a previously defined display format, specify NULL instead of a mask or display length.
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SET MASK continued Example The following example defines a mask for the Amount Paid column in the billing table of the sample database:



SET MASK Billing.Amount_Paid = '$Z,ZZZ.99';
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SET OPENMODE SET OPENMODE = < NORMAL | ACCELERATED | READONLY | VERIFY | EXCLUSIVE > The SET OPENMODE statement allows you to specify the file open mode for the data files associated with the tables in your database. The open modes you can specify through Scalable SQL correspond directly to the MicroKernel Database Engine open modes. Scalable SQL does not store the file open mode setting in the dictionary; the open mode you specify is in effect only for the current login session. Note



If you change the file open mode during a transaction, the change does not take effect until the next file is opened.



Normal Mode Including the NORMAL keyword in the statement sets the data files’ open mode to Normal, which is the default open mode. Using a server-based MicroKernel Database Engine, Normal mode allows shared read/write access to data files. In Normal mode, the MicroKernel performs its standard integrity processing when it updates the data files.



Accelerated Mode Including the ACCELERATED keyword in the statement sets the data files’ open mode to Accelerated.
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SET OPENMODE continued Using a post-v5.x and pre-v7.0 MicroKernel Database Engine, Accelerated mode is equivalent to Normal mode, except that opening a data file in Accelerated mode with the server-based MicroKernel cancels the effect of flagging a file as transactional. With the v7.x MicroKernel Database Engine, Accelerated mode provides improved response time over Normal mode when updating data files. However, you may lose durability if a crash occurs while you have a file open in Accelerated mode. In this event, changes to a single data file are durable, but the file may then be out of sync with other files in the database.



Read-Only Mode Including the READONLY keyword in the statement sets the data files’ open mode to Read-Only, which means Scalable SQL can read data files but cannot write to them. After you set this open mode, you cannot issue an INSERT, UPDATE, or DELETE statement for any of the tables in your database until you reset the open mode to Normal, Accelerated, Verify, or Exclusive.



Verify Mode Including the VERIFY keyword in the statement sets the data files’ open mode to Verify. This enables operating system verification during each write operation to the data files. After each write operation, the operating system rereads the data to ensure that it has been recorded correctly on the disk. The operating system does not support verification on a network disk; files on a network disk are opened in Normal mode.
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SET OPENMODE continued Exclusive Mode Including the EXCLUSIVE keyword in the statement sets the data files’ open mode to Exclusive, which means access to the data files is restricted to only one task. If a file is opened in Exclusive mode, no other task can open that file until the file is closed.



Example The following statement sets the file open mode to Normal:



SET OPENMODE = NORMAL;
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SET OWNER SET OWNER = owner [ , owner ] ... where



owner ::= ['] owner_name ['] The SET OWNER statement allows you to specify a list of owner names for data files that have owner names assigned through the MicroKernel Database Engine. Scalable SQL passes the owner names to the MicroKernel, enabling it to open the data files. If you have data files that were created with file owner names, you may be required to specify the owner names to Scalable SQL before accessing the files, depending on the type of access required and the owner access restriction specified for the files. (For more information, refer to “Specifying the Owner Access Restriction”) You can specify as many as eight owner names with a SET OWNER statement. If an owner name begins with a nonalphabetic character, you must enclose the name in single quotes (‘ ’). A SET OWNER statement cancels the effect of any previous SET OWNER statement. Also, a SET OWNER statement provides owner names for the current session only. The next time you log in, you must specify the owner names again. Note



If you set the owner name during a transaction, the change does not take effect until the next file is opened.
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SET OWNER continued Example The following statement specifies three data file owner names to Scalable SQL:



SET OWNER = George, Marie, '123xx';
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SET RANGE SET RANGE [ table_name. ] column_name = < value_range [ , value_range ] ... | NULL > where



value_range ::= literal - literal The SET RANGE statement allows you to define one or more acceptable ranges for the specified column. Unless you specify NULL, Scalable SQL stores the definition in the X$Attrib system table. When you issue a SET RANGE statement, specify the name of the column for which to define acceptable ranges. If the column name is unique in the dictionary, you can specify just the name. If more than one table definition uses the column name, be sure to qualify the column name in the following way:



table_name.column_name Replace value with a range specification consisting of two values separated by a dash (–). Surround the dash with spaces to distinguish it from a negative sign. Separate multiple range specifications with commas. The values in SET RANGE statements can match either the column’s user-defined edit mask or the column’s data type default mask, except in the case of types DATE, TIME, and TIMESTAMP. The values must match the column’s user-defined edit mask for columns of type DATE, TIME, and TIMESTAMP. To cancel a previous range definition, specify NULL instead of a range.
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SET RANGE continued Example The following statement sets ranges for the AcctNum column:



SET RANGE Acct_Num = 1000 - 1999, 5000 - 5999; This statement tells Scalable SQL to accept account number values from 1,000 through 1,999 and from 5,000 through 5,999 only.
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SET SECURITY SET SECURITY = < master_password | NULL > The SET SECURITY statement allows you to enable and disable security for the database to which you are currently logged in. To enable security for a dictionary, you must first log in to that dictionary. Then, issue a SET SECURITY statement specifying a master password for the dictionary. Scalable SQL creates a user named Master, gives the master user full rights to the dictionary, and assigns the password you specify to the master user. (Both the master password and the Master username are case-sensitive.) Once the master user exists, no other users have access to the dictionary until they are granted rights. For more information about granting rights, see “GRANT (access rights)” “GRANT CREATETAB” and "GRANT LOGIN." To disable security for a dictionary, specify NULL instead of a password.



Example The following statement enables security for a dictionary and defines Secure as the master password:



SET SECURITY = Secure; The following statement disables security:



SET SECURITY = NULL;
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SET VALUES SET VALUES [ table_name. ] column_name = < literal [ , literal ] ... | NULL > The SET VALUES statement allows you to specify all acceptable values for a column. Unless you specify NULL, Scalable SQL stores the definition in the X$Attrib system table. When you issue a SET VALUES statement, specify the name of the column for which to define acceptable values. If the column name is unique in the dictionary, you can specify just the name. If more than one table definition uses the column name, be sure to qualify the column name in the following way:



table_name.column_name Replace value with the acceptable value, enclosed in single quotes. If you specify multiple values, separate them with commas. The values in SET VALUES statements can match either the column’s user-defined edit mask or the column’s data type default mask, except in the case of types DATE, TIME, and TIMESTAMP. The values must match the column’s user-defined edit mask for columns of type DATE, TIME, and TIMESTAMP. To cancel a previously acceptable value definition, specify NULL instead of a value.



Example The following statement tells Scalable SQL to accept only the two-character abbreviation for Texas and Louisiana in the State column:



SET VALUES State = 'TX','LA'; SQL Language Reference
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SIGNAL SIGNAL signal_value where



signal_value ::= < condition_name | SQLSTATE [ VALUE ] character_string_literal > The SIGNAL statement allows you to signal an exception condition or a completion condition other than successful completion.



Rules for Using the SIGNAL Statement The following rules apply to using the SIGNAL statement:



 



You must declare the condition name in the scope of this statement with a DECLARE CONDITION statement. The SIGNAL statement raises the specified exception condition or completion condition by setting the value of SQLSTATE to the specified character string literal or to the value that is associated with the condition name.
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SIGNAL continued Example The following examples use the SIGNAL statement to signal a SQLSTATE condition and a declared a condition, respectively.



SIGNAL '01111' SIGNAL Cond1 For more examples using the SIGNAL statement, refer to the CREATE PROCEDURE example on page 77 and the DECLARE HANDLER example on page 120. Both examples use the SIGNAL statement to signal declared conditions.
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START TRANSACTION START TRANSACTION The START TRANSACTION statement allows you to specify the beginning of a transaction. All subsequent statements you issue are part of the transaction until you end it with either a COMMIT WORK or a ROLLBACK WORK statement. Scalable SQL executes either all the statements or none of them. After issuing a START TRANSACTION statement, issue the statements to execute as a logical unit. Note



If you issue a SET ISOLATION statement during a transaction, the change does not take effect until the transaction ends.



Statements that change the dictionary files are not affected by transactions. These include the following types of statements: ALTER TABLE; CREATE TABLE; CREATE INDEX; CREATE PROCEDURE; CREATE VIEW; and statements containing the DROP, GRANT, or REVOKE keywords. If Scalable SQL executes one of these types of statements within a transaction, you cannot roll back the changes from that statement. Note



If you start a transaction and then log out of the dictionary before issuing a COMMIT WORK or ROLLBACK WORK statement, Scalable SQL automatically issues a ROLLBACK WORK statement before completing the logout.



SQL Language Reference



248



Scalable SQL Syntax



START TRANSACTION continued Examples To signify the beginning of a logical transaction, issue the following statement:



START TRANSACTION; The following example begins a transaction which updates the Amount_Owed column in the Billing table. This work is committed; the AND CHAIN clause begins another transaction that updates the log in the Billing table. The final COMMIT WORK statement ends the second transaction.



START TRANSACTION; UPDATE Billing B SET Amount_Owed = Amount_Owed - Amount_Paid WHERE Student_ID IN (SELECT DISTINCT E.Student_ID FROM Enrolls E, Billing B WHERE E.Student_ID = B.Student_ID); COMMIT WORK AND CHAIN; UPDATE Billing B SET Amount_Paid = 0 WHERE Student_ID IN (SELECT DISTINCT E.Student_ID FROM Enrolls E, Billing B WHERE E.Student_ID = B.Student_ID; COMMIT WORK;
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UPDATE UPDATE table_list SET set_clause [ , set_clause ] ... [ WHERE Boolean_value_expression ] where



table_list ::= table_reference [ , table_reference ] ... table_reference ::= < table_name | view_name > [ alias_name ] set_clause ::= column_reference = expression column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias_name >



Boolean_value_expression ::= see page 185 The UPDATE statement allows you to modify column values in a database. Scalable SQL modifies only the columns you list in the SET clause. If you do not want to change all the values in the specified column, you can include a WHERE clause (see page 185 for the valid syntax) to define which rows in the table to modify. When you issue an UPDATE statement, Scalable SQL applies any input validation that you specified in the dictionary for the table. It rejects statements containing invalid data. If you define referential integrity (RI) for the database and you update the value of a foreign key, Scalable SQL verifies that the parent table contains a corresponding primary key whose value matches the new foreign key value. If the parent table does not contain a corresponding primary key, the update fails.
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UPDATE continued You can use either of the following methods to specify the values to use in the update:



 



Specify the data values directly in the SET clause. Extract the data values from the database by including a SELECT clause in the SET clause.



Specifying Data Values Directly To specify the new data values directly, use the SET clause to define the name of each column to modify and the new value to assign to the column. The value you specify can be a constant or an expression. For example, the following statement changes the credit hours for Economics 305 in the Course table from 3 to 4:



UPDATE Course SET Credit_Hours = 4 WHERE Name = 'ECO 305' In the following statement, an expression specifies the new data value. The statement sets the start date in the Class table to 10 days after January 1, 1996.



UPDATE Class SET Start_Date = (01/01/96 + 10) If you specify the data values directly, you can use an UPDATE statement to update columns in more than one table. You may want to assign aliases to the table names and use the aliases when you refer to the columns in the SET clause. For more information about specifying constant values, refer to “The Role of Data Types, Defined Masks, and Default Input Formats” When you use an UPDATE statement with an application that supports substitution variables, you can use variables to specify the values. For example, the following
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UPDATE continued statement uses substitution variables to determine both the course to update and the new credit hours:



UPDATE Course SET Credit_Hours = @credithours WHERE Course = @course; For more information about using substitution variables, see the Database Design Guide.



Extracting Data Values with a SELECT Clause Including a SELECT clause in an UPDATE statement allows you to update data based on a column value in another table. Instead of specifying a new data value directly in the SET clause, you can use the SELECT clause to retrieve the value from the database. A SELECT clause included in an UPDATE statement usually contains a WHERE clause that references the table you are updating. When you use the results of a SELECT statement to update a column, the data types of the columns in the view defined by the SELECT statement must be compatible with the data types of the columns you are updating. (These same rules also apply to the use of a SELECT clause with an INSERT statement.) For more information about data type compatibility rules, refer to "Data Type Compatibility."



Example The following statement updates the address for a person in the Person table:
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UPDATE continued UPDATE Person p SET p.Street = '123 Lamar', p.zip = '78758', p.phone = 5123334444 WHERE p.ID = 131542520;
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UPDATE: positioned UPDATE [ table_list ] SET set_clause [ , set_clause ] ... WHERE CURRENT OF cursor_name where



table_list ::= table_reference [ , table_reference ] ... table_reference ::= < table_name | view_name > [ alias_name ] set_clause ::= column_reference = value column_reference ::= [ column_qualifier. ] column_name column_qualifier ::= < table_name | view_name | alias_name > The Positioned UPDATE statement updates the current row of a view associated with a SQL cursor.



Rules for Using the Positioned UPDATE Statement The following rules apply to using the Positioned UPDATE statement.



 



The specified cursor must be an updatable cursor, and it must be open. For more information about declaring cursors, see “DECLARE CURSOR”. Each specified column name must identify a column in one of the tables in the view declared by the specified cursor.
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UPDATE: positioned continued        



If the declaration of the specified cursor contains a sort specification, then no column name in the Positioned UPDATE statement can identify a column used in the sort specification. The same column name must not appear more than once. If you specify a query expression in a value expression, the table defined by the query expression must have a degree and cardinality of 1 or 0. If the cardinality is 0, the column is set to NULL. The table reference clause is optional; the underlying tables to be updated are specified by the declaration of the cursor. You must establish a valid position with the FETCH statement before executing a positioned DELETE. If a cursor is not positioned to a row, Scalable SQL returns Status Code 8 (invalid positioning). All concurrency controls and rules apply to positioned DELETE statements, including isolation levels, locking, and passive control. All data constraints are enforced when the columns are updated. If the expression used to determine the new value refers to a column from the table being updated, the value of the column before the update is used. This allows SET clauses such as the following:



SET IntColumn = IntColumn + 1







The value of each specified column in the object row is replaced by the result of the evaluation of the associated value expression.
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UPDATE: positioned continued 



The cursor remains positioned on the current row, even if an error has occurred during the execution of the statement.



Example The following sequence of statements provide the setting for the Positioned UPDATE statement. The required statements for a positioned UPDATE are DECLARE CURSOR, OPEN CURSOR, and FETCH FROM cursorname. The Positioned UPDATE statement in this example updates the name of the course HIS 305 to HIS 306.



DECLARE CourseName CHAR(7) = 'HIS 305'; DECLARE OldName CHAR(7); DECLARE cursor1 CURSOR FOR SELECT Name FROM Course WHERE Name = CourseName; OPEN cursor1; FETCH NEXT FROM cursor1 INTO OldName; UPDATE SET name = 'HIS 306' WHERE CURRENT OF cursor1;
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WHILE [ beginning_label : ] WHILE Boolean_value_expression DO SQL_statement_list END WHILE [ ending_label ] where



SQL_statement_list ::= { SQL_statement ; } ... Boolean_value_expression ::= see page 185 A WHILE statement repeats the execution of a block of statements while a specified condition is true. If a WHILE statement has a beginning label, it is called a labeled WHILE statement. If you specify an ending label, it must be identical to the beginning label. WHILE statements can appear only in the body of stored procedures and triggers. The following occurs in a WHILE statement:



  



The Boolean value expression is evaluated. If the Boolean value expression is true, the SQL statement list executes, and if each statement in the SQL statement list executes without error and no LEAVE statement is encountered, the WHILE statement is repeated until the Boolean expression is false. If the Boolean value expression is false or unknown, the WHILE statement is terminated.
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WHILE continued Examples The following example increments the variable vInteger by 1 until it reaches a value of 10, when the loop is ended.



WHILE (vInteger < 10) DO SET vInteger = vInteger + 1; END WHILE The following example returns the total capacity of the largest rooms on campus in the university database. If NumRooms equals 10, then the result is the capacity of the 10 largest rooms.



CREATE PROCEDURE LargeRooms (IN NumRooms INT(4), OUT TotalCapacity INT(4)); BEGIN DECLARE counter INT(2) = 0; DECLARE CurrentCapacity INT(4) = 0; DECLARE cRooms CURSOR FOR SELECT Capacity FROM Room ORDER BY Capacity DESC; OPEN cRooms; SET TotalCapacity = 0; SQL Language Reference
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WHILE continued FETCH_LOOP: WHILE (counter < NumRooms) DO FETCH NEXT FROM cRooms INTO CurrentCapacity; IF (SQLSTATE = '02000') THEN LEAVE FETCH_LOOP; END IF; SET counter = counter + 1; SET TotalCapacity = TotalCapacity + CurrentCapacity; END WHILE; CLOSE cRooms; END
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A



Data Types



Scalable SQL uses several data types that are divided into two categories: fixed-length and variable-length. All the Scalable SQL data types are fixed-length except NOTE and LVAR, which are variable length.



 



Fixed-length data types have a designated stored length that does not vary from row to row within a table. Each table must contain at least one column that has a fixed-length data type and the fixed-length column sizes must combine to at least 4 bytes. See “Fixed-Length Data Types”. Variable-length data types have a stored length that can vary from row to row in a table, and are limited only by the amount of data the MicroKernel can store. A table or view cannot contain more than one column that has a variable-length data type. See “Variable-Length Data Types”.



You must specify a data type for a column anytime you create or alter a column definition. Following are the types of statements with which you can create or alter column definitions:



 



CREATE TABLE ALTER TABLE



Table A-1 lists the code, default display mask, and default input format for each data type. For more information about masks, refer to the Database Design Guide. Scalable SQL uses the data type codes (rather than the keywords) internally when you create a table. These codes also appear in the X$Column system table, and you can use them to determine the data type of a particular column.
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Table A-1



Data Types, Codes, Default Masks, and Default Input Formats



Data Type



Code Default Display Mask



AUTOINC



15



–ZZZZZ1



[+-]$[.] [+-][.] [+-][.[]]e[+-]



BFLOAT



9



–Z.ZZZZZZE+ZZ



[+-]$[.] [+-][.] [+-][.[]]e[+-]



BIT



16



true–false



true–false 1–0



none



none



–$ZZZZZZZZZZZZZZZ.ZZZZ



[+-]$[.] [+-][.] [+-][.[]]e[+-]



mm/dd/yy



mm/dd/yy mm/dd/yyyy mm/d/yy mm/d/yyyy m/dd/yy m/dd/yyyy m/d/yy m/d/yyyy yyyy-mm-dd



CHARACTER



0



CURRENCY



19



DATE



3
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Table A-1 Data Type



Data Types, Codes, Default Masks, and Default Input Formats continued Code Default Display Mask



Default Input Formats



DECIMAL



5



–ZZZZZZZZZZZ.ZZZ2



[+-]$[.] [+-][.] [+-][.[]]e[+-]



FLOAT



2



–Z.ZZZZZZE+ZZ



[+-]$[.] [+-][.] [+-][.[]]e[+-]



INTEGER



1



–ZZZZZ1



[+-]$[.] [+-][.] [+-][.[]]e[+-]



LOGICAL



7



true–false



true–false 1–0



LSTRING



10



none



none



LVAR



13



none



none



–$ZZZZZZZZZ.ZZ1



[+-]$[.] [+-][.] [+-][.[]]e[+-]



none



none



–ZZZZZZ.ZZZ2



[+-]$[.] [+-][.] [+-][.[]]e[+-]



MONEY



NOTE NUMERIC



6



12 8
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Data Types, Codes, Default Masks, and Default Input Formats continued



Data Type



Code Default Display Mask



NUMERICSA



18



–ZZZZZZ.ZZZ2



[+-]$[.] [+-][.] [+-][.[]]e[+-]



NUMERICSTS



17



–ZZZZZ.ZZZ2



[+-]$[.] [+-][.] [+-][.[]]e[+-]



hh:mm:ss



hh:mm:ss hh:mm:ss:uu



TIME



4



Default Input Formats



TIMESTAMP



20



yyyy-mm-ddBhh:tt:ss[.fffffff]3



yyyy-mm-ddBhh:tt:ss[.fffffff]



UNSIGNED



14



ZZZZZ1



[+]$[.] [+][.] [+][.[]]e[+-]



ZSTRING



11



none



none



1 The number of Zs in the mask depends on the size of the value. 2 The number of Zs in the mask depends on the size and scale of the value. 3 The number of fs in the mask depends on the precision of the value.
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Table A-2 lists the default length, valid length, and valid value range for each data type.



Table A-2



Data Type Lengths and Ranges



Data Type Keyword



Default Length (in bytes)



Valid Length (in bytes)



Valid Value Range



AUTOINC



2



2



-32768 – +32767



4



-2147483648 – 2147483647



4



±(5.8774718E-39 – 1.70141173E+38)



8



±(5.8774718E-39 – 1.70141183E+38)



BFLOAT



4



BIT



1



1



0 or 1



CHARACTER



1



1–255



N/A



CURRENCY



8



8



-922337203685477.5808 – 922337203685477.5807



DATE



4



4



01-01-0001 – 12-31-9999



DECIMAL



6, 0



1–10



Depends on the length and number of decimal places.



FLOAT



4



4



±(1.17549E-38 – 3.402823E+38)



8



±(2.2250738585072E-380 – 1.79769313486232E+308)
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Table A-2



Data Type Lengths and Ranges continued



Data Type Keyword



Default Length (in bytes)



Valid Length (in bytes)



Valid Value Range



INTEGER



2



1



0 – 255



2



-32768 – 32767



4



-2147483648 – 2147483647



8



-9223372036854775808 – 9223372036854775807



LOGICAL



2



1, 2



0 or non-zero



LSTRING



2



2–255



N/A



LVAR



5



5–32761



N/A



MONEY



6, 2



1–10



Depends on the length and number of decimal places.



NOTE



2



2–32761



N/A



NUMERIC



6, 0



1–15



Depends on the length and number of decimal places.



NUMERICSA



6, 0



1–15



Depends on the length and number of decimal places.



NUMERICSTS



6,0



2–15



Depends on the length and number of decimal places.



TIME



4



4



00:00:00:00 – 23:59:59:99



TIMESTAMP



8



8



0001-01-01 00:00:00.0000000 – 9999-12-31 23:59:59.9999999 UTC



SQL Language Reference



265



Data Types



Table A-2



Data Type Lengths and Ranges continued



Data Type Keyword



Default Length (in bytes)



Valid Length (in bytes)



Valid Value Range



UNSIGNED



2



1



0 – 255



2



0 – 65535



4



0 – 4294967295



8



0 – 18446744073709551615



2–255



N/A



ZSTRING



2
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Fixed-Length Data Types The stored length of a fixed-length data type does not vary from row to row within a table. The Scalable SQL fixed-length data types correspond to the most useful data types that many programming languages recognize. The following sections discuss each Scalable SQL fixed-length data type.



AUTOINC The AUTOINC data type represents a special form of signed 2 or 4-byte integers. If you specify an AUTOINC column value of binary zeros when inserting a row, Scalable SQL replaces the specified value by automatically incrementing the highest existing value in the column and using the result value in the row you are inserting. Specify a nonzero value only when replacing or updating a row within the existing order. To automatically increment values in an AUTOINC column, define the column as a unique index. An autoincrement index can only be part of a segmented index if the index number of the autoincrement index is less than the index number of the segmented index. If you do not define the column as an index, Scalable SQL treats it as an INTEGER column.



BFLOAT The BFLOAT data type represents either a single-precision (4-byte) or a double-precision (8-byte) real number stored in a format that the Microsoft BASIC programming language defines. A single-precision real number is stored with a 23-bit mantissa, an 8-bit exponent biased by 128, and a sign bit.
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The internal layout for a 4-byte BFLOAT column is as follows: 3322222222221111111111 10987654321098765432109876543210



8-bit exponent



23-bit mantissa



Sign



The representation of an 8-byte BFLOAT column is the same as that for a 4-byte BFLOAT column except the mantissa is 55 bits instead of 23 bits. The least significant 32 bits are stored in the first 4 bytes. Note



In the same way that some values (such as 1/3) cannot be expressed accurately in decimal terms, some values (such as 1/10) cannot be stored accurately in FLOAT or BFLOAT format. Therefore, when storing values that represent precise numbers (such as monetary values), use the CURRENCY, DECIMAL, MONEY, NUMERIC, NUMERICSA, NUMERICSTS, or UNSIGNED data types instead. Restrictions using float values may be more effective using a range (such as column >= 1.501 and column = 1.501 and column 
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Transformation Language Reference 

Informatica Corporation does not warrant that this documentation is error free. ... retain the above copyright notice, this list of conditions and the following disclaimer. ...... database connectivity information for a repository, update email addre
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Executing SQL Commands .fr 

The projections into the future come, naturally, without warranty of any kind. ...... (The conflict will be resolved later in the manual installation of ...... SUBSTRING(s, pos, n) returns n characters of the character string s starting at position p
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SQL (2) Package .fr 

A package is a group of related PL/SQL objects (variables, â€¦), procedures, and functions. Each package definition has two parts: package specification package ...
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SQL User's Guide and Reference - Didier Deleglise 

ALL. ALTER. AND. ANY. ARRAY. AS. ASC. AT. AUTHID. AVG. BEGIN. BETWEEN. BINARY_INTEGER. BODY. BOOLEAN. BULK. BY*. CASE. CHAR*.
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PVS Language Reference - SRI International 

The initial development of PVS was funded by SRI International. ... NAS1-20334, NRL Contract N00014-96-C-2106, NSF Grants CCR-9300044, CCR-. 9509931 ..... to design more flexible type systems for higher-order logic without losing the benefits .... No
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Core Image Kernel Language Reference 

Jun 28, 2006 - Apple, the Apple logo, Mac, and Mac OS are ... processing routines and lists symbols in the OpenGL Shading Language that are not supported.
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QuickGuides/Language Learning,FR 
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WML Language Reference - Ze Bon Plan 

Text that appears like this identifies default WML attribute values. .... Acrobat Portable Document Format (PDF) versions are available from the Openwave .... and can only be used to define (implied) tasks that require a URL specification. ...... 74
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QuickGuides/Language Learning,FR 












 


[image: alt]





Quick Reference Guide for C language 

This reference guide is intended to quickly introduce user's to C language syntax with ... such as 'A', '+', or '\n'. In. C, single-character constants have data type int. Escape Sequences .... STRUCTURES. Structure Declaration and Initialization.
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Sign Language: Overview .fr 

American Sign Language and English.' Sign Language & ... tion processes, lexicalization, and phonological remnants.' Natural Language and .... Although there is no conclusive answer to this deceptively ..... A key example is recursion â€“ the potenti
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ActionScript Language Reference - Alligator Flash Designer 

Speech compression and decompression technology licensed from ... Project Management: Julee Burdekin, Erick Vera ... Second Edition: June 2004 ...... If an element is supported only in ActionScript 2.0, that information is also noted in this section.
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ActionScript Language Reference - Alligator Flash Designer 

Dreamweaver, Drumbeat 2000, EDJE, EJIPT, Extreme 3D, Fireworks, Flash, Flash ...... code example from this book and paste it into the Script pane or into an external .... The HelpExamples folder contains a set of FLA files that are complete ...... Th
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UnrealScript Language Reference Introduction - FTP Directory Listing 

Dec 21, 1998 - UnrealScript supports a very diverse set of variable types including most base .... an abstract base class, in that it doesn't do anything useful. ...... can be saved at any time where all actors are at their lowest possible stack leve
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Hibernate Reference Documentation .fr 

Also visit http://caveatemptor.hibernate.org and download the example application ..... out.println("Female Cat: " + cat.getName() );. } tx.commit ..... You may download Log4j from ht- ...... A managed environment usually provides container-man-.










 


[image: alt]





ODBC Interface Reference .fr 

Â©Copyright 1998 Pervasive Software Inc. All rights reserved worldwide. .... Enhanced Support for Catalog Functions. ...... entries for these fields. In such cases ...
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reference - Catherine Haddouche .fr 

70506-6077. Phone: 337-214-4168. Cell: 225-284-5011. Fax: 707-598-4977. Emails : [email protected] [email protected]. Site : http://cathad.free.fr. English.
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Txt2FPDoc : Reference Manual .fr 

11 . 12. 13 
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S12XCPUV1 Reference Manual .fr 

Mar 16, 2005 - Fuzzy Logic Weighted Average Instruction . ...... Weighted Rule Evaluation (REVW) . ...... Table 5-16 shows the table interpolation instructions.
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