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Overview



• Motivations • Modeling code and specifications • Formal approach to modeling coordinated transformations • Recent advances and Future
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Problem
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l



Maintaining consistency of code and specification during refactoring



l



Functional equivalence guaranteed, but what about operational equivalence?



l



Existing approaches consider individual diagrams (e.g. class diagrams, state diagrams). Need for coordinating the transformations in different diagrams.



l



Avoid reverse engineering



Complex refactorings
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public class Audio { protected MusicSource ms; private Environment env; public MusicDescription prefs; protected findMusicSource() { // lookup for a music source } protected void playMusic() { ms = findMusicSource(); Music toPlay = ms.provideMusic(this); // code to set the playing environment env toPlay.play(env); } } public class Music { void play(Environment env) { // code to play in the environment env } } public class MusicSource { public Music provideMusic(Audio requester) { MusicDescription desc = requester.prefs; // code to retrieve music according to desc } } public class Environment { // defining a playing environment }



Towards generic services public class Audio { protected MusicSource ms; private Environment env; private MusicDescription prefs; protected findMusicSource() { // same as before } protected void playMusic() { // same as before } public void setPrefs(MusicDescription desc) {prefs=desc;} public MusicDescription getPrefs() { return prefs; } } EncapsulateVariable



public class MusicSource { public Music provideMusic(Audio requester) { MusicDescription desc = requester.getPrefs(); // same code using desc as before } }
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Abstracting clients AddClass public abstract class AbstractPlayer { protected ContentSource source; private Description prefs; private Environment env; PullUpVariable protected abstract ContentSource findSource(); protected abstract void setEnvironment(); AddMethod protected void playContent() { PullUpMethod source = findSource(); Content toPlay = source.provideContent(this); setEnvironment(); toPlay.play(env); } public Description getPrefs() { return prefs; } public void setPrefs(Description desc) { prefs = desc; } } RenameMethod
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public class Audio extends AbstractPlayer { ContentSource findSource() { // code from findMusicSource } void setEnvironment() { // previous code used to set env } } ExtractCodeAsMethod



Abstracting services AddInterface public interface ContentSource { Content provideContent(AbstractPlayer requester); }



public class MusicSource implements ContentSource { Content provideContent(AbstractPlayer requester) { Description desc = requester.getPrefs(); // previous code from provideMusic exploiting desc; RenameMethod } } public interface Content { void play(Environment env); } public class Music implements Content { // same as before } public class Environment { // same as before }
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Diagram transformations for EncapsulateVariable: Class diagram Audio + MusicDescription preferences # MusicSource findMusicSource () # void playMusic()



# ms



MusicSource + Music provideMusic(Audio requester )



Music # play(Environment env)



- env Environment



EncapsulateVariable Audio - MusicDescription preferences # MusicSource findMusicSource () # void playMusic() + MusicDescription getPreferences () + void setPreferences(MusicDescription desc) - env Environment
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# ms



MusicSource + Music provideMusic(Audio requester )



Music # play(Environment env)



Diagram transformations Sequence diagram a:Audio a:Audio



ms:MusicSource ms:MusicSource



toPlay:Music Music toPlay:



playMusic() findMusicSource findMusicSource()()



ms ms provideMusic(a provideMusic(a))



getPreferences () toPlay desc



play(env)



toPlay play(env)
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Diagram transformations Activity diagram Audio::provideMusic () a:Audio



Audio::provideMusic () ms:MusicSource



a:Audio



start retrieval



a.preferences



start retrieval



getPreferences () retrieve music



EncapsulateVariable
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ms:MusicSource



retrieve music



Why is this relevant? :C



:C



:D



:C



:E



:E



mOrig



mOrig mOrig mNew



mNew



meth meth



DelegateMethodAcrossObjectBoundary



applied to mNew then mNew restructured to insert call to E
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… without representing extraction



Effects of Refactorings on Diagrams
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Refactoring



Affected Diagram



Creation/Deletion



EncapsulateVariable



Class, Sequence, Activity



-



Extract Code As Method



Class, Sequence, State



-



Push Up/Down Method



Class, Sequence, State



-



Add Class



Class



State



Remove Class



Class, Sequence



State



Rename Class



Class, Sequence



-



Remove Method



Class, Sequence, State



-



Add Parameter to Method



Class



-



Need for coordination



l l l



Code and diagrams are different views of a software system Modifications of the system are to be reflected in the views in a consistent way Characteristics of Refactoring: – –
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changes in code affect several views no diagram changes without code changes



Approach



l



Code and diagrams are abstracted to graphs – –



l l l
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For code, explicit flow graph For diagrams, UML meta model



Overlapping in common elements expressed by interface graphs Coordinated refactoring by (hierarchical) distributed graph transformation Complex refactorings by transformation units



Distributed typed graph



l



Distributed graph Network graph



Local graphs



l



T(F)
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Typed graphs



ŒF



œF



Distributed graph transformation l



L



K



r



R



m
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l



DPO Approach



l



Rewriting occurs at two levels



G



m'



C



H



Type graph for network graphs



Class



CM



StateMachine
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CS



CF



Sequence



MS



MF



SF Flowgraph (code)



Type graph: code representation Parameter * *



*



Operation



specification
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feature *



* Method 1 1 local



CallAction actualArgument Argument value: Expression



*



1



definition



Line * access next num: int 1 * definition prev *



actualArgument update
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UninterpretedAction script: Expression



owner 1 1 type 0..1 specification type Class 1 generalization type



Generalization



argument * * * Variable



*



Association



* Attribute visibility: VisibilityKind



Code transformation (extract_code_as_method) owner



: Line num = x



1: Line



prev next



prev next



prev



prev



next : Line num = y



next



feature owner



3: Line num = first 3: Line num = last



2: Method name = morig



access definition



5: Line



6: Class name = cname



type



type owner



2: Method name = morig 1: Line



3: Line num = first 3: Line num = last



definition : Line



prev next prev next



Variable : :Variable name = v 8:: Variable Variable 7: Class



Attribute condition: x,y < first or x,y > last
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6: Class name = cname



feature



feature : Method name = mnew local param Parameter : :Parameter name = v instantiation 8:Argument 8:Argument



5: Line :Operation call : CallAction type argument 7: Class : Variable 8:Variable



Class diagram transformation (extract_code_as_method)



: Method name=mnew



: Method name=mnew



: Class



: Class



gen



gen



1: Class name = cname owner



2: Method name=morig
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owner



: Method name=mnew



1: Class name = cname owner



2: Method name=morig



owner



: Method name=mnew



Transitive Closure of gen 1: Class



1: Class gen



name = cname specialization



name = cname insert_up_gen(string cname) specialization gen



2: Generalization



2: Generalization



generalization



generalization



3: Class



3: Class



1: Class



compute_gen()



gen



gen gen



2: Class



1: Class



specialization



gen



2: Class



3: Generalization



3: Generalization
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4: Class



generalization



specialization



4: Class



generalization



Sequence diagram transformation 1: Message



2: CallAction



pre



1: Message



2: CallAction



3: Operation



3: Operation



4: Method name=morig



plus transfer of all calls originating from within the new code receiver 4: Method succ (completeE_c_a_m_Sequence) 5: ClassifierRole name=morig : Message receiver



receiver



sender



: CallAction



5: ClassifierRole base



6: Class name = cname



: Method name=mnew



: Operation 6: Class name = cname
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base



State diagram transformation



1: State Name = sname target



referred



3: CallEvent



trigger



4: Operation name = morig



2: Transition target source 1: State



Name = sname



target



2: Transition trigger



: Transition



: Transition



3: CallEvent referred



4: Operation name = morig owner
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5: Class name = cname



target trigger



: CallEvent



: State



source trigger



: Event name = „completed“



referred owner 5: Class : Operation name = mnew name = cname



owner



Transformation units for distributed graph transformation l l l l l l
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Rule expressions used to define sequences of applications Parameters can be passed into rules Expression asLongAsPossible ... end Rules applied on each diagram of a given type Rules applied on each occurrence of an antecedent in a diagram Centralized control on distributed graphs



Sample transformation unit: ExtractCodeAsMethod Approach: DPO on distributed typed graphs Initial and terminal graph classes: all distributed graphs over the given distributed type graph ExtrCodeAsMthd(String cname, String morig, String mnew, int first, int last): asLongAsPossible insert_gen(cname) end; asLongAsPossible insert_down_gen(cname) end; asLongAsPossible compute_gen() end; if ecamAll(cname,morig,mnew,first,last) is applicable then asLongAsPossible e_c_a_m_All(cname,morig,mnew,first,last) end; asLongAsPossible completeE_c_a_m_Sequence(cname, morig, mnew) end; else null end; asLongAsPossible remove_gen() end
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The Agtive paper ... • •



Description of software refactoring by distributed graph transformation Different kinds of control: • • • • •



• •
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negative application conditions coordinating transformations over different diagrams specializations of rule schemes set nodes iteration of rule application



Scenario: user chooses refactoring, triggering a transformation unit No implementation available



... recent advances … Use of abstract syntax trees to represent code (JavaML) Simplification of distributed view InterfaceGraph



AST



UML



Construction of interface graph : java-class-file c1‘: class name = c



: java-class-file : superclass name = s



c1‘: class name = c



c2‘: class name = s



: class name = s



c1:Class name= c specialization
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: superclass name = s



:Class name= s generalization :Generalization



c1:Class name= c specialization



c2:Class name= s generalization :Generalization



... under construction



l l



Complete set of refactorings Correctness of refactorings with respect to – – –



l l
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Well-formedness Ad-hoc refactoring-specific properties Unwanted side-effects



Integration scheme in refactoring tools (Properties of transformation units, termination, confluence)
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