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Abstract This work focuses on the use of functional qualification for measuring the quality of co-verification environments for hardware/software (HW/SW) platform models. Modeling and verifying complex embedded platforms requires co-simulating one or more CPUs running embedded applications on top of an operating system, and connected to some hardware devices. The paper describes first a HW/SW co-simulation framework which supports all mechanisms used by software, in particular by device drivers, to access hardware devices so that the target CPU’s machine code can be simulated. In particular, synchronization between hardware and software is performed by the co-simulation framework and, therefore, no adaptation is required in device drivers and hardware models to handle synchronization messages. Then, CertitudeTM , a flexible functional qualification tool, is introduced. Functional qualification is based on the theory of mutation analysis, but it is extended by considering a mutation to be killed only if a testcase fails. CertitudeTM automatically inserts mutants into the HW/SW models and determines if the verification environment can detect these mutations. A known mutant that cannot be detected points to a verification weakness. If a mutant cannot be detected, there is evidence that actual design errors would also not be detected by the co-verification environment. This is an iterative process and functional qualification solution provides the verifier with information to improve the co-verification environment quality. The proposed approach has been successfully applied on an industrial platform as shown in the experimental result section. Keywords Functional Qualification; Model Level; Co-Verification; Co-Simulation; Mutation Analysis.



I. I NTRODUCTION Embedded systems are heterogeneous devices that comprise several components like general-purpose processors, DSPs, custom ASICs, and FPGAs. In a traditional design methodology, hardware (HW) and software (SW) design takes place in isolation with the HW being integrated with the SW after the hardware is fabricated. Consequently, verification task can be performed only after the prototype hardware became available and with the help of in-circuit emulators and/or other techniques [1], [2]. Bugs that cannot be promptly fixed in SW lead to costly re-fabrication and can adversely affect time-to-market. To avoid costly silicon re-spins and improve time-to-market, the design methodology has to change such that hardware and software are integrated earlier in the design-cycle. HW/SW co-simulation and co-verification are the key-elements for this design methodology [3]. HW/SW co-simulation refers to the simulation of heterogeneous systems whose hardware and software components are interacting. It involves the simulation of the software models on a target processor with the simulation of the custom hardware usually described using hardware description languages (HDLs) [4]. In this context, HW/SW co-verification allows to verify the functionality even before hardware is built. However, several obstacles to the verification of HW/SW systems make this a challenging problem, necessitating a major research effort. One issue is the high comTestbench Generation plexity of HW/SW systems which derives from both the size and the heterogeneous nature of the designs. Hardware verification Testbench Fault Coverage Software Hardware complexity has increased to the point that Modification Evaluation Modules Modules it dominates the cost of design. In order to manage the complexity of the problem, SW Fault Model HW Fault Model researchers are investigating functional coCo-Simulation Environment verification techniques, in which functionality is verified by simulating a system deTest Response Evaluation scription with a given set of testbenches [5]. In contrast, formal verification techniques Functional Co-Verification Environment have been explored which verify functionFunctional Qualification ality by using formal techniques (i.e. model checking, equivalence checking, automatic theorem proving, etc.) to precisely evaluate Fig. 1. Functional Qualification overall framework. properties of the design [6]. However, the tractability of functional co-verification makes it the only practical solution for many real designs. An outline of the steps involved in the functional co-verification process is shown in Figure 1, namely the functional co-verification environment. The co-verification involves three major steps: (i) testbench generation, (ii) co-simulation, and (iii) test response evaluation [7]. The testbench generation process typically involves a loop in which the testbenches are progressively evaluated and refined until coverage goals are met. Co-simulation is then performed using the resulting testbenches, and the co-simulation test responses are evaluated for This work has been partially supported by the COCONUT European project FP7-2007-IST-1-217069.



correctness. A key component of test generation is the co-verification fault model, which abstractly describes the expected faulty behaviors both in HW and SW models. The fault model is needed to provide fault detection goals for the automatic test generation process, and the fault model enables the fault detection qualities of a testbench to be evaluated. The functional co-verification environment can be created to verify the correctness of the design models of the target HW/SW system. But the creation of testbenches still poses the question whether the testbenches are correct and sufficiently cover the requirements that have originated the implementation. This technological problem is itself an instance of a deeper philosophical problem named Quis custodiet ipsos custodes? (“Who shall guard the guards?”). Functional qualification is the first technology to provide an objective answer to this question. It is an essential addition to the increasingly challenging task of delivering functionally correct silicon on time and on budget. As depicted in Figure 1, functional qualification encapsulates the functional co-verification, providing an automated and objective measure of the quality of the co-verification environment. The core technology underlying functional qualification is mutation analysis [8]. Mutation analysis has been actively researched for over 30 years in the software testing community (with, among others, PIMS [9], MuJava [10], etc.) but SpringSoft Inc.TM provides a commercial tool (CertitudeTM [11]) that uses this technology within the electronic design automation (EDA) space. In this context, the paper presents the totally new concept of functional qualification applied to the co-verification of a platform model. Moreover, the paper presents a model-level co-simulation framework based on QEMU [12] and SystemC [13]. In literature, the same problem has been addressed by other authors [5]. In that work the Instruction Set Simulator (ISS) executes the application and the operating system, while some HW components are mapped on the corresponding host devices and others are modeled in SystemC. The communication between drivers and the corresponding SystemC models of devices is implemented through dedicated inter-process channels (i.e., sockets) leading to two main drawbacks: 1) HW/SW communication in case of SystemC-simulated devices is different from the final actual implementation, since the designer has to put explicit socket calls in the driver implementation and in the SystemC device description; and 2) in case of multiple SystemC devices the number of sockets between QEMU and SystemC may decrease simulation speed. This paper aims at solving these issues by supporting HW/SW communication directly in the ISS and in the HDL simulator. The advantages are: 1) the way in which device drivers access HW devices is the same both in case of host-mapped components and HDL models; and 2) a single inter-process channel is established between the ISS and the HDL simulator, thus increasing the efficiency and scalability of the co-simulation framework which can handle several CPUs connected to many HDL models. The paper is organized as follows. Section II summarizes the main mutation analysis and functional qualification aspects. Section III describes the proposed co-simulation framework. Section IV presents functional qualification applied to the co-verification environment. Section V shows the effectiveness of the proposed methodology in measuring the quality of co-verification environment of an industrial platform. Finally, concluding remarks are drawn in Section VI. II. M UTATION A NALYSIS AND F UNCTIONAL Q UALIFICATION Mutation analysis and mutation testing [8] have definitely gained consensus during the last decades as being important techniques for SW testing [14]. Such testing approaches rely on the creation of several versions of the program to be tested, “mutated” by introducing syntactically correct functional changes. The purpose of such mutations consists of perturbing the behavior of the program to see if the test suite is able to detect the difference between the original program and the mutated versions. The effectiveness of the test suite is then measured by computing the percentage of detected mutations. Similar concepts are applied also for HW testing, when verification engineers (verifiers) use high-level fault simulation to measure the quality of test benches [15], and test pattern generation to improve fault coverage, thus, providing more effective test suites for the design under verification (DUV). In this case, mutations introduced in the HW descriptions are referred as faults [15]. Nowadays, (i) the close integration between HW and SW parts in modern embedded systems, (ii) the development of high-level languages suited for modeling HW and SW, (iii) the need of developing verification strategies to be applied early in the design flow, require the definition of mutation analysis-based strategies that work at system level, both for HW and SW modules. In traditional mutation analysis the output of the DUV is compared with and without the mutation [16]. If there is a difference observed in the output then the mutant is considered to have been killed. Functional qualification (performed by the CertitudeTM tool) introduced in this paper is different. It is based on the theory of mutation analysis but considers a mutation to have been killed only if a test case fails. In the case where the verification environment models the expected behavior of the outputs then functional qualification can highlight missing checks. The checks could include the comparison of expected output behavior and assertions monitoring the program’s internal or external behavior. This is a fundamentally different perspective because the ability of the verification to detect potential bugs is being measured whereas in traditional mutation analysis only the ability of the input sequences to propagate potential bugs to outputs is measured. Coverage metrics do not consider the checking of output behavior, therefore it was possible for these metrics to give high scores even if the output behavior of the DUV was not checked. Thus the term functional qualification has been introduced to capture this concept of measuring the bug detection ability. As depicted in Figure 1, the proposed functional qualification approach is required to ensure the quality of the co-simulation environment. Therefore, errors in the co-verification environment can result in one of three situations: • The test case fails, in this case the error in the verification environment can be found. • The test case passes, in this case the test case gives a false positive and may hide a real design bug. • The test case is missing, typically due to a mistake in the test plan. Functional qualification is the first technology to indicate that a passing test case is giving a false positive and also can identify a wide range of missing test cases that previous techniques can not detect, for example complex temporal sequences may be missing so potential bugs cannot propagate to outputs.



In this context, the paper presents the concept of functional qualification applied to both HW and SW models in a functional co-verification environment running on a virtual platform. These notions are broadly discussed in the following section. III. C O -S IMULATION Co-simulation is a methodology that allows for an accurate verification of mixed QEMU User Space Emulator SystemC Certitude HW/SW systems. It allows to meet the Testbenches requirements for fast HW prototyping and Model Phase for early SW development, because highApplication SystemC Activate Phase Software level HW models can be effectively inserted Modules into the development flow. The co-simulation Device Drivers Detection Phase framework described in this work uses SystemC to model the HW and QEMU to emuISS iss_port Guest Machine late the SW, even if the methodology can be Configuration Scripts I/O Memory applied to other similar tools. The reasons of SystemC QEMU-SystemC this choice are: (i) SystemC permits to model Kernel GCC Cross-Compiler Wrapper HW components at many abstraction levels; IPC Channel (ii) QEMU achieves good SW simulation speed by using dynamic code translation to Host File System map SW instructions of the guest CPU to the Host Machine host CPU so that it behaves as an ISS; (iii) QEMU supports several target CPUs (x86, PowerPC, ARM, 32-bit MIPS, Sparc32/64 Fig. 2. Co-simulation framework. and ColdFire); (iv) QEMU is open source. The co-simulation framework described in the following supports all mechanisms used by software (in particular by device drivers) to access HW devices so that actual binary code can be simulated. In particular, synchronization between HW and SW is performed by the co-simulation framework and, therefore, no adaptation is required in device drivers and HW models to handle synchronization messages. A. Co-simulation methodology In actual embedded platforms, SW applications access HW devices through device drivers that send information through memory-mapped registers and device memory. Registers and ports are mapped as memory locations (I/O memory): in this way, they are available to the processor over the bus at precise addresses. Operations on those addresses are recognized as operations on the device registers, and thus they are handled by the device itself. The proposed co-simulation allows the interaction of QEMU, executing real applications and real device drivers, with SystemC modules that simulate hardware devices (Figure 2). The device drivers read and write the device registers through the I/O memory slots where the device is registered. Communication between QEMU and SystemC is established by an inter-process channel (socket-based communication) and ISS ports. The ISS ports have been added to the SystemC library as an extension of standard sc_in and sc_out ports. This mechanism substitutes the direct access to I/O mapped memory of real operative systems with real HW devices. The link between SystemC ports and memory addresses in the QEMU is implemented by using a binding table stored in the SystemC kernel. Therefore, implementing co-simulation requires: • modifications to the QEMU both to communicate with the SystemC simulator and to manage the HW device; • modifications to the SystemC simulator kernel. For the SystemC simulator, it is necessary to add the capability of reading and interpreting the messages coming from the QEMU side, as well as sending interrupts to QEMU whenever the HW models generate them. These operations must be transparent to the designer who just writes the model by using the standard SystemC statements. B. The QEMU side of co-simulation The actors involved in the QEMU side of communication are: • Application: a user space application that interacts with a device through a device driver; • Device driver: a module of the kernel space that accesses a device through the I/O memory, where the device registers are mapped; according to good-practice rules [17] device drivers should follow a two-levels structure. The level I device driver implements atomic operations used to access the device registers (such as read and write). These operations are invoked by the level device II drivers functions: the sequence of invocations forms the communication protocol. • I/O memory: a memory region where the device registers are mapped. Accesses to this region must be caught by a QEMU module called QEMU-SystemC Wrapper. This module forwards the requests to the SystemC side of co-simulation; • QEMU-SystemC Wrapper: module added to QEMU to realize co-simulation. This module manages co-simulation between QEMU and SystemC by sending and receiving messages via socket. The first three actors are implemented as in a real system, made of an operative system and of real devices. In fact, both the applications and the device drivers would run correctly in a real system. But they are not enough in a co-simulation environment. Co-simulation implies that access to the I/O memory mapped regions must be managed by an external mechanism. Whenever the driver accesses I/O memory mapped regions, the requests must be forwarded to the simulated device and then the result must be brought back to the driver. Thus, a wrapper must be added.



QEMU contains a module to perform device management: it rules read and write accesses to devices. Let us assume for example that a device driver needs to access the corresponding device: it will perform read or write operations on the specific memory zone where the device is mapped. QEMU recognizes the request and either it emulates the devices functionality or it links to the real device on the host computer. This module has been modified in order APPLICATION to work with co-simulation. QEMU catches II LEV. DRIVER I LEV. DRIVER QEMU-SYSTEMC WRAPPER SYSTEMC an access request and forwards it to the Invokes the ioctl function: SystemC side. Thus, the QEMU-SystemC arg = Wrapper manages communication with the { DATA, ADDR } ioctl ( ecc, SystemC side via socket communication. ecc_ioctl( ecc, file, ECC_WRITE, arg ) ECC_WRITE, arg) The provided functionalities are the following: scmem_mem_map_update is do_write( DATA, ADDR) used to raise an interrupt or to knock down First packet sent via socket: Receives value Write to the DATA iss_message_t.type = 1; on the address the value an interrupt; scmem_mem_map_init iss_messate_t.MemElem = value; DATA port contained by iss_message_t.addr = DATA; packet initializes memory and I/O resources, iss_message_t.lenght = sizeof( value); it manages the addresses of the Receives address Second packet sent via socket: Write to the ADDR on the ISS ports on the SystemC side and iss_message_t.type = 1; address the ADDR port iss_messate_t.MemElem = address; address contained it starts the socket communication; iss_message_t.addr = ADDR; by packet iss_message_t.lenght = sizeof( address); scmem_mem_map_restore Write to the Third packet sent via socket: Receives 1 on the restores the socket communication; COMM address iss_message_t.type = 1; COMM port the operation iss_messate_t.MemElem = 1; scmem_mem_map_read is invoked type (write = 1) iss_message_t.addr = COMM; whenever a read operation is performed iss_message_t.lenght = sizeof( unsigned int); The write operation by the driver on the I/O memory assigned is performed to the device. This function prepares the data to be sent via socket to the SystemC Fig. 3. Flow of execution and messages generated by a write request. side; scmem_mem_map_write is invoked whenever a write operation is performed by the driver on the I/O memory assigned to the device. This function prepares the data to be sent via socket to the SystemC side; cosim prepares the packets and sends them to the SystemC side via socket. It is invoked by both the scmem_mem_map_read and the scmem_mem_map_write functions. Figure 3 summarizes the flow of execution and of messages generated by a write request, on the ECC device, from the application. The ECC is part of the reference platform introduced in Section V-A. C. The SystemC side of co-simulation The SystemC-QEMU wrapper, an extension of SystemC kernel, handles the Sysresponse temC side of co-simulation. As soon as a request request from QEMU is received via socket, the kernel extracts information from the request packets and it sets the correct valentry control_register case WRITE: ues on the ISS ports. Then, the simulated address_register set request (data_register, data_register devices evolve according to the input readdress_register) ceived. The result provided must be sent case READ: set request back to QEMU via socket. An overview of (data_register, the structure of the QEMU-SystemC wrapread_iss_command_register address_register) set command_register get response per is depicted in Figure 4. The introduced read_iss_address_register read_iss_data_register set iss_control_register = 0 set iss_data_register set address_register set data_register ISS ports are four: iss_port_address, run_io_process.notify() set iss_control_register = 1 iss_port_data, iss_port_command and iss_port_control. The addresses of these ports must be known by the QEMU side of co-simulation. iss_command_register iss_data_register iss_address_register iss_control_register The methods of the SystemC-QEMU wrapper are sensitive to these ports. WhenFig. 4. Structure of the QEMU-SystemC wrapper. ever a data is received on a port, a precise method is woken up, in order to update the wrapper registers and eventually start execution on the SystemC platform. The wrapper is made of four main methods: • read_iss_data_register is sensitive to the ISS data port. Whenever a new data is written to this port, the method saves the new value in the data register; • read_iss_address_register is sensitive to the ISS address port. Whenever a new data is written to this port, the method saves the new value in the address register; • read_iss_command_register is sensitive to the ISS command port. If a new data is written to this port, it means that the QEMU side has finished transmitting data and thus the SystemC side has already received the updated values for both data and address. The ahb_transport port
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method updates the command register and it writes 0 to the ISS control port, to keep the QEMU side waiting. Then, it wakes up the entry method by notifying a run_io_process event: the entry method will process the QEMU request and write the result to the ISS data port; entry waits for a run_io_process event. Whenever such an event is notified, the method looks at the command requested. If the command is a write operation, it writes the values of data, address and command on an ahb_transport port to the SystemC platform. The SystemC AHB bus will receive the data and it will forward it to the corresponding device. Finally, the ISS control port is updated to 1, to notify QEMU that execution on SystemC side is finished. This value will raise an interrupt on the QEMU side. If the command is a read operation, it writes the values of data, address and command on an ahb_transport port to the SystemC platform. The SystemC AHB bus will receive the data and it will forward it to the corresponding device. Then, the entry function gets the execution result from the ahb_transport port and it writes it to the ISS data port. Finally, the ISS control port is updated to 1, to notify QEMU that execution on SystemC side is finished and that the result is available on the ISS data port. This value will raise an interrupt on the QEMU side. IV. F UNCTIONAL Q UALIFICATION F RAMEWORK TM



This Section describes the Certitude



tool and the proposed approach to functional qualification of HW/SW platform model.
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A. Certitude : a functional qualification tool To be effective, co-verification must ensure that HW/SW models are shipped without critical bugs. To find a HW/SW design bug, three things must occur during the execution of the verification environment: 1) The bug must be activated; i.e. the code containing the bug is exercised. 2) The bug must be propagated to an observable point; e.g. the outputs of the design. 3) The bug must be detected; i.e. behavior is checked and a failure indicated. Traditional EDA technologies have focused on item 1, activating the bug. Techniques such as code coverage and functional coverage can help ensure that model code is well-activated, but they cannot guarantee that design bugs will be propagated. Nor can they guarantee that the bugs will be detected by the checkers, assertions or comparison against a reference model. When integrating CertitudeTM into a project environment, it is important to understand that it works on top of the co-simulation environment, and can make use of a batch interface into the environment. CertitudeTM is a point tool that does not require changes to the project environment itself. However, slight modifications to some scripts may be necessary. To adapt CertitudeTM to the co-verification environment, it needs to have the following information and control: a list of all HW/SW models files that make up the system, the ability to recompile the (instrumented) source code, a list of testcase names, a script that can execute a testcase and return a pass or fail result. CertitudeTM automatically inserts mutants into the HW/SW models and determines if the verification environment can detect these mutations. A known mutant that cannot be detected points to a verification weakness. If a mutant cannot be detected, there is evidence that actual design bugs would also not be detected by the co-verification environment. A functional qualification tool, such as CertitudeTM , helps the user understand the nature of these verification weaknesses. Functional qualification is able to provide unique information to the verifier. For the first time, verifiers can measure the ability of their co-verification environments to propagate and check potential design bugs. Put more bluntly, CertitudeTM is the first tool to measure the quality of their work comprehensively. There are potentially a large number of live mutants so a principal concern is how much time it takes to analyze this information. CertitudeTM can provide information to help in the analysis of live mutants for example graphical waveform diffs of signal behavior with and without a mutant. However the key to an efficient use is methodology, not technology. If functional co-verification is seen as the measurement of the HW/SW system’s functionality then functional qualification can be seen as a calibration of the co-verification process. It then becomes clear that the co-verification activity should be driven from the verification plan - not from data resulting from its calibration. When CertitudeTM finds a live mutant the user is encouraged to find the root cause of this, then look for potentially related issues. For example a single live mutant may point out a missing checker, further analysis may point out a missing feature from the verification plan, still further analysis may point out a poorly written specification. With this in mind the user reviews similar sections of the specification checking if they resulted in an accurate verification plan. Once the root cause and related issues have been identified, from a single live mutant, there will often be considerable changes to the verification plan and then to the verification code. These changes can impact the status of many mutants. Therefore the user is encouraged not to analyze a large number of mutants (because many mutants may point to the same root cause) but to perform the verification improvement iteratively. Because the user performs a root cause analysis, not all mutants need to be analyzed by the tool in each qualification iteration. This addresses the major concern of functional qualification - the runtime overhead. If only a subset of the faults need to be analyzed then the runtime overhead can be significantly reduced. Furthermore an ordering of the mutants is performed automatically in CertitudeTM and maximize the efficiency of this methodology [18]. In the mutation analysis literature the coupling effect states that live mutants may be associated with more complex real design bugs [19]. Functional qualification expands on this relationship by introducing the intelligence and creativity of an engineer performing a root cause analysis of live mutants. Therefore the coupling between live mutants and design bugs during a CertitudeTM qualification benefits from the multiplying effect of the user’s insights into how to improve the verification plan and the overall verification process.
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Description Arithmetic Operator Replacement. Replace basic arithmetic operators to other arithmetic operators. Absolute Value Insertion. Replace each integer expression e by abs(e). Constant Replacement. Each constant occurrence is replaced by every other constant of the appropriate type that is declared in the current scope. Logical Operator Replacement. Replace logical operators to other logical operators. Relational Operator Replacement. Replace relational operators to other relational operators. Constant for Variable Replacement. Each constant occurrence is replaced by every other variable of the appropriate type that is declared in the current scope. Variable for Constant Replacement. Each variable occurrence is replaced by every other constant of the appropriate type that is declared in the current scope. Variable Replacement. Each variable occurrence is replaced by every other variable of the appropriate type that is declared in the current scope. Unary Operator Insertion. Each unary operator (arithmetic +, arithmetic -, conditional !, logical ) is inserted in front of each expression of the correct type. Fig. 5.
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SW mutation operator set.



Description Constant Limit Replacement. Test upper and lower boundaries of different registers. The same process is made for variables. The perturbation area is also simulated. Constant for Scalar Variable Replacement. Each variable and signal is replaced by a constant of the same type. Generic Replacement. Simulate a misconnection. This operator is most interesting for structural designs. Signed/Unsigned Replacement. Test signed and unsigned binary vectors. Variable and Signal Replacement. Test the bad variables and signals assignment resulting in synchronization errors and bad action sequences. Signal Assignment Replacement. Test assignment to incorrect register. Signal and Variable Initialization Replacement. Generates incorrect initialization. State Sequence Replacement. Modify the state sequence in a state machine. Logical Constant Replacement. Each logical operator is successively replaced by others. Conditional Operator Replacement. Substitute all possible conditions. Level Replacement. Modify the sensitivity (high or low) Fig. 6.



HW mutation operator set.



B. HW/SW mutation approach The main idea of the mutation analysis is to obtain from the functional description of the HW/SW modules an incorrect version by introducing a fault into the module representations. Therefore assuming D, the model, each alternate version, M , known as a mutant of D, is formed by modifying a single statement of D according to some predefined rules. Figure 5 gives an example of operators which suit SW module perturbation, as well Figure 6 reports specific HW mutation operators and their descriptions. Each of the mutant statements is executed at a time. The original module plus the mutant modules are collectively known as the neighborhood N of D. In the proposed approach, mutation analysis is a method of evaluating the adequacy of a set of testbenches for HW/SW modules. Informally, testbenches are considered mutation-adequate for a design if they can distinguish the module from modules that differ from it by small syntactic changes. Testbenches are then measured by determining how many of the mutant modules produce incorrect output when executed. Each live mutant is executed with the testbenches and when a mutant produces incorrect output on a testbench, that mutant is said to be killed by that testbench and is not executed against subsequent testbenches. This shows that the current testbench set is able to detect the faults represented by the dead mutants. Two modules are functionally equivalent if they both always produce the same output on every input. Some mutants are functionally equivalent to the original module and cannot be killed. A mutation score of a test set is the percentage of nonequivalent mutants that are killed by the testbench set. More formally, if a design has M mutants, E of which are equivalent, and a testbench T kills K mutants, the mutation score is defined to be: K M S(D, T ) = . (M − E) A testbench is mutation-adequate if its score is 100 percent (all nonequivalent mutants were killed). In practice, testbench set that score above 95 percent on a mutation system tend to be difficult to create, but are effective at detecting faults. B.1 Mutation analysis using program schema The large number of mutant alternatives for HW and SW models represents a bottle-neck in terms of compilation and simulation time: the idea of individually creating, compiling, linking, and running each mutant is impractical. A methodology providing a compact representation of the module neighborhood N is the use of program schema [20]. The essence of this method lies in the creation of a specially parameterized module called the meta-mutant. Derived from D, the meta-mutant is compiled and runs at compiled-speeds. While running, the meta-mutant can be instantiated to function as any of the alternate modules found in N. Therefore, a program schema is a template. A schema syntactically resembles a HW or SW module, but contains free identifiers, called abstract entities, in place of some module variables, registers, signals, data-types identifiers, constants and statements. A schema can be instantiated by providing appropriate substitutions for abstract entities. To explain how a meta-mutant is able to represent the functionality of a collection of mutants, a closer look at mutation analysis is necessary. Authors remind that for a program D, each mutant of D is formed as a result of a single modification to some statement of D. Each mutant in N differs from the original description in only one mutated statement. How these statements are altered is dictated by the modification rules used.
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i n t AOrr ( i n t l e f t o p , i n t r i g h t o p , i n t m u t i n d e x ) { switch ( mut index ) { c a s e aoADD : r e t u r n l e f t o p + r i g h t o p ; break ; c a s e aoSUB : r e t u r n l e f t o p − r i g h t o p ; break ; c a s e aoMULT : r e t u r n l e f t o p ∗ r i g h t o p ; break ; c a s e aoDIV : r e t u r n l e f t o p / r i g h t o p ; break ; c a s e aoMOD : r e t u r n l e f t o p MOD r i g h t o p ; break ; c a s e aoLEFT : r e t u r n l e f t o p ; break ; c a s e aoRIGHT : r e t u r n r i g h t o p ; break ; default : s t d : : c e r r 
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