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Purpose of This Document Welcome to the JIDE Grids, the JTable extension product in JIDE Software’s product line. This document is for developers who want to develop applications using JIDE Grids .



What is JIDE Grids Believe it or not, JTable is probably one of the most commonly used Swing components in most Swing applications. Many people complained about the design of JTable. Every design has its pros and cons - so does JTable. People have so many various kinds of requirements, so it’s really hard to design such a complex component as JTable satisfying everybody’s needs. In our opinion, it’s not the design of JTable is not good but it left out many important features that a table should have. Good news is JTable does leave many extension points so that you can enhance it to meet your needs. So as long as we keep improving it, it will get better and better - JIDE Grids is one step toward this goal. All components in JIDE Grids are related to JTable and are fully compatible with JTable.



Packages The table below lists the packages in the JIDE Grids product. Packages



Description



com.jidesoft.grid



All the JTable related components are in this package, including PropertyTable, SortableTable, CellSpanTable, CellStyleTable, TreeTable, HierarchicalTable, SortableTableModel, and FilterableTableModel etc.



com.jidesoft.converter1



Converters that can convert from String to Object and from Object to String.



com.jidesoft.comparator2



Comparators



com.jidesoft.grouper3



ObjectGroupers that can group many values into one group to reduce the number of distinct values.



1



This package is moved to jide-common.jar as other products also need converters.



2



This package is moved to jide-common.jar as other products also need comparators.



3



This package is moved to jide-common.jar as other products also need groupers.
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com.jidesoft.combobox



Several ComboBox-like components such as DateComboBox and ColorComboBox, as well as classes needed to create your own ComboBox.



com.jidesoft.list



SortableListModel, FilterableListModel and other classes related to JList



com.jidesoft.tree



SortableTreeModel, FilterableTreeModel and other classes related to JTree



Class Hierarchy of All the JIDE Tables Before we discuss each table component in detail, it’d be better to give you an overview of them. See below for a class hierarchy of all the table components we have in JIDE Grids.



Figure 1 Class Hierarchy of Tables in JIDE Grids



As you can see, JideTable extends directly JTable since JideTable provides the features that are supposed to be in JTable. Those features include nested table column header, table/row/cell validation support, and automatic changing row height. ContextSensitiveTable provides way to configure different cell renderers and cell editors for each cell. Then it comes the NavigableTable which provides a way to define how the navigation keys work in a table. Then it comes to CellStyleTable and CellSpanTable which provide two commonly used features as the names indicated. Next is CategorizedTable. We will not cover this table at all in this developer guide. The reason is we are not ready to expose it as public API yet. Simply speaking, it provides access to the expand/collapse icon since both tree table and hierarchical table need it. After CategorizedTable, it’s SortableTable which supports multiple column sorting. Till now, it’s still one line of hierarchy. After SortableTable, it divides into two types of distinct tables. Each of them has its own special usage. One is TreeTable. PropertyTable is
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actually a special use case of TreeTable. GroupTable is also a TreeTable. The other kind of table is HierarchicalTable which is quite a unique table that is different from all other tables. Generically speaking, you should make you table extending one of the last five tables (SortableTable, HierarchicalTable, TreeTable, GroupTable or PropertyTable) in the class hierarchy tree which are marked in a blue rectangle. However nothing prevents you from using any other tables as long as you know exactly what features each table provides.



Converter Before we introduce any table features, we have to cover some basic modules that the any tables would need. As we all know, JTable follows MVC design pattern. The Model is the TableModel. The View is the JTable. It could be any type of the data in the TableModel. Unless you use custom cell renderers, the default cell renderer only display String. It means we need some kinds of conversion that converts from any types of data to String so that it can be displayed in the table cells. Editing table is the opposite. It needs a conversion that converts from String to any data type. Here comes the ObjectConverter. Below is the interface of ObjectConverter. All converters should implement this interface. public interface ObjectConverter { /** * Converts from object to String based on current locale. * @param object object to be converted * @return the String */ abstract String toString(Object object, ConverterContext context); /** * If it supports toString method. * @return true if supports toString */ abstract boolean supportToString(Object object, ConverterContext context); /** * Converts from String to an object. * @param string the string * @return the object converted from string */ abstract Object fromString(String string, ConverterContext context);
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/** * If it supports fromString. * @return true if it supports */ abstract boolean supportFromString(String string, ConverterContext context); }



As an example, assume you are dealing with a Rectangle object, specified as (10, 20, 100, 200). If you represent this Rectangle as the string “10; 20; 100; 200” then 80% of users will probably understand it as a Rectangle with x equals 10, y equals 20, width equals 100 and height equals 200. However, what about the other 20% of the people? Well, they might think it is an int array of four numbers. That’s fine. Users can generally learn by experience: as long as you are consistent across your application, users will get used to it. The situation is slightly more complicated in the case of Color. If we consider the string “0, 100, 200” - if people understand the RGB view of Color then 90% of them will treat as 0 as red, 100 as blue and 200 as green. However, since Color can also be represented in HSL color space (Hue, Saturation, and Lightness), some people may consider it as hue equal 0, saturation equals 100 and lightness equals 200. Another way to represent the color is to use the HTML color name such as “#00FFFF”. If your application is an html editor, you probably should use a converter to convert color to “#00FFFF” instead of “0, 255, 255”. What this means is that, based on your users’ background, you should consider adding more help information if ambiguity may arise. We also need to consider internationalization, since the string representation of any object may be different under different locales. In conclusion, we need a series of converters that convert objects so that we can display them as string and convert them back from string. However in different applications, different converters are required. Although we have already built some converters and will add more over time, it is probably true that there will never be enough. Therefore, please be prepared to create your own converters whenever you need one. The list below shows all the converters that we currently provide.
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Figure 2 Existing converters



If you want to add your own converters then you can create one quite easily, by implementing a class that extends the ObjectConverter interface (i.e. the four methods in this interface). Before you use it, you must register it with ObjectConverterManager, which maps from a Class to a converter or several converters. If you want to register several converters for the same object then you can use ConverterContext to differentiate them. There are two static methods on ObjectConverterManager that are used to register a converter: void registerConverter(Class, ObjectConverter). void registerConverter(Class, ObjectConverter, ConverterContext).



To help users adding their own classes that support ConverterContex, we provide an interface called ConverterContextSupport (all of our CellEditor and CellRenders implement this interface).
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We didn’t automatically register the existing converters with the ObjectConverterManager. However, we do provide a method initDefaultConverter() which you can call to register the default converters (as shown below). In addition to converters, this will register the default CellEditors and CellRenderers that we have provided. If you wish to make use of this facility then make sure that you call the initDefaultConverter() method when your application is started. ObjectConverterManager.initDefaultConverter();
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Property Pane In an Object Oriented Design, every object is composed of a combination of data and function. In Java, we sometimes refer to this data as the ‘properties’ of the object. If you follow the JavaBean pattern then all properties are exposed via getter and setter methods. If an application needs to deal with an object’s properties then this can be done by displaying the name of each property, along with its value. This is the purpose of the PropertyPane, which displays this information in table form. Below are two examples of Property Panes, from NetBeans and JBuilder respectively. Both graphs show the properties of a JButton. As you can see, the JButton has many properties, such as its background color, foreground color, font, icon, text etc. As you can see, it’s quite intuitive to display them in a table like this with the property name on the left side and the corresponding value on the right side.



Figure 3 NetBeans PropertyPane (Above) Figure 4 JBuilder 9 PropertyPane (Right)



What does a PropertyPane look like? The picture below shows an example of a property pane, using our PropertyPane class. The PropertyPane consists of three main parts. The top portion is a toolbar that has buttons which provide convenient access to some features of the PropertyPane. The middle portion is the PropertyGrid, which displays the name of each property, along with its value. The bottom portion is the description area, which can be used to provide a more detailed description of each property. Since the name of each property is usually very concise, the description area can very helpful (especially for new users). However, the description area can be hidden when the user becomes familiar with the properties
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Figure 5 JIDE PropertyPane



The PropertyGrid is a two-column table, the first column of which is the name of the property and the second column is the value of the property. If you wish, you can group sets of properties into categories, where each category appears as gray bold text, as shown in the example above. You can collapse categories, which you are not interested in, so that only properties you are interested in will be shown. You can also have different levels of properties, as shown in the last row in the example above. If you have a large number of properties, which makes it hard to find a specific entry, then you can click on the alphabetic button in the PropertyPane toolbar, so that the properties will be listed in alphabetic order.



11



COPYRIGHT © 2002-2010 JIDE SOFTWARE. ALL RIGHTS RESERVED



Figure 6 PropertyPane (Alphabetic Order)



As a user, how do I use it? When you click the mouse on the name column, the row will be selected and the value column will go into editing mode automatically. The type of editor that is displayed may vary depending on the type of the data that is being edited. There are basically three types of editors. TextField editor – For very simple types such as name, number etc. Dropdown Popup – Rather than letting the user type free-format text, this uses a popup to help the user select the required value. Usually the popup only needs a single selecting action. Examples include the Color and Date input editor. Dialog Popup – If the popup needs multiple selection actions then you should consider using a Dialog Popup rather than a Dropdown Popup. In addition, you should use the Dialog Popup if there is an existing dialog that you can leverage. Examples include Font, File and Multiple Line Description. TextField editor is very simple and so will not be discussed any further. Below is an example of a Dropdown Popup, for selecting a color, using a combo-box-like editor. If you click on the drop down button then the popup will be displayed.
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Figure 7 Dropdown Cell Editor



You can also choose a value without going through the popup. Just type in the value you want in the text field…



…and then press enter. You can see the value is set as you entered it. You should see that the converter module has been used here to convert the string “255, 0, 255” into a Color value.



Below is an example of a Dialog Popup. Instead of the down arrow button that is used in a Dropdown popup, a “…” button is displayed. Clicking on this will cause dialog to appear to help you select a value. The example below is a file chooser - clicking on the “…” will cause a FileChooser dialog to pop up.



Figure 8 Dialog Cell Editor



As a developer, how do I use it? If you are following the standard object bean pattern then it is quite easy to use the PropertyGrid control. However, in the real world, not all objects are compliant with the standard bean pattern. Furthermore, in many cases we find that we are dealing with a property which does not exist as an attribute of any single object, but which is instead calculated ‘on the fly’, based on the values of a number of attributes. Based on our experience of dealing with this sort of situation, we created a class called Property - not surprisingly, it is an abstract class. Property defines the following methods as abstract, so you need to write your own Property class that extends Property and implement these three methods: public abstract void setValue(Object value); public abstract Object getValue(); public abstract boolean hasValue();
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Things become much easier once you have created a concrete descendant of the Property class. Then, all you need to do is to create a list of your Property objects, as an ArrayList and use this ArrayList to create a PropertyTableModel. ArrayList list = new ArrayList(); Property property = new ….. // create property list.add(property); // add more properties PropertyTableModel model = new PropertyTableModel(list); PropertyTable table = new PropertyTable(model);
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BeanProperty and BeanIntrospector The Property class provides an abstract implementation. If you want to use PropertyTable to display JavaBean properties, it will be too tedious to create a list of properties manually. To address this requirement, we introduced a concrete class called BeanProperty. BeanProperty implements Property on top of PropertyDescriptor which is part of JDK JavaBean implementation. We introduced another class call BeanIntrospector to help you introspect JavaBean. BeanIntrospector, will create a list of properties which can be used by PropertyTableModel. There are four different ways to create a BeanIntrospector. 1.



Given an object, if it’s fully JavaBean compatible and there is corresponding BeanInfo class, you can use BeanIntrospector(Class clazz, BeanInfo beanInfo) to create a BeanIntrospector.



2.



If you know exactly the list of property names of the object but you don’t want to create a BeanInfo, you can use BeanIntrospector(Class clazz, String[] properties) and give introspector the information of the properties. The array of properties is in the format of new String[] { "propertyName1", "propertyDescription1", "propertyCategory1", "propertyName2", "propertyDescription2", "propertyCategory2", ... };



So if you have n properties, the array length should be have 3*n. This array will tell BeanIntrospector what the properties are as well as the description and category which are both part of Property. 3.



In this case, you know exactly the list of property names, just like in case 2. However you don’t want to hard code the property name into source code. We provide a way to load the property definition from XML file. The XML file looks like this. … 
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Possible attributes for Property element in the XML are "name", "displayName", "value", "type", "description", "dependingProperties", "category", "converterContext", "editorContext", "editable", and "autoIntrospect". The XML file could be at any place where the code can access. However we suggest you put it at the same package of the object class definition and copy it as resource file to class output directory so that you can use class loader to load it. There are two constructors for this case, BeanIntrospector(Class clazz, String fileName) and BeanIntrospector(Class clazz, InputStream in). The first one used to load property XML as a file. The second one is to load it using class loader. 4.



The last case is you want to completely depend on Java reflection to find all properties. You can use constructor BeanIntrospector(Class clazz) in this case. If using this way, it will find a lot more properties than you need. Typically you don’t want to use this way. However it is not a bad idea to use this in development phase to get the complete list of properties, and then go through each one and determine which ones you want. In production phase, you should use the first three ways and only show the properties you want. For example, if you use reflection to introspect Rectangle.class, you will get 18 properties. Most of them are useless. See the first picture below. In fact, you just need to have a string array as below. public static final String[] RECTANGLE_PROPERTIES = new String[]{ "x", "x", "", "y", "y", "", "width", "width", "", "height", "height", "" };



And use the second way to create the introspector, and you got the property table like in the second picture.
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After you create the BeanIntrospector, you can further customize it by calling getProperty(String name) to get the BeanProperty and then call setConverterContext() and setEditorContext() etc. BeanIntropector has a method called createPropertyTableModel(Object object). It will create a PropertyTableModel that can be used by PropertyTable. Now let’s go through a real example to create and configure BeanIntrospector to inspect the properties of DockableFrame. First, let’s use constructor BeanIntrospector(DockableFrame.class) to create an introspector first, then call createPropertyTableModel and set the model on PropertyTable. Here is what you will see.
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Figure 9 BeanInstrospector on DockableFrame.class



There are more than 140 properties when we tried the first time. It’s too many if we show all of them so we just take part of them as an example and show it above. After looking through each of them, we come up with a list of properties we want to expose. Then we create a String array of the properties we want and use constructor BeanIntrospector(Class clazz, String[] properties) to create an introspector. See below. As you can see, there are only 22 properties. And they are properly categorized.
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Figure 10 BeanInstrospector on DockableFrame.class with proper categories



It’s much better but there are still a few issues. For example, initMode property is shown as a regular integer cell. Yes, the type of the property is indeed int.class but the valid values are defined in DockContext such as hidden, floating, docked or autohidden etc. It will be very unusable if let you remember the mapping. It’s very easy to solve. All you need is to create an EnumConverter that maps correctly from int value to a string value as well as corresponding EnumCellRenderer/Editor. EnumConverter dockModeConverter = new EnumConverter("DockModeDockableFrame", int.class, new Object[]{ new Integer(DockContext.STATE_HIDDEN), new Integer(DockContext.STATE_FLOATING), new Integer(DockContext.STATE_AUTOHIDE), new Integer(DockContext.STATE_AUTOHIDE_SHOWING), new Integer(DockContext.STATE_FRAMEDOCKED) }, new String[]{ "Hidden", "Floating",
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"Autohidden", "Autohidden (showing)", "Docked"}, new Integer(DockContext.STATE_HIDDEN)); ObjectConverterManager.registerConverter(dockModeConverter.getType(), dockModeConverter, dockModeConverter.getContext()); EnumCellRenderer dockModeRenderer = new EnumCellRenderer(dockModeConverter); EnumCellEditor dockModeEditor = new EnumCellEditor(dockModeConverter); CellRendererManager.registerRenderer(dockModeConverter.getType(), dockModeRenderer, dockModeRenderer.getContext()); CellEditorManager.registerEditor(dockModeConverter.getType(), dockModeEditor, dockModeEditor.getContext());



DOCKABLE_FRAME_INTROSPECTOR.getProperty("InitMode").setConverterContext(dockM odeConverter.getContext()); DOCKABLE_FRAME_INTROSPECTOR.getProperty("InitMode").setEditorContext(dockMo deEditor.getContext());



The same thing applies initSide property. The next thing we noticed is the undockedBounds property. The type is Rectangle.class. Since we have RectangleConverter, the rectangle value is converted to a semi-colon delimited string. The values are in the order of x, y, width and height. If user types in that format, it will be converted to rectangle. However it’s not user-friendly. A better approach is to make undockedBounds expandable so that the value of x, y, width, height can be modified in child properties. To make it happen, you need to call the following.



DOCKABLE_FRAME_INTROSPECTOR.getProperty(DockableFra me.PROPERTY_UNDOCKED_BOUNDS).setAutoIntrospect(true);



After a few customizations, we got the screen shot on your right. As you can see, initMode and initSide properties are now combobox. User can choose the meaningful value directly from the list. The undockedBounds property has child properties so that user can change the x, y, width or height directly. We provide many built-in cell editors in JIDE Grids product as you will see in the following sections. However there is no way we can cover all your need. When you have a custom data type, you may need to write your own cell editor/cell
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renderer/converter in order to allow user editing that certain type in PropertyTable.
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CellEditors and CellRenderers The usage of CellEditor and CellRenderer is probably one of the most interesting aspects of the JTable framework. First, let’s review how JTable handles customization of cell editors and cell renderers. 1. You can set a CellRenderer and CellEditor per column using TableColumn’s setCellRenderer and setCellEditor methods respectively. 2. You can set a default CellRenderer and CellEditor per data type using setDefaultRenderer(Class, TableCellRenderer) and setDefaultEditor(Class, TableCellEditor) respectively. 3. The cell renderer or editor set in the first case has a high priority than the second one. From above, you can see a JTable assumes that each column has the same type of value, and that each data type will use the same type of cell editor. Unfortunately, neither of these assumptions is true in some cases (such as PropertyTable). Fortunately enough, JTable does allow us to add extensions to meet our requirements. In the case of PropertyTable, each row in the value column may have different types of value, requiring different editors - even when the same underlying data type is being used. In order to support this requirement we have created two new classes: CellEditorManager and CellRendererManager, using an approach similar to the ObjectConverterManager. If we first consider the CellEditorManager, this allows you to register any cell editor with a given data type, as defined by its class. You can also register a different cell editor to the same type using different contexts. Different from CellRendererManager, CellEditorManager takes CellEditorFactory to make sure an unique cell editor is used for each cell editing. public static void registerEditor(Class clazz, CellEditorFactory editorFactory, EditorContext context) public static void registerEditor(Class clazz, CellEditorFactory editorFactory)



As an example, the String class is generally associated with a StringCellEditor. However, if the String is actually a font name then we associate it with a FontNameCellEditor in the context of FontNameCellEditor.CONTEXT. If you still remember the definition of Property, you will recall that the Property class has a field called EditorContext. This means that if you set the EditorContext of a Property to FontNameEditor.CONTEXT then a FontNameCellEditor will be used to edit cells of that type. registerEditor(String.class, new CellEditorFactory() { public CellEditor create() { return new StringCellEditor(); }
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}); registerEditor(String.class, new CellEditorFactory() { public CellEditor create() { return new FontNameCellEditor(); } }, FontNameCellEditor.CONTEXT);



The Renderer framework works in a virtually identical manner to the Editor framework. Both CellRendererManager and CellEditorManager have a method to initialize default editors or renderers, called initDefaultRenderer() and initDefaultEditor(), respectively. Please note that these methods are not called automatically (except in our demo code). This means that if you want to use our default editors and renderers then you must make sure to initialize them yourself before you can use the related classes.



Figure 11 Existing CellEditors and their hierarchy



Here is the code to register default editors and renderers. CellEditorManager.initDefaultEditor(); CellRendererManager.initDefaultRenderer();



In fact, in JIDE Grids, not just ProperyTable uses CellEditorManager and CellRendererManager. ContextSensitiveTable is the table class that starts to use it. If you remember the table hierarchy at the “Class Hierarchy of All the Tables” section, you will see all
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tables provided in JIDE Grids extend ContextSensitiveTable except JideTable. It means tables such as SortableTable, TreeTable, HierarchicalTable, CellSpan/StyleTable all can use CellEditor/RendererManager. ContextSensitiveTable uses a table model called ContextSensitiveTableModel. ContextSensitiveTableModel extends TableModel interface and added three more methods. See below. /** * Gets the converter context at cell (row, column). * * @param row * @param column * @return converter context */ ConverterContext getConverterContextAt(int row, int column); /** * Gets the editor context at cell (row, column). * * @param row * @param column * @return editor context */ EditorContext getEditorContextAt(int row, int column); /** * Gets the type at cell (row, column). * * @param row * @param column * @return type */ Class getCellClassAt(int row, int column);



getCellClassAt returns the data type for a cell. If you need different cell renderer or editor for the same data type, returns a different EditorContext in getEditorContextAt() for those cells. Please note, both CellRendererManager and CellEditorManager use EditorContext to look up alought the name of EditorContext has “editor” in it. The getConverterContextAt method can be used if you want to use the same default cell renderer but want to display the data differently. The converter context is used to find the
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correct ObjectConverter that can convert from a data type to/from a string so that the default cell renderer can display it. By using this feature, you save the effort of creating a new cell renderer for each data type because in most cases, a data type can be converted to a string. In addition, we also added setDefaultCellRenderer method to ContextSensitiveTable will allow you to set a cell renderer that will be used for all cells. Let’s see after this enhancement, how cell renderer can be customized. 1. setDefaultCellRenderer to set the same cell renderer for all cells in a table. 2. You can still set a TableCellRenderer per column using TableColumn’s setCellRenderer methods respectively. This is just like before. 3. You can set your cell renderers to CellRendererManager. Then implement a table model that implementing ContextSensitiveTableModel. The cell renderers will be looked up from CellRendererManager and used. a. There is a special case. If you are OK to use ContextSensitiveCellRenderer to display your data as string, you can return a different ConverterContext in ContextSensitiveTableModel. ContextSensitiveCellRenderer will use the ObjectConverter it finds to convert your data into string. 4. You can still set a default CellRenderer per data type using setDefaultRenderer(Class, TableCellRenderer). This is again just like before. But if will only happen if either you called setCellRendererManagerEnabled(false) or you didn’t implement ContextSensitiveTableModel in your table model. 5. The first case has a higher priority than the second one and so on. How about cell editor? 1. You can still set a TableCellEditor per column using TableColumn’s setCellEditor methods respectively. This is just like before. 2. You can set your cell editors to CellEditorManager. Then implement a table model that implementing ContextSensitiveTableModel. The cell editors will be looked up from CellEditorManager and used. 3. You can still set a default CellEditor per data type using setDefaultEditor(Class, TableCellEditor). This is again just like before. But if will only happen if either you called setCellEditorManagerEnabled(false) or you didn’t implement ContextSensitiveTableModel in your table model. 4. The first case has a higher priority than the second one and so on. We prepared G26. ContextSensitiveTableDemo in the examples folder which shows you how to use this feature.
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Color Related Components ColorChooserPanel ColorChooserPanel is a panel that has many color buttons that the user can click on to select the required color. This class supports the ItemListener. An itemStateChanged event will be fired whenever a color is selected. We support several color sets, including the 15 basic RGB colors, 40 basic colors and 215 web colors.



Figure 12 ColorChooserPanel (15 colors)



Figure 13 ColorChooserPanel (40 colors)



Figure 14 ColorChooserPanel (215 web-safe colors)



In additional to color choosers, we also support gray scale - from 16 gray scales, 102 gray scales and 256 gray scales.
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Figure 15 ColorChooserPanel (16 gray scale)



Figure 16 ColorChooserPanel (102 gray scales)



ColorComboBox Unsurprisingly, the ColorComboBox is a combo box that can choose colors. It uses ColorChooserPanel as dropdown popup, as shown below:



Figure 17 ColorComboBox



Keyboard Support ColorComboBox and ColorChooserPanel supports keyboard-only environment. When Popup is hidden ALT + DOWN



To Bring up the popup When Popup is visible



ESC LEFT



Hide the popup without changing the selection Previous color to the same row. If at the beginning of a row, go to last color of previous row
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RIGHT



Next color to the same row. If at the end of a row, go to first color of next row.



UP



Color at the same column of the previous row



DOWN



Color at the same column of the next row



HOME



First color



END



Last color



ENTER



Select the highlighted color and hide popup



Date Related Component DateChooserPanel Similarly to the ColorChooserPanel, the DateChooserPanel is also a popup panel, which allows the user to choose a Date value (again, providing ItemListener events, as appropriate).



Figure 18 DateChooserPanel / Choosing Year
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Figure 19 DateChooserPanel (Choosing Month)



Figure 20 DateChooserPanel (hide week of year panel, “Today” and “None” button which are all optional)



DateChooserPanel dateChooserPanel = new DateChooserPanel(); dateChooserPanel.setShowWeekNumbers(true/false); dateChooserPanel.setShowTodayButton (true/false); dateChooserPanel.setShowNoneButton(true/false);
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Figure 21 DateChooserPanel (all dates after Aug 13, 2003 are disabled)



// create a DateModel first DefaultDateModel model = new DefaultDateModel(); // setMaxDate of DateModel to Aug 13, 2003 Calendar calendar = Calendar.getInstance(); calendar.set(Calendar.YEAR, 2003); calendar.set(Calendar.MONTH, Calendar.AUGUST); calendar.set(Calendar.DAY_OF_MONTH, 13); model.setMaxDate(calendar); // create DateChooserPanel with that model. DateChooserPanel dateChooserPanel = new DateChooserPanel(model);



Figure 22 DateChooserPanel (any weekends are disabled)



// create a DateModel first DefaultDateModel model = new DefaultDateModel(); // add DateFilter to allow WEEKDAY_ONLY
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model.addDateFilter(DefaultDateModel.WEEKDAY_ONLY); // create DateChooserPanel with that model. DateChooserPanel dateChooserPanel = new DateChooserPanel(model);



Figure 23 DateChooserPanel (Localized Version de)



DateChooserPanel supports multiple selections. There are three selection modes. The first is SINGLE_SELECTION, meaning only one date can be selected at one time. This is the default mode. Since JIDE v1.9.1 release, we introduced two new selection modes - SINGLE_INTERVAL and MULTIPLE_INTERVAL. SINGLE_INTERVAL is perfect to choose a data range. See a screenshot below.



Figure 24 SINGLE_INTERVAL Selection Mode



MULTIPLE_INTERVAL mode allows user to choose multiple data ranges. See a screenshot below. You can use this mode to display things like all holidays within current year, an employee’s vacation days etc.
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Figure 25 MULTIPLE_INTERVAL Selection Mode



User can use keyboard or mouse with the help of CTRL (or Command key on Mac OS X) and SHITF key to do multiple selections. The way to use it is the same as using multiple selections in JList. When DateChooserPanel is in single selection mode, you can use setSelectedDate() and getSelectedDate() to set and get the selection. However in multiple selection mode (including both single interval or multiple interval), you need getSelectionModel() to get the DateSelectionModel first, then call getSelectedDates() or setSelectedDates(Date[] dates) or other methods to get or change the selections.



There is also a view-only mode DateChooserPanel, as shown here. In view-only mode, although setDisplayedMonth() can be used to select which month you want to display. There is no next month or previous month button so the user will not be able to change it. User cannot select any date either. Figure 26 View-only Mode



You can also customize the date label, day of week label, and the month and year labels to show some special effect. To do so, simply create a class extending DateChooserPanel, overriding the appropriate methods to get the visual effect that you want. To the right is a simple example that makes each cell bigger, grays the weekends, and shows an example icon on the “Today” date. Figure 27 Customized Label in View-only Mode



The methods you can override are: createDateLabel, updateDateLabel, createDayOfWeekLabel, updateDayOfWeekLabel, createMonthLabel, updateMonthLabel, createYearLabel and updateYearLabel. The default create methods will simply create a standard JideButton. Your implementations can override this behavior to create whatever JComponent you want. The update methods will update the actual value of the labels. Since the date is passed in as parameter to all update methods, so you can check the date and do whatever you
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want to the labels. For example you could look up in a database and find out if there are any historic events on that date and add a special icon if so (perhaps adding a MouseListener to trigger some other behavior).



DateComboBox A DateComboBox is a combo box that can choose a date, using a DateChooserPanel as a dropdown popup.



Figure 28 DateComboBox



Keyboard Support DateComboBox and DateChooserPanel supports a keyboard-only environment. When Popup is hidden ALT + DOWN



To Bring up the popup When Popup is visible



ESC



Hide the popup without changing the selection



LEFT



Previous day of the selected day



RIGHT



Next day of the selected day



UP



Same day of the last week



DOWN



Same day of the next week



HOME



First day of this month



END



Last day of this month



PAGE_UP



Same day of the last month
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PAGE_DOWN



Same day of the next month



CTRL + PAGE_UP



Same day of the last year



CTRL+ PAGE_DOWN



Same day of the next year



ENTER



Select the highlighted date and hide popup



CalendarViewer



Figure 29 CalendarViewer of 12 month view with multiple selection



CalendarViewer uses several DateChooserPanels to create a Calendar view. You can choose how many months you want to view. It also supports multiple selections just like DateChooserPanel. CalendarViewer uses DateSelectionModel to keep track of selection, which is same as DateChooserPanel.
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Figure 30 CalendarViewer with three month view



Create your Own ComboBox ComboBox is a very useful component that extends the standard JComboBox to overcome the restriction that you may only choose a value from a list. As you can see from the previous discussions, this is not quite good enough. However, with help of AbstractComboBox, you can create any type of ComboBox you want. ComboBox has three parts – a text field editor, a button, and popup that appears when the button is pressed. So the AbstractComboBox will allow you to customize all three parts. /** * Subclass should implement this method to create the actual editor component. * @return the editor component */ public abstract EditorComponent createEditorComponent(); /** * Subclass should implement this method to create the actual popup component. * @return the popup component */ abstract public PopupPanel createPopupComponent(); /** * Subclass should override this method to create the actual button component. * If subclass doesn't implement or it returns null, a default button will be created. If type is DROPDOWN, * down arrow button will be used. If type is DIALOG, "..." button will be used. * @return the button component */ public AbstractButton createButtonComponent() { return null;



35



COPYRIGHT © 2002-2010 JIDE SOFTWARE. ALL RIGHTS RESERVED



}



The EditorComponent is the text field editor (actually a JPanel). If you replace this with a JTextField then it becomes normal JComboBox. Although you can create your own EditorComponent you must make sure that it extends an EditorComponent and that it implements getValue and setValue (so that AbstractComboBox knows how to set and get values). PopupPanel is the base class for a ComboBox popup - in the case of standard JcomboBox this is just a standard JList. Likewise, in the case of ColorComboBox, it’s a ColorChooserPanel. Usually people use popup to select things, so the PopupPanel contains common methods for all pop ups, such as knowing how to select an item and how to fire an item event when the selection changes. Please note that although PopupPanel is usually used as a DropDown, it can also be used in a dialog (a FileChooserPanel for example). Note also that you do have the choice of using DROPDOWN and DIALOG when using AbstractComboBox. The Button part of ComboBox is used to trigger the popup. By default, if it is a drop down popup then we use a button with a down arrow. Conversely, if it is a dialog popup then we use a button with “…” as its value. Based on this, it should be easy to see how simple it is to create any type of ComboBox using the AbstractComboBox framework. (Note also that ListComboBox is simply our implementation of JComboBox). Below shows an example code of a custom ComboBox – StringArrayComboBox. /** * StringArrayComboBox is a combobox which * can be used to choose a String array. */ public class StringArrayComboBox extends AbstractComboBox { public StringArrayComboBox() { super(DIALOG); initComponent(); // it is very important to call this method in your constructor } public EditorComponent createEditorComponent() { return new AbstractComboBox.DefaultTextFieldEditorComponent(String[].class); } public PopupPanel createPopupComponent() { return new StringArrayPopupPanel();
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} public void setArray(String[] array) { setSelectedItem(array); } public String[] getArray() { Object item = getSelectedItem(); if (item == null) return null; if (item.getClass().isArray()) return (String[]) item; return new String[0]; } } /** * A popup panel for String array. */ public class StringArrayPopupPanel extends PopupPanel { JTextArea _textArea = new JTextArea(); public StringArrayPopupPanel() { JScrollPane scrollPane = new JScrollPane(_textArea); scrollPane.setVerticalScrollBarPolicy(JScrollPane.VERTICAL_SCROLLBAR_ALWAYS); scrollPane.setAutoscrolls(true); scrollPane.setPreferredSize(new Dimension(300, 200)); setBorder(BorderFactory.createEmptyBorder(5, 5, 5, 5)); setLayout(new BorderLayout()); add(scrollPane, BorderLayout.CENTER); setTitle("Choose a String Array"); } public Object getSelectedObject() { String text = _textArea.getText(); String[] array = text.split("\n"); return array; }
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public void setSelectedObject(Object selected) { if (selected.getClass().isArray()) { String[] list = (String[]) selected; StringBuffer buf = new StringBuffer(); for (int i = 0; i < list.length; i++) { if (i > 0) buf.append("\n"); buf.append(list[i]); } _textArea.setText(buf.toString()); } } }



TreeComboBox In additional to ListComboBox, TreeComboBox is another example of extending AbstractComboBox to create your own ComboBox. Instead of using JList to choose an item, TreeComboBox uses JTree. The usage of TreeComboBox is very intuitive. There are only two points that worth mentioning. First, different from JList, not all tree nodes in a tree are valid selection. In many cases, you only want the leaf node to be selected. So TreeComboBox allows you to add your own code to determine if a TreePath is valid selection. All you need to do is to overwrite isValidSelection(TreePath path). By default, it always returns true, meaning all tree nodes are valid selections. If you want only leaf node to be selectable, you can write something like this in subclass. protected boolean isValidSelection(TreePath path) { TreeNode treeNode = (TreeNode) path.getLastPathComponent(); return treeNode.isLeaf(); }



The second point is the conversion from TreePath to String. You need to provide an algorithm to convert from the selected TreePath to a string so that the string can be displayed in the text field of ComboBox. The algorithm is in a method called converElementToString(). Below is the default implementation of this method in TreeComboBox. You can see it simply uses toString to convert the tree node to string. Subclass can overwrite this method to do your own
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conversion. For example, you can convert the selected path in the screenshot above to “JTree -> sports -> football” if it makes sense in your application. protected String convertElementToString(Object object) { if (object instanceof TreePath) { Object treeNode = ((TreePath) object).getLastPathComponent(); return treeNode.toString(); } else if (object != null) { return object.toString(); } else { return ""; } }



How to create your own Cell Renderer and Cell Editor In this section, we will use FontNameCellEditor as an example to illustrate how to create your own cell renderer and cell editor that is compatible with the rest of JIDE Grids. First of all, we need to decide what the type of this property is. In the case of font face name, the type is String. However not all strings are valid font face name. That’s why we need a converter for it. See below. In fromString() method, we enumerate all available font names in current environment. If the String is one of the known font names, we return the String. Or else, return null because the String is not valid font name. public class FontNameConverter implements ObjectConverter { /** * ConverterContext for a font name. */ public static ConverterContext CONTEXT = new ConverterContext("FontName"); public String toString(Object object, ConverterContext context) { if (object == null || !(object instanceof String)) { return null; } else { return (String) object; }
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} public boolean supportToString(Object object, ConverterContext context) { return true; } public Object fromString(String string, ConverterContext context) { if (string.length() == 0) { return null; } else { String[] font_names = GraphicsEnvironment.getLocalGraphicsEnvironment().getAvailableFontFamilyNames(); for (int i = 0; i < font_names.length; i++) { // check font if it is available String font_name = font_names[i]; if (font_name.equals(string)) { return string; } } return null; } } public boolean supportFromString(String string, ConverterContext context) { return true; } }



Next, we need to create a cell editor. We use ListComboBoxCellEditor as the base class. Please note, you can also extend AbstractComboBoxCellEditor or TextFieldCellEditor, depending what you need from the base class. /** * CellEditor for FontFace. */ public class FontNameCellEditor extends ListComboBoxCellEditor { public final static EditorContext CONTEXT = new EditorContext("FontName");
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/** * Creates FontNameCellEditor. */ public FontNameCellEditor() { super(new FontNameComboBoxModel()); } /** * Model for the font style drop down. */ private static class FontNameComboBoxModel extends AbstractListModel implements ComboBoxModel { /** An array of the names of all the available fonts. */ private String[] _fontNames = null; /** The currently selected item. */ private Object _selectedFontName; /** * Create a custom data model for a JComboBox. */ protected FontNameComboBoxModel() { _fontNames = GraphicsEnvironment.getLocalGraphicsEnvironment().getAvailableFontFamilyNames(); } public void setSelectedItem(Object selection) { this._selectedFontName = selection; fireContentsChanged(this, -1, -1); } /** * Chooses a Font from the available list. * @param font The font to make current */ public void setSelectedFont(Font font) { for (int i = 0; i < _fontNames.length; i++) { if (font.getFontName().equals(_fontNames[i])) { setSelectedItem(getElementAt(i));
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} } fireContentsChanged(this, -1, -1); } public Object getSelectedItem() { return _selectedFontName; } public int getSize() { return _fontNames.length; } public Object getElementAt(int index) { return _fontNames[index]; } } }



Please note, in both converter and cell editor, we have a context object. We need them because the type is String type which has been taken to register StringConverter and StringCellEditor. We will need the context object to register with our own converter and cell editor with ObjectConverterManager and CellEditorManager. So here is the last thing you need to do. ObjectConverterManager.registerConverter(String.class, new FontNameConverter(), FontNameConverter.CONTEXT); CellEditorManager.registerEditor(String.class, new FontNameCellEditor(), FontNameCellEditor.CONTEXT);



To try it out, you just need to create a Property which type is String.class, converter context is FontNameConverter.CONTEXT and editor context is FontNameCellEditor.CONTEXT. If you add this property to PropertyTableModel, PropertyTable will automatically use FontNameCellEditor to edit this Property and use FontNameConverter to validate the font name. Below is another example of custom CellEditor. It continues from the StringArrayComboBox example above. Now we will make it a CellEditor. /** * A String array cell editor.
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*/ public class StringArrayCellEditor extends ContextSensitiveCellEditor implements TableCellEditor { private StringArrayComboBox _comboBox; /** * Creates a FileNameCellEditor. */ public StringArrayCellEditor() { _comboBox = new StringArrayComboBox(); _comboBox.setBorder(BorderFactory.createEmptyBorder()); } /** * Gets the value of the cell editor. * * @return the value in this cell editor. */ public Object getCellEditorValue() { _comboBox.setSelectedItem(_comboBox.getEditor().getItem()); return _comboBox.getArray(); } public Component getTableCellEditorComponent(JTable table, Object value, boolean isSelected, int row, int column) { if (table != null) { JideSwingUtilities.installColorsAndFont(_comboBox, table.getBackground(), table.getForeground(), table.getFont()); } _comboBox.setArray((String[]) value); _comboBox.setConverterContext(getConverterContext()); return _comboBox; } public boolean stopCellEditing() { _comboBox.setPopupVisible(false); return super.stopCellEditing(); }
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}



Comparator Before we introduce SortableTable, we first have to introduce the ObjectComparatorManager. This works in a similar manner to the ObjectConverterManager which we have already discussed, with the difference being that ObjectComparatorManager is a central place for managing comparators. Registration of comparator can be done using the following two methods on ObjectComparatorManager. public static void registerComparator(Class clazz, Comparator comparator); public static void unregisterComparator(Class clazz);



The figure to the right shows the standard comparators that we provide. If an object type implements Comparable then you can use ComparableComparator. If the object can be compared as a string (based on the value of toString()) then you can use DefaultComparator. We also provide several comparators for existing data types such as NumberComparator for any Number, BooleanComparator for Boolean and CalendarComparator for Calendars. Alternatively, you can write your own comparator and register it with ObjectComparatorManager.



Sortable Table A SortableTable, as the name indicates, is a table that can sort on each column. Usually a SortableTable can only sort on one column. However this SortableTable can sort on multiple columns, as shown below:



Figure 31 SortableTable
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In a SortableTable, clicking on table column header will sort the column: the first click will sort ascending; the second click descending; the third click will reset the data to the original order. To sort on multiple columns, you just press CTRL key and hold while clicking on the other columns. A number is displayed in the header to indicate the rank amongst the sorted columns. As an example, in the screen shot above, the table is sorted first by “boolean column”, then by “double column” and then by “string column”.



SortableTableModel The core part of SortableTable is not the table itself but the SortableTableModel. This can take any standard table model and convert to a suitable table model for use by SortableTable. Note that we wrap up the underlying table model, which means that when you sort a column, the original table model is unchanged (you can always call getActualModel() to get the original table model).



As a developer, how do I use it It’s very easy to use SortableTable in your application. Just create your table model as usual, but instead of setting the model to JTable, set it to SortableTable. If you have your own JTable class which extends JTable then you will need to change it to extend SortableTable. TableModel model = new SampleTableModel(); SortableTable sortableTable = new SortableTable(model);



In the example above, SampleTableModel is just a normal table model. When you pass the model to SortableTable, SortableTable will create a SortableTableModel internally. This means that when you call sortableTable.getModel(), it will return you the SortableTableModel, not the SampleTableModel. However if you cast the table model you get to TableModelWraper and then call getActualModel() on the table model, the SampleTableModel will be returned. If you use several levels of TableModelWrappers such as FitlerableTableModel, you may want to use TableModelWrapperUtils#getActualTableModel(TableModel,Class) to find the inner most table model. Sometimes, you need to know the actual row since it’s different visually. For example, although the first row may appear to be selected, since the table could be sorted, this may not be the first row in the actual table model. Here are the two methods you need to know: getActualRowAt(int row) and getSortedRowAt(int row). The first one will return you the actual row in the actual table model by passing the row index on the screen; the second one does the opposite mapping. In fact, we suggest you to use TableModelWrapperUtils’ getActualRowAt and getRowAt to do the index conversion once you start to use FilterableTableModel along with SortableTableModel. We will cover FilterableTableModel later. In short, both FilterableTableModel and SortableTableModel are table model wrappers. Once there are several models that one wraps the other. TableModeWrapperUtils will allow you to find the row index
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at any table model level, v.s. the two methods on SortableTableModel only allows you to find one level at a time. There are several options you can use to control SortableTable. For example, setMultiColumnSortable(Boolean) allows you to enable/disable multiple column sort. Similarly, if you have better icons for showing the ascending/decending option on the table header, then you can call setAscendingIcon(ImageIcon) to setDescendingIcon(ImageIcon) to replace the standard icons. As has already been explained, the user can click the column header to sort a column. In addition you can call sortColumn() to sort a column programmatically. You can sort either by column index, or by column name. The interface for sorting on SortableTable is really simple. If you want to sort by multiple columns programmatically, you will have to use SortableTableModel to do it. This provides more methods will allow you to sort several columns or even un-sort a sorted column.



How to Compare You may think we use Comparator all the time to compare two values. However that’s not the case by default. The actual comparison is done in this method of SortableTableModel. protected int compare(Object o1, Object o2, int column)



We will first to see if the two objects are String. If yes, we use String’s compareToIgnoreCase method to compare. Then we will see if the two objects are Comparable. If yes and they are type compatible, we will use either o1.compareTo(o2) or o2.compareTo(o1) to compare the two values. compareTo(…) is the method on Comparable interface. If none of the above is true, we will finally use Comparator to compare. Comparator is looked up from ObjectComparatorManager using the type returned getColumnClass as the primary key and the context returned from getComparatorContext as the second key. The main reason we did it this way is because we found people always forgot to override getColumnClass() method then complained to us why sorting is not working as expected. By using compareTo method, it will work in most cases without depending on getColumnClass(). Saying that, there are cases you have to use Comparator because, for example, you provide some customized compare logic in it. If so, you can call SortableTableModel’s setAlwaysUseComparators(true) so that we will always use Comparator to compare without even checking if the objects are Comparable.



The performance of SortableTableModel We tried to optimize the performance of SortableTableModel. The basic strategy is if the table is completely unsort, we will sort the whole table model which could be slow if the table is huge. If the table is sorted already and a new row is added/deleted/updated, we will do incremental sorting. For example, insert the new row to the correct position directly. As we have no idea of what the data might look like, we have to use a generic sorting algorithm. In our case, we used shuttle sort. It’s a very fast algorithm comparing to others. However depending on how large the table model is, it could potentially take a long time on a
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large table model. In the actual use cases, user knows very well about the data. So they could develop a sorting algorithm that is customized to the particular data. When the table is sorted, a new row is added or deleted or some values are updated in the underlying table model, we won’t resort the whole table again. We will listen to the table model event from underlying table model and do incremental sort. Binary search is used by default as the table is sorted already. In this case, as user of SortableTableModel, you need to fire the exact table model event to tell SortableTableModel what happened in underlying table model. If you use DefaultTableModel, all those are done automatically. If you implement your own underlying table model basing on AbstractTableModel, you need to fire the table model event. You can refer to the source code of DefaultTableModel to figure out what event to fire. If an incorrect event is fired, the sorting result will be unpredictable. Generic speaking, in our testing environment, the performance of SortableTableModel is good enough. You can try in using LargeSortableTableDemo we included in our examples. However if you have an even better algorithm or as I said you know your data very well so that you can play some tricks to make sorting faster, we allow you to do so. First, you need to extend SortableTableModel. There are three methods you need to know in order to plug in your own algorithm. They are protected void sort(int from[], int to[], int low, int high); protected int search(int[] indexes, int row); protected int compare(int row1, int row2); When the table model is completely unsorted, sort() will be used to sort the whole table model. If the table is sorted already, search() will be called to find out where a new row to be added or an existing row to be deleted. So method sort can be overwritten if you want to use your own sort algorithm. Method search can be overwritten if you want to use your own search algorithm. In either sort() or search(), if you want to compare two rows, using the compare() method. Usually you don’t need to overwrite it. To make it easier to understand, here is the source code we used to do the search and sort for your reference. Search algorithm: protected int search(int[] indexes, int row) { return binarySearch(indexes, row); } private int binarySearch(int[] indexes, int row) { // use binary search to find the place to insert int low = 0; int high = indexes.length - 1; int returnRow = high;
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boolean found = false; while (low > 1; int result = compare(indexes[mid], row); if (result < 0) low = mid + 1; else if (result > 0) high = mid - 1; else { returnRow = mid; // key found found = true; break; } } if (!found) { returnRow = low; } return returnRow; }



Sort algorithm: protected void sort(int from[], int to[], int low, int high) { shuttlesort(from, to, low, high); } private void shuttlesort(int from[], int to[], int low, int high) { if (high - low < 2) return; int middle = (low + high) / 2; shuttlesort(to, from, low, middle); shuttlesort(to, from, middle, high); int p = low; int q = middle; if (high - low >= 4 && compare(from[middle - 1], from[middle]) = high || (p < middle && compare(from[p], from[q]) 
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JIDE PivotTable Developer Guide .fr 

MicrosoftÂ® Office Excel and many other analytics applications provided pivot table feature. .... is a component that you can add it anywhere in your application.
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Grids 

But once again we would be wrong. The grid appears in symbolist art in the form of ... The symbolist interest in windows clearly reaches back into the early nineteenth century and romanticism.4 But in the ... The work of Mondrian, taken together with
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Grids 
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Hybrid Grids 

Potential Computational Benefits of Using Hybrid Meshes .... method was applied on structured grids to viscous flow modeling near geometric surfaces. ...... equations, VKI Lecture Series on Computational Fluid Dynamics, 1994, 05. 6. Bishop ...
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Roi De Portugal Jusqu La Conqu Te, Old Mintlaw And Longside, Operations And Supply Chain. Management For The 21st Century With Printed Access Card, ...
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Ed.Lab: Education Lab Framework Developer Guide 

Oct 13, 2005 - Any WebLogic Server 9.0 domains associated with the current lab ... Any SQL updates to the databases configured for this lab are performed.
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JIDE Charts .fr 

drag panning to a chart with a single line of code. You can easily switch from one visual paradigm to another â€“ like switching from a bar chart to a pie chart â€“ with ...
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Eclipse in Action: A Guide for the Java Developer - EPDF.TIPS 

Feb 14, 2003 - Spanish compendium of regional dress customs first published in ...... values; before entering the for loop, this view includes only the say() method's ...... eclipse-overview.pdf) describes SWT as a â€œwidget set and graphics ...
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Part II: Unstructured Grids 

grids begins with a geometrical definition of the domain to be meshed (see Part III). Such a ... to be so effective in many unstructured grid generation algorithms, ...
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Chapter 23: Hybrid Grids 

The very important area of interfacing the different grid types is then covered ...... Thompson, J.F., Hauser, J., Eiseman, P.R., (Eds.) Mississippi State University, MS, pp 855â€“864. 4. Baker .... using prismatic grid regions in the SAUNA CFD code.
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Conrads Heart Of Darkness Book By Oxford University Press On Demand, Jurassic Park Soundtrack. Highlights, Kissing In America Book By Penguin Uk , Krieg ...
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Mac OS X Lion (Developer Preview) â€“ Install Guide - VirtualPanic! 

Mar 5, 2011 - understanding of installing Mac OS X on a PC, as well as patience, in order to complete this challenging task. In some cases, you may be very ...
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developer - SÃ©bastien Lecoeur 

XHTML / CSS, PHP / MySQL and integration of Javascript / AJAX scripts. Tools. Dreamweaver, Photoshop, Illustrator, Flash. Office. Word, Excel, PowerPoint.
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Senior Java Developer .fr 

Tomcat, Java, Server Side JavaScript, Python, AJAX, Prototype, Hibernate, ... and development of a graphical software engineering tool for PIC Microcontroller in.
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