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1 Introduction This document gives an introduction to programming distributed applications with JacORB, a free Java object request broker. JacORB comes with full source code, a couple of CORBA Object Service implementations, and a number of example programs. The JacORB version described in this document is JacORB 2.1.



1.1



A Brief CORBA introduction



The idea behind CORBA is to model distributed resources as objects that provide a well-defined interface, and to invoke services through remote invocations (RPCs). Since the transfer syntax for sending messages to objects is strictly defined, it is possible to exchange requests and replies between processes running program written in arbitrary programming languages and hosted on arbitrary hardware and operating systems. Target addresses are represented as Interoperable Object References (IORs), which contain transport addresses as well as identifiers needed to dispatch incoming messages to implementations. Interfaces to remote objects are described declaratively in an programming languageindependent Interface Definition Language (IDL), which can be used to automatically generate language-specific stub code. It is important to stress that: • CORBA objects are abstract entities seen by clients and represented by artifacts in potentially arbitrary, even non-OO languages. These artifacts are called servants in CORBA terminology. • CORBA objects achieve location transparency, i.e., clients need not be (and generally are not) aware of the actual target hosts where servants reside. However, complete distribution transparency is not achieved in the sense that clients would not notice a difference between a local function call and a remote CORBA invocation. This is due to factors such as increased latency, network error conditions, and CORBA-specific initialization code in applications, and data type mappings. Please see [BVD01, Sie00, Vin97] for more information and additional details, and [HV99] for advanced issues.
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Introduction



1.2



Project History



JacORB originated in 1995 (was it 1996?) in the CS department at Freie Universit¨at Berlin (FUB). It evolved from a small Java RPC library and a stub compiler that would process Java interfaces. This predecessor was written — most for fun and out of curiosity — by Boris Bokowski and Gerald Brose because at that time no Java RMI was available. The two of us then realized how close the Java interface syntax was to CORBA IDL, so we wrote an IDL grammar for our parser generator and moved to GIOP and IIOP as the transport protocol. It was shortly before Christmas 1996 when the first interoperable GIOP request was sent form a JacORB client to an IONA Orbix server. For a long time, JacORB was the only free (in the GNU sense) Java/CORBA implementation available, and it soon enjoyed widespread interest, at first mostly in academic projects, but commercial use followed soon after. For a while, Gerald developed JacORB as a one-man-project until a few student projects and master theses started adding to it, most notably Reimo Tiedemann’s POA implementation, and Nicolas Noffke’s Implementation Repository and Portable Interceptor implementations. Other early contributors were Sebastian M¨uller, who wrote the Appligator, and Herbert Kiefer, who added a policy domain service (which is no longer part of the JacORB distribution). A more recent addition is Alphonse Bendt’s implementation of the CORBA Notification Services as part of his master’s theses. Substantial additions to the JacORB core were made by Andr´e Spiegel, who contributed OBV and AMI implementations. Other substantial contributions to JacORB have been added over time by the team at PrismTech UK (Steve Osselton, Nick Cross, Simon McQueen, Jason Courage). Still other active contributors are Francisco Reverbel of the JBoss team (RMI/IIOP), and David Robison, who contributed CSIv2. JacORB continues to be used for research at FUB, especially in the field of distributed object security. Even though a number of people from the core team have left FUB (Gerald, Nico, and Reimo are now with Xtradyne Technologies, Andr´e Spiegel is now a free-lance developer and consultant), the JacORB project is still rooted at Freie Universit¨at Berlin, which hosts the JacORB web and CVS server. Due to the limited number of developers, the philosophy around the development has never been to achieve feature-completeness beyond the core 90%, but standards compliance and quality. (e.g., JacORB 2.0 does not come with a PolicyManager). Brand-new and less widely-used features had to wait until the specification had reached a minimum maturity — or until someone offered project funding.



1.3



Support



The JacORB core team and the user community together provide best effort support over our mailing lists. To enquire about commercial support, please send email to [email protected] if you



1.4 Contributing — Donations
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want members of the JacORB core team. Commercial support is also available from PrismTech and OCI.



1.4



Contributing — Donations



In essence, the early development years were entirely funded by public research. JacORB did receive some sponsoring over the years, but not as much as would have been desirable. A few development tasks that would otherwise not have been possible could be payed for, but more would have been possible — and still is. If you feel that returning some of the value created by the use of Open Source software in your company is a wise investment in the future of that the software (maintenance, quality improvements, further development) in the future, then you should contact us about donations. Buying hardware and sending it to us is one option. It is also possible to directly donate money to the JacORB project at Freie Universit¨at Berlin. If approval for outright donations is difficult to obtain at your company, we can send you an invoice for, e.g.., CORBA consulting.



1.5



Contributing — Development



If you want to contribute to the development of the software directly, you should do the following: • download JacORB and run the software to gain some first-hand expertise first • read this document and other sources of CORBA documentation, such as [BVD01], and the OMG’s set of specifications (CORBA spec., IDL/Java language mapping) • start reading the code • subscribe to the jacorb-developer mailing list to share your expertise • contact us to get subscribed to the core team’s mailing list and gain CVS access • read the coding guide line • contribute code and test cases



1.6



Limitations, Feedback



A few limitations and known bugs (list is incomplete):
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Introduction • the IDL compiler does not support – the context construct • the API documentation and this document are incomplete.



1.6.1



Feedback, Bug reports



For bug reporting, please use our Bugzilla bug tracking system available at http://www.jacorb.org/bugzilla. Please send problems as well as criticism and experience reports to our developer mailing list available from http://www.jacorb.org/contact.html.



2 Installing JacORB In this chapter we explain how to obtain and install JacORB, and give an overview of the package contents.



2.1



Downloading JacORB



JacORB can be downloaded as a g-zipped tar–archive or as a zip–archive from the JacORB home page at http://www.jacorb.org. To install JacORB, first unzip and untar (or simply unzip) the archive somewhere. This will result in a new directory JacORB2 1. After this follow the instructions in JacORB2 1/doc/INSTALL.



2.2 2.2.1



Installation Requirements



JacORB requires JDK 1.2 or above properly installed on your machine. To build JacORB (and compile the examples) you need to have the XML–based make tool “Ant” installed on your machine. Ant can be downloaded from http://jakarta.apache.org/ant. All make files (build.xml) are written for this tool. To rebuild JacORB completely, just type ant in the installation directory. Optionally, you might want to do a ant clean first. For SSL, you need an implementation of the SSL protocol. We currently support: 1. IAIK’s 1 implementation consisting of the crypto provider IAIK–JCE 2.5 (or higher) and the SSL library iSaSiLk 3.0 (or higher). Using this implementation allows you to access the clients authenticated certificates. 2. Sun’s JSSE Reference implementation included in the JDK 1.4 and separately available from the Developer Connection. 1



http://jcewww.iaik.tu-graz.ac.at/
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Installing JacORB



3 Configuration This chapter explains the general mechanism how JacORB is configured, and lists all configuration properties.



3.1



Properties



JacORB has a number of configuration options which can be set as Java properties. There are three options for setting properties: properties files, command line properties, and properties passed as arguments to ORB.init() in the code of your applications.



3.1.1



Properties file



JacORB looks for and loads a standard properties file called either .jacorb properties or jacorb.properties. Properties files with these names will be searched in the following places: 1. in the lib directory of the JDK installation. (The JDK’s home directory denoted by the system property ”java.home”). 2. in the user home directory. (This is denoted by the system property ”user.home”. On Windows, this is c:\documents\username, on Unixes it’s ˜user. If in doubt where your home directory is, write a small Java programm that prints out this property. 3. in the classpath. Properties files are searched in the order presented above. If a properties file is found, it is loaded, and any property values loaded will override values of the same property that were loaded earlier. In addition to standard JacORB properties files, a custom properties file can be loaded by passing the name of that properties files the custom.props property to JacORB.
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Configuration



The value of this property is the absolute path to a properties file, which contains the properties you want to load. As an example, imagine that you usually use plain TCP/IP connections, but in some cases want to use SSL (see section 12). The different ways of achieving this are • Use just one properties file, but you will have to edit that file if you want to switch between SSL and plaintext connections. • Use commandline properties exclusively (cf. below), which may lead to very long commands • Use a command property file for all applications and different custom properties files for each application. For example, you could start a JacORB program like this: $ jaco -Dcustom.props=c:/tmp/ns.props org.jacorb.naming.NameServer c:/NS Ref



In addition to loading any standard properties files found in the places listed above, JacORB will now also load configuration properties from the file c:/tmp/ns.props, but this last file will be loaded after the default properties files and its values will thus take precedence over earlier settings.



3.1.2



Command-line properties



In the same way as the custom.props property in the example above, arbitrary other Java properties can be passed to JacORB programs using the -D= command line syntax for the java interpreter, but can be used in the same way with the jaco script. Note that in any case the properties must precede the class name on the command line. The ORB configuration mechanism will give configuration properties passed in this way precedence over property values found in configuration files.



3.1.3



Arguments to ORB.init()



For more application–specific properties, you can pass a java.util.Properties object to ORB.init() during application initialization. Properties set this way will override properties set by a properties file. The following code snippet demonstrates how to pass in a Properties object (args is the String array containing command line arguments): java.util.Properties props = new java.util.Properties(); props.setProperty("jacorb.implname","StandardNS"); // use put() under Java 1.1 org.omg.CORBA.ORB orb = org.omg.CORBA.ORB.init(args, props);



3.2 Common Configuration Options



3.2
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Common Configuration Options



We are now ready to have a look at the most basic JacORB configuration properties. As a starting point, you should look at the file /etc/jacorb properties.template, which you can adapt to your own needs.



3.2.1 Initial references Initial references are object references that are available to CORBA application through the bootstrap orb.resolve initial service() API call. This call takes a string argument as the name of an initial reference and returns a CORBA object reference, e.g., to the initial name service. ######################################## # # # Initial references configuration # # # ######################################## # # # # # # # # #



URLs where IORs are stored (used in orb.resolve_initial_service()) DO EDIT these! (Only those that you are planning to use, of course ;-). The ORBInitRef references are created on ORB startup time. In the cases of the services themselves, this may lead to exceptions being displayed (because the services aren’t up yet). These exceptions are handled properly and cause no harm!



#ORBInitRef.NameService=corbaloc::160.45.110.41:38693/StandardNS/NameServer-POA/ #ORBInitRef.NameService=file:/c:/NS_Ref ORBInitRef.NameService=http://www.x.y.z/˜user/NS_Ref #ORBInitRef.TradingService=http://www.x.y.z/˜user/TraderRef



The string value for ORBInitRef.NameService is a URL for a resource used to set up the JacORB name server. This URL will be used by the ORB to locate the file used to store the name server’s object reference (see also chapter 5).



3.2.2 Logging Beginning with version 2.0, JacORB uses external log kit implementations for writing logs. The default log kit used by JacORB is the Apache LogKit implementation. To plug in different loggers, you need to write code for a custom LoggerFactory class yourself and supply the class name as the value of the jacorb.log.loggerFactory property. Any new factory needs to implement the interface org.jacorb.util.LoggerFactory.
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Log levels and different log components The JacORB logging mechanism can be fine-tuned to set different log levels for different components of JacORB. It is still possible to rely only on one single, default log level. This log level is specified like this (note that the properties have changed from previous JacORB versions!): ################################## # # # Default Logging configuration # # # ################################## # Name of the factory class that plugs in a given log kit # The default value is JacORB’s own factory for the Apache # LogKit. Only edit (or uncomment) if you want a different # log kit. #jacorb.log.loggerFactory=org.jacorb.util.LogKitLoggerFactory # log levels: # # 0 = fatal errors only = "almost off" (FATAL ERRORS) # 1 = non-fatal errors and exceptions (ERROR) # 2 = important messages (WARN) # 3 = informational messages and exceptions (INFO) # 4 = debug-level output (DEBUG) (may confuse the unaware user :-) jacorb.log.default.verbosity=3



For other components, the individual log levels are set using log properties specific to that component, e.g., jacorb.naming.log.verbosity=0 will turn logging off for the naming service, but all other parts of the ORB will still use the default log level. The general pattern for the log level property is jacorb..log.verbosity. Other components are, e.g., poa, or ssl. Logging output to a file The properties specific to file logging are the following: # where does output go? Terminal is default jacorb.logfile=c:/tmp/jacorb.log # Append to an existing log file or overwrite? (Applies to # file logging only) jacorb.logfile.append=on



3.3 Configuration Properties
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# If jacorb.logfile.append is on, set rolling log size in kilobytes. # A value of 0 implies no rolling log jacorb.logfile.maxLogSize=0



Unless the jacorb.logfile property is set to a file name, output will be sent to the terminal. The jacorb.logfile.append value tells the logger whether to overwrite existing log files or to append to the. The jacorb.logfile.maxLogSize property, finally, determines how large a log file may become before the logger automatically creates a new file. This value is in kilobytes. If it is set to 0, log files may become arbitrarily large, no log file rotation is used. The jacorb.poa.monitoring property determines whether the POA should bring up a monitoring GUI for servers that let you examine the dynamic behavior of your POA, e.g. how long the request queue gets and whether your thread pool is big enough. Also, this tool lets you change the state of a POA, e.g. from active to holding. Please see chapter 6 on the POA for more details.



3.3



Configuration Properties



A comprehensive listing and description of the properties which are used to configure JacORB are given in the following tables. Table 3.1: ORB Configuration Property ORBInitRef.



Description Properties of this form configure initial service objects which can be resolved via the ORB resolve initial references. A variety of URL formats are supported. org.omg.PortableInterc A portable interceptor initializer class instantieptor.ORBInitializerCl ated at ORB creation. ass. jacorb.orb.objectKeyMa Maps an object key to an arbitrary string thereby p. enabling better readability for corbaloc URLs. jacorb.giop_minor_vers The GIOP minor version number to use for newly ion created IORs jacorb.retries Number of retries if connection cannot directly be established jacorb.retry_interval Time in milliseconds to wait between retries



Type URL



Default unset



class



unset



string integer



2



integer



5



millisec.



500
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Configuration Table 3.1: ORB Configuration



Property Description jacorb.maxManagedBufSi This is NOT the maximum buffer size that can be ze used, but just the largest size of buffers that will be kept and managed. This value will be added to an internal constant of 5, so the real value in bytes is 2** (5 + maxManagedBufSize - 1). You only need to increase this value if you are dealing with LOTS of LARGE data structures. You may decrease it to make the buffer manager release large buffers immediately rather than keeping them for later reuse jacorb.bufferManagerFl Whether to use an additional unlimited size ushMax buffer cache for CDROutputStreams. If -1 then off, if zero then this is feature is enabled, if greater than zero then it is enabled and flushed every x seconds jacorb.connection.clie Wait the specified number of msecs for nt.pending_reply_timeo a reply to a request. If exceeded, a ut org.omg.CORBA.TIMEOUT exception will be thrown. Not set by default jacorb.connection.clie Client-side timeout. This is set to non-zero in nt.idle_timeout order to stop blocking after specified number of milliseconds jacorb.connection.clie Controls if client-side idle timeouts take care of nt.timeout_ignores_pen pending messages or not. ding_messages jacorb.connection.clie Controls if network failures on existing connecnt.retry_on_failure tions should yield a COMM FAILURE or should trigger a remarshaling of all pending messages. jacorb.connection.serv Maximum time in milliseconds that a server er.timeout keeps a connection open if nothing happens jacorb.connection.max This property sets the maximum number of _server_transports TCP/IP connections that will be listened on by the server–side ORB jacorb.connection.wait This property sets the interval to wait until the _for_idle_interval next try is made to find an idle connection to close jacorb.connection.sele This property sets the SelectionStrategy ction_strategy_class jacorb.connection.stat This property sets the StatisticsProvider istics_provider_class



Type integer



Default 18



integer



-1



millisec.



0



millisec.



unset



boolean



boolean



millisec.



unset



integer



unlimited



millisec



500



class class
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Property jacorb.connection.del ay_close



jacorb.transport.facto ries



jacorb.transport.serve r.listeners



jacorb.transport.clien t.selector



jacorb.reference_cachi ng jacorb.hashtable_class



jacorb.use_bom jacorb.giop.add_1_0_pr ofiles jacorb.dns.enable jacorb.compactTypecode s jacorb.cacheTypecodes jacorb.cachePoaNames



Description This property controls the behaviour after sending a GIOP CloseConnection messsage. If set to “on”, the TCP/IP connection won’t be closed directly. Instead, it is waited for the client to do so first This property controls which transport plug-ins are available to the ORB. The value is a list of classes that implement the ETF Factories interface. Controls which transports should be offered by JacORB on the server side. The value is a list of numeric profile tags for each transport that should be available on the server side. Name of a class that selects the transport profile to use for communication on the client side. The value is the fully qualified name of a class that implements org.jacorb.orb.ProfileSelector. Whether or not JacORB caches objects references The following property specifies the class which is used for reference caching. WeakHashtable uses WeakReferences, so entries get garbage collected if only the Hashtable has a reference to them. This is useful if you have many references to short-living non-persistent CORBA objects. It is only available for java 1.2 and above. On the other hand the standard Hashtable keeps the references until they are explicitly deleted by calling release(). This is useful for persistent and long-living CORBA objects Use GIOP 1.2 byte order markers, since CORBA 2.4-5 Add additional IIOP 1.0 profiles even if using IIOP 1.2 Use DNS names in IORs, rather than numeric IP addresses Whether to send compact typecodes. Options are 0 (off), 1 (Partial compaction), 2 (full compaction of all optional parameters) Whether to cache read typecodes Whether to cache scoped poa names



Type boolean



Default off



commaseparated list of classes commaseparated list of integers class



boolean



unset



class



Hashtable



boolean



off



boolean



off



boolean



off



integer



2



boolean boolean



off off
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Property Description jacorb.interop.indirec Turn off indirection encoding for repeated typetion_encoding_disable codes. This fixes interoperability with certain broken ORB’s eg. Orbix 2000 jacorb.interop.comet Enable additional buffer length checking and adjustment for interoperability with Comet CORBA/COM bridge which can incorrectly encode buffer lengths jacorb.interop.lax_ Treat any non zero CDR encoded boolean value boolean_encoding as true (strictly should be 1 not non zero) org.omg.PortableInterc This portable interceptor must be configured to eptor.ORBInitializerCl support bi-directional GIOP ass.bidir_init jacorb.ior_proxy_host The jacorb.ior proxy host and jacorb.ior proxy port properties inform the ORB what IP/port IORs should contain, if the ServerSockets IP/port can’t be used (e.g. for traffic through a firewall). WARNING: this is just dumb replacing, so you have to take care of your configuration! jacorb.ior_proxy_port See jacorb.ior proxy host above OAIAddr The Object Adapter Internet Address: IP address on multi-homed host (this gets encoded in object references). NOTE: Addresses like 127.0.0.X will only be accessible from the same machine! OAPort See OAIAddr above org.omg.PortableInterc Standard portable interceptor. DO NOT REeptor.ORBInitializerCl MOVE. ass.standard_init jacorb.net.socket_fact Sets or defines the socket factory that must ory implement the operations defined in the org.jacorb.orb.factory.SocketFactory interface. jacorb.net.server_sock Sets or defines the socket factory that must et_factory implement the operations defined in the org.jacorb.orb.factory.ServerSocketFactory interface. jacorb.net.socket_fact Sets the minimum port number that can be ory.port.min used for an additional supported socket factory. This property is used in conjunction with the jacorb.net.socket factory.port.max property. These properties enable the factory to traverse firewalls through a fixed port range



Type boolean



Default off



boolean



off



boolean



off



class



unset



node



unset



port node



unset unset



port class



unset



class



class



integer



unset (disabled)
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Property Description jacorb.net.socket_fact Sets the maximum port number that can be used ory.port.max for the additional supported socket factory. Refer to jacorb.net.socket factory.port.min above



Type integer



Default disabled



Type



Default



Table 3.2: Logging Configuration Property



Description



If enabled, the ORB’s version number is printed whenever the ORB is initialized. Name of the logger factory class, can be used to plug in different log implementationas Log levels: 0 = fatal errors, 1 = error, 2 = warning, 3 = info, 4 = debug Output destination for diagnostic log file. If not set, diagnostics are sent to standard error. jacorb.logfile.append Whether to append to existing log file or overwrite (if file logging) jacorb.logfile.maxLogS If appending to a file sets the size in kilobytes at ize which the file is rolled over jacorb.debug.dump_outg Hex dump outgoing messages oing_messages jacorb.debug.dump_inco Hex dump incoming messages ming_messages



jacorb.orb.print_versi on jacorb.log.logger LogFactory jacorb.log.default. verbosity jacorb.logfile



boolean



on



class



org.jacorb.util LogKitLoggerFactory



integer



0



filename



unset



boolean



off



integer



0



boolean



off



boolean



off



Table 3.3: Appligator Configuration Property Description jacorb.ProxyServer.URL This is the URL for the default Appligator and is used when applets or firewall traversal is supported via the JacORB Appligator. jacorb.ProxyServer.URL Additional appligators can be configured for remote sub-- nets using this subnet form of URL configuration. The subnet for a scoped appligator is calculated by the logical ANDing of the network and netmask values. jacorb.ProxyServer.Nam The name the appligator uses when adding itself to the e Name Service (if available) on start up. Default is Appligator. jacorb.ProxyServer.ID Defines the object identity for the appligator IOR. If not set, then this defaults to ’Appligator’: it is recommended that this is set to some other value for additional security.



Type URL



URL



string



string
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Configuration Table 3.3: Appligator Configuration



Property Description jacorb.ProxyServer.Net Optionally used to configure the network for the local mask client. When used, the calls to objects within the local subnet will not be redirected. Not set by default. jacorb.ProxyServer.Net See jacorb.ProxyServer.Netmask above. Not set by default. work



Type IP address



IP address



Table 3.4: POA Configuration Property jacorb.poa.monitoring jacorb.poa.thread_pool _max jacorb.poa.thread_pool _min jacorb.poa.thread_prio rity jacorb.poa.queue_wait



jacorb.poa.queue_max



jacorb.poa.queue_min



Description Displays a GUI monitoring tool for servers. Default is off. Maximum thread pool configuration for request processing



Type boolean integer



Minimum thread pool configuration for request processing



integer



If set, request processing threads in the POA will run at this priority. If not set or invalid, MAX PRIORITY will be used. Not set by default. Specifies whether the POA should block when the request queue is full (On), or throw TRANSIENT exceptions (Off). Default is Off. The maximum length of the request queue. If this length has been reached, and further requests arrive, jacorb.poa.queue wait specifies what to do. Default is 100. If jacorb.poa.queue wait is On, and the request queue gets full, then the POA blocks until the queue contains no more than queue min requests. Default is 10.



integer



boolean



integer



integer



Table 3.5: Implementation Repository Configuration Property jacorb.use_imr



Description Switch on to contact the Implementation Repository (IR) on every server start-up. Default is off. jacorb.use_imr_endpoin Switch off to prevent writing the IMR address into server t IORs. This property is ignored if jacorb.use imr = off. Default is off. jacorb.imr.allow_auto_ If set to on servers that don’t already have an entry on their register first call to the IR, will get automatically registered. Otherwise, an UnknownServer exception is thrown. Default is off.



Type boolean boolean



boolean
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Table 3.5: Implementation Repository Configuration Property Description jacorb.imr.check_objec If set on the IR will try to ping every object reference that it t_liveness is going to return. If the reference is not alive, then TRANSIENT is thrown. Default is off. ORBInitRef.Implementat The initial reference for the IR. ionRepository jacorb.imr.table_file File in which the IR stores data. jacorb.imr.backup_file Backup data file for the IR. jacorb.imr.ior_file File to which the IR writes its IOR. This is usually referred to by the initial reference for the IR (configured above). jacorb.imr.timeout Time in milliseconds that the implementation will wait for a started server to register. After this timeout is exceeded the IR assumes the server has failed to start. Default is 12000 (2 minutes). jacorb.imr.no_of_poas Initial number of POAs that can be registered with the IR. This is an optimization used to size internal data structures. This value can be exceeded. Default is 100. jacorb.imr.no_of_serve Initial number of servers that can be registered with the IR. rs This is an optimization used to size internal data structures. This value can be exceeded. Default is 5. jacorb.imr.port_number Starts the IMR on a fixed port (equivalent to the -p option). jacorb.imr.connection_ Time in milliseconds that the IR waits until a connection timeout from an application client is terminated. Default is 2000. jacorb.implname The implementation name for persistent servers. Persistent servers should set this to a unique name. This is the service name that is registered in the IR. jacorb.java_exec Command used by the IR to start servers.



Type boolean



URL file file file millisec.



integer



integer



integer millisec. name



command



Table 3.6: Security Configuration Property OASSLPort



Description The port number used by SSL, will be dynamically assigned by default. org.omg.PortableInterc Portable interceptor required to support SSL. Not set by eptor.ORBInitializerCl default. ass.ForwardInit jacorb.security.access The qualified classname of access decision object. _decision jacorb.security.princi A list of qualified classnames of principle authenticator obpal_authenticator jects, separated by commas (no whitespaces.). The first entry (that can be successfully created) will be available through the principal authenticator property.



Type port class



class class
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Configuration Table 3.6: Security Configuration



Property jacorb.ssl.socket_fact ory jacorb.ssl.server_sock et_factory jacorb.security.change _ssl_roles



Description The qualified classname of the SSL socket factory class.



The qualified classname of the SSL server socket factory class. Exchange SSL client server roles to enforce client authentication. Beware: this causes problems with peers that not prepared to handle this role change. Default is off. jacorb.security.suppor Whether SSL security is supported. Default is off. t_ssl jacorb.security.ssl.cl SSL client supported options - IIOP/SSL parameters (numient.supported_options bers are hex values, without the leading 0x): NoProtection = 1, EstablishTrustInClient = 40, EstablishTrustInTarget = 20, mutual authentication = 60. Default is 0. Please see the programming guide for more explanation. jacorb.security.ssl.cl SSL client required options (See IIOP/SSL parameters ient.required_options above). Default is 0. jacorb.security.ssl.se SSL server supported options (See IIOP/SSL parameters rver.supported_options above). Default is 0. jacorb.security.ssl.se SSL server required options (See IIOP/SSL parameters rver.required_options above). Default is 0. jacorb.security.ssl.co Used in conjunction with rbaloc_ssliop.supporte jacorb.security.ssl.corbaloc ssliop.required options. If these properties are set, then two values will be placed d_options in the IOR, ”corbaloc:ssliop and ”ssliop. If not set, only EstablishTrustInTarget is used for both supported and required options. jacorb.security.ssl.co Default is 0. rbaloc_ssliop.required _options jacorb.security.keysto The name and location of the keystore. This may be absore lute or relative to the home directory. NOTE (for Sun JSSE users): The javax.net.ssl.trustStore [Password] properties doesn’t seem to take effect, so you may want to add trusted certificates to normal keystores. In this case, please set the property jacorb.security.jsse. trustees from ks to on, so trusted certificates are taken from the keystore instead of a dedicated truststore. jacorb.security.keysto The keystore password. re_password



Type class class boolean



boolean integer



integer integer integer integer



integer



file



string
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Property Description jacorb.security.truste Files with public key certificates of trusted Certificate es Authorities (CA). WARNING: If no CA certificates are present, the IAIK chain verifier will accept ALL otherwise valid chains. jacorb.security.defaul The name of the default key alias to look up in the keystore. t_user jacorb.security.defaul The name of the default key alias to look up in the keystore. t_password jacorb.security.iaik_d Sets IAIKS SSL classes to print debug output to standard ebug output. Default is off. jacorb.security.jsse.t Sun JSSE specific settings: Use the keystore to take trusted rustees_from_ks certificates from. Default is off. jacorb.security.ssl.se A comma-separated list of cipher suite names which must rver.cipher_suites NOT contain whitespaces. See the JSSE documents on how to obtain the correct cipher suite strings. jacorb.security.ssl.cl See jacorb.security.ssl.server.cipher suites above. ient.cipher_suites



Type file



name string boolean boolean string



string
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4 Getting Started Before we explain an example in detail, we look at the general process of developing CORBA applications with JacORB. We’ll follow this roadmap when working through the example. The example can be found in demo/grid which also contains a build file so that the development steps do not have to be carried out manually every time. Still, you should know what is going on. As this document gives only a short introduction to JacORB programming and does not cover all the details of CORBA IDL, we recommend that you also look at the other examples in the demo/ directory. These are organized so as to show how the different aspects of CORBA IDL can be used with JacORB.



4.1



JacORB development: an overview



The steps we will generally have to take are: 1. write an IDL specification. 2. compile this specification with the IDL compiler to generate Java classes (Java interfaces, helper and holder classes, as well as stubs and skeletons). 3. write an implementation for the Java interface generated in step 2 4. write a “Main” class that instantiates the server implementation and registers it with the ORB 5. write a client class that retrieves a reference to the server object and makes remote invocations, i.e. CORBA calls.



4.2 IDL specifications Our example uses a simple server the definition of which should be clear if you know IDL. Its interface is given in server.idl. All the source code for this example can be found in JacORB2 1/demo/grid.
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// server.idl // IDL definition of a 2-D grid: module demo { module grid { interface MyServer { typedef fixed fixedT; readonly attribute short height; readonly attribute short width;



// height of the grid // width of the grid



// set the element [n,m] of the grid, to value: void set(in short n, in short m, in fixedT value); // return element [n,m] of the grid: fixedT get(in short n, in short m); exception MyException { string why; }; short opWithException() raises( MyException ); }; }; };



4.3



Generating Java classes



Feeding this file into the IDL compiler $ idl -d ./generated server.idl



produces a number of Java classes that represent the IDL definitions. This is done according to a set of rules known as the IDL-to-Java language mapping as standardized by the OMG. If you are interested in the details of the language mapping, i.e. which IDL language construct is mapped to which Java language construct, please consult the specifications available from http://www.omg.org. The language mapping used by the JacORB IDL compiler is the one defined in CORBA 2.3 and is explained in detail in [BVD01]. For practical usage, please consult the examples in the demo directory. The most important Java classes generated by the IDL compiler are the interfaces MyServer and MyServerOperations, and the stub and skeleton files MyServerStub,



4.4 Implementing the interface
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MyServerPOA and MyServerPOATie. We will use these classes in the client and server as well as in the implementation of the grid’s functionality and explain each in turn. Note that the IDL compiler will produce a directory structure for the generated code that corresponds to the module structure in the IDL file, so it would have produced a subdirectory demo/grid in the current directory had we not directed it to put this directory structure to ./generated by using the compiler’s -d switch. Where to put the source files for generated classes is a matter of taste. Some people prefer to have everything in one place (as using the -d option in this way achieves), others like to have one subdirectory for the generated source code and another for the output of the Java compiler, i.e. for the .class files.



4.4



Implementing the interface



Let’s try to actually provide an implementation of the functionality promised by the interface. The class which implements that interface is called gridImpl. Apart from providing a Java implementation for the operations listed in the IDL interface, it has to inherit from a generated class that both defines the Java type that represents the IDL type MyServer and contains the code needed to receive remote invocations and return results to remote callers. This class is MyServerPOA. You might have noticed that this approach is impractical in situations where your implementation class needs to inherit from other classes. As Java only has single inheritance for implementations, you would have to use an alternative approach — the “tie”–approach — here. The tie approach will be explained later. Here is the Java code for the grid implementation. It uses the Java library class java.math.BigDecimal for values of the IDL fixed–point type fixedT: package demo.grid; /** * A very simple implementation of a 2-D grid */ import demo.grid.MyServerPackage.MyException; public class gridImpl extends MyServerPOA { protected short height = 31; protected short width = 14; protected java.math.BigDecimal[][] mygrid; public gridImpl()
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Getting Started { mygrid = new java.math.BigDecimal[height][width]; for( short h = 0; h < height; h++ ) { for( short w = 0; w < width; w++ ) { mygrid[h][w] = new java.math.BigDecimal("0.21"); } } } public java.math.BigDecimal get(short n, short m) { if( ( n 























des documents recommandant







[image: alt]





Programming Guide 

Aug 18, 1997 - commas, dollar signs, and debit or credit signs) to make the data ...... add report-matrix-min to report-matrix-max giving report-matrix-tot ...... v Programs compiled with the NORENT and RMODE(AUTO) ...... DD DSNAME=PROJECT. ...... us










 


[image: alt]





Programming Guide 

Aug 18, 1997 - Language Environment Programming Guide and IBM Language Environment ...... expected future cash inflows to evaluate the profitability of a ...... After the STRING statement is performed, the value of LINE-POS is 82, and ...










 


[image: alt]





Programming Guide 

Aug 18, 1997 - US Government Users Restricted Rights â€“ Use, duplication or ...... expected future cash inflows to evaluate the profitability of a planned ...... After the STRING statement is performed, the value of LINE-POS is 82, and RPT-LINE.










 


[image: alt]





Core Image Programming Guide 

Jun 28, 2006 - Code that builds a dictionary of filters by functional categories 22 ..... Filter creators can make their custom filters available to any ..... ftp://ftp.alvyray.com/Acrobat/4_Comp.pdf. 18 .... are useful for organizing filter names in










 


[image: alt]





390: CICS Application Programming Guide 

v IBM SAA: CPI Reference manual and the SAA Common Programming ...... v Creating standard formats for printing (for example, using your own letterhead,.










 


[image: alt]





MC68HC11E Series Programming Reference Guide 

0 = EPROM/OTPROM address and data bus configured for normal reads ...... $04. EOT. $24. $. $44. D. $64 d. $05. ENQ. $25. %. $45. E. $65 e. $06. ACK. $26. &.










 


[image: alt]





NVIDIA CUDA Programming Guide - Mathematics 

May 26, 2009 - Control Flow Instructions . ...... and flow control, as schematically illustrated by Figure 1-2. NV30. Jan. 2003. Jun. Apr. 2004 ...... float freq = 4.0f;.










 


[image: alt]





MQSeries Application Programming Guide - Azenorak 

Understanding return codes . ... Putting messages to a distribution list . .... Application programming for the CICS 3270 ..... Portable Document Format (PDF) .










 


[image: alt]





Studuino Block Programming Environment Guide 

SpÃ©cifier le nombre de clignotement de la DEL . ... Faire une mÃ©lodie en utilisant une liste . ..... sera lu et les nombres seront ajoutÃ©s Ã  la liste. â‘¢. Nommez-la.










 


[image: alt]





NVIDIA CUDA Programming Guide - Mathematics 

May 26, 2009 - Each of the threads that execute VecAdd() performs one pair-wise addition. 2.2 ..... if its trip count is constant, otherwise it is not unrolled at all.










 


[image: alt]





WebSphere MQ Application Programming Guide - Encode Explorer 

Understanding return codes . . . . . . . . 71. Specifying ... Putting messages to a distribution list . . . . 116 ..... Writing IMS applications using WebSphere MQ . . 311.










 


[image: alt]





OpenGL Programming Guide (Addison-Wesley Publishing Company) 

Apr 28, 2000 - Moving the display list chapter is the most noticeable ...... A tricky solution to this problem is to create more than one window, each with a ...










 


[image: alt]





Universal Keyboard Wedge Programming Guide - AVSS 

Should future revisions of this manual be published, you can ... Programming Manual References . ...... must match the communication settings of the POS.










 


[image: alt]





Open Object Rexx: Programming Guide - Encode Explorer 

Programming Guide ...... (such as SUBSTR, WORDS, POS, and SUBWORD). ...... to send a message to an object at any time in the future, and until then, you can ...










 


[image: alt]





Net.Data Administration and Programming Guide - Page d'accueil 

Data Initialization Fileâ€� on page 7 for more information about the. Net. ...... can be obtained via the V3R2 PTF 5763TC1-SF40953 or the V3R7 PTF.










 


[image: alt]





BAOFENG UV-82X3 Programming Guide Contents 

It offers 128 channels, you can add or remove channels from scanning list and give channels ... Download and open the UV-82X3 programming software, click Port under Setting menu, select the ... menu is not selected, the menu cannot be accessed in cha










 


[image: alt]





In-Circuit Serial Programming (ICSP) Guide - Elnec 

time and manufacturing cycles, and improve time to market. In-Circuit Serial Programming enhances the ... pins during normal operation and programming pins.










 


[image: alt]





OpenGL Programming Guide (Addison-Wesley Publishing Company) 

program with the OpenGL graphics system to deliver the visual effect you want. ...... value you really want (it might even become something that isn't a rotation). ...... by Alan Watt (Reading, MA: Addison-Wesley Publishing Company, 1990).










 


[image: alt]





enterprise cobol programming guide dbid n99mj 












 


[image: alt]





OpenGL Programming Guide (Addison-Wesley Publishing Company) 

program with the OpenGL graphics system to deliver the visual effect you want. ...... value you really want (it might even become something that isn't a rotation). ...... by Alan Watt (Reading, MA: Addison-Wesley Publishing Company, 1990).










 


[image: alt]





ZPL II Programming Guide Volume One 

If you are viewing this guide online in .pdf format, you can click the cross-reference ...... K = Kanji â€“ handles only Kanji characters in accordance with the Shift JIS.










 


[image: alt]





Programming with Reflection: Visual Basic User Guide 

Sep 30, 1998 - The Open Company â€” UNIX is a registered trademark. All other brand and product names mentioned in this manual are the trademarks of their ...










 


[image: alt]





ZPL II Programming Guide Volume One 

If you are viewing this guide online in .pdf format, you can click the .... 6. ZPL II Programming Guide Volume One. ZPL II Commands. Basic ZPL ...... 6 = reader program, secretary ...... ZTools for Windows creates a downloadable file ...... Descripti










 


[image: alt]





C++ Runtime Environment Programming Guide - VirtualPanic! 

â€œControlling Symbol Visibilityâ€� (page 13) describes new tools and techniques for .... GCC 4.0 conforms to the Itanium C++ ABI, which is a standard for compiled ...










 














×
Report JacORB 2.1 Programming Guide





Your name




Email




Reason
-Select Reason-
Pornographic
Defamatory
Illegal/Unlawful
Spam
Other Terms Of Service Violation
File a copyright complaint





Description















Close
Save changes















×
Signe






Email




Mot de passe







 Se souvenir de moi

Vous avez oublié votre mot de passe?




Signe




 Connexion avec Facebook












 

Information

	A propos de nous
	Règles de confidentialité
	TERMES ET CONDITIONS
	AIDE
	DROIT D'AUTEUR
	CONTACT
	Cookie Policy





Droit d'auteur © 2024 P.PDFHALL.COM. Tous droits réservés.








MON COMPTE



	
Ajouter le document

	
de gestion des documents

	
Ajouter le document

	
Signe









BULLETIN



















Follow us

	

Facebook


	

Twitter



















Our partners will collect data and use cookies for ad personalization and measurement. Learn how we and our ad partner Google, collect and use data. Agree & Close



