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Abstract



as prescribed by the input code. The validator can use a variety of techniques to do so, ranging from dataflow analyses (Huang et al. 2006) to symbolic execution (Necula 2000; Rival 2004) to the generation of a verification condition followed by model checking or automatic theorem proving (Pnueli et al. 1998b; Zuck et al. 2003). If the validator succeeds, compilation proceeds normally. If, however, the validator detects a discrepancy, or is unable to establish the desired semantic equivalence, compilation is aborted. Since the validator can be developed independently from the compiler, and generally uses very different algorithms than those of the compiler, translation validation significantly increases the user’s confidence in the compilation process. However, as unlikely as it may sound, it is possible that a compiler bug still goes unnoticed because of a matching bug in the validator. More pragmatically, translation validators, just like type checkers and bytecode verifiers, are difficult to test: while examples of correct code that should pass abound, building a comprehensive suite of incorrect code that should be rejected is delicate (Sirer and Bershad 1999). The guarantees obtained by translation validation are therefore weaker than those obtained by formal compiler verification: the approach where program proof techniques are applied to the compiler itself in order to prove, once and for all, that the generated code is semantically equivalent to the source code. (For background on compiler verification, see the survey by Dave (2003) and the recent mechanized verifications of compilers described by Klein and Nipkow (2006), Leroy (2006), Leinenbach et al. (2005) and Strecker (2005).) A crucial observation that drives the work presented in this paper is that translation validation can provide formal correctness guarantees as strong as those obtained by compiler verification, provided the validator itself is formally verified. In other words, it suffices to model the validator as a function V : Source × Target → boolean and prove that V (S, T ) = true implies the desired semantic equivalence result between the source code S and the compiled code T . The compiler or compiler pass itself does not need to be proved correct and can use algorithms, heuristics and implementation techniques that do not easily lend themselves to program proof. We claim that for many optimization passes, the approach outlined above — translation validation a posteriori combined with formal verification of the validator — can be significantly less involved than formal verification of the compilation pass, yet provide the same level of assurance. In this paper, we investigate the usability of the “verified validator” approach in the case of two optimizations that schedule instructions to improve instruction-level parallelism: list scheduling and trace scheduling. We develop simple validation algorithms for these optimizations, based on symbolic execution of the original and transformed codes at the level of basic blocks (for list scheduling) and extended basic blocks after tail duplication (for trace scheduling). We then prove the correctness of these validators



Translation validation consists of transforming a program and a posteriori validating it in order to detect a modification of its semantics. This approach can be used in a verified compiler, provided that validation is formally proved to be correct. We present two such validators and their Coq proofs of correctness. The validators are designed for two instruction scheduling optimizations: list scheduling and trace scheduling. Categories and Subject Descriptors F.3.1 [Logics and Meanings of Programs]: Specifying and Verifying and Reasoning about Programs - Mechanical verification; F.3.2 [Logics and Meanings of Programs]: Semantics of Programming Languages - Operational semantics; D.2.4 [Software Engineering]: Software/Program Verification - Correctness proofs; D.3.4 [Programming Languages]: Processors - Optimization General Terms Languages, Verification, Algorithms Keywords Translation validation, scheduling optimizations, verified compilers, the Coq proof assistant



1.



Introduction



Compilers, and especially optimizing compilers, are complex pieces of software that perform delicate code transformations and static analyses over the programs that they compile. Despite heavy testing, bugs in compilers (either in the algorithms used or in their concrete implementation) do happen and can cause incorrect object code to be generated from correct source programs. Such bugs are particularly difficult to track down because they are often misdiagnosed as errors in the source programs. Moreover, in the case of high-assurance software, compiler bugs can potentially invalidate the guarantees established by applying formal methods to the source code. Translation validation, as introduced by Pnueli et al. (1998b), is a way to detect such compiler bugs at compile-time, therefore preventing incorrect code from being generated by the compiler silently. In this approach, at every run of the compiler or of one of the compiler passes, the input code and the generated code are fed to a validator (a piece of software distinct from the compiler itself), which tries to establish a posteriori that the generated code behaves
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necessary. There is also no need to ensure that C terminates. A second benefit of translation validation is that the base compiler C can use heuristics or probabilistic algorithms that are known to generate correct code with high probability, but not always. The rare instances where C generates wrong code will be caught by the validator. Finally, the same validator V can be used for several optimizations or variants of the same optimization. The effort of formally verifying V can therefore be amortized over several optimizations. Given two programs c1 and c2 , it is in general undecidable whether c1 ≤ c2 . Therefore, the validator is in general incomplete: the reverse implication ⇐ in definition (2) does not hold, potentially causing false alarms (a correct code transformation is rejected at validation time). However, we can take advantage of our knowledge of the class of transformations performed by the compiler pass C to develop a specially-adapted validator V that is complete for these transformations. For instance, the validator of Huang et al. (2006) is claimed to be complete for register allocation and spilling. Likewise, the validators we present in this paper are specialized to the code transformations performed by list scheduling and trace scheduling, namely reordering of instructions within a basic block or an extended basic block, respectively.



against an operational semantics. The formalizations and proofs of correctness are entirely mechanized using the Coq proof assistant (Coq development team 1989–2007; Bertot and Cast´eran 2004). The formally verified instruction scheduling optimizations thus obtained integrate smoothly within the Compcert verified compiler described in (Leroy 2006; Leroy et al. 2003–2007). The remainder of this paper is organized as follows. Section 2 recalls basic notions about symbolic evaluation and its uses for translation validation. Section 3 presents the Mach intermediate language over which scheduling and validation are performed. Sections 4 and 5 present the validators for list scheduling and trace scheduling, respectively, along with their proofs of correctness. Section 6 discusses our Coq mechanization of these results. Section 7 presents some experimental data and discusses algorithmic efficiency issues. Related work is discussed in section 8, followed by concluding remarks in section 9.



2.



Translation validation by symbolic execution



2.1



Translation validation and compiler verification



We model a compiler or compiler pass as a function L1 → L2 + Error, where the Error result denotes a compile-time failure, L1 is the source language and L2 is the target language for this pass. (In the case of instruction scheduling, L1 and L2 will be the same intermediate language, Mach, described in section 3.) Let ≤ be a relation between a program c1 ∈ L1 and a program c2 ∈ L2 that defines the desired semantic preservation property for the compiler pass. In this paper, we say that c1 ≤ c2 if, whenever c1 has well-defined semantics and terminates with observable result R, c2 also has well-defined semantics, also terminates, and produces the same observable result R. We say that a compiler C : L1 → L2 + Error is formally verified if we have proved that ∀c1 ∈ L1 , c2 ∈ L2 , C(c1 ) = c2 ⇒ c1 ≤ c2 (1) In the translation validation approach, the compiler pass is complemented by a validator: a function L1 × L2 → boolean. A validator V is formally verified if we have proved that ∀c1 ∈ L1 , c2 ∈ L2 , V (c1 , c2 ) = true ⇒ c1 ≤ c2



2.2



z := x + y; t := z × y is the following mapping of variables to expressions



(2)



= = =



z



7→



x0 + y0



t



7→



(x0 + y0 ) × y0



v



7→



v 0 for all other variables v



where v 0 symbolically denotes the initial value of variable v at the beginning of the block. Symbolic execution extends to memory operations if we consider that they operate over an implicit argument and result, Mem, representing the current memory state. For instance, the symbolic execution of



Let C be a compiler and V a validator. The following function CV defines a compiler from L1 to L2 : CV (c1 ) CV (c1 ) CV (c1 )



Symbolic execution



Following Necula (2000), we use symbolic execution as our main tool to show semantic equivalence between code fragments. Symbolic execution of a basic block represents the values of variables at the end of the block as symbolic expressions involving the values of the variables at the beginning of the block. For instance, the symbolic execution of



c2 if C(c1 ) = c2 and V (c1 , c2 ) = true Error if C(c1 ) = c2 and V (c1 , c2 ) = false Error if C(c1 ) = Error



store(x, 12); y := load(x)



The line of work presented in this paper follows from the trivial theorem below. is



Theorem 1. If the validator V is formally verified in the sense of (2), then the compiler CV is formally verified in the sense of (1). In other terms, the verification effort for the derived compiler CV reduces to the verification of the validator V . The original compiler C itself does not need to be verified and can be treated as a black box. This fact has several practical benefits. First, programs that we need to verify formally must be written in a programming language that is conducive to program proof. In the Compcert project, we used the functional subset of the specification language of the Coq theorem prover as our programming language. This makes it very easy to reason over programs, but severely constrains our programming style: program written in Coq must be purely functional (no imperative features) and be proved to terminate. In our verified validator approach, only the validator V is written in Coq. The compiler C can be written in any programming language, using updateable data structures and other imperative features if



Mem



7→



store(Mem0 , x0 , 12)



y



7→



load(store(Mem0 , x0 , 12), x0 )



v



7→



v 0 for all other variables v



The crucial observation is that two basic blocks that have the same symbolic evaluation (identical variables are mapped to identical symbolic expressions) are semantically equivalent, in the following sense: if both blocks successfully execute from an initial state Σ, leading to final states Σ1 and Σ2 respectively, then Σ1 = Σ 2 . Necula (2000) goes further and compares the symbolic evaluations of the two code fragments modulo equations such as computation of arithmetic operations (e.g. 1 + 2 = 3), algebraic properties of these operations (e.g. x + y = y + x or x × 4 = x 
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