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ABSTRACT One classical approach to ensuring memory safety of C programs is based on storing block metadata in a tree-like datastructure. However it becomes relatively slow when the number of memory locations in the tree becomes high. Another solution, based on shadow memory, allows very fast constant-time access to metadata and led to development of several highly optimized tools for detection of memory safety errors. However, this solution appears to be insufficient for evaluation of complex memory-related properties of an expressive specification language. In this work, we address memory monitoring in the context of runtime assertion checking of C programs annotated in E - ACSL, an expressive specification language offered by the F RAMA -C framework for analysis of C code. We present an original combination of a tree-based and a shadow-memory-based techniques that reconciles both the efficiency of shadow memory with the higher expressiveness of annotations whose runtime evaluation can be ensured by a tree of metadata. Shadow memory with its instant access to stored metadata is used whenever small shadow metadata suffices to evaluate required annotations, while richer metadata stored in a compact prefix tree (Patricia trie) is used for evaluation of more complex memory annotations supported by E - ACSL. This combined monitoring technique has been implemented in the runtime assertion checking tool for E - ACSL. Our initial experiments confirm that the proposed hybrid approach leads to a significant speedup with respect to an earlier implementation based on a Patricia trie alone without any loss of precision.



1.



Julien Signoles2



INTRODUCTION



Over the past few decades, memory safety of C programs has been addressed in numerous research works and tools. Many tools for dynamic verification answer questions regarding the memory of programs: how much memory is used, is memory correctly accessed, allocated and deallocated, etc. They address memory related errors, including invalid pointers, out-of-bounds memory accesses, uninitialized variables and memory leaks, that are very ∗
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common. A study for IBM MVS software [25] reports that about 50% of detected software errors were related to pointers and array accesses. This is particularly an issue for a programming language like C that is paradoxically both the most commonly used for development of critical system software and one of the most poorly equipped with adequate protection mechanisms. The C developer remains responsible for correct allocation and deallocation of memory, pointer dereferencing and manipulation (like casts, offsets, etc.), as well as for the validity of indices in array accesses. Among the most useful techniques for detecting and locating software errors, runtime assertion checking has become a widely used programming practice [7]. Runtime checking of memoryrelated properties can be realized using systematic monitoring of memory operations. However, to do so efficiently is difficult, due to the large number of memory accesses of a normal program. An efficient memory monitoring for C programs is the purpose of the present work. This paper addresses the memory monitoring of C programs for runtime assertion checking in F RAMA -C [8], a platform for analysis of C code. F RAMA -C offers an expressive executable specification language E - ACSL and a translator, called E - ACSL 2 C in this paper, that automatically translates an E - ACSL specification into C code [9]. In order to support memory-related E - ACSL annotations for pointers and memory locations (such as being valid, initialized, in a particular block, with a particular offset, etc.), we need to keep track of relevant memory operations previously executed by the program. E - ACSL 2 C comes with a runtime memory monitoring library for recording and retrieving necessary information (memory block metadata) on the state of the program’s memory locations. During the translation of an original C code annotated with E - ACSL specification into a new C code, E - ACSL 2 C instruments the original source code by inserting necessary calls to the library. It realizes a non-invasive source code instrumentation, that is, monitoring routines do not change the observed behavior of the program. In particular, it does not modify the memory layout and size of variables and memory blocks already present in the original program, and may only record additional monitoring data in a separate memory store. The current version of the library [14] records memory block metadata in a compact prefix tree (Patricia trie) [26], that appeared to be very efficient compared to other datastructures constructed on-demand. While the current metadata storage was subject to a careful choice of datastructures and optimizations [14], it remains one of the bottlenecks in terms of performance for programs instrumented by E - ACSL 2 C, which can be subject to a slowdown of more than 100x when the number of memory locations in the tree becomes high. Lookup operations in the Patricia trie still imply traversing the tree from the root to the node which contains the



E - ACSL



keyword



\base_addr(p) \block_length(p) \offset(p) \valid_read(p) \valid(p) \initialized(p)



Its semantics the base address of the block containing pointer p the size (in bytes) of the block containing pointer p the offset (in bytes) of p in its block (i.e., w.r.t. \base_addr(p)) ⎫ is true iff reading *p is safe ⎪ ⎪ ⎪ here p must be a ⎬ is true iff reading and writing *p is safe non-void pointer ⎪ ⎪ ⎪ is true iff *p has been initialized ⎭



Monitoring level Block Block Block byte byte byte



Figure 1: Memory-related E - ACSL constructs currently supported by E - ACSL 2 C metadata needed, and thus several memory accesses. Recent advanced tools for detection of memory safety issues used an alternative approach, based on a statically allocated fixed array for metadata that allows a fast offset-based access [19, 22]. Such an array is called a shadow memory, since each address of the user-memory is shadowed by an element of this array. In the context of runtime assertion checking of E - ACSL annotations, this approach alone would not be sufficient to store all metadata necessary to support various memory-related predicates offered by E - ACSL. The objective of this paper is to study how the existing memory monitoring solution can be improved using the shadow memory approach. We present an original combination of a tree-based and a shadow-memory-based techniques that reconciles both the efficiency of shadow memory with the higher expressiveness of annotations whose runtime evaluation can be ensured by a tree of metadata. Rather than providing detailed (but more difficult to follow) algorithms, we give comprehensive design principles of the combined technique. We implement these techniques in the memory monitoring library for runtime assertion checking in F RAMA -C [8] and evaluate them on several experiments. The contributions of this paper include ● a classification of memory-related predicates of E - ACSL with regard to their monitoring level as byte-level and block-level, ● design and implementation for E - ACSL 2 C of a shadow memory storage of block metadata for byte-level annotations, ● rough complexity evaluation for the Patricia trie store and the shadow memory store, ● an original hybrid memory monitoring solution combining two kinds of metadata storage, ● implementation of the combined monitoring for E - ACSL 2 C, ● evaluation of the hybrid solution compared to separate monitoring using a Patricia trie and shadow memory. The paper is organized as follows. Sec. 2 presents the E - ACSL specification language and the translation of the annotations into instrumented C code with E - ACSL 2 C. Sec. 3 introduces the monitoring level of memory-related predicates and describes the treebased, the shadow-memory-based and the hybrid monitoring solutions. These solutions are evaluated and compared in Sec. 4. Finally, Sec. 5 presents some related work, and Sec. 6 concludes the paper.



2.



RUNTIME ASSERTION CHECKING OF E-ACSL ANNOTATIONS



Overview of E-ACSL.



This section presents E - ACSL [9, 23], an executable specification language designed to support runtime assertion checking1 in F RAMA -C. F RAMA -C [8] is a framework dedicated to analysis of C programs that offers various analyzers, such as abstract interpretation based plugin VALUE for value analysis, dependency analysis, program slicing, JESSIE and WP plugins for proof of programs, etc. ACSL [4] is a behavioral specification language shared by different F RAMA -C analyzers that takes the best of the specification languages of earlier tools C AVEAT [5] and C ADUCEUS [12], inspired by JML [6, 15]. ACSL is sufficiently expressive to express most functional properties of C programs. It has already been used in many projects, including large-scale industrial ones [8]. It is based on a typed first-order logic in which terms may contain pure (i.e. side-effect free) C expressions and special keywords. An E IFFEL-like contract [17] may be associated to each function in order to specify its preand postconditions. The contract can be split into several named guarded behaviors. Contracts may also be associated to statements, as well as assertions, loop invariants and loop variants. ACSL annotations also include definitions of (inductive) predicates, axiomatics, lemmas, logic functions, data invariants and ghost code. Designed as a large subset of ACSL, E - ACSL preserves ACSL semantics. Moreover, the E - ACSL language is executable: its annotations can be translated into C monitors and executed at runtime. This makes it suitable for runtime assertion checking. The requirement of being executable brings some natural limitations on ACSL annotations that can be supported in E - ACSL. E - ACSL syntactically limits quantifications to range over finite domains of integers in order to be computable. Loop invariants in E - ACSL lose their inductive nature: a loop invariant in E - ACSL is equivalent to two assertions: the first one before entering the loop and the second one at the end of each iteration of the loop body. In E - ACSL there are no lemmas (which usually express non-executable mathematical properties) nor axiomatics (non-executable by nature). There is also no way to express termination properties of a loop or a recursive function, since detecting non-termination at runtime in finite time is not possible. All other features of ACSL are fully supported in E - ACSL, including mathematical integers, predicates and functions over C pointers. The first two columns of Fig. 1 present some memory-related annotations supported by E - ACSL. We use the term (memory) block for any (statically, dynamically or automatically) allocated object. A block is characterized by its size and its base address, that is, the address of its first byte. The offset of a pointer inside its block is computed with respect to the base address.



Running Example. Fig. 2 contains a toy example illustrating memory-related predicates of E - ACSL. The code at lines 6–19 checks if the array of in1 Runtime annotation checking would be here a more suitable term since various kinds of annotations are supported.



1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24



int main(){ int arr[10]={3,1,4,1,5,9,2,6,5,3}, subarr[3]={4,1,5}, *result; unsigned len=10, sublen=3; //@ assert \forall int i; 0 \valid(arr+i); //@ assert \forall int j; 0 \valid(subarr+j); // search an occurrence of the list subarr in the list arr unsigned i, j, found = 0; for(i = 0; i 
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