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Preface



This book serves as an introduction to the programming language Java. In addition it focuses on how Java, and object-oriented programming, can be used to solve science and engineering problems. As such, some of the examples necessarily involve aspects of first-year university mathematics, particularly in the final chapter. However, these examples are self-contained, and omitting them will not hinder your programming development.



Features • The book is accessible to beginners, with no programming experience. • We use a hands-on or ‘dive-in’ approach which gets you writing and running programs immediately. • The fundamentals of Java programming are motivated throughout with many examples from a number of different scientific and engineering areas, as well as from business and everyday life. Beginners, as well as experienced programmers wishing to learn Java as an additional language, should therefore find plenty of interest in the book. • It provides a good introduction to object-oriented programming. Solutions to problems throughout the book show how data and operations on that data can be modelled together in classes. In this way code is easy to maintain, extend and reuse. • We have provided a pre-written package of code to help in such areas as – simple keyboard input and file input/output; – matrix manipulation; – scientific graphing.



Approach • Our style is informal. New concepts are often motivated with a coded example before being generalized. • Readers are frequently invited to try appropriate exercises at the end of each chapter as they advance through the chapter. • Throughout the book, we use Java applications, rather than applets (although we do provide an example of an applet in Chapter 1). xiii
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• All the examples in this book have been compiled and interpreted using Sun Microsystems’ Java 2 compiler (in particular version 1.3.1 of the Java Software Development Kit).



Resources • Each chapter begins with a set of objectives and concludes with a summary and numerous exercises. These exercises have been gleaned from many years’ experience of running hands-on programming courses and writing books for beginners and professionals alike, on problem solving in Basic, Fortran, Pascal, C, C++ and MATLAB. • The appendices include a quick reference to Java syntax and solutions to selected exercises. • The book’s website, www.bh.com/companions/essentialjava, provides links to material such as: – code for the essential package, containing our pre-written classes; – Java source code of all completed code that appears in the text; – solutions to selected exercises in individual file format. Solutions to the remaining exercises are password-restricted, and are available only to lecturers who adopt the book for use in their courses. To obtain a password please e-mail [email protected] with the following details: course title, number of students, your job title and work postal address.



Organization of the book The book is organized into three parts: 1. Essentials (Chapters 1–6) This part covers what we believe to be the essentials of programming in Java: using pre-defined objects and methods, basic programming concepts and constructs (primitive data types, variables, expressions, loops and decisions), writing your own classes, debugging code, arrays. 2. More advanced topics (Chapters 7–10) Inheritance, building your own graphical user interfaces, exceptions, input and output. 3. Some applications (Chapters 11–13) Simulation, matrices (use of our essential.Matrix class in fields such as reachability, population dynamics, Markov processes, linear equations), numerical methods. Chapter 1
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Chapter 10 Figure 1 Dependency diagram showing relationships between the chapters
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Dependencies between the chapters are shown in Figure 1. We strongly recommend that a course should cover at least the first seven chapters (including inheritance), even though all seven chapters are not strictly needed to proceed to some of the more advanced topics.
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Getting going



Objectives By the end of this chapter, you should be able to do the following: • • • •



set up your computer to be ready for programming in Java; compile and run a simple program which reads in from the keyboard and prints out to the screen; use the Turtle class and Graph class to draw graphics on the screen; write a simple Java program that can be run in a World Wide Web (WWW) browser (optional).



1.1 Introduction to programming Computers have become an essential part of our everyday lives. Even if you don’t use a computer for writing letters, browsing the Internet, or playing games, you are using computers every time you draw money from an ATM, use your cell phone, or phone automatic directory enquiries. A computer on its own has no intelligence. All that a computer can do is follow a detailed set of instructions, so it has to be programmed with these instructions for it to be useful. That’s where the task of the programmer lies: in writing programs to make computers useful to people. Every bit of software, from your wordprocessor, to your web browser, was written by a programmer (or more likely, a team of programmers). The set of instructions that a computer can understand is called machine language. In machine language, everything is encoded as binary numbers (1’s and 0’s). Not so long ago, programmers had to write programs in this machine language. Thankfully, we have now advanced to a stage where we can write programs in high-level languages, such as Java. It is the job of the compiler (just another program) to translate programs written in a programming language into machine code, so that it can be run on a computer. Some games programmers still choose to use low-level assembly language (very close to machine code), because the programs run faster.



Java as a programming language Java has an interesting history. It was developed in 1991 by James Gosling of Sun Microsystems. Gosling was part of a secret team of 13 staff, called the ‘Green Team’. The aim was not to develop a new language, but rather to develop digitally controlled consumer devices and computers. While developing a homeentertainment device controller (called *7), the team saw the need for a new processor-independent language. The first version was called ‘Oak’ (after the tree outside Gosling’s window). Although *7 3
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never took off, the language did and in 1995, Netscape announced that Java would be incorporated into Netscape Navigator. Since then, Java has gained enormous popularity as an Internet programming language. Although Java has become famous for its ability to do Internet programming, it is also a good general programming language. We chose to write a book on Java, because it is popular and a welldesigned object-oriented language. One of the main features of Java (and part of the reason why it works so well on the Internet), is that it is platform independent. It achieves this by using something called the ‘Java Virtual Machine’ (JVM). As explained before, computers can only follow machine language instructions, so programs written in high-level languages have to be compiled into machine code for them to work. The problem is that each type of machine has its own machine language, so a program compiled for a MS Windows NT machine won’t work on a Macintosh machine. What Java does is compile down to an intermediate code called bytecode. This bytecode is machine independent, but has to be interpreted by the JVM. This process of interpreting will be explained in Section 1.3.



1.2 Setting up your computer for programming in Java There are two pieces of software which you will need before you can start programming: •



•



An editor or an IDE (Integrated Development Environment). An editor is a program which allows you to type in text and save it to a file. A text editor differs from a word processor in that it does not normally do formatting (such as different font sizes). Some text editors (such as Microsoft’s Notepad) have no special features for programmers, while other editors have special features to support programmers. There are many shareware and freeware editors available from online software libraries (such as TUCOWS, which you can find at http://www.tucows.com). Look for an editor which has Java syntax colouring (also called syntax highlighting). IDE’s, on the other hand, provide facilities for editing and compiling programs, as well as other support for programmers. The downside to using an IDE, is that you normally have to pay for it. A further factor to consider is that some Java IDE’s provide features which complicate Java programming (such as the need to create projects), so in some cases it may even be easier to use a simple text editor, rather than an IDE. Sun has a list of recommended IDE’s on their website (they are listed on the download page of Java 2). We have assumed in this book that you will be using a text editor rather than an IDE. A Java compiler. This is the software that will compile your program. We recommend that you use Sun Microsystems, Inc. Java Software Development Kit (SDK). This is the popular choice, mainly because it is freely available. In this book we have used version 1.3.1, but you are free to use a later version (instructions on how to download and install this are given below). Other Java 2 compatible compilers will also be fine.



Installing Java 2 The name ‘Java 2’ refers to all the releases of Sun’s Java SDK starting with release 1.2 (and including releases 1.3.x). Versions before this were known as ‘Java 1’. To set up Java 2 on your computer, do the following: 1. Using your favourite web browser, go to Sun’s Java web site: http://www.java.sun.com 2. Follow the links from ‘Products and APIs’ to ‘Java 2 Platform, Standard Edition’ (the SDK). Select the relevant platform and follow the instructions. At the end of the installation, your directory structure should look something like the listing shown in Figure 1.1. 3. We recommend that you download the Java 2 Platform Standard Edition Documentation as well. As you learn to program, you will need to reference this documentation frequently and it will help to have it easily accessible. 4. You will need to change your PATH variable to include the folder which contains the javac.exe and java.exe files. You will find the details on how to do this in the readme.html file inside the jdk folder.
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Figure 1.1 Directory listing showing how Java 2 will be installed



Jikes as an alternative compiler You may find that the Java 2 compiler is slow on your computer at home. If you do find that it is very slow, you can try Jikes as an alternative faster compiler. Jikes is developed by IBM and is Open Source Software. It works with Sun’s SDK, so you still need to install Java 2 as described above (you actually only need to install the runtime environment or JRE). Like Java 2, Jikes is free. You can download it from the following website: http://oss.software.ibm.com/developerworks/opensource/jikes/ The zip file that you download contains a file called jikes.exe. The easiest way to set up Jikes is to do the following:
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1. Change your PATH variable to include the folder which contains the file jikes.exe. 2. Provide a definition for JIKESPATH as follows (Note: this assumes that Java has been installed on your C: drive. If this is not the case, then change the folder accordingly): set JIKESPATH=c:\jdk1.3.1\jre\lib\rt.jar; c:\jdk1.3.1\jre\lib\ext\essential.jar 3. You can now use the command jikes in the place of javac to do your compiling.



Installing the essential package The website that accompanies this textbook contains a package of Java code, which we will use from time to time in the text. This package is called essential, and contains functionality for drawing graphs, working with matrices and much more. It is very simple to install the essential package. On the website you will find a file called essential.jar. All you have to do is copy this file into a particular place in the jdk folder. In this way we are installing essential as an extension to Java. Copy the file essential.jar into the following directory: c:\jdk1.3.1\jre\lib\ext If your version of the SDK is stored somewhere else, then copy it to the equivalent \jre\lib\ext folder.



1.3 Writing your first Java program We will now write our first program in Java. We want you to start programming as soon as possible, so don’t worry if there are things that you don’t understand. The details will be explained later. 1. Write the program Open your editor and type in the following Java program: public class FirstProgram { public static void main (String[] args) { System.out.print("Hello, 2 + 3 = "); System.out.println(2 + 3); System.out.println("Good Bye"); } } Make sure you type it in exactly as it appears above. Java is case-sensitive, which means that it makes a difference if a letter is in uppercase or lowercase. In Java, System is not the same as SYSTEM, or even system. 2. Save the program Save the program in a file called FirstProgram.java. Once again, the case is significant, so make sure that the F and P are in uppercase and the rest are in lowercase. 3. Compile the program Open an MS-DOS Prompt window, change the directory to the directory where you saved your file and type in the following command: javac FirstProgram.java
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Figure 1.2 Results from running and compiling FirstProgram.java



After you push Enter, it should simply return to the prompt. If there are errors, you will have to go back to the editor and make sure you have copied down the code correctly. Remember that case is significant! Continue with steps 2 and 3 until you have no errors. 4. Run the program Once your program has successfully compiled (with no errors), you can run the program by typing in the following command: java FirstProgram You should see the output shown in Figure 1.2.



What happens when a program is compiled? When you compile FirstProgram.java, using the javac command, a file is created called FirstProgram.class. This .class file is in Java bytecode format (close to machine code). If you try to open this file with your text editor, you will either get an error, or it will display a few strange characters. When you run the program, using the java command, the .class file is interpreted by the Java Virtual Machine. If you want somebody else to run one of your programs, all you need to do is send them the .class file. As long as they have the Java Runtime Environment installed on their computer, they will be able to run your program, without needing to re-compile it for their machine.



Understanding FirstProgram We will now explain how the program works. Figure 1.3 illustrates the parts of a simple Java program. The parts written in the grey area are what you will need every time you write a program. We call this the ‘application template’, because it is the basic structure within which we write simple programs. The only part of the grey area which will be different for different programs is the name of the program (also the name of the class). Each time you write a program, you must decide what to call your program. For example, here is the outline of a program called AnotherProgram: public class AnotherProgram { public static void main(String[] args) { } }
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FirstProgram is the name of the program. This name must be exactly the same as the name of the file that program is saved in. The file must have a .java extension.



public class FirstProgram { public static void main (String[] args) { System.out.print("Hello, 2 + 3 = "); System.out.println(2 + 3); System.out.println("Good Bye");



The statements in the grey part are what we call the "application template". It contains the framework within which you need to type your statements. Later we will explain what each part of the application template means.



{ { The white part of the program is where you type your statements to be executed. Figure 1.3 The parts of FirstProgram.java



This program will do nothing if it is run, because there are no statements between the middle curly braces. We call the curly braces block markers, because they mark the beginnings and endings of blocks of code. In the application template, the first curly brace and the last curly brace are block markers for the whole program, i.e. they denote the beginning and end of the program. The middle two braces are block markers for the portion of code called the main method . The purpose of the main method will be explained later. Now try the following: 1. Make a copy of FirstProgram and save it as SecondProgram.java. 2. In SecondProgram.java, change the name of the program after the class statement to SecondProgram. 3. Save, compile and run SecondProgram. You now have a copy of the program, which you can modify later.



Commands for printing to the screen Now that you understand how to structure a simple program (even if you don’t understand the detail), we will look at the statements inside the main method. Here are the statements inside our first program: System.out.print("Hello, 2 + 3 = "); System.out.println(2 + 3); System.out.println("Good Bye"); First notice that each line terminates with a semi-colon. This indicates the end of a statement and is analogous to the full stop at the end of a sentence in the English language. All three lines start with System.out, which refers to the screen of the computer. The command System.out.print is an instruction to the screen to print something out. The details of what should be printed are given inside the parentheses (round brackets). In the case of the first statement, we are asking the screen to display a string . A string is simply a sequence of characters enclosed in double quotation marks. In the first line of our program, the string to
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Table 1.1 Output illustrating the difference between print and println



Code



Output



System.out.println("hello"); System.out.println("there");



hello there



System.out.print("one "); System.out.print("two "); System.out.println("three "); System.out.print("four "); System.out.println("five ");



one two three four five



be printed is the sequence of characters, starting with the character ’H’ and ending with an equals sign and a space. The result of the print statement is that the string is simply printed out exactly as it looks in between the quotes. The second line is a little different. Firstly, it has a sum inside the parentheses, rather than a string, as in the first statement. What Java does in this case is to work out the answer to the sum (i.e. 5), before displaying it. If it had been inside quotes (“2 + 3”), then the answer would not have been worked out and would have been displayed simply as the character ‘2’ followed by a space, the plus sign another space and the character ‘3’. Secondly, it uses a command called println rather than print. The difference between println and print, is that println will display the details inside the parentheses and then output a new line (equivalent to pressing the enter key on the keyboard). The print command, on the other hand, stays on the same output line until more information is displayed. A few examples will illustrate this difference. In Table 1.1 the left column gives examples of Java statements, while the right-hand column show what would be printed onto the screen when the statements are compiled and run as part of a Java program. Do you understand why the output will look like that? Finally, the last statement simply displays the string “Good bye” before the program stops. Now try to do Exercises 1.1 and 1.2 at the end of the chapter.



1.4 Input and output We have looked at how to do output (printing things to the screen) using the print and println statements. In this section we will explain the difference between input and output and show how to get input from the keyboard using Java statements. The important thing to realise when we talk about input and output in computing, is that it is in reference to the computer, not to ourselves. Output flows out of the computer and input flows into the computer. Examples of devices which display computer output are screens and printers. Input devices, on the other hand, include keyboards, mouse pointers and joysticks. In Java, it is quite complicated to read in from the keyboard. To simplify things, we have created a class called Keyboard, which is part of the essential package (mentioned in Section 1.2). We will start by looking at a simple example which inputs the name of the person using the program: import essential.*; public class NameEcho { public static void main (String[] args) { System.out.print("Enter your name: "); String name = Keyboard.readLine(); System.out.println("Hello " + name + "!"); } }
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Notice that the program starts with: import essential.*; This line is necessary when you are using any of the classes that are provided with this textbook. The name of the program (or class) is NameEcho, so to test it, you will need to save it in a file called NameEcho.java. Compile and run the program and see what happens. Notice how the program pauses in order to get input from you, the user, via the keyboard. Type in your name at the prompt and see what happens.



How input from the keyboard works In the second line of the program, the statement: Keyboard.readLine(); reads in a line of text from the keyboard. When you push Enter, it will store the string in a variable called name (variables will be discussed in the next chapter). The last line of the program prints out the string “Hello”, followed by the contents of the variable name (the string entered on the keyboard) and an exclamation mark. Notice that the ‘+’ signs are not printed. When used between strings, a ‘+’ sign concatenates the strings. Now try Exercise 1.3.



Reading in numbers from the keyboard In the example above, the Keyboard class was used with readLine to read in a string. If we want to read in a whole number, we need to use readInt, instead of readLine, as in the following example: import essential.*; public class Square { public static void main (String[] args) { System.out.print("Enter a number: "); int num = Keyboard.readInt(); System.out.println("The square is:" + (num*num)); } } Notice in this program, the use of the * operator for performing multiplication . The statement: int num = Keyboard.readInt(); suspends the program until a number is entered on the keyboard, followed by Enter. The number is then stored in the variable called num (which is of type integer). Try running this program to see how it responds to different input. What will happen if you type in a string instead of a number? What will happen if you type in a real number (such as 2.5)? Now try to do Exercise 1.4.



Input without the Keyboard class (optional) As mentioned before, the Keyboard class is there to simplify the process of reading input. For those who are interested, we have written an equivalent program to Square. Although it behaves the same as
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the previous program, this program is written without using the Keyboard class. We will not explain the details, since it is shown here purely for interest. import java.io.*; public class Square2 { public static void main (String args []) throws IOException { BufferedReader in = new BufferedReader ( new InputStreamReader(System.in)); System.out.print("Enter a number: "); String s = in.readLine(); int num = Integer.parseInt(s); System.out.println("The square is:" + (num*num)); } } Notice that a package called java.io is imported (this is Java’s standard package for performing input and output). The essential package is not needed, so is not imported.



Example: calculating compound interest Let’s look at a more complicated example using numbers to calculate compound interest: import essential.*; public class CompoundInterest { public static void main (String[] args) { System.out.print("Enter a balance: "); double balance = Keyboard.readDouble(); System.out.print("Enter a rate: "); double rate = Keyboard.readDouble(); balance = balance + (rate * balance); System.out.println("New balance = " + balance); } } This example uses real numbers rather than whole numbers. A real number in Java is called a double (or a float). These will be explained properly in Chapter 2. The user is asked to type in a balance and an interest rate (as a decimal fraction, e.g 15% should by typed as 0.15). The balance is then incremented by the interest rate and the new balance is printed out. Note the statement: balance = balance + (rate * balance); The = sign performs assignment and has the effect of changing the variable on the left. This will be explained in more detail in Chapter 2. Compile and run the program to see how it works. Now try Exercises 1.5 and 1.6.



1.5 Comments A comment is a remark in a program which is meant to clarify something for the reader. It is ignored by the compiler. There are two ways to indicate comments in Java:
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•



Anything after a double slash (//) up to the next new line is interpreted as comment. This way of making a comment is suitable when the comment consists of a single line, or explains a single line of code. For example: amt = amt+int*amt;



•



// increment the amount by the interest rate



Comments may also be enclosed between the symbol pairs /* and */ . This form is suitable when we want to write a more extended comment, for example: /* This program models the growth of a rabbit colony over time. * Assumptions: * - start with male/female pair of baby rabbits. * - it takes 2 months for a baby to become an adult. * - adults produce a male/female pair of rabbits * every month. */ Everything between /* and */ is ignored, so the extra stars are optional, but are a common way of emphasising that the text is a comment. These forms of comments may not be ‘nested’, although they may be used to ‘comment out’ sections of code containing the // comment, e.g. /* // This is a comment ... ... ... */



1.6 Using objects Throughout this book, you will be using Java code which has been written by other programmers. This code is organized into units called classes (this will be explained in more detail in Chapter 3). There are many classes which are provided as part of the core Java. You have already used one of these classes, namely the System class for printing out messages to the screen. As you progress through this book, you will use many more of these classes. In addition, we have provided a number of classes with this textbook. You have already come across the Keyboard class, and in this section we will show you how to use another two of these classes.



Using the Turtle class The Turtle class can be used to draw shapes inside a window on the screen. The shapes that are drawn are based on commands given by you, the programmer, in Java. A turtle is represented as a triangle in the window. A turtle has a pen which can be either up or down. • •



If the pen is up and the turtle walks, no line is drawn. If the pen is down and the turtle walks, a line is drawn (a turtle always starts with its pen down).



Here are some examples of commands that a turtle object understands: • •



forward: walk forward a given number of steps; right: turn right by a given number of degrees;



Getting going 13



• • •



left: turn left by a given number of degrees; home: go back to the starting position; warp: move directly to a given point;



There can be many turtles drawing in the window at the same time. Compile and run the following program and see what happens (remember to call your file TurtleDrawing.java): import essential.*; public class TurtleDrawing { public static void main (String[] { Turtle fred = new Turtle(); // fred.forward(50); // tell fred fred.right(90); // tell fred fred.forward(50); // tell fred fred.home(); // tell fred } }



args) create a Turtle called fred to move forward 50 paces to turn right 90 degrees to move forward 50 paces to go back to the origin



Figure 1.4 shows what you should see on your screen. The turtle drawing area is a square of 200 by 200 units, with the origin in the middle. The top left of the window is the point (−100, 100), whereas the bottom right corner is point (100, −100). When you create a Turtle object, it always starts at the origin facing North. If you tell a turtle to go forward, it will walk in the direction in which it is facing. We will now explain the program: • • • • •



First notice that the program starts off with the statement: import essential.*;. You have to put this statement in your program if you want to use any of the classes which are provided with the textbook (such as Keyboard or Turtle). The first statement inside main creates a Turtle object called fred. Before using the Turtle class, you have to construct (create) a Turtle object using the new keyword in this way. We will tell you more about constructors in Chapter 3. The second statement tells the object fred to move forward by 50 paces. Since Turtle objects start in the middle of the window and the distance to the edge is 100, this will mean that fred will move upwards, half way to the edge of the window, drawing a line as it moves forward. In the next 2 statements, fred turns right by 90◦ and goes forward another 50 paces. This results in a horizontal line of 50 units. After going forward, fred is facing East and is in the middle of the top right quadrant of the window. The last statement tells fred to go back home to the starting position, which is in the centre of the window and facing North. Since by default a turtle’s pen is down, 3 lines are drawn for each movement of fred: two for the forward statements and one for the home statement.



Instructions that we give to Turtle objects (such as forward, right or home) are called methods. There are many more methods which you can use with the Turtle class. For a list of these methods, you need to know how to get help on the essential package.



Help on the essential package All the classes inside the essential package are documented in help files which you can browse. On our website you will find a link to essential API. Click on this link and you will see a list of All Classes in the left-hand frame. Click on the Turtle link. This will bring up a description of the Turtle class in the right-hand frame. In the table called Method Summary, you will see a list of methods which you can use with a Turtle object. Notice that the methods forward, home and right are listed. Some
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Figure 1.4 Output from running TurtleDrawing.java



of the methods which you can easily try out are: left, penUp, penDown, setAngle and warp. You will learn more about methods in Chapter 3. Now try to do Exercises 1.7 to 1.10



Using the Graph class We will now introduce a further class of the essential package, namely the Graph class. This class can be used for drawing graphs based on a number of points. Run the following program and see what happens: import essential.*; public class TestGraph { public static void main (String[] args) { Graph g = new Graph(); // create a Graph object called g g.addPoint(-2,-4);
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Figure 1.5 Output from running TestGraph.java



g.addPoint(0,0); g.addPoint(1,2); } } The output that you should get is shown in Figure 1.5 When you create a Graph object, using the keyword new, a window is created for displaying the graph. We call this window Essential Grapher. By default, the axes are set to the ranges −5 to 5 for both the X and the Y axes. You can change these ranges by using the setAxes method. Try adding this statement to the TestGraph program, compile and run it and see what happens: g.setAxes(0,10,0,6); You can also set some of the properties of the Essential Grapher window using the menu, under Properties. Try changing some of the properties using the menu and see what happens. Notice also that as you move the mouse pointer over the Essential Grapher window, the X and Y values are displayed at the bottom right. Now try to do Exercises 1.11 and 1.12.



1.7 Java on the WWW (optional) Every Java program is either an application or an applet. The programs we have been writing until now have been applications. Applets are very similar to applications, except that they run in a web browser. Applets are therefore Java programs that run on the WWW. In this book, we will be working with applications, rather than applets. However, since we know that many of you will be curious to see how Java works on the web, in this section we will show you a simple example of an applet. The program below is an applet equivalent to the application FirstProgram that we wrote in Section 1.3.
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import java.applet.*; import java.awt.*; public class FirstApplet extends Applet { public void paint (Graphics g) { String s = "Hello, 2 + 3 = " + (2 + 3); g.drawString(s, 25, 50); g.drawString("Good Bye", 25, 100); } } You compile applets in the same way that you compile applications, but you cannot run them using the java command. An applet has to be embedded inside HTML, in order to be run. The following is a very simple HTML page. This is my first applet Notice the chunk in the middle, which is a reference to FirstApplet (the .class file). To run this applet, you have to save this as a file with an .html extension and then open it with your browser. There is a Java application called Applet Viewer that enables you to run applets without using a web browser. You can run the Applet Viewer from the command line using the appletviewer command followed by the html file that you wish to view. For example, to run the HTML file above (assuming it is saved as FirstApplet.html), type the following command: appletviewer FirstApplet.html This command will create and display a small window with the applet running inside.



Summary • • • • • • • •



The set of instructions that a computer can understand is called machine language. A compiler is a program that translates programs written in a high-level language (such as Java) to machine code. Java achieves platform independence by compiling down to bytecode, which is interpreted by the Java Virtual Machine. You can compile a Java program using the javac command and run a program using the java command. A Java program must be saved in a file with a .java extension. The name of the file must be the same name as the class. Block markers (curly braces) mark the beginning and end of a block of code. Commands for printing to the screen include System.out.print and System.out. println. Every statement in Java is terminated by a semi-colon.
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• • • • • • • •



A string is a sequence of characters enclosed in double quotation marks. Input from the keyboard can be made using the Keyboard class, which comes with the essential package. When you use classes from the essential package, you have to import it using the command import essential.*; Comments in a program are meant to assist the human reader and are ignored by the compiler. In Java, comments either follow a double slash(//), or are enclosed in the pair of symbols \* and *\. The Turtle class is part of the essential package and can be used to draw shapes inside a window. The Graph class is also part of the essential package and can be used for drawing graphs of points. Applets are Java programs that run on the web.



Exercises 1.1 Write a Java program which will print out the following: Stars: ***** The End 1.2 What would be printed onto the screen if the following Java statements were run? System.out.println("Here is some output:"); System.out.println("4 + 5"); System.out.print(4 + 5); System.out.print(" = "); System.out.println(9); 1.3 Write a program that asks the user to enter their surname. After that it should ask the user for their first name. It should then print out the person’s first name followed by a space and their surname. 1.4 Write a program that asks the user to enter a whole number and then prints out the number doubled. 1.5 Write a program that asks the user to enter two whole numbers. Your program should then print out the value of the two numbers multiplied. For example, if the user enters 40 and 10, your program should print out 400. 1.6 Change your program from the previous exercise to work with real numbers. 1.7 What will be the result from running the following program? Draw the resulting diagram with a pencil and paper before running the code. import essential.*; public class TurtleEx1 { public static void main (String[] args)
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{ Turtle sid = new Turtle(); sid.backward(50); sid.right(90); sid.forward(50); sid.penUp(); sid.home();



// create a Turtle called sid



} } 1.8 What will be the result from running the following program? import essential.*; public class TurtleEx2 { public static void main (String[] args) { Turtle sam = new Turtle(); // create a Turtle called sam sam.left(45); sam.forward(50); sam.left(90); sam.forward(50); sam.left(90); sam.forward(100); sam.left(90); sam.forward(100); sam.left(90); sam.forward(50); sam.left(90); sam.forward(50); } } 1.9 What will be the result from running the following program? import essential.*; public class TurtleEx3 { public static void main (String[] args) { Turtle t = new Turtle(); // create a Turtle called t t.penUp(); t.forward(100); t.right(135); t.penDown(); t.warp(100,0); t.warp(0,-100); t.warp(-100,0); t.warp(0,100); } }
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1.10 Write a program, using the Turtle class, to draw a square with sides of length 100, with the centre of the square positioned at the origin of the window. 1.11 Write a program that uses Essential Grapher to draw a graph of the following points: (0 , (0.5, (1 , (2 , (5 ,



0 ) 3 ) 4 ) 4.5) 4.8)



In your program, change the axes to suitable values. 1.12 Write a program that uses Essential Grapher to draw a graph of the following equation: y = 2x - 3; Hint: calculate two points which are fairly far away from each other and add these as points to the graph.
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Objectives By the end of this chapter you should be able to write short Java programs which: • • •



evaluate a variety of formulae; make repetitive calculations; make simple decisions.



You presumably bought this book because you want to learn how to write your own programs in Java. In this chapter we will look in detail at how to write short Java programs to solve simple problems involving basic arithmetic operations, repetition and decisions. There are two essential requirements for successfully mastering the art of programming: 1. The exact rules for coding instructions must be learnt; 2. A logical plan for solving the problem must be designed. This chapter is devoted mainly to the first requirement: learning some basic coding rules. Once you are comfortable with these, we can gradually go on to more substantial problems, and how to solve them using Java’s object-oriented machinery. All Java constructs introduced in the text are summarized in Appendix C.



2.1 Compound interest again In Chapter 1 you ran a program to compute compound interest. The following variation on that program (which you should also run) highlights some basic concepts which we will discuss below. public class CompInt { public static void main(String[ ] args) { double balance, interest, rate; balance = 1000; 20
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rate = 0.09; interest = rate * balance; balance = balance + interest; System.out.println( "New balance: " + balance ); } } We saw in Chapter 1 that when you compile a Java program with the javac command the result is a bytecode file with the extension .class. You subsequently run (execute) the bytecode with the java command. During compilation, space in the computer’s random access memory (RAM) is allocated for any numbers (data) which will be generated by the program. This part of the memory may be thought of as a bank of boxes, or memory locations, each of which can hold only one number at a time (at the moment). These memory locations are referred to by symbolic names in the program. So, for example, the statement balance = 1000 allocates (when it is executed) the number 1000 to the memory location named balance. Since the contents of balance may be changed during the program it is called a variable. The statements between the inner block markers { ... } in our program CompInt are interpreted as follows during the compilation process: 1. 2. 3. 4. 5. 6.



Create memory locations for storing three variables of type double Put the number 1000 into memory location balance Put the number 0.09 into memory location rate Multiply the contents of rate by the contents of balance and put the answer in interest Add the contents of balance to the contents of interest and put the answer in balance Print (display) a message followed by the contents of balance



Note that these instructions are not carried out during compilation. All that happens is that they are translated into bytecode. When you run (execute) the program, these translated statements are carried out in order from the top down. Figure 2.1 shows how the memory locations change as each statement is executed. Understanding the order in which program statements are carried out is very important, particularly if you are used to spreadsheeting, which is entirely different. Spreadsheet formulae can be calculated in any particular order; or rather, you don’t usually need to be concerned about the order in which cell formulae are calculated. However, this is most emphatically not the case when you program in a language like Java. You have to get the statements into the correct order so that when they are executed in that sequence they will carry out the required tasks correctly. After execution of our translated statements, in the order shown, the memory locations used will have the following values (see Figure 2.1): balance : 1090 interest : 90 rate : 0.09 Note that the original content of balance is lost. It is worth lingering over the statement balance = balance + interest; since it is an example of a very common programming device to update (increment) a variable (balance). Java evaluates the expression on the right-hand side of the equals sign, and places the answer in the variable on the left-hand side (even if the variable appears on both sides). In this way the old value of balance is replaced by its new value.
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Statement



Memory after statement is executed



double balance, interest, rate;



balance interest rate



balance = 1000;



balance



1000



interest rate rate = 0.09;



balance



1000



interest



interest = rate * balance;



balance = balance + interest;



rate



0.09



balance



1000



interest



90



rate



0.09



balance



1090



interest



90



rate



0.09



Figure 2.1 How the memory locations (variables) in CompInt change as each statement is executed



The remaining statements in the program are also very important: public class CompInt is a class declaration. Everything inside the block markers that follow is part of the class declaration—remember to close all opening block markers! We will discuss classes in detail in Chapter 3. The name of the file in which the program is saved must be the same as the name of its public class, i.e. the class CompInt must be saved in CompInt.java. public static void main(String[ ] args) is technically a method of the CompInt class. Methods do things. For the moment just think of main as doing whatever needs to be done, i.e. whatever follows in the block markers { ... }. A static method is associated with its class, rather than with an instance of the class— this distinction will be explained in Chapter 3. All the variables in a program must be declared with a data type. This is done here by double, which means they are all double-precision floating point numbers with or without fractional parts.
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Incidentally, if you are fussy about how many decimal places appear in the output, using the Math.round method is probably the easiest way of specifying two decimal places, for example: System.out.println(



Math.round(balance*100)/100.0 );



It works as follows. First, balance is multiplied by 100, then the product is rounded to the nearest integer, and finally the result is divided by 100—leaving two decimal places. Now try Exercise 2.1 at the end of the chapter. Before we can write any more complete programs there are some further basic concepts which need to be introduced.



2.2 Primitive data types Java has a number of primitive data types, of which int and double are two examples. The different data types and their properties are summarized in Table 2.1. We will come across most of them in due course.



Bits and bytes Before we go any further we need to look briefly at how information is represented in a computer. A bit is the basic unit of information in a computer. It is something which has only two possible states, usually described as “on” and “off”. The binary digits 0 and 1 can be used to represent these two states mathematically (hence the term digital computer). The word “bit” in a contraction of “bi nary digit”. Numbers in a computer’s memory must therefore be represented in binary code, where each bit in a sequence stands for a successively higher power of 2. The binary codes for the decimal numbers 0 to 15, for example, are shown in Table 2.2. A byte is eight bits long. Since each bit in a byte can be in two possible states, this gives 28 , i.e. 256, different combinations. Table 2.1 Primitive data types in Java



Type



Size (bits)



Range



1 16 8 16 32 64 32 64 --



boolean char byte short int long float double void



true or false Unicode 0 (\u0000) to Unicode 216 − 1 (\uFFFF) −127 to +127 −32 768 to +32 767 −2 147 483 648 to +2 147 483 647 −9 223 372 036 854 775 808 to +9 223 372 036 854 775 807 ±3.40282347E+38 to ±1.40239846E−45 ±1.79769313486231570e+308 to ±4.94065645841246544e−324 --



Table 2.2 Binary and hexadecimal codes



Decimal



Binary



Hexadecimal



Decimal



Binary



Hexadecimal



0 1 2 3 4 5 6 7



0000 0001 0010 0011 0100 0101 0110 0111



0 1 2 3 4 5 6 7



8 9 10 11 12 13 14 15



1000 1001 1010 1011 1100 1101 1110 1111



8 9 A B C D E F
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Hexadecimal code (see Table 2.2) is often used because it is more economical than binary. Each hexadecimal digit stands for an integer power of 16. E.g. 2A = 2 × 161 + 10 × 160 = 32 + 10 = 42 One byte can be represented by two hex digits. Octal code is less common than hexadecimal: each digit represents a power of 8. Computer memory size (and disk capacity) is measured in bytes, so 64K for example means slightly more than 64 000 bytes (since 1K actually means 1024). Computers are sometimes referred to as 16- or 32-bit machines. This describes the length of the units of information handled by their microprocessors (chips). The longer these units, the faster the computer.



Numeric constants A numeric constant is just a number used in a program. For example, in the statement int num = 400; num is a variable and 400 is a numeric constant. An integer numeric constant has no decimal places and may be written with or without a plus or minus sign. A floating point numeric constant may be written in two ways. It may be written as a signed or unsigned string of digits with a decimal point, e.g. 0.09



37.



37.0



.0



0.



-.123456



It may also be written in scientific notation with an integer exponent. In this form a decimal point is not necessary. For example: 2.0e2 2e2 4.12e+2 -7.321e-4



(200.0) (200.0) (412.0) (−0.0007321)



double is default A floating point constant is of type double by default. It can be coerced into type float if necessary with the suffix f (or F). The following statement, for example, generates a compiler error which usually confounds beginners: float rate = 0.09; The error occurs because 0.09 is double type by default and Java won’t let you assign a double type to a float type, because it won’t fit (although it allows the reverse, which is called upcasting). The remedy is to write float rate = 0.09f; Now try Exercises 2.2 and 2.3.
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2.3 Names Identifiers An identifier is the symbolic name used to represent items in a Java program, e.g. rate, println. An identifier must • •



start with a letter, underscore character (_) or dollar symbol; consist of only the above characters and digits.



An identifier may be of any length. Examples: r2d2 pay_day pay-day pay day 2a _2a name$



// // // // // // //



valid valid invalid invalid invalid valid valid



Java has special keywords, which are reserved and may not be used as identifiers. They are the obvious ones, like double, class, int, void, and also some less obvious ones like super and finally. See Appendix A for a complete list of Java keywords.



Case sensitivity It may come as a surprise to you, if you are not familiar with Java, that identifiers are case sensitive, e.g. rate and Rate are different variables. You need to bear in mind that case sensitivity extends to class and file names. For example, the program in Section 2.1 must be saved in the file CompInt.java, because the class name is CompInt (and not Compint or compint). Many programmers write identifiers representing variables in lowercase except for the first letter of the second and subsequent words. This style is known as camel caps, the uppercase letters representing (with a little imagination) a camel’s humps, e.g. camelCaps, milleniumBug, endOfTheMonth.



Variables A variable is the name given by a program to a storage location. It is helpful to distinguish between two types of variables in Java: • •



a primitive data variable, i.e. the name given to a storage location which will hold a primitive data type, such as balance, interest and rate in CompInt; an object handle, i.e. the name of an object, such as fred (the Turtle object in Chapter 1). Objects are discussed in detail in Chapter 3.



If you use a variable in a program without initializing it, the compiler generates an error. Every variable declared should be described in a comment. This makes for good programming style. Beware: if an integer type (i.e. byte, short, int, long) is increased above its maximum value in a calculation its value “wraps around” to the minimum and starts again. For example, the code int n, m; n = Integer.MAX_VALUE; // largest integer m = n+1; System.out.println( m );
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results in the output -2147483648 Try Exercise 2.4.



2.4 Vertical motion under gravity We will now show you a Java program that uses a well-known physics formula. If a stone is thrown vertically upward with an initial speed u, its vertical displacement s after a time t has elapsed is given by the formula s = ut − gt 2 /2, where g is the acceleration due to gravity. Air resistance has been ignored. We would like to compute the value of s, given u and t. Note that we are not concerned here with how to derive the formula, but how to compute its value. The logical preparation of this program is as follows: 1. Assign values of g, u and t 2. Compute the value of s according to the formula 3. Output the value of s Drawing up a plan like this may seem trivial and a waste of time. Yet you would be surprised how many beginners, preferring to dive straight into Java, try to program step 2 before step 1. It is well worth developing the mental discipline of planning your program first. Type your plan into your text editor in the form of comments in the main body of the program. Then add the Java statements corresponding to each comment below the comment. The program is as follows: public class Vertical { public static void main(String[ ] args) { //1. Assign values of g, u and t double g = 9.8; // acceleration due to gravity double s; // vertical displacement double t; // time double u; // launch velocity t = 6; u = 60; //2. Compute the value of s according to the formula s = u*t - g/2*t*t; //3. Output the value of s System.out.println( "s: " + s + " metres" ); } } New concepts raised in this program are discussed in the following sections.



Java programming basics



27



2.5 Operators, expressions and assignments Many of the programs that you will be writing will include mathematical expressions, such as u*t - g/2*t*t These expressions are evaluated by means of operators when a program runs. Java has a number of different kinds of operators for evaluating expressions, e.g. arithmetic, increment, decrement, relational, logical, etc. We are going to look at the first three kinds in this section.



Arithmetic operators •



There are five arithmetic operators: + (addition), - (subtraction), * (multiplication), / (division), and \% (modulus). An operator with two operands is called a binary operator. When it has only one operand it is called unary. Addition and subtraction can be unary or binary. Here are some examples of expressions involving these operators: a + b / c -a // unary minus b / (2 * a)



• •



When both operands in a division are of an integer type, the fractional part is truncated (chopped off). The modulus operation returns the integer remainder after division of its integer operands. The sign of the remainder is the product of the signs of the operands. For example: 10 / 3 // evaluates to 3 (fractional part is truncated) 10 % 3 // evaluates to 1 (remainder when 10 is divided by 3) -10 % 3 // evaluates to -1



•



Java performs real arithmetic in double precision, so coercion to float may be necessary, as described in Section 2.2. For example, float x = 1.68/2; generates a compiler error, which can be corrected as follows: float x = 1.68f/2;



•



There is no exponentiation (raise to the power) operator. , for example, may be computed with a method in the Math class: Math.pow(a, b). However, a b √ To compute n use Math.sqrt(n).



Precedence The usual precedence rules of arithmetic are followed: * and / have a higher precedence than + and -. If you are in doubt you can always use parentheses, which have an even higher precedence. Thus a + b * c is evaluated by default as a + (b * c). Where arithmetic operators in an expression have the same precedence the operations are carried out from left to right. So a / b * c is evaluated as (a / b) * c, and not as a / (b * c). Try Exercises 2.5 to 2.8. The precedence levels of all Java operators discussed in this book are shown in Appendix B.
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Increment and decrement operators If you are not familiar with Java (or C, to which Java is related) you will find the increment (++) and decrement (--) operators intriguing. They provide a shorthand way of increasing or decreasing their operands by 1. E.g. c++; ++c; x--; --x;



// // // //



increase increase decrease decrease



c c x x



by by by by



1 1 1 1



So, for example, c++ is the same as the slightly more long-winded c = c + 1. (Did you realise that this is where C++ gets its name: one more than C?) When these operators appear in assignments (i.e. variable = expression) their position is crucial, since the expression on the right may be incremented or decremented before or after its value is assigned to the variable on the left. And so we have post-incrementing/decrementing, e.g. a = x++; b = x--;



// set a to x, then increment x // set b to x, then decrement x



and pre-incrementing/decrementing, e.g. a = ++x; b = --x;



// increment x, then set a to new value of x // decrement x, then set b to new value of x



The pre means the increment or decrement occurs before the assignment is made. Note that it does not make sense to have x++ on the left-hand side of an assignment, so it is not allowed. The pre-increment and pre-decrement operators both have higher precedence than the arithmetic operators. So the code int x = 1; int y; y = x + ++x; sets x to 2 and y to 4. x is first incremented to 2, and then added to its new value to give 4. Old-time C programmers delighted in writing concise yet obscure code like this. The practice stems from the days when computer memory was limited, and when execution time was critical; sometimes the obscure code runs a little faster. However, with the multi-megabytes of RAM and Pentium power available today you simply can’t use those excuses any more. Why not say what you mean, and replace the last statement above with: ++x; y = x + x;



// no ambiguity now!



Post-incrementing or decrementing is a little more subtle. The code int x = 1; int y; y = x + x++; sets y to 2. You can think of the post-incrementing being done in a temporary register, and only being applied to its operand after the expression is evaluated. Once again, it is better to write clearly what you mean, i.e. y = x + x; x = x + 1;
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Assignments and assignment operators Simple assignments The simple assignment operator is the equal sign (=). We have already seen a few examples of its use. The most common form of a simple assignment is var = expr; The expression expr on the right is evaluated and its value assigned to the variable var on the left, e.g. x = a + Math.sqrt( b ) + Math.cos( c ); n = n + 1; // increase the value of n by 1 (or n++) Note the direction of the assignment: from the right-hand side of the equals sign to the left. It is a common programming error to get the assignment the wrong way around, as in n + 1 = n;



// wrong way!



wrong way!



wrong way!



Java expects a single variable on the left-hand side and will object if it finds anything else.



More examples The formulae GME , r2 √ a 2 + b2 c= , 2a  r n A=P 1+ 100



F=



may be translated into the following simple assignments: f = G * m * e / (r * r); c = Math.sqrt( a * a + b * b ) / (2 * a); a = p * Math.pow( 1 + r/100, n ); Try Exercises 2.9 to 2.10



Assignment operators A statement like sum = sum + x; occurs so frequently in Java that it may be written more concisely as sum += x; The double symbol += is called an assignment operator. (The plus operator must be on the left of the equals operator, otherwise it would be the unary addition operator.) There are more assignment operators, such as -=, *=, /= and %=. Each assignment operator reduces the expression var = var op expr;
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to the shorter form var op= expr; Their precedence level in the general scheme of things is shown in Appendix B.



Cast operators When an integer, for example, is divided by another integer, the decimal part of the result is lost (truncated) even if it is assigned to a float or double variable. However, the use of a cast operator can fix this. For example, x = (float) 10 / 3; assigns the value of 3.333333 (instead of 3) to x by using the (float) cast operator. Note that the integer 10 is cast to a float before the division takes place. Cast operators are available for any data type, and are formed by placing parentheses around the data type name. Try Exercises 2.11 to 2.20.



2.6 Repeating with for So far we have seen how to get data into a Java program, how to temporarily store it in variables, how to evaluate simple expressions, and how to output the results. In this section we look at a new and powerful feature: repetition. We start by showing you some examples, which you should run. We will then explain in detail how the for loop works. As a very simple introductory example run the following code: for (int i = 1; i 
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