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Abstract—Automatic test data generation (ATG) is a major topic in software engineering. In this paper, we seek to bridge the gap between the coverage criteria supported by symbolic ATG tools and the most advanced coverage criteria found in the literature. We define a new testing criterion, label coverage, and prove it to be both expressive and amenable to efficient automation. We propose several innovative techniques resulting in an effective black-box support for label coverage, while a direct approach induces an exponential blow-up of the search space. Initial experiments show that ATG for label coverage can be achieved at a reasonable cost and that our optimisations yield very significant savings. Keywords—Testing, symbolic execution, coverage criteria



I.



I NTRODUCTION



Context and problem. Automatic test data generation (ATG) is a major concern in software engineering and program analysis. Recent progress in automated theorem proving led to significant improvements of symbolic approaches for whitebox ATG, such as Dynamic Symbolic Execution (DSE) [11], [32], [36]. Tools have been developed [4], [5], [6], [12], [33] and impressive case-studies have been carried out [5], [6], [14]. DSE follows mostly an exhaustive exploration of the path space of the program under test, covering all execution paths up to a given bound. While this “all-path coverage” criterion proves successful in some contexts, it is well known that the resulting test suite can still miss bugs related to data rather than control. Moreover, standard DSE does not support coverage objectives defined over artifacts not explicitly present in the source code, such as multiple-condition coverage.



the path space and a significant overhead. We follow the same general line, emphasising black-box reuse as much as possible. However, we focus on two main points mostly left unaddressed: we want to characterize which kind of coverage criteria can be supported by DSE-like techniques, and we want to support them efficiently. Approach. We define label coverage, a new testing criterion which appears to be both expressive and amenable to efficient automation. Especially, it turns out that DSE can be extended for label coverage with only a slight overhead. Labels are predicates attached to program instructions through a labelling function. A label is covered if a test execution reaches it and satisfies the predicate. This idea underlies former work on the subject [7], [13], [17], [31]. We generalize these results and propose ways of taming the potential blow-up. Especially, we introduce a tight instrumentation, where “tight” is made precise in the paper, and a strong coupling of DSE and label coverage named iterative label deletion. The combination results in an effective support for label coverage in DSE. Interestingly, both techniques can be implemented in blackbox. Contribution. Our main contributions are the following: •



We show that label coverage is expressive enough to faithfully emulate many standard coverage criteria, from decision or condition coverage to input domain coverage and a substantial subset of weak mutations (the side-effect free fragment, Theorem 2).



•



We formally characterise the properties of direct instrumentation for label coverage. We show that the instrumentation is sound (w.r.t. label coverage) and leads to very efficient coverage score computation. However, it is very ineffective for any analysis working through path exploration, as it yields an exponential increase as well as a “complexification” of the path space (Theorem 5).



•



We propose tight instrumentation and iterative label deletion as ways of taming this complexity blow-up. Tight instrumentation yields only a linear growth of the path space without any complexification (Theorem 7). Both techniques are orthogonal and allow for a significant speed-up. Moreover, they can both be implemented either through dedicated DSE algorithms or in a black-box manner.



On the other hand, many coverage criteria have been defined along the years [2], ranging from control-flow or dataflow criteria to mutations [9], input domain partitions and MCDC. But only very few of them are incorporated inside DSE tools, while they could efficiently guide test generation. Goal. Our main objective is to bridge the gap between coverage criteria supported by symbolic ATG tools, especially DSE, and the most advanced coverage criteria found in the literature. Recent works aim at leveraging DSE to mutation testing [29], [30], [31] or improving DSE bug-detection abilities by making explicit run-time error conditions [7], [13], [17]. Interestingly, these approaches are mainly based on instrumentation and allow for black-box reuse of existing ATG tools. However, they come at a high price since they induce a blow-up of



•



We have implemented these results inside a DSE tool [36]. Initial experiments on small benchmarks show that ATG for label coverage can be achieved at a reasonable cost w.r.t. the usual (all-path) DSE approach, while our optimisations yield very significant reductions of both search space and computation time compared to direct instrumentation.



As a whole, label coverage forms the basis of a very generic and convenient framework for test automation, providing a powerful specification mechanism for test objectives and featuring efficient integration into symbolic ATG techniques as well as cheap coverage score computation. Moreover, static analysis techniques can also be used directly on the instrumented programs in order to detect uncoverable labels, as was proposed for mutation testing [21]. This work bridges part of the gap between symbolic ATG techniques and coverage criteria. On the one hand, we show that DSE techniques can be cheaply extended to more advanced testing criteria, such as side-effect free weak mutations. On the other hand, we identify a large subclass of weak mutations amenable to efficient automation, both in terms of ATG and mutation score computation. Outline. The remaining part of the paper is structured as follows. After presenting basic notation (Section II), we define labels and explore their expressiveness (Section III). We then focus on automation. The direct instrumentation is defined and studied (Section IV). Afterwards, we describe our own approach to label-based ATG (Section V) and first experiments are presented (Section VI). Finally, we sketch a highly automatized testing framework based on labels (Section VII), discuss related work (Section VIII) and give a conclusion (Section IX). II.



BACKGROUND



A. Notation Given a program P over a vector of input variables V taking values in some domain D, a test data t for P is any valuation of V , i.e. t ∈ D. The execution of P over t, denoted P (t), is formalized as a path (or run) σ , (loc1 , S1 ) . . . (locn , Sn ), where the loci denote control-locations (or control-points, or simply locations) of P and the Si denote the successive internal states of P (≈ valuation of all global and local variables as well as memory-allocated structures) before the execution of each loci . A test data t reaches a specific location loc with internal state S, denoted t ❀P (loc, S), if P (t) is of the form σ1 · (loc, S) · σ2 . A test suite T S is a finite set of test data. Given a test objective c, we write t ❀P c if test data t covers c. We extend the notation for a test suite T S and a set of test objectives C, writing T S ❀P C when for any c ∈ C, there exists t ∈ T S such that t ❀P c. The above definitions are generic and leave the exact definition of “covering” to the considered testing criterion. For example, test objectives derived from the Decision Coverage criterion are of the form c , (loc, cond) or c , (loc, !cond), where cond is the condition of the branching instruction at location loc. Here, t ❀P c if t reaches some (loc, S) where cond evaluates to true (resp. false) in S.



B. DSE in brief We remind here a few basic facts about Symbolic Execution (SE) [18] and Dynamic Symbolic Execution (DSE) [11], [32], [36]. Let us consider a program under test P with input variables V over domain D and a path σ of P . The key insight of SE is that it is possible in many cases to compute a path predicate φσ for σ such that for any input valuation t ∈ D, we have: t satisfies φσ iff P (t) covers σ. In practice, path predicates are often under-approximated and only the left-toright implication holds, which is already fine for testing: SE outputs a set of pairs (ti , σi ) such that each ti is ensured to cover the corresponding σi . Hence, SE is sound from a testing point of view. DSE enhances SE by interleaving concrete and symbolic executions. The dynamically collected information can help the symbolic step, for example by suggesting relevant approximations. A simplified view of SE is depicted in Algorithm 1. While high level, it is sufficient to understand the rest of the paper. We assume that the set of paths of P , denoted P aths(P ), is finite. In practice, DSE tools enforce this assumption through a bound on path lengths. We assume the availability of a procedure for path predicate computation (with predicates in some theory T ), as well as the availability of a solver taking a formula φ ∈ T and returning either sat with a solution t or unsat. All DSE tools rely on such procedures. The algorithm builds iteratively a test suite T S by exploring all paths from P aths(P ). Algorithm 1: Symbolic Execution algorithm Input: a program P with finite set of paths P aths(P ) Output: T S, a set of pairs (t, σ) such that P (t) ❀P σ 1 T S := ∅; 2 Spaths := P aths(P ); 3 while Spaths 6= ∅ do 4 choose σ ∈ Spaths ; Spaths := Spaths \{σ} ; 5 compute path predicate φσ for σ ; 6 switch solve(φσ ) do 7 case sat(t): T S := T S ∪ {(t, σ)}; 8 case unsat: skip ; 9 endsw 10 end 11 return T S; The major issue here is that SE and DSE must in some ways explore all P aths(P ). Advanced tools explore this set lazily, yet they still have to crawl it. Therefore, the size of P aths(P ), denoted |P aths(P )|, is one of the two major bottlenecks of SE and DSE, the other one being the average cost of solving path predicates. Bounded model checking (BMC) [8] is sensitive to the same parameters, as it amounts to building a large formula encompassing all paths up to a given length. Especially, more paths yield larger formulas with more ∨-operators. III.



L ABEL COVERAGE



A. Definitions Given a program P , a label l is a pair (loc, φ) where loc is a location of P and φ is a predicate obeying the following rules:



•



p contains only variables and expressions well-defined in P at location loc;



•



p contains no side-effect expressions.



An annotated program is a pair hP, Li where L is a set of labels defined over P . A test data t covers l , (loc, φ), denoted t ❀P l, if t covers some (loc, S) with S satisfying predicate φ. The label coverage testing criterion will be denoted by LC. For simplicity, we consider in the rest of the paper normalized programs, i.e. programs such that no side-effect occurs in any condition of a branching instruction. This is not a severe restriction since any (well-defined) program P1 can be rewritten into a normalized program P2 , using intermediate variables to evaluate the side-effect prone conditions outside the branching instruction. For example, if (x++ 
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