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assignment of variable v, and H otherwise), and let refplq be the set of variables .... T â€œ xpl1,Ïƒ1q ... plk,Ïƒkq ... y to L, denoted ProjLpTq, is defined element-wise:. 
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2 Laboratoire



Abstract. Program slicing can be used to reduce a given initial program to a smaller one (a slice) that preserves the behavior of the initial program with respect to a chosen criterion. Verification and validation (V&V) of software can become easier on slices, but require particular care in the presence of errors or nontermination in order to avoid unsound results or a poor level of code reduction in slices with respect to the initial program. This article proposes a theoretical foundation for conducting V&V activities on a slice instead of the initial program. We introduce the notion of relaxed slicing that is still capable of producing small slices, even in the presence of errors or non-termination, and establish an appropriate soundness property. It allows us to give a precise interpretation of verification results (absence or presence of errors) obtained for a slice in terms of the initial program. The implementation of these results in the Coq proof assistant is presented and some of its difficult points are discussed. Keywords: Program slicing, Trajectory-based semantics, Verification, Run-time errors, Non-terminating loops, Coq formalization



1. Introduction Context. Program slicing was initially introduced by Weiser [Wei81, Wei82] as a technique allowing to transform a given program into a simpler one, called a program slice, by analyzing its control and data flow. In the classic definition, a (program) slice is an executable program subset of the initial program whose behavior must be identical to a specified subset of the initial program’s behavior. This specified behavior that should be preserved in the slice is called the slicing criterion. A common slicing criterion is a program point Correspondence and offprint requests to: J.-C. L´ echenet, e-mail: [email protected]
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l. We prefer this simple formulation to another criterion pl, V q where a set of variables V is also specified. Informally speaking, program slicing with respect to the criterion l should guarantee that any variable v at program point l takes the same value in the slice and in the original program. Since Weiser’s original work, many researchers have studied foundations of program slicing (e.g. [Amt08, BH93, BBD` 10, BDG` 06, CF89, DBH` 11, HRB88, RAB` 07, RY89, RY88]). Numerous applications of slicing have been proposed, in particular, to program understanding, software maintenance, debugging, program integration and software metrics. Comprehensive surveys on program slicing can be found e.g. in [BH04, Sil12, Tip95, XQZ` 05]. In recent classifications of program slicing, Weiser’s original approach is called static backward slicing since it simplifies the program statically, for all possible executions at the same time, and traverses it backwards from the slicing criterion in order to keep those statements that can influence this criterion. Static backward slicing based on control and data dependencies is also the purpose of this work. Goals and approach. Verification and Validation (V&V) can become easier on simpler programs after “cutting off irrelevant branches” [CKGJ12, GTXT11, HD95, KKPP15]. Our main goal is to address the following research question: (RQ) How can we soundly conduct V&V activities on slices instead of the initial program? In particular, if there are no errors in a program slice, what can be said about the initial program? And if an error is found in a program slice, does it necessarily occur in the initial program? We consider errors determined by the current program state such as runtime errors (that can either interrupt the program or lead to an undefined behavior). We also consider a realistic setting of programs with potentially non-terminating loops, even if this non-termination is unintended. So we assume neither that all loops terminate, nor that all loops do not terminate, nor that we have a preliminary knowledge of which loops terminate and which loops do not. Dealing with potential runtime errors and non-terminating loops is very important for realistic programs since their presence cannot be a priori excluded, especially during V&V activities. Although quite different at first glance, both situations have a common point: they can in some sense interrupt normal execution of the program preventing the following statements from being executed. Therefore, slicing away (that is, removing) potentially erroneous or non-terminating sub-programs from the slice can have an impact on soundness of program slicing. While some aspects of (RQ) were discussed in previous papers, none of them provided a complete formal answer in the considered general setting (as we argue in Sec. 3 and 8 below). To satisfy the traditional soundness property, program slicing would require to consider additional dependencies of each statement on previous loops and error-prone statements. That would lead to larger slices, where we would systematically preserve all potentially erroneous or non-terminating statements executed before the slicing criterion. Such slices would have a very limited benefit for our purpose of performing V&V on slices instead of the initial program. This work proposes relaxed slicing, a slicing technique where additional dependencies on previously executed (potentially) erroneous or non-terminating statements are not required. This approach leads to smaller slices, but needs a new soundness property. We state and prove a suitable soundness property using a trajectory-based semantics and show how this result can justify V&V on slices by characterizing possible verification results on slices in terms of the initial program. Relaxed slicing, its soundness property, and the justification of its use in V&V have been formalized in the Coq proof assistant [BC04] for a language representative for our purpose. The formalization is available in [L´ec16]. One key difficulty of this formalization is related to data dependence whose definition does not follow the structure of the program. It significantly complicates proofs by induction. Our solution proposes to reformulate the dependence relations in an executable form suitable for the computation of a slice. We prove that it is equivalent to the original definitions. We present the reformulations and some aspects of the Coq development. A certified implementation of relaxed slicing is automatically extracted from the Coq formalization. The contributions of this work include: ‚ a comprehensive analysis of issues arising for V&V on classic slices; ‚ the notion of relaxed slicing (Def. 5.6) for structured programs with possible errors and non-termination,
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1 : q = 0; 2 : r = a; 3 : while (b 
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