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Comparison of two Monte Carlo schemes for simulating Piecewise Deterministic Markov Processes Marc Bouissou Département MRI EDF R&D 1, av. du Gl de Gaulle 92141 Clamart. France [email protected]



Abstract The purpose of this communication is to propose a pragmatic approach to specify and solve Piecewise Deterministic Markov Processes. The proposed solutions rely on the use of the FIGARO modeling language (which is the basis of the KB3 workbench) and on Monte Carlo simulation. In addition, thanks to the versatility of the KB3 workbench, we can report on the comparison between two different Monte Carlo schemes. These schemes are based respectively on discretization of time and on discretization of the state space. We illustrate the approach with a simple example: a heating system subject to failures, for which we give the details of the modeling and of the calculation results.



1.



Introduction



Solving dynamic reliability problems is difficult in two respects: firstly, building the model for a given physical system requires the use of a formalism able to specify differential equations, random events associated to probability distributions, and interactions between them. Secondly, solving the model when it has been formulated often leads to huge needs in computing resources. The purpose of this communication is to propose pragmatic solutions to both of these problems, based on the use of the FIGARO modeling language, the KB3 workbench and Monte Carlo simulation. Since the FIGARO language can be associated easily with various graphical representations, we have designed a semi-graphical language, using Petri nets for the description of the discrete part of the behavior of a system, and the mathematical expression of the derivatives (directly written in FIGARO language) to specify differential equations. When such an hybrid model has been input, the use of the standard Monte Carlo simulator designed to process FIGARO models automates the resolution of the model. Moreover, by simply changing an option, one can try two different Monte Carlo schemes on the same model. The first one is based on the discretization of time, while the second one is based on the discretization of the state space. The article is organized as follows: in section 2, we do a short review of the formalisms one can find in the literature for the modeling of (deterministic or random) hybrid systems. In sections 3 and 4, we give the requirements that a good modeling formalism should comply with, and we depict the semigraphical formalism we have designed according to these requirements. Finally, in section 5, we describe and solve completely a simple test-case (a heating system), with the two possible modes of discretization (time or state space). The main purpose of the calculations is to evaluate the mean value and the possible variations of the temperature as a function of time. We discuss the results we have obtained in this particular study, in order to pinpoint which conclusions drawn from this experiment can be generalized.



2.



A review of formalisms used for hybrid system modeling



2.1 Theoretical modeling via PDMP The state at time t (X(t), I(t))t≥0 of a hybrid system is composed of two parts: a continuous one, X (t ) ∈ R n , and a discrete one, I (t ) ∈ N . X(t) usually models physical variables such as temperature, pressure, volume, flow etc., whereas I(t) is the index of the state of the discrete "part" of the system: to each value of I(t), one can associate discrete states (like working or failed, open or closed etc.) to each component of the system. What makes the resolution of dynamic reliability problems difficult is the existence of bi-directional interactions between X(t) and I(t). Here are some examples of such interactions: • X(t) acts on I(t). When a physical variable reaches a threshold, it can provoke a discrete change: explosion of a tank because of high pressure, apparition of steam because of high temperature, reaction of the instrumentation and control system. A physical variable can also make a discrete event happen earlier or later: for example, a failure rate may increase with the temperature. • I(t) acts on X(t). The opening or closure of a valve, the failure of a pump changes the differential equations governing physical variables. From a mathematical point of view, PDMP (Piecewise Deterministic Markov Processes) are the "perfect" framework to model such systems (Davis 1993). Here are the general equations governing the evolution of the PDMP whose state is described by (X(t), I(t))t≥0: dX (t ) = g ( X (t ), i ) on I (t ) = i dt Pr( I (t + ∆t ) = j / I (t ) = i, X (t )) = a (i, j , X (t )) + o(∆t )



Thanks to the insertion into X(t) of the time elapsed since the beginning of the life of an aging component, it is possible to model the probability distribution of the time to failure of this component, whatever this distribution may be. For example, here is how we can transform a non Markov process with two states modeling a component with a Weibull distributed lifetime into a Markov process, thanks to the addition of time in the definition of the state. - the "usual" definition (I = 1 corresponds to a working state, and I = 0 corresponds to a failed state):  t  Pr( I (t ) = 0) = 1 − exp − ( ) β   α 



- definition with a PDMP:



dX (t ) =1 dt



because X = t



βt Pr( I (t + ∆t ) = 0 / I (t ) = 1)) =   α α 



β −1



 t  exp − ( ) β  + o(∆t )  α 



Pr( I (t + ∆t ) = 0 / I (t ) = 0)) = 1 However, from a practical point of view, PDMP are not at all easy to manipulate. In fact, they are both difficult to specify (this is pretty obvious from the quite trivial example of aging component given above), and to solve by methods other than Monte Carlo simulation, as one can see from very recent work (Cocozza, Eymard, Mercier 2006).



2.2 Modeling in practice Modeling hybrid systems has long been a concern for the study of purely deterministic systems. Let us put aside truly analogous methods, based on scale reduction of physical models, analogies between physical phenomena, and even analogical electronic computers to retain only models for digital computers. For relatively simple models, the graphical representations used in automatics and signal processing can suffice. They allow the graphical construction of transfer functions, using assemblies of elementary blocks representing integrators, derivators, multipliers, additionners, thresholds etc. like in Figure 1.



Figure 1: A PID regulator For more complex models, a higher level of abstraction is needed. This can be achieved either with breakdown levels for models like those of Figure 1 (like in the MATLAB/Simulink tool), or via the encapsulation of algebraic, differential and discrete equations in objects corresponding to physical components. For example, Modelica is an object-oriented language that supports this kind of features. Thanks to Modelica libraries (freely available on the site www.modelica.org), it is possible to build quickly models of mechanical, electrical, fluid etc. systems, encompassing thousands of equations. However, so far this kind of representation has not been extended to allow a convenient modeling of random hybrid systems. On the other hand, standard dynamic models used in reliability analysis (static models like fault-trees are obviously not at all suited to the description of PDMP) are not so numerous. Discrete Markov processes (usually called continuous time Markov chains) are not general enough because they are unable to model aging components accurately, and… they are discrete! Then we have stochastic Petri nets. They are quite general, they are graphical, but they do not allow to model continuous variables and differential equations. This is why the concept of hybrid (or fluid) Petri net has been created. In fluid Petri nets, simple differential equations can be represented graphically thanks to the existence of continuous markings for some places, and continuous transitions defining increase or decrease rates of these markings. An extensive bibliography about hybrid Petri nets can be found on internet, at the address: http://bode.diee.unica.it/~hpn/. Finally, why not use simulation languages dedicated to the discrete event simulation of random processes like SIMSCRIPT ? Simply because, from our point of view, such languages are too close to programming languages. That makes them very powerful, but designing and implementing a simple graphical language to specify PDMP and testing two different simulation schemes would require much more efforts with SIMSCRIPT or an equivalent language, than what we have spent with the FIGARO language and the tools of the KB3 workbench.



3.



Designing our own graphical language for the specification of PDMP



3.1 Lessons learned from existing formalisms The screening of the formalisms proposed up to now led us to the following remarks: - the extension of an essentially deterministic modeling language such as Modelica towards random processes is a promising, but difficult way,



- the use of a simulation language such as SIMSCRIPT is too time consuming for setting up relatively small models, - Petri nets are a good way to represent the evolution of the discrete part of the system ; but there must be some means to inhibit or authorize transitions, depending on the values of continuous variables (to represent, for example, the effect of thresholds), - The graphical representation of a set of differential equations as it is in hybrid Petri nets is not very legible ; it turns out to be difficult to represent sets of equations which are valid or not, depending on the state of the discrete part of the Petri net. So we concluded that a convenient way to represent a PDMP could be the use of a (standard) Petri net for the discrete part, and the writing of the derivative of the continuous part as a mathematical expression. Finally, some additional graphical elements are needed to represent the interactions between the discrete and the continuous part. The two next sections present the FIGARO language we have used to implement these ideas, and the main elements of the implementation. 3.2 Presentation of the FIGARO language The FIGARO language (Bouissou et al 2002) is a very general modelling language with the following objectives: • provide an appropriate formalism for developing knowledge bases (with generic descriptions of components), • be more general than all the usual reliability models, • find the best trade-off between modelling power (or generality) and possibilities for the processing of models ; in particular, the automatic transformation of FIGARO models into standard reliability models such as fault-trees or continuous time Markov chains is an important objective, • be as legible as possible, • be easily associated with graphic representations. The following presentation is not intended to give all the details of the language syntax, but rather to give the minimum necessary to introduce the two levels of the language - order 1 and order 0 - and the relations between them. A formal definition of the semantics of the order 0 language is given in article (Bouissou, Houdebine 2002). NB: The keywords of the FIGARO language are in upper-case letters. To help distinguish them from all other elements in the following examples, all other words will be in lower-case letters. Apart from some global information (cf. (Bouissou et al 2002) for more details), a knowledge base contains generic models (introduced by the keyword CLASS) whose instances can be used in a wide variety of assemblies entered by the user by means of graphic interfaces. Each class contains the following set of fields, all of which - except for the class declaration - are optional: CLASS t KIND_OF t1 t2 ; INTERFACE i1 KIND t1 CARDINAL 1 TO INFINITY ; i2 KIND t2 ; CONSTANT c1 DOMAIN BOOLEAN DEFAULT { constant Boolean expression }; c2 DOMAIN INTEGER DEFAULT { constant Integer expression }; c3 DOMAIN REAL DEFAULT { constant real expression }; c4 DOMAIN 'value1' 'value2' 'value3' DEFAULT 'value1';



FAILURE EFFECT



p1 LABEL "first failure mode of %OBJECT" ; p2 ; e1 LABEL "first effect of %OBJECT"; e2 ;



ATTRIBUTE {the syntax to declare attributes is the same as for constants} OCCURRENCE { occurrence rules } INTERACTION { interaction rules }



Each class may additionally contain a few utility fields for specifying the elements which can be viewed and/or modified via the graphic interface, but no more. A class therefore clearly consists of two parts: • a purely static and declarative part : o declaration of the name of the class and of the class(es) whose characteristics it inherits, o declaration of interfaces (classes with which the class concerned will interact, possibly with constraints on the number of objects authorised for each interface), o constant characteristics, o three categories of state variables, with their initial values. The possibility of declaring state variables as FAILURE or EFFECT serves two purposes: to provide a writing shortcut to avoid having rules written in a more complicated manner, and to use concepts that "say something" to reliability specialists (EFFECT = component failure mode associated with loss of one of the main functions of that component). There is no basic difference between these categories of state variables (which are Boolean variables) and ATTRIBUTES, which are the most general category. ATTRIBUTES (as well as constants) can be of four types: BOOLEAN, INTEGER, REAL, or enumerated. • a dynamic part : the occurrence and interaction rules describing the behaviour of the class. The occurrence rules describe elementary events with the conditions governing how they are triggered and the associated probability distributions. The purpose of the interaction rules is to propagate the effects that are the immediate and certain consequences of an event in the system (Bouissou, Houdebine 2000). These rules often make use of quantifiers in order to be valid irrespective of the content of sets of objects defined by the interfaces; an example is given in section 4. Once the architecture of a system has been graphically entered, the KB3 man machine interface translates it into a list of objects described in FIGARO language. The set "knowledge base + list of parametered objects" is a complete model in order 1 FIGARO language for a given system. This model is very concise, but it would be very complex to use it directly, and not all the recommended checks could be run on it. For this reason, prior to any processing, this model is fully instantiated in order 0 FIGARO, a very simple sub-language of order 1 FIGARO which is suitable for the description of the behaviour of a particular system, and which enables all consistency checks to be run and effective processing to be carried out. This instantiation procedure comprises the following operations: • application of inheritance and overwriting rules to every object in the system,



•



elimination of the quantifiers in the rules. This is made possible by the fact that quantifiers concern sets that are known by the list of their elements: the interfaces of objects. The rules obtained will generally be simpler (and in some cases they are simply eliminated!), but also more numerous since they will be repeated as many times as there are objects of a given class.



The FIGARO language can be used either to define physical components (like pumps, valves, heatexchangers in a knowledge base dedicated to thermohydraulic systems), or to define abstract objects like the places and transitions of a Petri net. We are going to use it in the second manner, to define our formalism. 3.3 Use of the FIGARO language to define a new graphical formalism Here is the list of the main graphical symbols a user of our knowledge base has at hand. Elements of standard Petri nets: the following symbols have the same semantics as usual in Petri nets. place (characterized by a discrete marking, whose initial value is set by the user) timed transition, associated to a probability distribution (for example, exponential, Weibull, uniform, log-normal etc.) instantaneous transition Symbols to declare parameters (such as failure rates, physical constants like the maximum constraint a mechanical component can withstand etc.) ; there may be some uncertainty about the value of some of these parameters. Each of the following symbols is used to create a parameter with a given probability distribution. When such parameters exist in a model, the first step of the Monte Carlo simulation consists in drawing a value for each of them, according to their probability distribution (such parameters are assumed to be independent). Dirac distribution. In fact, such a parameter is deterministic: it is perfectly known Exponential distribution Uniform distribution etc. Continuous variables. This symbol denotes one of the coordinates of the vector X of the theoretical definition of PDMP given in section 2.1. The initial value of such a variable is set by the user. Its derivative is written directly in FIGARO language, in a field where the user can write free text. This part of the model is the most delicate, and requires elementary knowledge about the syntax of the FIGARO language of order 0. An example is given in section 5.2. Elements to set up interactions between the continuous variables and the Petri net (in both directions). This symbol denotes a Boolean variable B, calculated by a comparison between the value Y of the place or continuous variable it is graphically connected to, and two thresholds (called min and max) defined within this object. The user can decide whether B should be true when Y belongs to the interval [min, max] or when it is outside this interval. Such Boolean variables can be declared (in a tabular way: it is not visible on the graphical representation) as additional conditions for the firing of the transitions of the Petri net ; they can also be used as indicator functions in the expression of the derivatives that define the evolution of the continuous variables.



4.



Setting up a choice between time discretization and state space discretization



Thanks to the FIGARO language, it is quite easy to define the semantics of all the graphical symbols we have listed above, and some more ; in fact, it only requires about 400 lines of FIGARO (comments included) to specify the dynamic behaviour of any acceptable assembly of instances of the 22 classes (17 nodes and 5 links) composing the whole knowledge base. And, what is more, it is also easy to offer the user a choice between time and space discretization. To give an idea of how this is possible, let us give the main principles of the mechanism we have implemented. Preamble: a cadenced timed transition is a transition for which, at each time step, the fact that this transition will be fired or not during the next time step is drawn at random. For a non cadenced transition, when this transition becomes valid the time at which it is supposed to be fired is directly drawn at random. These two simulation strategies correspond exactly to the two ways to consider a timed transition we have depicted in the case of a Weibull distribution in section 2.1. The knowledge base contains a class describing a clock that will have one (and only one) instance in any model. This clock has a constant characteristic, calculated at the initialization of a simulation, by the following expression (this is an excerpt of the knowledge base, in FIGARO language): Clock_activated DOMAIN BOOLEAN DEFAULT (THERE_EXISTS x AN OBJECT OF_CLASS timed_transition SUCH_THAT cadenced(x)) OR (THERE_EXISTS x AN OBJECT OF_CLASS continuous_variable SUCH_THAT discretization_type(x) = 'time');



This expression "scans" all the timed transitions and continuous variables of the model, and gives the value true to Clock_activated if and only if at least one of these objects "needs" a time discretization. If it is the case, the clock will generate a tick at each time step (the value of a time step is user defined). This tick is visible by all cadenced timed transitions and by all continuous variables for which the user has chosen a time discretization. By the way, let us mention that it is possible to adopt different strategies for different variables ; however, the real utility of doing so remains to be demonstrated. The derivatives of continuous variables, are defined directly in FIGARO language, as functions of the current state of the system (an example will be shown in section 5.2). These derivatives can be used in two ways. If the chosen strategy is time discretization, the values at successive time steps are calculated by: x(tn) = x(tn-1) + derivative(tn-1) * dt, whereas if it is state space discretization, it is the time t+dt at which x is going to reach another discrete level which is calculated as a function of x and the derivative at time t. This is implemented by the following FIGARO rules (present in the continuous_variable class): Time discretization: INTERACTION IF discretization_type = 'time' AND NOT calculation_done AND tick(Clock) THEN calculation_done, V 0 MAY_HAPPEN TRANSITION plus INDUCING V 
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