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Abstract. CHR is usually compiled to high-level languages (like Prolog) that make it hard or impossible to express low-level optimizations. This is a pity, because it confines CHR to be a prototyping language only, with an unacceptable performance for production quality software. This paper presents CCHR, a CHR system embedded in the C programming language, that compiles to low-level C code which is highly suitable for fine-grained performance improvements. In this way CCHR program performance comes close to matching that of native C, and easily outperforms other CHR implementations.
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Introduction



Constraint Handling Rules (CHR) [4] is a high-level, declarative language, originally designed for the implementation of user-defined, application-tailored, constraint solvers in a given host language. Nowadays CHR is increasingly being used as a general programming language for a wide range of applications — multi-agent systems, type systems and natural language processing, to name a few — and for the study of algorithms. Since its conception in 1991, CHR systems have been developed for several host languages, most notably for Prolog and other declarative languages. The first full CHR system was developed by Christian Holzbaur and Fr¨ uhwirth [6]. Currently, the main advanced CHR system for Prolog is the K.U.Leuven CHR system [12], available for a number of Prolog implementations. Other systems have been developed for HAL [2] and Haskell, e.g. [9]. As far as we know, the only imperative programming language for which CHR systems have been made is Java [1,17,16]. The compilation of CHR to Java allows for more efficiency through in place updates. However, Java lacks fine-grained control over low-level data structures, which prevents further optimization. The C programming language was designed in 1972 as an imperative procedural language that could easily be translated into machine code. After many standardizations (K&R C, ANSI C, ISO C, C99), it is still heavily used. Through the use of a standardized preprocessor and usage of (platform specific) system headers, C source code can be portable, while having very system-specific features like pointers (providing direct memory access). The combination of these two properties makes C the target language of choice for compiling many higherlevel languages. ?
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In the footsteps of many other languages, we consider the suitability of C as a target language for CHR. Our contributions are: 1. CCHR: the first integration of CHR with the C language (Section 3), 2. a C library for logical variables useful for porting CHR programs from Prolog (Section 4), 3. a compilation scheme from CCHR to C code (Section 5), and 4. an implementation of CCHR that outperforms currently available CHR systems and comes very close to native C code, as our benchmarks show (Section 6). For the rest of this text, we will assume familiarity with both CHR and C.
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Overview



Before we dive into the technical details of the CCHR language and its compiler, we take a moment to reflect on the design principles and setting for CCHR. Efficiency It should be clear by now that the primary design goal for CCHR is: 1. CCHR is an efficient system. For this purpose we must borrow efficiency ideas from both the CHR and the C world. The former gives us a good high-level basis to start from: the refined operational semantics [3] and related optimizations [7,11]. The latter provides us many low-level tricks and techniques: macros for heavy inlining, lean data structures using pointers/arrays/bitwise operations, . . . Familiarity As its secondary goals we require that CCHR is close to other CHR systems: 2a. CCHR closely resembles other CHR systems. This should allow CHR programmers to quickly switch from their current CHR system to CCHR, and existing programs to be easily ported. This is in the first place achieved by a familiar syntax and operational semantics. For the latter, the previously mentioned refined operational semantics is again a good choice: it is implemented by many other systems, and serves as a standard. Example 1. The following CCHR program for computing the greatest common divisor illustrates point 2a. If you are familiar with CHR in Prolog, the code below should look familiar. 1 2



cchr { constraint gcd(int);
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triv @ gcd(0) true; dec @ gcd(N) \ gcd(M) M>=N | gcd(M-N);



4 5 6



}



Of course we should also be considerate of the host language: 2b. CCHR is tightly integrated with C. This design principle means that C programmers should be able to incorporate CHR into their programs with a minimum of fuss. This means that CHR and C code can be mixed freely, constraints range over native C data types and, where possible, the underlying principles of the C language are respected. We should be particularly apprehensive of programmer-managed memory. Previous CHR implementations have largely neglected the issue of memory management (except for [15]), relying on automatic garbage collection. CCHR however cannot side-step this issue; it must duly free up any memory it allocates. But there’s more: CCHR must actively support programmers in freeing any memory they allocate themselves and then hand over to CCHR for use.
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The CCHR Language



The CCHR language consists of a syntax for writing embedded CHR programs in C, and a runtime system for invoking the CHR program from within C. 3.1



Syntax



The syntax of CCHR was heavily influenced by that of K.U.Leuven JCHR: a good compromise between the well-known Prolog CHR syntax and that of the host-language. We introduce the CCHR language with a small example program, the bottom-up computation of Fibonacci numbers listed in Figure 1. Like JCHR, the CHR code is contained in a block, the cchr block (lines 6-13). However, unlike JCHR, this block does not sit in a file of its own, but can be embedded in a C program with the usual C definitions, e.g. a main function (lines 15–25). Within the cchr block we have two kinds of elements: constraint declarations (line 7) and CHR rules (lines 9–12). A constraint declaration is the keyword constraint followed by one or more constraint specifiers (line 7). A constraint specifier consists of the constraint name followed by its argument types 1 and, optionally, one or more options for customizing the constraint behavior. Options include: – option(fmt,Fmt,FmtArgs): a C printf format string and its arguments for customizing the pretty-printing of the constraint, – option(init,Code): code to run when a new constraint is initialized, – option(destr,Code): code to run when a constraint is destroyed, – option(add,Code): code to run when a constraint is stored, and – option(kill,Code): code to run when a constraint is removed from the store. 1



The types are obligatory, as C is a statically typed language.



CHR rules follow closely the Prolog CHR syntax, notably exceptions being: – A rule ends in a semi-colon as is usual for C (rather than a period). – The keyword alt declares alternative formulations of a guard, and allows the CHR compiler to choose the form that is most efficient for indexing. Consider alt(N2==N1+1,N2-1==N1) in line 11. Given N1 we can compute the N2 to look up with the first form, and vice versa with the second form. – Local variable definitions and arbitrary C statement blocks are allowed in guards and bodies.



1 2



#include #include 



3 4



#include "fib_cchr.h" /* generated header file */



5 6 7



cchr { constraint upto(int), fib(int,int);
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begin @ upto(_) ==> fib(0,1), fib(1,1); calc @ upto(Max), fib(N2,M2) \ fib(N1,M1) ==> alt(N2==N1+1,N2-1==N1), N2 bigint_t X=, bigint_t Y=, { mpz_init_set_si(X.v,1); mpz_init_set_si(Y.v,1) ;}, fib(0,X), fib(1,Y); calc @ upto(Max), fib(N2,M2) \ fib(N1,M1) alt(N2==N1+1,N2-1==N1), N2element = $0; list->tail = get_attr($1); set_attr($1,list); ... /* same for 2nd arg */ }) option(kill,...); The logical variables side provides a call-back mechanism to react on changes of the variables. Unlike Prolog’s single call-back function, we make a distinction between two cases: – hlogical i setval callback(hvar i,hval i) is called when a logical variable is assigned a value. For CCHR we define this callback to reactivate all the constraints stored in the attribute of hvar i. – hlogical i seteq callback(hvar1 i,hvar2 i) is called when two logical variables are equated. For CCHR we define this to first merge the attributes of hvar1 i and hvar2 i, before reactivating the constraints.



The list in the attribute is also used by CCHR for lookup of constraints on a logical variable. This is usually more efficient than iterating through the whole constraint store. Currently, the integration is done by hand, but it can easily be automated.
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The CCHR Compiler



In this section we provide an overview of the CCHR compiler. After a general discussion of the general compiler architecture, we discuss two interesting aspects of the C back-end in more detail: the CHR assembler language and the constraint store data structures. 5.1



The Compiler Architecture



The compilation of CCHR is a staged process. Here we provide a brief overview of the subsequent stages. An overview can be found in Figure 3.



Fig. 3. The compiler architecture



We start from a C program interleaved with cchr blocks. 1. The cchr blocks are extracted from the program for further processing, while the rest of the program is left untouched. 2. The cchr blocks are transformed into a CHR abstract syntax tree (CHRAST), using a Bison parser on top of a Flex lexer. 3. The CHR-AST is transformed into a CHR semantic model (CHR-SM), which is much more suitable for performing program analysis, transformation and code generation. The transformation involves a.o. – Identifiers are classified into constraints, variables, options, . . . – The occurrences of constraints are determined. – CHR rules are transformed into head normal form. – Variable dependencies between head constraints are determined (for join ordering).



4. The CHR-SM is optimized using many of the well-known optimizations [7,11], e.g.: late storage optimization, join ordering and indexing. 5. Code is generated from the CHR-SM. Rather than generating low-level C code directly, we generate CHR assembler instructions (CHR-ASM), which is much closer to our problem domain. 6. The CHR-ASM code, together with C marco definitions for the assembler instructions, is merged again with the original C program. 7. The C preprocessor is invoked for expanding the CHR-ASM instructions into C code. 8. The C compiler is invoked to generate a binary executable. 5.2



The CHR assembler language



It is customary in compiler design to decouple the back-end code generation from the core of the compiler. This is were the CHR-ASM language fits in; it’s as fine-grained as necessary, but not more. Every key concept in the low-level execution of CHR maps more or less directly on a single instruction. This makes code generation a fairly straightforward matter. In the setting of CCHR we have conveniently avoided writing a back-end compiler from CHR-ASM to C code. By defining the assembler instructions as C macros, the C macro preprocessor takes care of this work for us. By replacing one set of macro definitions with another, we obtain a different behavior, without affecting the rest of the compiler. For example, the CCHR debug mode has been implemented in this way: C code for debug messages2 is included in the macro definitions. Although we lack the space for a full overview of the CHR-ASM language here, the following example should give a good impression. Example 3. Figure 4 lists the CHR-ASM code for the first occurrence of the fib constraint of Figure 1.3 First, the arguments of the active constraints are read into local variables N1 and N2 (lines 1–2). For the first lookup, a variable K2 is declared that ranges over the fib constraints in the store, via the index on the first argument (line 3). The first argument of the constraints K2 , should be N+1 (line 4). Now we start the iteration (line 5), but ignore the active constraint (line 6). In the loop, we read the arguments of K2 into local variables N2,M2) (lines 7–8). For the second lookup, a nested loop is created over all instances K1 of the upto constraint, not using an index (line 9). As with the other constraints, the argument of K1 is read into local variable Max (line 10). If the guard succeeds (line 11), the active constraint is killed (line 12) and the body executed (line 13). After the execution of the body, we call the (optional) destructor of the killed constraint (line 14) and return from the occurrence (line 15). 2 3



This is were the fmt option is used. For readability parentheses and commas have been omitted.



1 2 3 4 5 6 7 8 9 10 11 12 13 14 15



IMMLOCAL int N1 ARG(fib_2,arg1) IMMLOCAL int M1 ARG(fib_2,arg2) DEFIDXVAR fib_2 idx1 K2 SETIDXVAR fib_2 idx1 K2 arg1 LOCAL(N1)+1 IDXLOOP fib_2 idx1 K2 IF DIFFSELF(K2) IMMLOCAL int N2 LARG(fib_2,K2,arg1) IMMLOCAL int M2 LARG(fib_2,K2,arg2) LOOP upto_1 K1 IMMLOCAL int Max LARG(upto_1,K1,arg1) IF LOCAL(N2) 
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