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Templates are among the most powerful features of C++, but they are too often neglected, misunderstood, and misused. C++ Templates: The Complete Guide provides software architects and engineers with a clear understanding of why, when, and how to use templates to build and maintain cleaner, faster, and smarter software more efficiently.



C++ Templates begins with an insightful tutorial on basic concepts and language features. The remainder of the book serves as a comprehensive reference, focusing first on language details, then on a wide range of coding techniques, and finally on advanced applications for templates. Examples used throughout the book illustrate abstract concepts and demonstrate best practices.



Readers learn • • • • • •



The exact behaviors of templates



How to avoid the pitfalls associated with templates



Idioms and techniques, from the basic to the previously undocumented



How to reuse source code without threatening performance or safety



How to increase the efficiency of C++ programs



How to produce more flexible and maintainable software



This practical guide shows programmers how to exploit the full power of the template features in C++. Ru-Brd
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Preface The idea of templates in C++ is more than ten years old. C++ templates were already documented in 1990 in the "Annotated C++ Reference Manual" or so-called "ARM" (see [EllisStroustrupARM]) and they had been described before that in more specialized publications. However, well over a decade later we found a dearth of literature that concentrates on the fundamental concepts and advanced techniques of this fascinating, complex, and powerful C++ feature. We wanted to address this issue and decided to write the book about templates (with perhaps a slight lack of humility).



However, we approached the task with different backgrounds and with different intentions. David, an experienced compiler implementer and member of the C++ Standard Committee Core Language Working Group, was interested in an exact and detailed description of all the power (and problems) of templates. Nico, an "ordinary" application programmer and member of the C++ Standard Committee Library Working Group, was interested in understanding all the techniques of templates in a way that he could use and benefit from them. In addition, we both wanted to share this knowledge with you, the reader, and the whole community to help to avoid further misunderstanding, confusion, or apprehension.



As a consequence, you will see both conceptual introductions with day-to-day examples and detailed descriptions of the exact behavior of templates. Starting from the basic principles of templates and working up to the "art of template programming," you will discover (or rediscover) techniques such as static polymorphism, policy classes, metaprogramming, and expression templates. You will also gain a deeper understanding of the C++ standard library, in which almost all code involves templates.



We learned a lot and we had much fun while writing this book. We hope you will have the same experience while reading it. Enjoy! Ru-Brd
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Chapter 1. About This Book Although templates have been part of C++ for well over a decade (and available in various forms for almost as long), they still lead to misunderstanding, misuse, or controversy. At the same time, they are increasingly found to be powerful instruments for the development of cleaner, faster, and smarter software. Indeed, templates have become the cornerstone of several new C++ programming paradigms.



Yet we have found that most existing books and articles are at best superficial in their treatment of the theory and application of C++ templates. Even those few books that do an excellent job of surveying various template-based techniques fail to describe accurately how these techniques are supported by the language. As a result, beginning and advanced C++ programmers alike are finding themselves wrestling with templates, attempting to decide why their code is handled unexpectedly.



This observation was one of the main motivations for us to write this book. However, we both came up with the topic independently and had somewhat distinct approaches in mind: • David's goal was to provide a complete reference to the details of the C++ template language mechanism and the major advanced programming techniques that templates enable. His focus was on precision and completeness. • Nico's interest was to have a book that helps himself and others use templates in the day-to-day life of a programmer. This implies that the book should present the material in an intuitive manner, while dealing with the practical aspects of templates.



In a sense, you could see us as a scientist-engineer pair: We both deal with the same discipline, but our emphasis is somewhat different (with much overlap, of course).



Addison-Wesley brought us together and as a result you get what we think is a solid combination of a careful C++ template tutorial with a detailed reference. The tutorial aspect covers not only an introduction to the language elements, but also aims at developing a sense for design methods that lead to practical solutions. Similarly, the book is not only a reference for the details of C++ template syntax and semantics, but also a compendium of well-known and lesser known idioms and techniques. Ru-Brd
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1.1 What You Should Know Before Reading This Book To get the most from this book you should already know C++: We describe the details of a particular language feature, not the fundamentals of the language itself. You should be familiar with the concepts of classes and inheritance, and you should be able to write C++ programs using components such as IOstreams and containers from the C++ standard library. In addition, we review more subtle issues as the need arises, even when such issues aren't directly related to templates. This ensures that the text is accessible to experts and intermediate programmers alike.



We deal mostly with the C++ language as standardized in 1998 (see [Standard98]), plus the clarifications provided by the C++ Standardization Committee in its first technical corrigendum (see [Standard02]). If you feel your understanding of the basics of C++ is rusty or out-of-date, we recommend [StroustrupC++PL], [JosuttisOOP], and [ JosuttisStdLib] to refresh your knowledge. These books are excellent introductions to the modern language and its standard library. Additional publications are listed in Appendix B.3.5. Ru-Brd
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1.2 Overall Structure of the Book Our goal is to provide the information necessary for starting to use templates and benefit from their power, as well as to provide information that will enable experienced programmers to push the limits of the state-of-the-art. To achieve this, we decided to organize our text in parts: • Part I introduces the basic concepts underlying templates. It is written in a tutorial style. • Part II presents the language details and is a handy reference to template-related constructs. • Part III explains fundamental design techniques supported by C++ templates. They range from near-trivial ideas to sophisticated idioms that may not have been published elsewhere. • Part IV builds on the previous two parts and adds a discussion of various popular applications for templates.



Each of these parts consists of several chapters. In addition, we provide a few appendixes that cover material not exclusively related to templates (for example, an overview of overload resolution in C++).



The chapters of Part I are meant to be read in sequence. For example, Chapter 3 builds on the material covered in Chapter 2. In the other parts, however, the connection between chapters is considerably looser. For example, it would be entirely natural to read the chapter about functors (Chapter 22) before the chapter about smart pointers ( Chapter 20).



Last, we provide a rather complete index that encourages additional ways to read this book out of sequence. Ru-Brd
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1.3 How to Read This Book If you are a C++ programmer who wants to learn or review the concepts of templates, carefully read Part I, The Basics. Even if you're quite familiar with templates already, it may help to skim through this part quickly to familiarize yourself with the style and terminology that we use. This part also covers some of the logistical aspects of organizing your source code when it contains templates.



Depending on your preferred learning method, you may decide to absorb the many details of templates in Part II, or instead you could read about practical coding techniques in Part III (and refer back to Part II for the more subtle language issues). The latter approach is probably particularly useful if you bought this book with concrete day-to-day challenges in mind. Part IV is somewhat similar to Part III, but the emphasis is on understanding how templates can contribute to specific applications rather than design techniques. It is therefore probably best to familiarize yourself with the topics of Part III before delving into Part IV.



The appendixes contain much useful information that is often referred to in the main text. We have also tried to make them interesting in their own right.



In our experience, the best way to learn something new is to look at examples. Therefore, you'll find a lot of examples throughout the book. Some are just a few lines of code illustrating an abstract concept, whereas others are complete programs that provide a concrete application of the material. The latter kind of examples will be introduced by a C++ comment describing the file containing the program code. You can find these files at the Web site of this book at http://www.josuttis.com/tmplbook/. Ru-Brd
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1.4 Some Remarks About Programming Style C++ programmers use different programming styles, and so do we: The usual questions about where to put whitespace, delimiters (braces, parentheses), and so forth came up. We tried to be consistent in general, although we occasionally make concessions to the topic at hand. For example, in tutorial sections we may prefer generous use of whitespace and concrete names to help visualize code, whereas in more advanced discussions a more compact style could be more appropriate.



We do want to draw your attention to one slightly uncommon decision regarding the declaration of types, parameters, and variables. Clearly, several styles are possible: void void void void



foo foo foo foo



(const int &x); (const int& x); (int const &x); (int const& x);



Although it is a bit less common, we decided to use the order int const rather than const int for "constant integer." We have two reasons for this. First, it provides for an easier answer to the question, "What is constant?" It's always what is in front of the const qualifier. Indeed, although const int N = 100;



is equivalent to int const N = 100;



there is no equivalent form for int* const bookmark;



// the pointer cannot change, but the // value pointed to can change



that would place the const qualifier before the pointer operator *. In this example, it is the pointer itself that is constant, not the int to which it points.



Our second reason has to do with a syntactical substitution principle that is very common when dealing with templates. Consider the following two type definitions [1]:



[1] Note that in C++ a type definition defines a "type alias" rather than a new type. For example: typedef int Length; // define Length as an alias for int int i = 42; Lengthl = 88; i = l; // OK l = i; // OK typedef char* CHARS; typedef CHARS const CPTR;



// constant pointer to chars



The meaning of the second declaration is preserved when we textually replace CHARS with what it stands for: typedef char* const CPTR;



// constant pointer to chars



However, if we write const before the type it qualifies, this principle doesn't apply. Indeed, consider the alternative to our first two type definitions presented earlier:
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1.5 The Standard versus Reality The C++ standard has been available since late 1998. However, it was not until 2002 that a publically available compiler could make the claim to "conform fully to the standard." Thus, compilers still differ in their support of the language. Several will compile most of the code in this book, but a few fairly popular compilers may not be able to handle many of our examples. We often present alternative techniques that may help cobble together a full or partial solution for these substandard C++ implementations, but some techniques are currently beyond their reach. Still, we expect that this problem will largely be resolved as programmers everywhere demand standard support from their vendors.



Even so, the C++ programming language is likely to evolve as time passes. Already the experts of the C++ community (regardless of whether they participate in the C++ Standardization Committee) are discussing various ways to improve the language, and several candidate improvements affect templates. Chapter 13 presents some trends in this area. Ru-Brd
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1.6 Example Code and Additional Informations You can access all example programs and find more information about this book from its Web site, which has the following URL:



http://www.josuttis.com/tmplbook



Also, you can find a lot of additional information about this topic at David Vandevoorde's Web site at http://www.vandevoorde.com/Templates and on the Web in general. See the Bibliography on page 499 for suggestions on where to start. Ru-Brd
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1.7 Feedback We welcome your constructive input—both the negative and the positive. We worked very hard to bring you what we hope you'll find to be an excellent book. However, at some point we had to stop writing, reviewing, and tweaking so we could "release the product." You may therefore find errors, inconsistencies, and presentations that could be improved, or topics that are missing altogether. Your feedback gives us a chance to inform all readers through the book's Web site and to improve any subsequent editions.



The best way to reach us is by e-mail:



[email protected]



Be sure to check the book's Web site for the currently known errata before submitting reports.



Many thanks. Ru-Brd
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Part I: The Basics This part introduces the general concept and language features of C++ templates. It starts with a discussion of the general goals and concepts by showing examples of function templates and class templates. It continues with some additional fundamental template techniques such as nontype template parameters, the keyword typename, and member templates. It ends with some general hints regarding the use and application of templates in practice.



This introduction to templates is also partially used in Nicolai M. Josuttis's book Object-Oriented Programming in C++, published by John Wiley and Sons Ltd, ISBN 0-470-84399-3. This book teaches all language features of C++ and the C++ standard library and explains their practical usage in a step-by-step tutorial.



Why Templates? C++ requires us to declare variables, functions, and most other kinds of entities using specific types. However, a lot of code looks the same for different types. Especially if you implement algorithms, such as quicksort, or if you implement the behavior of data structures, such as a linked list or a binary tree for different types, the code looks the same despite the type used.



If your programming language doesn't support a special language feature for this, you only have bad alternatives: 1. You can implement the same behavior again and again for each type that needs this behavior. 2. You can write general code for a common base type such as Object or void*. 3. You can use special preprocessors.



If you come from C, Java, or similar languages, you probably have done some or all of this before. However, each of these approaches has its drawbacks: 1. If you implement a behavior again and again, you reinvent the wheel. You make the same mistakes and you tend to avoid complicated but better algorithms because they lead to even more mistakes. 2. If you write general code for a common base class you lose the benefit of type checking. In addition, classes may be required to be derived from special base classes, which makes it more difficult to maintain your code. 3.
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Chapter 2. Function Templates This chapter introduces function templates. Function templates are functions that are parameterized so that they represent a family of functions. Ru-Brd
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2.1 A First Look at Function Templates Function templates provide a functional behavior that can be called for different types. In other words, a function template represents a family of functions. The representation looks a lot like an ordinary function, except that some elements of the function are left undetermined: These elements are parameterized. To illustrate, let's look at a simple example.



2.1.1 Defining the Template The following is a function template that returns the maximum of two values: // basics/max.hpp template inline T const& max (T const& a, T const& b) { // if a < b then use b else use a return a



In our example, the list of parameters is typename T. Note how the less-than and the greater-than symbols are used as brackets; we refer to these as angle brackets. The keyword typename introduces a so-called type parameter. This is by far the most common kind of template parameter in C++ programs, but other parameters are possible, and we discuss them later (see Chapter 4).



Here, the type parameter is T. You can use any identifier as a parameter name, but using T is the convention. The type parameter represents an arbitrary type that is specified by the caller when the caller calls the function. You can use any type (fundamental type, class, and so on) as long as it provides the operations that the template uses. In this case, type T has to support operator < because a and b are compared using this operator.



For historical reasons, you can also use class instead of typename to define a type parameter. The keyword typename came relatively late in the evolution of the C++ language. Prior to that, the keyword class was the only way to introduce a type parameter, and this remains a valid way to do so. Hence, the template max() could be defined equivalently as follows: template inline T const& max (T const& a, T const& b) { // if a < b then use b else use a return a parameterization clauses: one for the template itself and one for every enclosing class template. The clauses are listed starting from the outermost class template.
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8.2 Template Parameters There are three kinds of template parameters: 1. Type parameters (these are by far the most common) 2. Nontype parameters 3. Template template parameters



Template parameters are declared in the introductory parameterization clause of a template declaration. Such declarations do not necessarily need to be named: template class X;



A parameter name is, of course, required if the parameter is referred to later in the template. Note also that a template parameter name can be referred to in a subsequent parameter declaration (but not before): template // the third one class Structure;



8.2.1 Type Parameters Type parameters are introduced with either the keyword typename or the keyword class: The two are entirely equivalent. [2] The keyword must be followed by a simple identifier and that identifier must be followed by a comma to denote the start of the next parameter declaration, a closing angle bracket (>) to denote the end of the parameterization clause, or an equal sign (=) to denote the beginning of a default template argument.



[2] The keyword class does not imply that the substituting argument should be a class type. It could be almost any accessible type. However, class types that are defined in a function (local classes) cannot be used as template arguments (independent of whether the parameter was declared with typename or class).



Within a template declaration, a type parameter acts much like a typedef name. For example, it is not possible to use an elaborated name of the form class T when T is a template parameter, even if T were to be substituted by a class type: template class List { class Allocator* allocator; friend class Allocator;



// ERROR // ERROR



};



It is possible that a mechanism to enable such a friend declaration will be added in the future.
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8.3 Template Arguments Template arguments are the "values" that are substituted for template parameters when instantiating a template. These values can be determined using several different mechanisms: • Explicit template arguments: A template name can be followed by explicit template argument values enclosed in angle brackets. The resulting name is called a template-id. • Injected class name: Within the scope of a class template X with template parameters P1, P2, , the name of that template (X) can be equivalent to the template-id X. See Section 9.2.3 on page 126 for details. • Default template arguments: Explicit template arguments can be omitted from class template instances if default template arguments are available. However, even if all template parameters have a default value, the (possibly empty) angle brackets must be provided. • Argument deduction: Function template arguments that are not explicitly specified may be deduced from the types of the function call arguments in a call. This is described in detail in Chapter 11. Deduction is also done in a few other situations. If all the template arguments can be deduced, no angle brackets need to be specified after the name of the function template.



8.3.1 Function Template Arguments Template arguments for a function template can be specified explicitly or deduced from the way the template is used. For example: // details/max.cpp template inline T const& max (T const& a, T const& b) { return a 
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program with the OpenGL graphics system to deliver the visual effect you want. ...... value you really want (it might even become something that isn't a rotation). ...... by Alan Watt (Reading, MA: Addison-Wesley Publishing Company, 1990).
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David Orr. If you're wondering what templates are, first go read the first few paragraphs of Sascha ... wanted to, you could create additional Template objects (each with their out template variable ... Sorry you didn't win. But if you had .... block










 


[image: alt]





OpenGL Programming Guide (Addison-Wesley Publishing Company) 
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5 août 2019 - It's going to focus on mostly about the above subject together with ... book collection which is incorporate numerous choice, for example ...










 


[image: alt]





Mastering Machine Applique The Complete Guide Including 

Get free access to PDF Mastering Machine Applique The Complete Guide Including Invisible Machine Applique Satin. Stitch at our Ebook Library. PDF File: ...
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The Complete Idiots Guide to Learning French.pdf 

Helps you figure out why French is the language for you. ... Shows you how to develop the best pronunciation possible. ...... someone's wife for his mother? ...... you have to hope that a kind and gentle soul will wiggle a hand free and ask: Quel.
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So now you have installed FreeBSD, and it successfully boots from the hard disk. ..... on the numeric keypad at the right of the keyboard; you can't use the + and ... It's a very good idea to keep the default resolution at 640x480 until you have ....
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CardBus on page 159. unixadmin.mm,v v4.13 (2003/04/02 06:50:29) ... user could read this file, but the encryption was strong enough that it wasn't practical to decrypt the ..... 1Jan70 7:12.92 (irq14: ata0) root ..... Sat Apr 13 21:01:15 PDT 2002.
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The Ivy C++ and java library guide 

The Windows ivy-c++ port has been written with the same API. ... more about the principles Ivy before reading this guide of the java library, please refer to The Ivy ...
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SQL: The Complete Reference 

The next four chapters start with the simplest SQL queries, and ..... SQL is an interactive query language that gives users ad hoc access to stored data.
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The Complete Idiots Guide to Learning French.pdf - Library 

Helps you figure out why French is the language for you. 3. 2 Pronounce It ... You'll learn how to ask your new French friends to do â€œfunâ€� things. The adverbs in ...Missing:
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Dec 29, 2005 - Bookmarks section at the left is derived from the Table of. Contents and is fully ...... No other factors are as critical to shots per charge ...... coarseness in Mickey), ...... Note: The Excel workbook used to calculate these tables 
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The first step, in fact, is as simple as picking up a pencil and some paper and just ...... ink-jet paper is 30â€“36 lb.; drawing paper and printer's cover stock are about ...... how to download the art you've scanned and saved onto your own illustra
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Chapter Seven fleshes out a necromancer's entourage with students, ...... Dr. Ellandra Tolbert, whose detailed NPC sheet appears in Chapter Nine, is an example of ..... herself), there is little to assure that the answer to any specific question will
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UNDERSTANDING THE COVER IMAGE TEMPLATES The Orange area 

If you are making a One-piece cover PDF, you can find the dimensions you will need in the One-Piece. Cover section of ... Save your file as a PNG, JPG, or GIF.
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Complete the story using the Past 

J.K. Rowling is the author of the Harry Potter books. J. K.'s name is Joanne Kathleen. ... 6. bus / by / morning / school / she / this / to / went. 7. Australia / in / last ...
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