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Warranty Parallax warrants its products against defects in materials and workmanship for a period of 90 days. If you discover a defect, Parallax will, at its option, repair, replace, or refund the purchase price. Simply call our sales department for an RMA number, write it on the label and return the product with a description of the problem. We will return your product, or its replacement, using the same shipping method used to ship the product to Parallax (for instance, if you ship your product via overnight express, we will do the same). This warranty does not apply if the product has been modified or damaged by accident, abuse, or misuse.



14-Day Money-Back Guarantee If, within 14 days of having received your product, you find that it does not suit your needs, you may return it for a refund. Parallax will refund the purchase price of the product, excluding shipping/handling costs. This does not apply if the product has been altered or damaged.



Copyrights and Trademarks Copyright © 2000 by Parallax, Inc. All rights reserved. PBASIC is a trademark and BASIC Stamp is a registered trademark or Parallax, Inc. PIC is a registered trademark of Microchip Technology, Inc. Windows is a registered trademark of Microsoft Corporation. 1-wire is a registered trademark of Dallas Semiconductor. Other brand and product names are trademarks or registered trademarks of their respective holders.



Disclaimer of Liability Parallax, Inc. is not responsible for special, incidental, or consequential damages resulting from any breach of warranty, or under any legal theory, including lost profits, downtime, goodwill, damage to or replacement of equipment or property, and any costs of recovering, reprogramming, or reproducing any data stored in or used with Parallax products.



Internet Access We maintain Internet systems for your convenience. These may be used to obtain software, communicate with members of Parallax, and communicate with other customers. Access information is shown below: Web: General e-mail: Tech. e-mail:



http://www.parallaxinc.com http://www.stampsinclass.com [email protected] [email protected]



Internet BASIC Stamp Discussion List We maintain a BASIC Stamp discussion list for people interested in BASIC Stamps. Many people subscribe to the list, and all questions and answers to the list are distributed to all subscribers. It’s a fun, fast, and free way to discuss BASIC Stamp issues. To subscribe to the BASIC Stamps list, visit the Tech Support section of the Parallax, Inc website. This manual is valid with the following software and firmware versions: BASIC Stamp 1: STAMP.EXE software version 2.1 Firmware version 1.4 BASIC Stamp 2: STAMP2.EXE software version 1.1 STAMPW.EXE software version 1.096 Firmware version 1.0



BASIC Stamp 2sx: STAMP2SX.EXE software version 1.0 STAMPW.EXE software version 1.096 Firmware version 1.0 BASIC Stamp 2p: STAMP2P.EXE software version 1.6 STAMPW.EXE software version 1.098 Firmware version 1.1



BASIC Stamp 2e: STAMP2E.EXE software version 1.0 STAMPW.EXE software version 1.096 Firmware version 1.0



The information herein will usually apply to newer versions but may not apply to older versions. New software can be obtained free on our ftp and web site (ftp.parallaxinc.com, www.parallaxinc.com). If you have any questions about what you need to upgrade your product, please contact Parallax.
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Prefix Thank you for purchasing the Parallax BASIC Stamp development system. We have done our best to produce a full-featured, yet easy to use development system for the BASIC Stamp microcontrollers. We hope you will find this system as enjoyable to use as we do. This manual is written for the latest available BASIC Stamp modules and software as of November 2000. As the product-line evolves new information may become available. It is always recommended to visit the Parallax, Inc. web site, www.parallaxinc.com, for the latest information. This manual is intended to be a complete reference manual to the architecture and command structure of the BASIC Stamps. This manual is not meant to teach programming or electrical design; though a person can learn a lot by paying close attention to the details in this book. If you have never programmed in the BASIC language or are unfamiliar with electronics, it would be best to locate one or more of the following books for further information: 1. 2. 3. 4.



5.



6.



7.



Programming and Customizing the BASIC Stamp Computer Scott Edwards, TAB Books ISBN: 0-07-913684-2 Microcontroller Projects with BASIC Stamps Al Williams, R&D Books ISBN: 0-87930-587-8 The Microcontroller Application Cookbook Matt Gilliland, Woodglen Press ISBN: 0-615-11552-7 What's A Microcontroller Free on Parallax CD (Documentation -> Educational Curriculum section) and web site (Downloads section), or for purchase in print BASIC Analog and Digital Free on Parallax CD (Documentation -> Educational Curriculum section) and web site (Downloads section), or for purchase in print Earth Measurements Free on Parallax CD (Documentation -> Educational Curriculum section) and web site (Downloads section), or for purchase in print Robotics Free on Parallax CD (Documentation -> Educational Curriculum section) and web site (Downloads section), or for purchase in print



In addition, there are hundreds of great examples available on the Parallax CD and web site (www.parallaxinc.com). Also, Nut & Volts Magazine (www.nutsvolts.com / 1-800-783-4624) is a national electronic hobbyist's BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 5



Prefix magazine that features monthly articles featuring the BASIC Stamps. This is an excellent resource for beginners and experts alike! For a sample of the BASIC Stamp articles, visit their web site.



Packing List The BASIC Stamps are available in many different forms. You may have received them in a Starter Kit in a special limited-time package or individually. The packing list below describes the general list of items that would be included in a BASIC Stamp Starter Kit at the time of this writing:



BASIC Stamp Starter Kit • • • • • •



(1) BASIC Stamp Module (Rev. D, BS1-IC, OEMBS1, BS2-IC, OEMBS2, BS2e-IC, BS2sx-IC or BS2p-IC) (1) BASIC Stamp development software (on CD in Software section) (1) BASIC Stamp manual (this manual) (1) BASIC Stamp development board (Stamp 1 Carrier Board, Stamp 2 Carrier Board, Super Carrier Board, BASIC Stamp Activity Board or Board or Education) (1) Set of jumper wires (only included with Board of Education) (1) 9-pin serial cable



If any items are missing, please let us know.
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1: Introduction to the BASIC Stamps Welcome to the wonderful world of BASIC Stamp microntrollers. BASIC Stamp microcontrollers have been in use by engineers and hobbyists since we first introduced them in 1992. As of July 2000, Parallax customers have put more than 200,000 BASIC Stamp modules into use. Over this eightyear period, the BASIC Stamp line of controllers has evolved into five models and many physical package types, explained below.



General Operation Theory BASIC Stamps are microcontrollers (tiny computers) that are designed for use in a wide array of applications. Many projects that require an embedded system with some level of intelligence can use a BASIC Stamp module as the controller. Each BASIC Stamp comes with a BASIC Interpreter chip, internal memory (RAM and EEPROM), a 5-volt regulator, a number of general-purpose I/O pins (TTL-level, 0-5 volts), and a set of built-in commands for math and I/O pin operations. BASIC Stamps are capable of running a few thousand instructions per second and are programmed with a simplified, but customized form of the BASIC programming language, called PBASIC.



PBASIC Language We developed PBASIC specifically for the BASIC Stamps as a simple, easy to learn language that is also well suited for this architecture. It includes many of the instructions featured in other forms of BASIC (GOTO, FOR...NEXT, IF...THEN) as well as some specialized instructions (SERIN, PWM, BUTTON, COUNT and DTMFOUT). This manual includes an extensive section devoted to each of the available instructions.



Hardware At the time of this writing, there are currently five models of the BASIC Stamp; the BASIC Stamp 1, BASIC Stamp 2, BASIC Stamp 2e, BASIC Stamp 2sx and BASIC Stamp 2p. The diagrams below detail the various package types and part numbers of these modules.
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Introduction to the BASIC Stamps



Figure 1.1: BASIC Stamp 1 Rev. D (27100)
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Figure 1.2: BASIC Stamp 1 (Rev. B) (BS1-IC)
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Figure 1.3: OEM BASIC Stamp 1 (Rev. A) (27295 or 27296)
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1: Introduction to the BASIC Stamps The BASIC Stamp 1 is available in the above three physical packages. The BASIC Stamp 1 Rev. D (simply called the Rev. D), see Figure 1.1, includes prototyping area suitable for soldering electronic components. The BS1-IC (Figure 1.2) uses surface mount components to fit in a small 14-pin SIP package. The OEMBS1 (Figure 1.3) features an easier-to-trace layout meant to aid customers who wish to integrate the BASIC Stamp 1 circuit directly into their design (as a lower-cost solution). The OEMBS1 is available in either an assembled form or a kit form. All three packages are functionally equivalent with the exception that the Rev. D does not have an available reset pin. Table 1.1: BASIC Stamp 1 Pin Descriptions.
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Name



1



VIN



2
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3



PCO



4



PCI



5



VDD



6



RES



7-14



P0-P7



Description Unregulated power in: accepts 5.5 - 15 VDC (6-40 VDC on BS1-IC rev. b), which is then internally regulated to 5 volts. May be left unconnected if 5 volts is applied to the VDD (+5V) pin. System ground: connects to PC parallel port pin 25 (GND) for programming. PC Out: connects to PC parallel port pin 11 (BUSY) for programming. PC In: connects to PC parallel port pin 2 (D0) for programming. 5-volt DC input/output: (Also called +5V) if an unregulated voltage is applied to the VIN pin, then this pin will output 5 volts. If no voltage is applied to the VIN pin, then a regulated voltage between 4.5V and 5.5V should be applied to this pin. Reset input/output: goes low when power supply is less than approximately 4.2 volts, causing the BASIC Stamp to reset. Can be driven low to force a reset. This pin is internally pulled high and may be left disconnected if not needed. Do not drive high. General-purpose I/O pins: each can sink 25 mA and source 20 mA. However, the total of all pins should not exceed 50 mA (sink) and 40 mA (source).



See the "BASIC Stamp Programming Connections" section, below, for more information on the required programming connections between the PC and the BASIC Stamp.
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Introduction to the BASIC Stamps BASIC Stamp 2 1
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Figure 1.4: BASIC Stamp 2 (Rev. E) (BS2-IC)
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Figure 1.5: OEM BASIC Stamp 2 (Rev. A) (27290 or 27291)
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The BASIC Stamp 2 is available in the above two physical packages. The BS2-IC (Figure 1.4) uses surface mount components to fit in a small 24-pin DIP package. The OEMBS2 (Figure 1.5) features an easier-to-trace layout meant to aid customers who wish to integrate the BASIC Stamp 2 circuit directly into their design (as a lower-cost solution). The OEMBS2 is available in either an assembled form or a kit form. Both packages are functionally equivalent. Page 10 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



1: Introduction to the BASIC Stamps



Table 1.2: BASIC Stamp 2 Pin Descriptions.



Pin



Name



1



SOUT



2



SIN



3



ATN



4



VSS



5-20



P0-P15



21



VDD



22



RES



23



VSS



24



VIN



Description Serial Out: connects to PC serial port RX pin (DB9 pin 2 / DB25 pin 3) for programming. Serial In: connects to PC serial port TX pin (DB9 pin 3 / DB25 pin 2) for programming. Attention: connects to PC serial port DTR pin (DB9 pin 4 / DB25 pin 20) for programming. System ground: (same as pin 23) connects to PC serial port GND pin (DB9 pin 5 / DB25 pin 7) for programming. General-purpose I/O pins: each can sink 25 mA and source 20 mA. However, the total of all pins should not exceed 50 mA (sink) and 40 mA (source) if using the internal 5-volt regulator. The total per 8-pin groups (P0 – P7 or P8 – 15) should not exceed 50 mA (sink) and 40 mA (source) if using an external 5-volt regulator. 5-volt DC input/output: if an unregulated voltage is applied to the VIN pin, then this pin will output 5 volts. If no voltage is applied to the VIN pin, then a regulated voltage between 4.5V and 5.5V should be applied to this pin. Reset input/output: goes low when power supply is less than approximately 4.2 volts, causing the BASIC Stamp to reset. Can be driven low to force a reset. This pin is internally pulled high and may be left disconnected if not needed. Do not drive high. System ground: (same as pin 4) connects to power supply’s ground (GND) terminal. Unregulated power in: accepts 5.5 - 15 VDC (6-40 VDC on BS2IC rev. e), which is then internally regulated to 5 volts. May be left unconnected if 5 volts is applied to the VDD (+5V) pin.



See the "BASIC Stamp Programming Connections" section, below, for more information on the required programming connections between the PC and the BASIC Stamp.
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Introduction to the BASIC Stamps BASIC Stamp 2e 1
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Figure 1.6: BASIC Stamp 2e (Rev. A) (BS2e-IC)
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Figure 1.7: OEM BASIC Stamp 2e (Rev A) (27293)



+ (c) 2000



C1



Rev A



Q3



2.0“ (51 mm)



TM



XTAL



Q1



RN1



RN2



P1 P2 P3 P4 P5 P6 P7 P8 P9 P10 P11 P12 P13 P14 P15



RES P0



Vdd Vss Vin



C2 C3



0.25“ (6 mm)



0.25“ (6 mm)



Q2



0.1“ (2.54 mm)



The BASIC Stamp 2e is available in the above two physical packages. The BS2e-IC (Figure 1.6) uses surface mount components to fit in a small 24pin DIP package. The OEMBS2e (Figure 1.7) features an easier-to-trace layout meant to aid customers who wish to integrate the BASIC Stamp 2e circuit directly into their design (as a lower-cost solution). The OEMBS2e is available in assembled form only.
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1: Introduction to the BASIC Stamps



Table 1.3: BASIC Stamp 2e Pin Descriptions.



Pin



Name



1



SOUT



2



SIN



3



ATN



4



VSS



5-20



P0-P15



21



VDD



22



RES



23



VSS



24



VIN



Description Serial Out: connects to PC serial port RX pin (DB9 pin 2 / DB25 pin 3) for programming. Serial In: connects to PC serial port TX pin (DB9 pin 3 / DB25 pin 2) for programming. Attention: connects to PC serial port DTR pin (DB9 pin 4 / DB25 pin 20) for programming. System ground: (same as pin 23) connects to PC serial port GND pin (DB9 pin 5 / DB25 pin 7) for programming. General-purpose I/O pins: each can source and sink 30 mA. However, the total of all pins should not exceed 75 mA (source or sink) if using the internal 5-volt regulator. The total per 8-pin groups (P0 – P7 or P8 – 15) should not exceed 100 mA (source or sink) if using an external 5-volt regulator. 5-volt DC input/output: if an unregulated voltage is applied to the VIN pin, then this pin will output 5 volts. If no voltage is applied to the VIN pin, then a regulated voltage between 4.5V and 5.5V should be applied to this pin. Reset input/output: goes low when power supply is less than approximately 4.2 volts, causing the BASIC Stamp to reset. Can be driven low to force a reset. This pin is internally pulled high and may be left disconnected if not needed. Do not drive high. System ground: (same as pin 4) connects to power supply’s ground (GND) terminal. Unregulated power in: accepts 5.5 - 12 VDC (7.5 recommended), which is then internally regulated to 5 volts. May be left unconnected if 5 volts is applied to the VDD (+5V) pin.



See the "BASIC Stamp Programming Connections" section, below, for more information on the required programming connections between the PC and the BASIC Stamp.
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Introduction to the BASIC Stamps BASIC Stamp 2sx 24
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Figure 1.8: BASIC Stamp 2sx (Rev. B) (BS2sx-IC)
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Figure 1.9: OEM BASIC Stamp 2sx (Rev. A) (27294)
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The BASIC Stamp 2sx is available in the above two physical packages. The BS2sx-IC (Figure 1.8) uses surface mount components to fit in a small 24-pin DIP package. The OEMBS2sx (Figure 1.9) features an easier-totrace layout meant to aid customers who wish to integrate the BASIC Stamp 2sx circuit directly into their design (as a lower-cost solution). The OEMBS2sx is available in assembled form only.
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1: Introduction to the BASIC Stamps



Table 1.4: BASIC Stamp 2sx Pin Descriptions.



Pin



Name



1



SOUT



2



SIN



3



ATN



4



VSS



5-20



P0-P15



21



VDD



22



RES



23



VSS



24



VIN



Description Serial Out: connects to PC serial port RX pin (DB9 pin 2 / DB25 pin 3) for programming. Serial In: connects to PC serial port TX pin (DB9 pin 3 / DB25 pin 2) for programming. Attention: connects to PC serial port DTR pin (DB9 pin 4 / DB25 pin 20) for programming. System ground: (same as pin 23) connects to PC serial port GND pin (DB9 pin 5 / DB25 pin 7) for programming. General-purpose I/O pins: each can source and sink 30 mA. However, the total of all pins should not exceed 75 mA (source or sink) if using the internal 5-volt regulator. The total per 8-pin groups (P0 – P7 or P8 – 15) should not exceed 100 mA (source or sink) if using an external 5-volt regulator. 5-volt DC input/output: if an unregulated voltage is applied to the VIN pin, then this pin will output 5 volts. If no voltage is applied to the VIN pin, then a regulated voltage between 4.5V and 5.5V should be applied to this pin. Reset input/output: goes low when power supply is less than approximately 4.2 volts, causing the BASIC Stamp to reset. Can be driven low to force a reset. This pin is internally pulled high and may be left disconnected if not needed. Do not drive high. System ground: (same as pin 4) connects to power supply’s ground (GND) terminal. Unregulated power in: accepts 5.5 - 12 VDC (7.5 recommended), which is then internally regulated to 5 volts. May be left unconnected if 5 volts is applied to the VDD (+5V) pin.



See the "BASIC Stamp Programming Connections" section, below, for more information on the required programming connections between the PC and the BASIC Stamp.
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BASIC Stamp 2p Figure 1.10: BASIC Stamp 2p24 (Rev A) (BS2p24-IC) This module is identical in function to the BS2p40-IC, except that it has 16 I/O pins.
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Figure 1.11: BASIC Stamp 2p40 (Rev A) (BS2p40-IC) This module is identical in function to the BS2p24-IC, except that it has 32 I/O pins.
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.62“ (16 mm) The BASIC Stamp 2p is available in the above two physical packages. Both packages use surface mount components to fit in a small package. The BS2p24-IC (Figure 1.10) is a 24-pin DIP package. The BS2p40-IC (Figure 1.11) is a 40-pin DIP package. Both packages are functionally equivalent accept that the BS2p40 has 32 I/O pins instead of 16. Page 16 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



1: Introduction to the BASIC Stamps



Table 1.5: BASIC Stamp 2p Pin Descriptions.



Pin



Name



Description Serial Out: connects to PC serial port RX pin (DB9 pin 2 / DB25 1 SOUT pin 3) for programming. Serial In: connects to PC serial port TX pin (DB9 pin 3 / DB25 pin 2 SIN 2) for programming. Attention: connects to PC serial port DTR pin (DB9 pin 4 / DB25 3 ATN pin 20) for programming. System ground: (same as pin 23 on BS2p24, or pin 39 on 4 VSS BS2p40) connects to PC serial port GND pin (DB9 pin 5 / DB25 pin 7) for programming. General-purpose I/O pins: each can source and sink 30 mA. However, the total of all pins (including X0-X15, if using the BS2p40) should not exceed 75 mA (source or sink) if using the 5-20 P0-P15 internal 5-volt regulator. The total per 8-pin groups (P0 – P7, P8 – 15, X0 – X7 or X8 – X15) should not exceed 100 mA (source or sink) if using an external 5-volt regulator. (BS2p40 Only!) Auxiliary Bank of General-purpose I/O pins: each can source and sink 30 mA. However, the total of all pins (including P0 – P15) should not exceed 75 mA (source or sink) if {21-36} X0-X15 using the internal 5-volt regulator. The total per 8-pin groups (P0 – P7, P8 – 15, X0 – X7 or X8 – X15) should not exceed 100 mA (source or sink) if using an external 5-volt regulator. 5-volt DC input/output: if an unregulated voltage is applied to the VIN pin, then this pin will output 5 volts. If no voltage is applied to 21 {37} VDD the VIN pin, then a regulated voltage between 4.5V and 5.5V should be applied to this pin. Reset input/output: goes low when power supply is less than approximately 4.2 volts, causing the BASIC Stamp to reset. Can 22 {38} RES be driven low to force a reset. This pin is internally pulled high and may be left disconnected if not needed. Do not drive high. System ground: (same as pin 4) connects to power supply’s 23 {39} VSS ground (GND) terminal. Unregulated power in: accepts 5.5 - 12 VDC (7.5 recommended), 24 {40} VIN which is then internally regulated to 5 volts. May be left unconnected if 5 volts is applied to the VDD (+5V) pin. NOTE: Pin numbers in braces {} are BS2p40 pin numbers.



See the "BASIC Stamp Programming Connections" section, below, for more information on the required programming connections between the PC and the BASIC Stamp.
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Introduction to the BASIC Stamps Development Boards We provide a number of development boards to make using the BASIC Stamps more convenient. Below is a short description of the boards and their intended use. Please refer to the development board’s documentation (if any) for more details.



BASIC Stamp 1 Carrier Board (Rev. E)



Reset



Figure 1.12: BASIC Stamp 1 Carrier Board (Rev. E) (shown with BS1-IC properly inserted) (27110)
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The BASIC Stamp 1 Carrier Board (also called the BS1 Carrier Board) is designed to accommodate the BS1-IC module. The BASIC Stamp 1 Carrier Board provides nearly the same form factor and prototyping space as with the BASIC Stamp 1 Rev. D, but with the added feature of the reset button. Figure 1.12 shows the BASIC Stamp 1 Carrier Board with the BS1-IC properly inserted into the socket. This board features a 3-pin programming header and 9-volt battery clips to connect a power source. A male, 14-pin 0.1” header (to the left of the through-hole array) allows access to all the BS1’s pins. The first two columns of solder pads (closest to the header) are connected to the respective header pin. All other solder pads are isolated from each other. The entire through-hole array is provided for permanent or semi-permanent circuit design.



1: Introduction to the BASIC Stamps BASIC Stamp 2 Carrier Board (Rev. B) The BASIC Stamp 2 Carrier Board (also called the BS2 Carrier Board) is designed to accommodate the BS2-IC, BS2e-IC and BS2sx-IC modules. The BASIC Stamp 2 Carrier Board provides ample prototyping space for simple or moderate circuits. Figure 1.13 shows the BASIC Stamp 2 Carrier Board with the BS2-IC properly inserted into the socket. This board features a DB9 programming connector, reset button, and 9-volt battery clips. Two male, 12-pin 0.1” headers (to the left and right of the chip socket) allows access to all the modules’s pins. The first two columns of solder pads (closest to the headers) are connected to the respective header pin. All other solder pads are isolated from each other. The entire through-hole array is provided for permanent or semi-permanent circuit design. Figure 1.13: BASIC Stamp 2 Carrier Board (Rev. B) (shown with BS2-IC properly inserted) (27120)
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Introduction to the BASIC Stamps BASIC Stamp Super Carrier (Rev. A) The BASIC Stamp Super Carrier board is designed to accommodate the BS1-IC, BS2-IC, BS2e-IC and BS2sx-IC modules. This board provides ample prototyping space for simple or moderate circuits. Figures 1.14 and 1.15 show the board with the BS1-IC or BS2-IC properly inserted into the sockets. NOTE: Do not power-up the board with a BS1-IC and a BS2-IC, BS2e-IC or BS2sx-IC inserted at the same time. This board features a 3pin programming connector (Stamp 1), DB9 programming connector (Stamp 2, 2e, 2sx), reset button, 9-volt battery clips, barrel connector, separate 5-volt regulator, and power LED. A female, 20-pin 0.1” socket allows access to all the module’s pins. Many of the solder pads (see Figure 1.16) are connected to each other in a fashion that allows breadboard-like assembly of circuits (examine the through-hole array carefully before soldering). Note: the barrel jack is designed for a center positive, 2.1 mm (pin) x 5.5 mm (barrel) plug.
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Figure 1.14: BASIC Stamp Super Carrier Board (Rev. A) (shown with BS1-IC properly inserted) (27130)
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1: Introduction to the BASIC Stamps Figure 1.15: BASIC Stamp Super Carrier Board (Rev. A) (shown with BS2-IC properly inserted) (27130)
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In the prototype area, upper and lower rows as well as two inner columns of solder pads are connected to Vdd and Vss to provide easy access to power. IC’s measuring from 0.3” to 0.7” in width can straddle the center power rails similar to a breadboard. The right-most column of solder pads is offset to accommodate components like RJ-11 and DB9 connectors. Figure 1.16: Prototype area of the BASIC Stamp Super Carrier Board (Rev. A) (black lines indicate interconnected solder pads)
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Introduction to the BASIC Stamps Board of Education (Rev. B)
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Figure 1.17: Board of Education (shown with BS2-IC properly inserted) (28102 or 28103)



13 12



6-9 VDC



Vss P1 P3 P5 P7 P9 P11 P13 P15 Vin



Vss P0 P2 P4 P6 P8 P10 Vin P12 Vss P14 Rst Vdd Vdd P15 P14 P13 P12 P11 P10 P9 P8



X4 Vdd



X1



Pwr



Reset



X5



Vin



Rev B Vss



X3



2.75“ (70 mm) 3.0“ (77.5 mm)



1.25“ (32 mm)



The Board of Education is designed to accommodate the BS2-IC, BS2e-IC and BS2sx-IC modules. This board provides a small breadboard for quickly prototyping simple or moderate circuits. Figure 1.17 shows the board with the BS2-IC properly inserted into the socket. This board features a, DB9 programming connector, reset button, 9-volt battery clips, barrel connector, separate 5-volt regulator, power LED, 4 servo connectors and a breadboard. Three female 0.1” sockets allow for access to all the module’s pins plus Vdd, Vin and Vss. Vdd is +5 volts and Vin is 6 – 9 volts (depending on your power supply). NOTE: the Vdd pin on the 20pin socket comes from the Vdd of the Stamp module (pin 21) while the 5 Vdd sockets above the breadboard come from the Board of Education’s 5-volt regulator. Use the 5 Vdd sockets for anything requiring more current than what the Stamp can provide. Also, the pins in the “red” row of the servo connectors are connected to Vin. Also note: the barrel jack is designed for a center positive, 2.1 mm (pin) x 5.5 mm (barrel) plug.
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1: Introduction to the BASIC Stamps BASIC Stamp Activity Board (Rev. C) The BASIC Stamp Activity Board (sometimes called BSAC) is designed to accommodate the BS1-IC, BS2-IC, BS2e-IC, BS2sx-IC and BS2p24-IC modules. This board provides a number of prewired components for quick prototyping of common, simple circuits. Figure 1.18 shows the board with the BS1-IC properly inserted into the socket (note that the X8 jumper must be in the "1" position). Figure 1.19 show the board with the BS2-IC properly inserted into the socket (note that the X8 jumper must be in the "2" position). This board features a, DB9 programming connector, reset button, barrel connector for power, power LED, 4 push-buttons, 4 LEDs, a piezo speaker a 10K potentiometer, an RJ-11 jack (for interfacing to an X10 powerline interface), an analog output pin and two 8-pin sockets for EEPROM and ADC chips. One female 0.1” socket allows for access to all the module’s pins plus Vdd, Vin and Vss. Vdd is +5 volts and Vin is 6 – 9 volts (depending on your power supply). Also note: the barrel jack is designed for a center positive, 2.1 mm (pin) x 5.5 mm (barrel) plug. Rev C
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Figure 1.18: BASIC Stamp Activity Board (shown with BS1-IC properly inserted). Note, the X8 jumper should be in the "1" position. (27905 or 27906)
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3.7“ (94 mm) 4.0“ (101.5 mm) The BASIC Stamp Activity Board is excellent for projects requiring buttons, LEDs, a speaker, etc. All the components are prewired and have labels next to them to indicate the I/O pin they are connected to. You can BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 23



Introduction to the BASIC Stamps find additional information on the board and source code for the BS1 and BS2 on the Parallax CD.
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Figure 1.19: BASIC Stamp Activity Board (shown with BS2-IC properly inserted). Note, the X8 jumper should be in the "2" position. (27905 or 27906)
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Other Boards Other development boards for the BASIC Stamps may now be available at this time. Please refer to any documentation available for those products for specific information.
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1: Introduction to the BASIC Stamps Guidelines and Precautions When using the BASIC Stamp, or any IC chip, please follow the guidelines below. 1.



2.



3.



Be alert to static sensitive devices and static-prone situations. a. The BASIC Stamp, like other IC’s, can be damaged by static discharge that commonly occurs touching grounded surfaces or other conductors. Environmental conditions (humidity changes, wind, static prone surfaces, etc) play a major role in the presence of random static charges. It is always recommended to use grounding straps and anti-static or static dissipative mats when handling devices like the BASIC Stamp. If the items above are not available, be sure to touch a grounded surface after you have approached the work area and before you handle static sensitive devices. Verify that all power is off before connecting/disconnecting. a. If power is connected to the BASIC Stamp or any device it is connected to while inserting or removing it from a circuit, damage to the BASIC Stamp or circuit could result. Verify BASIC Stamp orientation before connection to development boards and other circuits. a. Like other IC’s, the BASIC Stamp should be inserted in a specific orientation in relation to the development board or circuit. Powering the circuit with an IC connected backwards will likely damage the IC and/or other components in the circuit. Most IC’s have some form of a “pin 1 indicator” as do most IC sockets. This indicator usually takes the form of a dot, a half-circle, or the number 1 placed at or near pin 1 of the device. The BS1-IC has a “1” and a half-circle indicator on the backside of the module. Additionally, Figure 1.2 above indicates the pin numbering and labels. The 24-pin modules (BS2, BS2e, etc) have a half-circle indicator on the topside of the module (see Figure 1.20). This indicates (when holding the module with the halfcircle facing up, or north) that pin number one is the first BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 25



Introduction to the BASIC Stamps pin on the upper left of the device. The socket that accepts this 24-pin module also has a half-circle or notch on one end, indicating the correct orientation. See Figure 1.21 for other examples. Pin 1



Half-Circle (Pin 1 indicator)



“Dot” (Pin 1 indicator)



Insert pin 1 here



Half-Circle (Pin 1 indicator)



Insert pin 1 here “1” printed on PC board (Pin 1 indicator) 1



BASIC Stamp Programming Connections: Parallax, Inc. suggests using the cables provided in the BASIC Stamp Starter Kit for programming the BASIC Stamps. When those cables are not available, you may create your own by duplicating the following diagrams in your cables and circuits. Be very careful to follow these diagrams closely; it is quite common for programming problems with the BASIC Stamps to be a result of a poorly made custom cable or programming connections on your applications board. With the BS2, BS2e, BS2sx and BS2p programming connections, it is possible to reverse a couple of wires and still get positive results using some of the "connection" tests our Tech. Support team tries and yet you Page 26 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



Figure 1.20: Pin 1 Indicators BS2IC shown in the correct orientation in relation to a 24-pin socket.



Figure 1.21: Additional Examples of Pin 1 Indicators (chip and socket shown in the correct orientation in relation to each other)



1: Introduction to the BASIC Stamps still will not be able to communicate with the BASIC Stamp. It is vital that you check your connections with a meter and verify the pin numbering to avoid problems like this.



Figure 1.22: BS1 Programming Connections. Note: Though it is not shown, power must be



P A R A L L E L P O R T



°°°°°°°°°°°°° °°°°°°°°°°°°



P C



1 VIN 2 VSS 3 PC0 4 PCI 5 VDD 6 RES 7 P0 8 P1 9 P2 10 P3 11 P4 12 P5 13 P6 14 P7



25 GND 11 BUSY



2 DO



Note: The Parallel port is a 25-pin female connector, usually on the back of the computer.



BS1-IC



connected to the BS1 to program it. Figure 1.23: BS2, BS2e, BS2sx and BS2p Programming Connections. Note: Though it is not shown, power must be connected to the BASIC Stamp to program it. Also, the programming connections are the same for the BS2p40.
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Note: The serial port is a 9-pin, or 25-pin, male connector, usually on the back of the computer. Use a 25-pin to 9-pin adapter when trying to interface to a 9-pin cable.
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2: Quick Start Guide Quick Start Introduction This chapter is a quick start guide to connecting the BASIC Stamp to the PC and programming it. Without even knowing how the BASIC Stamp functions, you should be able to complete the exercise below. This exercise assumes you have a BASIC Stamp and one of the development boards shown in Chapter 1.



Connecting and Downloading 1) If the BASIC Stamp isn't already plugged into your development board, insert it into the appropriate socket as indicated in the "Development Boards" section of Chapter 1. Be careful to insert it in the correct orientation. NOTE: The BASIC Stamp 1 Rev. D is built into its own development board. 2) If using a BASIC Stamp 1, connect the 25-pin side of your programming cable to an available parallel port on your computer. Then connect the 3-pin side to the 3-pin programming header on the development board. See Figure 2.1 for an example. The 3-pin connector must be connected so that the arrows on one side of the plug line up with the arrows " 250.



Demo Program (FORNEXT.bs2)



2



' This example uses a FOR...NEXT loop to churn out a series of sequential squares ' (numbers 1, 2, 3, 4... raised to the second power) by using a variable to set the ' FOR...NEXT StepValue, and incrementing StepValue within the loop. Sir Isaac Newton ' is generally credited with the discovery of this technique. '{$STAMP BS2} Square VAR StepSize VAR loop.



BYTE BYTE



StepSize = 1 Square = 1 FOR Square = 1 TO 250 STEP StepSize DEBUG DEC ? Square StepSize = StepSize + 2 NEXT



'STAMP directive (specifies a BS2) ' FOR/NEXT counter and series of squares. ' Step size, which will increase by 2 each



' Show squares up to 250. ' Display on screen. ' Add 2 to StepSize ' Loop til square > 250.
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – FREQOUT FREQOUT
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FREQOUT Pin, Period, Freq1 {, Freq2}



Function Generate one or two sine-wave tones for a specified period. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This pin will be set to output mode. • Period is a variable/constant/expression (0 - 65535) specifying the amount of time to generate the tone(s). The unit of time for Period is described in Table 5.12. • Freq1 is a variable/constant/expression (0 – 32767) specifying frequency of the first tone. The unit of Freq1 is described in Table 5.12. • Freq2 is an optional argument exactly like Freq1. When specified, two frequencies will be mixed together on the specified I/O pin.



Quick Facts Table 5.12: FREQOUT Quick Facts.



Units in Period Units in Freq1 and Freq2 Range of frequency



BS2, BS2e 1 ms



BS2sx 0.4 ms



BS2p 0.265 ms



1 Hz



2.5 Hz



3.77 Hz



0 to 32767 Hz



0 to 81.917 kHz



0 to 123.531 kHz



Explanation FREQOUT generates one or two sine waves using a pulse-width modulation algorithm. The circuits shown in Figure 5.4 will filter the signal in order to play the tones through a speaker or audio amplifier. Here’s a simple FREQOUT command: SIMPLEST FORM OF FREQOUT.



FREQOUT 2, 1000, 2500



On the BS2, this command generates a 2500 Hz tone for 1 second (1000 ms) on I/O pin 2. See Table 5.12 for timing data on other BASIC Stamps. GENERATING TWO TONES AT ONCE.



To play two tones on the same I/O pin at once: BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 123



FREQOUT - BASIC Stamp Command Reference FREQOUT 2, 1000, 2500, 3000



This will generate a 2500 Hz and 3000 Hz tone (on the BS2) for 1 second. The frequencies will mix together for a chord- or bell-like sound. To generate a silent pause, specify frequency value(s) of 0. Figure 5.4: Example RC filter circuits for driving an audio amplifier or a speaker.



Driving an Audio Amplifier 1k



1k



Amplifier (e.g., Radio Shack



from I/O pin 0.1µF



0.01µF



Vss



277-1008C)



Vss



Vss



Driving a Speaker 10µF (both) from I/O pin



+ C1



+



C2



≥40Ω Speaker (or 8Ω in series with 33Ω resistor)



Vss Vss Notes: C1 may be omitted for piezo speakers C2 is optional, but reduces high-frequency noise



The circuits in Figure 5.4 work by filtering out the high-frequency PWM FREQUENCY CONSIDERATIONS. used to generate the sine waves. FREQOUT works over a very wide range of frequencies (as shown in Table 5.12) so at the upper end of its range, those PWM filters will also filter out most of the desired frequency. You may find it necessary to reduce values of the parallel capacitors shown in the circuit, or to devise a custom active filter for your application.



Demo Program (FREQOUT.bs2) ' This program plays "Mary Had a Little Lamb" by reading the notes from a LOOKUP table. ' It was designed to sound good on the piezo speaker that comes with the BASIC Stamp ' Activity Board. To demonstrate the effect of mixing sine waves, the first frequency ' is the musical note itself, while the second is 8 Hz lower. The difference creates a ' quiver (vibrato) on each note. Subtracting 8 from the note frequency poses a problem ' when the frequency is 0, because the BASIC Stamp's positive-integer math wraps around ' to 65528. FREQOUT would ignore the highest bit of this value and generate a frequency ' of 32760 Hz rather than a truly silent pause. Although humans can't hear 32762 Hz, ' slight imperfections in filtering will cause an audible noise in the speaker. To clean ' this up, we use the expression "(f-8) max 32768," which changes 65528 to 32768. FREQOUT ' discards the highest bit of 32768, which results in 0, the desired silent pause.
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – FREQOUT '{$STAMP BS2} i f C D E G R



VAR VAR CON CON CON CON CON



BYTE WORD 2092 2348 2636 3136 8



'STAMP directive (specifies a BS2) ' Counter for position in tune. ' Frequency of note for FREQOUT. ' C note ' D note ' E note ' G note ' Silent pause (rest).



FOR i = 0 TO 28 ' Play the 29 notes of the LOOKUP table. LOOKUP i,[E,D,C,D,E,E,E,R,D,D,D,R,E,G,G,R,E,D,C,D,E,E,E,E,D,D,E,D,C],f FREQOUT 11,225,f,(f-8) MAX 32768 NEXT STOP
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FREQOUT - BASIC Stamp Command Reference
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5: BASIC Stamp Command Reference – GET GET 2 e



2



sx



2 p



BS1



BS2



BS2e BS2sx BS2p



GET Location, Variable



Function Read value from Scratch Pad RAM Location and store in Variable. • Location is a variable/constant/expression (0 – 63 for Bs2e and BS2sx and 0 – 127 for BS2p) that specifies the Scratch Pad RAM location to read from. • Variable is a variable (usually a byte) to store the value into.



Quick Facts Table 5.13: GET Quick Facts.



BS2e, BS2sx Scratch Pad 64 bytes (0 – 63). Organized as RAM size and bytes only. organization General purpose 0 - 62 locations Special use location



Current program slot number in read-only location 63.



BS2p 128 bytes (0 – 127). Organized as bytes only. 0 – 126 Current program slot number in lowest nibble of read-only location 127. Current read/write slot number in highest nibble of location 127.



Explanation The GET command reads a byte-sized value from the specified Scratch Pad RAM location and stores it into Variable. All values in all locations can be retrieved from within any of the 8 program slots. USES FOR SCRATCH PAD RAM.



Scratch Pad RAM is useful for passing data to programs in other program slots and for additional workspace. It is different than regular RAM in that symbol names cannot be assigned directly to locations and each location is always configured as a byte only. The following code will read the value at location 25, store it in a variable called Temp and display it: Temp VAR BYTE GET 25, Temp DEBUG DEC Temp



SCRATCH PAD RAM LOCATIONS AND THEIR PURPOSE.



Scratch Pad RAM locations 0 though 62 are available for general use. The highest location (63 for BS2e and BS2sx and 127 for the BS2p) is a special, read-only, location that always contains the number of the currently running program slot. On the BS2p, the upper nibble of location 127 also BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 127



GET - BASIC Stamp Command Reference contains the current program slot that will be used for the READ and WRITE commands. See the demo program below for an example of use.



Demo Program (GETPUT1.bsx)



2 e



' This example demonstrates the use of the GET and PUT commands. First, location 63 ' is read using GET to display the currently running program number. Then a set of ' values are written (PUT) into locations 0 to 9. Afterwards, program number 1 is run. ' This program is a BS2sx project consisting of GETPUT1.bsx and GETPUT2.bsx. See the ' BASIC Stamp Project section in the manual for more information. '{$STAMP BS2sx, GETPUT2.BSX}



Value Index



VAR VAR



'STAMP directive (specifies a BS2sx and 'a second program, GETPUT2.BSX)



2



sx



2 p



NOTE: This is written for the BS2sx but can be used for the BS2e, and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, or BS2p.



BYTE BYTE



GET 63, Value DEBUG "Program #",DEC Value, CR FOR Index = 0 TO 9 Value = (Index + 3) * 8 PUT Index, Value DEBUG " Writing: ", DEC2 Value, " to location: ", DEC2 Index, CR NEXT RUN 1



Demo Program (GETPUT2.bsx)



2 e



' This example demonstrates the use of the GET and PUT commands. First, location 63 ' is read using GET to display the currently running program number. Then a set of ' values are read (GET) from locations 0 to 9 and displayed on the screen for verification. ' This program is a BS2sx project consisting of GETPUT1.bsx and GETPUT2.bsx. See the ' BASIC Stamp Project section in the manual for more information. '{$STAMP BS2sx} Value Index



VAR VAR



'STAMP directive (specifies a BS2sx) BYTE BYTE



GET 63, Value DEBUG CR, "Program #",DEC Value, CR FOR Index = 0 TO 9 GET Index, Value DEBUG " Reading: ", DEC2 Value, " from location: ", DEC2 Index, CR NEXT STOP
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NOTE: This is written for the BS2sx but can be used for the BS2e, and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, or BS2p.



5: BASIC Stamp Command Reference – GOSUB GOSUB 1
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GOSUB Address



Function Store the address of the next instruction after GOSUB, then go to the point in the program specified by Address; with the intention of returning to the stored address. • Address is a label that specifies where to go.



Quick Facts Table 5.14: GOSUB Quick Facts. Max. GOSUBs per program Max. nested GOSUBs



BS1



BS2, BS2e, BS2sx and BS2p



16



255



4



4



Explanation GOSUB is a close relative of GOTO, in fact, its name means, "GO to a SUBroutine". When a PBASIC program reaches a GOSUB, the program executes the code beginning at the specified address label. Unlike GOTO, GOSUB also stores the address of the instruction immediately following itself. When the program encounters a RETURN command, it interprets it to mean, “go to the instruction that follows the most recent GOSUB.” In other words, a GOSUB makes the BASIC Stamp do a similar operation as you do when you see a table or figure reference in this manual; 1) you remember where you are, 2) you go to the table or figure and read the information there, and 3) when you've reached the end of it, you "return" to the place you were reading originally. GOSUB CAN SAVE EEPROM (PROGRAM) SPACE.



GOSUB is mainly used to execute the same piece of code from multiple locations. If you have, for example, a block of three lines of code that need to be run from 10 different locations in your entire program you could simple copy and paste those three lines to each of those 10 locations. This would amount to a total of 30 lines of repetitive code (and extra space wasted in the program memory). A better solution is to place those three lines in a separate routine, complete with it's own label and followed by a RETURN command, then just use a GOSUB command at each of the 10 locations to access it. This technique can save a lot of program space. BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 129



GOSUB - BASIC Stamp Command Reference Try the example below: GOSUB Hello DEBUG "How are you?" END Hello: DEBUG "Hello my friend.", CR RETURN



The above code will start out by GOSUB'ing to the section of code beginning with the label Hello. It will print "Hello my friend." on the screen then RETURN to the line after the GOSUB… which prints "How are you?" and ENDs. There's another interesting lesson here; what would happen if we removed the END command from this example? Since the BASIC Stamp reads the code from left to right / top to bottom (like the English language) once it had returned to and run the "How are you?" line, it would naturally "fall into" the Hello routine again. Additionally, at the end of the Hello routine, it would see the RETURN again (although it didn't GOSUB to that routine this time) and because there wasn't a previous place to return to, the BASIC Stamp will start the entire program over again. This would cause an endless loop. The important thing to remember here is to always make sure your program doesn't allow itself to "fall into" a subroutine.



WATCH OUT FOR SUBROUTINES THAT YOUR PROGRAM CAN "FALL INTO."



1 NOTE: On the BS1, a RETURN without a GOSUB will return the program to the last GOSUB (or will end the program if no GOSUB was executed).



Only a limited number of GOSUBs are allowed per program (as shown in GOSUB LIMITATIONS. Table 5.14), but they may be nested only four levels deep. In other words, the subroutine that’s the destination of a GOSUB can contain a GOSUB to another subroutine, and so on, to a maximum depth (total number of GOSUBS before the first RETURN) of four. Any deeper, and the program will "forget" its way back to the starting point (the instruction following the very first GOSUB). When GOSUBS are nested, each RETURN takes the program back to the instruction after the most-recent GOSUB. As is mentioned above, if the BASIC Stamp encounters a RETURN without a previous GOSUB, the entire program starts over from the beginning. Take care to avoid these phenomena.
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5: BASIC Stamp Command Reference – GOSUB 1 Demo Program (GOSUB.bas) ' This program is a guessing game that generates a random number in a subroutine called ' PickANumber. It is written to stop after three guesses. To see a common bug associated ' with GOSUB, delete or comment out the line beginning with STOP after the FOR/NEXT ' loop. This means that after the loop is finished, the program will wander into the ' PickANumber subroutine. When the RETURN at the end executes, the program will go back ' to the beginning of the program. This will cause the program to execute endlessly. Make ' sure that your programs can't accidentally execute subroutines! '{$STAMP BS1} SYMBOL Rounds SYMBOL NumGen SYMBOL MyNum



= B2 = W0 = B3



NumGen = 11500



'STAMP directive (specifies a BS1) ' Number of reps. ' Random number holder (must be 16 bits). ' Random number, 1-10. ' Initialize random "seed"



FOR Rounds = 1 TO 3 ' Go three rounds. DEBUG CLS,"Pick a number from 1 to 10", CR GOSUB PickANumber ' Get a random number, 1-10. PAUSE 2000 ' Dramatic pause. DEBUG "My number was: ", #MyNum ' Show the number. PAUSE 2000 ' Another pause. NEXT END ' When done, stop execution here. ' Random-number subroutine. A subroutine is just a piece of code with the RETURN ' instruction at the end. Always make sure your program enters subroutines with a GOSUB. ' If you don't, the RETURN won't have the correct address, and your program will have a bug! PickANumber: RANDOM NumGen ' Stir up the bits of NumGen. DEBUG NumGen MyNum = NumGen / 6550 MIN 1 ' Scale to fit 1-10 range. RETURN ' Go back to the 1st instruction ' after the GOSUB that got us here.
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



Demo Program (GOSUB.bs2) ' This program is a guessing game that generates a random number in a subroutine called ' PickANumber. It is written to stop after three guesses. To see a common bug associated ' with GOSUB, delete or comment out the line beginning with STOP after the FOR/NEXT ' loop. This means that after the loop is finished, the program will wander into the ' PickANumber subroutine. When the RETURN at the end executes, the program will go back ' to the beginning of the program. This will cause the program to execute endlessly. Make ' sure that your programs can't accidentally execute subroutines! '{$STAMP BS2} Rounds VAR NumGen VAR MyNum VAR



NIB WORD NIB



'STAMP directive (specifies a BS2) ' Number of reps. ' Random-number holder (must be 16 bits). ' Random number, 1-10.
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GOSUB - BASIC Stamp Command Reference FOR Rounds = 1 TO 3 ' Go three rounds. DEBUG CLS,"Pick a number from 1 to 10", CR GOSUB PickANumber ' Get a random number, 1-10. PAUSE 2000 ' Dramatic pause. DEBUG "My number was: ", DEC MyNum ' Show the number. PAUSE 2000 ' Another pause. NEXT STOP ' When done, stop execution here. ' Random-number subroutine. A subroutine is just a piece of code with the RETURN ' instruction at the end. Always make sure your program enters subroutines with a GOSUB. ' If you don't, the RETURN won't have the correct address, and your program will have a bug! PickANumber: RANDOM NumGen ' Stir up the bits of NumGen. MyNum = NumGen / 6550 MIN 1 ' Scale to fit 1-10 range. RETURN ' Go back to the 1st instruction ' after the GOSUB that got us here.
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5: BASIC Stamp Command Reference – GOTO GOTO 1
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GOTO Address



Function Go to the point in the program specified by Address. • Address is a label that specifies where to go.



Quick Facts Table 5.15: GOTO Quick Facts. Max. GOTOs per program



BS1, BS2, BS2e, BS2sx and BS2p Unlimited, but good programming practices suggest using the least amount possible.



Explanation The GOTO command makes the BASIC Stamp execute the code that starts at the specified Address location. The BASIC Stamp reads PBASIC code from left to right / top to bottom, just like in the English language. The GOTO command forces the BASIC Stamp to jump to another section of code. A common use for GOTO is to create endless loops; programs that repeat a group of instructions over and over. For example: Loop: DEBUG "Hi", CR GOTO Loop



The above code will print "Hi" on the screen, over and over again. The GOTO Loop line simply tells it to go back to the code that begins with the label Loop.
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NOTE: This is written for the BS2 but can be used for the BS1, BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS1, BS2e, BS2sx or BS2p.



Demo Program (GOTO.bs2) ' This program is not very practical, but demonstrates the use of GOTO to jump around ' the code. This code jumps between three different routines, each of which print ' something different on the screen. The routines are out of order for this example. '{$STAMP BS2}



'STAMP directive (specifies a BS2)



GOTO Routine1 Routine2: DEBUG "We're in routine #2",CR PAUSE 1000
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GOTO - BASIC Stamp Command Reference GOTO Routine3 Routine1: DEBUG "We're in routine #1",CR PAUSE 1000 GOTO Routine2 Routine3: DEBUG "We're in routine #3",CR PAUSE 1000 GOTO Routine1
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5: BASIC Stamp Command Reference – HIGH HIGH 1
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1 NOTE: Expressions are not allowed as arguments on the BS1. The range of the Pin argument on the BS1 is 0 – 7.
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HIGH Pin



Function Make the specified pin output high. • Pin is a variable/constant/expression (0 – 15) that specifies which I/O pin to set high. This pin will be placed into output mode.



Explanation The HIGH command sets the specified pin to 1 (a +5 volt level) and then sets its mode to output. For example, HIGH 6



does exactly the same thing as: OUT6 = 1 DIR6 = 1



Using the HIGH command is faster, in this case. Connect an LED and a resister as shown in Figure 5.5 for the demo program below. Figure 5.5: Example LED Circuit.



P0 LED



470 Ω



Vss
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HIGH - BASIC Stamp Command Reference Demo Program (HIGH.bs2) ' This simple program sets I/O pin 0 high for 1/2 second and low for 1/2 second ' in an endless loop. '{$STAMP BS2} 'STAMP directive (specifies a BS2) Loop: HIGH 0 PAUSE 500 LOW 0 PAUSE 500 GOTO Loop
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NOTE: This is written for the BS2 but can be used for the BS1, BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS1, BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – I2CIN I2CIN 2 p



BS1



BS2



BS2e BS2sx BS2p



I2CIN Pin, SlaveID, Address {\LowAddress}, [InputData]



Function 2



Receive data from a device using the I C protocol. • Pin is a variable/constant/expression (0 or 8) that specifies which 2 I/O pins to use. I C devices require two I/O pins to communicate. The Pin argument serves a double purpose; specifying the first pin (for connection to the chip's SDA pin) and, indirectly, the other required pin (for connection to the chip's SCL pin). See explanation below. Both I/O pins will be toggled between output and input mode during the I2CIN command and both will be set to input mode by the end of the I2CIN command. • SlaveID is a variable/constant/expression (0 – 255) indicating the 2 unique ID of the I C chip. • Address is a variable/constant/expression (0 – 255) indicating the 2 desired address within the I C chip to receive data from. The Address argument may be used with the optional LowAddress argument to indicate a word-sized address value. • LowAddress is a variable/constant/expression (0 – 255) indicating 2 the low-byte of the word-sized address within the I C chip to receive data from. This argument must be used along with the Address argument. • InputData is a list of variables and modifiers that tells I2CIN what to do with incoming data. I2CIN can store data in a variable or array, interpret numeric text (decimal, binary, or hex) and store the corresponding value in a variable, wait for a fixed or variable sequence of bytes, or ignore a specified number of bytes. These actions can be combined in any order in the InputData list.



Quick Facts Table 5.16: I2CIN Quick Facts.



BS2p 0 or 8



Values for Pin I/O pin arrangement



When Pin is 0: 0: Serial Data (SDA) pin 1: Serial Clock (SCL) pin



When Pin is 8: 8: Serial Data (SDA) pin 9: Serial Clock (SCL) pin



Transmission Rate



Approximately 81 kbits/sec (not including overhead).



Special notes



Both the SDA and SCL pins must have 4.7 KΩ pull-up resisters. The I2CIN command does not allow for multiple masters. The BASIC Stamp cannot operate as an I2C slave device.
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I2CIN - BASIC Stamp Command Reference Explanation 2



The I C protocol is a form of synchronous serial communication developed by Phillips Semiconductors. It only requires two I/O pins and both pins 2 can be shared between multiple I C devices. The I2CIN command allows 2 the BASIC Stamp to receive data from an I C device. The following is an example of the I2CIN command:



A SIMPLE I2CIN EXAMPLE.



Result VAR BYTE I2CIN 0, $A1, 0, [Result] 2



This code will transmit a "read" command to an I C device (connected to I/O pins 0 and 1) and then will receive one byte and store it in the variable Result. Though it may seem strange, the I2CIN command first transmits some data and then receives data. It must first transmit information (ID, 2 read/write and address) in order to tell the I C device what information it would like to receive. The exact information transmitted ($A1, 0) depends 2 on the I C device that is being used. The above example will read a byte of data from location 0 of a 24LC16B EEPROM from Microchip. Figure 5.6 shows the proper wiring for this example to work. The SlaveID argument ($A1) is both the ID of the chip and the command to read from the chip; the 1 means read. The Address argument (0) is the EEPROM location to read from. SDA



P0



SCL



P1



Vdd 4.7 kΩ 1 2 3 4



Vss



8 7 6 5



Figure 5.6: Example Circuit for the I2CIN command and a 24LC16B EEPROM. Note: The 4.7 KΩ Ω resisters are required for the I2CIN command to function properly.



4.7 kΩ



24LC16B (DIP)



The I2CIN command's InputData argument is similar to the SERIN RECEIVING FORMATTED DATA. command's InputData argument. This means data can be received as ASCII character values, decimal, hexadecimal and binary translations and string data as in the examples below. (Assume the 24LC16B EEPROM is used and it has the string, "Value: 3A:101" stored, starting at location 0). Page 138 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – I2CIN Value I2CIN I2CIN I2CIN I2CIN I2CIN



VAR BYTE(13) 0, $A1, 0, [Value] 0, $A1, 0, [DEC Value] 0, $A1, 0, [HEX Value] 0, $A1, 0, [BIN Value] 0, $A1, 0, [STR Value\13]



'receive the ASCII value for "V" 'receive the number 3. 'receive the number $3A. 'receive the number %101. 'receive the string "Value: 3A:101"



Tables 5.17 and 5.18 list all the available conversion formatters and special formatters available to the I2CIN command. See the SERIN command for additional information and examples of their use. Table 5.17: I2CIN Conversion Formatters.



Conversion Formatter



Type of Number



Numeric Characters Accepted



Notes



Decimal, optionally limited to 1 – 0 through 9 1 5 digits Signed decimal, optionally SDEC{1..5} -, 0 through 9 1,2 limited to 1 – 5 digits Hexadecimal, optionally limited HEX{1..4} 0 through 9, A through F 1,3 to 1 – 4 digits SHEX{1..4} Signed hexadecimal, optionally -, 0 through 9, A through F 1,2,3 limited to 1 – 4 digits Indicated hexadecimal, IHEX{1..4} $, 0 through 9, A through F 1,3,4 optionally limited to 1 – 4 digits Signed, indicated hexadecimal, ISHEX{1..4} -, $, 0 through 9, A through F 1,2,3,4 optionally limited to 1 – 4 digits Binary, optionally limited to BIN{1..16} 0, 1 1 1 – 16 digits Signed binary, optionally limited SBIN{1..16} -, 0, 1 1,2 to 1 – 16 digits Indicated binary, optionally IBIN{1..16} %, 0, 1 1,4 limited to 1 – 16 digits Signed, indicated binary, ISBIN{1..16} -, %, 0, 1 1,2,4 optionally limited to 1 – 16 digits 1 All numeric conversions will continue to accept new data until receiving either the specified number of digits (ex: three digits for DEC3) or a non-numeric character. 2 To be recognized as part of a number, the minus sign (-) must immediately precede a numeric character. The minus sign character occurring in non-numeric text is ignored and any character (including a space) between a minus and a number causes the minus to be ignored. 3 The hexadecimal formatters are not case-sensitive; “a” through “f” means the same as “A” through “F”. 4 Indicated hexadecimal and binary formatters ignore all characters, even valid numerics, until they receive the appropriate prefix ($ for hexadecimal, % for binary). The indicated formatters can differentiate between text and hexadecimal (ex: ABC would be interpreted by HEX as a number but IHEX would ignore it unless expressed as $ABC). Likewise, the binary version can distinguish the decimal number 10 from the binary number %10. A prefix occurring in non-numeric text is ignored, and any character (including a space) between a prefix and a number causes the prefix to be ignored. Indicated, signed formatters require that the minus sign come before the prefix, as in -$1B45. DEC{1..5}



BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 139



I2CIN - BASIC Stamp Command Reference Table 5.18: I2CIN Special Action Input a character string of length L into an array. If specified, an Formatters. STR ByteArray \L {\E} end character E causes the string input to end before reaching length L. Remaining bytes are filled with 0s (zeros). Wait for a sequence of bytes matching a string stored in an array variable, optionally limited to L characters. If the optional L WAITSTR ByteArray {\L} argument is left off, the end of the array-string must be marked by a byte containing a zero (0). SKIP Length Ignore Length bytes of characters. Special Formatter



2 The I C protocol has a well-defined standard for the information passed at THE I C PROTOCOL FORMAT. the start of each transmission. First of all, any information sent must be transmitted in units of 1 byte (8-bits). The first byte, we call the SlaveID, is an 8-bit pattern whose upper 7-bits contain the unique ID of the device you wish to communicate with. The lowest bit indicates whether this is a write operation (0) or a read operation (1). Figure 5.7 shows this format. 2
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A1



A0 R/W



Figure 5.7: SlaveID Format.



The second byte, immediately following the SlaveID, is the Address. It indicates the 8-bit address (within the device) containing the data you would like to receive. Some devices require more than 8 bits of address. For this case, the USING LONG ADDRESSES. optional LowAddress argument can be used for the low-byte of the required address. When using the LowAddress argument, the Address argument is effectively the high-byte of the address value. For example, if the entire address value is 2050, use 8 for the Address argument and 2 for the LowAddress argument (8 * 256 + 2 = 2050). Following the last address byte is the first byte of data. This data byte may be transmitted or received by the BASIC Stamp. In the case of the I2CIN command, this data byte is transmitted by the device and received by the BASIC Stamp. Additionally, multiple data bytes can follow the address, 2 depending on the I C device. Note that every device has different limitations regarding how may contiguous bytes they can receive or transmit in one session. Be aware of these device limitations and program accordingly. Page 140 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – I2CIN 2



Every I C transmission session begins with a Start Condition and ends with a Stop Condition. Additionally, immediately after every byte is transmitted, an extra clock cycle is used to send or receive an acknowledgment signal (ACK). All of these operations are automatically taken care of by the I2CIN command so that you need not be concerned 2 with them. The general I C transmission format is shown in Figure 5.8.



START AND STOP CONDITIONS AND ACKNOWLEDGMENTS.



Figure 5.8: I2C Transmission Format. S T A R T



B U S SlaveID



S a6 a5 a4 a3 a2 a1 a0 rw



A C K



Address a7 a6 a5 a4 a3 a2 a1 a0



A C K



Data



S F A T R C O E K P E



d7 d6 d5 d4 d3 d2 d1 d0



P



NOTES: S = Start Condition P = Stop Condition a = id or address bit 2 d = data bit (transmitted by the BASIC Stamp or the I C device) ACK = Acknowledge signal. (Most acknowledge signals are generated by the I2C device)



SPECIAL NOTE ABOUT I2CIN INPLIMENTATION.



Since the I2CIN command is intended for input only, it actually overrides the "R/W" bit (bit 0) in the SlaveID argument. This is done so that it can 2 use the I C protocol's "Combined Format" for receiving data. Put simply, this means a command such as: I2CIN 0, $A1, 10, [Result] actually transmits $A0, then 10, then $A1 and then it reads the data back from the device. The $A0 means "write", the 10 is the address to write to and, finally, the $A1 indicates a change of direction; to "read" the location, instead. Even though the I2CIN command really doesn't care what the value of the SlaveID's LSB is, it is suggested that you still set it appropriately for clarity. 2



Also note that the I2CIN command does not support multiple I C masters 2 and the BASIC Stamp cannot operate as an I C slave device. 2 p



Demo Program (I2C.bsp) ' This program demonstrates writing and reading every location in the 24LC16B EEPROM ' using the BS2p's I2C commands. Connect the BS2p to the 24LC16B DIP EEPROM as ' shown in the diagram in the I2CIN or I2COUT command description. '{$STAMP BS2p}



'STAMP directive (specifies a BS2p)
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I2CIN - BASIC Stamp Command Reference Idx Check Result



VAR VAR VAR



WORD NIB BYTE(16)



'Index variable for address 'Index for checking returned values '16-byte array for returned value



WriteToEEPROM: DEBUG "Writing...", CR PAUSE 2000 FOR Idx = 0 TO 2047 STEP 16 'For all 2K locations, I2COUT 0, $A0+((Idx>>8)*2), Idx, [REP Idx>>4\16] 'Write 16 bytes at once PAUSE 5 DEBUG "Addr: ", DEC4 Idx, "-", DEC4 Idx+15, " Value: ", DEC3 Idx>>4 & $FF, CR NEXT PAUSE 2000 ReadFromEEPROM: DEBUG CR, "Reading...", CR PAUSE 2000 FOR Idx = 0 TO 2047 STEP 16 'For all 2K locations, I2CIN 0, $A1+((Idx>>8)*2), Idx, [STR Result\16] 'Read 16 bytes at once FOR Check = 0 TO 15 'Check all 16 for IF Result(Check) Idx>>4 & $FF THEN Error 'accuracy, stop if error NEXT DEBUG "Addr: ", DEC4 Idx, "-", DEC4 Idx+15, " Value: ", DEC3 Result, CR NEXT PAUSE 1000 DEBUG CR, " All Locations PASSED!" STOP Error: DEBUG "Error at location: ", DEC4 Idx+Check, CR DEBUG "Found: ", DEC3 Result(Check), " Expected: ", DEC3 Idx>>4 & $FF STOP
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5: BASIC Stamp Command Reference – I2COUT I2COUT 2 p



BS1



BS2



BS2e BS2sx BS2p



I2COUT Pin, SlaveID, Address {\LowAddress}, [OutputData]



Function 2



Send data to a device using the I C protocol. • Pin is a variable/constant/expression (0 or 8) that specifies which 2 I/O pins to use. I C devices require two I/O pins to communicate. The Pin argument serves a double purpose; specifying the first pin (for connection to the chip's SDA pin) and, indirectly, the other required pin (for connection to the chip's SCL pin). See explanation below. Both I/O pins will be toggled between output and input mode during the I2COUT command and both will be set to input mode by the end of the I2COUT command. • SlaveID is a variable/constant/expression (0 – 255) indicating the 2 unique ID of the I C chip. • Address is a variable/constant/expression (0 – 255) indicating the 2 desired address within the I C chip to send data to. The Address argument may be used with the optional LowAddress argument to indicate a word-sized address value. • LowAddress is a variable/constant/expression (0 – 255) indicating 2 the low-byte of the word-sized address within the I C chip to receive data from. This argument must be used along with the Address argument. • OutputData is a list of variables, constants, expressions and formatters that tells I2COUT how to format outgoing data. I2COUT can transmit individual or repeating bytes, convert values into decimal, hexadecimal or binary text representations, or transmit strings of bytes from variable arrays. These actions can be combined in any order in the OutputData list.



Quick Facts Table 5.19: I2COUT Quick Facts.



BS2p 0 or 8



Values for Pin I/O pin arrangement



When Pin is 0: 0: Serial Data (SDA) pin 1: Serial Clock (SCL) pin



When Pin is 8: 8: Serial Data (SDA) pin 9: Serial Clock (SCL) pin



Transmission Rate



Approximately 81 kbits/sec (not including overhead).



Special notes



Both the SDA and SCL pins must have 4.7 KΩ pull-up resisters. The I2COUT command does not allow for multiple masters. The BASIC Stamp cannot operate as an I2C slave device.
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I2COUT - BASIC Stamp Command Reference Explanation 2



The I C protocol is a form of synchronous serial communication developed by Phillips Semiconductors. It only requires two I/O pins and both pins 2 can be shared between multiple I C devices. The I2COUT command 2 allows the BASIC Stamp to send data to an I C device. The following is an example of the I2COUT command:



A SIMPLE I2COUT EXAMPLE.



I2COUT 0, $A0, 5, [100] 2



This code will transmit a "write" command to an I C device (connected to I/O pins 0 and 1), followed by an address of 5 and finally will transmit the number 100. The above example will write a byte of data to location 5 of a 24LC16B EEPROM from Microchip. Figure 5.9 shows the proper wiring for this example to work. The SlaveID argument ($A0) is both the ID of the chip and the command to write to the chip; the 0 means write. The Address argument (5) is the EEPROM location to write to. SDA



P0



SCL



P1



Vdd 4.7 kΩ 1 2 3 4



Vss



8 7 6 5



Figure 5.9: Example Circuit for the I2COUT command and a 24LC16B EEPROM. Note: The 4.7 KΩ Ω resisters are required for the I2COUT command to function properly.



4.7 kΩ



24LC16B (DIP)



The I2COUT command's OutputData argument is similar to the DEBUG SENDING AND FORMATTING DATA. and SEROUT command's OutputData argument. This means data can be sent as literal text, ASCII character values, repetitive values, decimal, hexadecimal and binary translations and string data as in the examples below. (Assume the 24LC16B EEPROM is being used).
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5: BASIC Stamp Command Reference – I2COUT Value VAR BYTE Value = 65 I2COUT 0, $A0, 0, [Value] 'send the ASCII value for "A" I2COUT 0, $A0, 0, [REP Value\5] 'send the ASCII value for "A" five times, ie: "AAAAA" I2COUT 0, $A0, 0, [DEC Value] 'send two characters, "6" and "5" I2COUT 0, $A0, 0, [HEX Value] 'send two characters, "4" and "1" I2COUT 0, $A0, 0, [BIN Value] 'send seven characters, "1000001"



Tables 5.20 and 5.21 list all the available conversion formatters and special formatters available to the I2COUT command. See the DEBUG and SEROUT commands for additional information and examples of their use. Table 5.20: I2COUT Conversion Formatters.



Conversion Formatter DEC{1..5} SDEC{1..5} HEX{1..4} SHEX{1..4} IHEX{1..4}



Type of Number



Notes



Decimal, optionally fixed to 1 – 5 digits 1 Signed decimal, optionally fixed to 1 – 5 digits 1,2 Hexadecimal, optionally fixed to 1 – 4 digits 1 Signed hexadecimal, optionally fixed to 1 – 4 digits 1,2 Indicated hexadecimal, optionally fixed to 1 – 4 digits ($ prefix) 1 Signed, indicated hexadecimal, optionally fixed to 1 – 4 digits 1,2 ISHEX{1..4} ($ prefix) BIN{1..16} Binary, optionally fixed to 1 – 16 digits 1 SBIN{1..16} Signed binary, optionally fixed to 1 – 16 digits 1,2 IBIN{1..16} Indicated binary, optionally fixed to 1 – 16 digits (% prefix) 1 ISBIN{1..16} Signed, indicated binary, optionally fixed to 1 – 16 digits (% prefix) 1,2 1 Fixed-digit formatters like DEC4 will pad the number with leading 0s if necessary; ex: DEC4 65 sends 0065. If a number is larger than the specified number of digits, the leading digits will be dropped; ex: DEC4 56422 sends 6422. 2 Signed modifiers work under two's complement rules. Table 5.21: I2COUT Special Formatters.



Special Formatter ?



ASC ?



STR ByteArray {\L}



REP Byte \L



THE I2C PROTOCOL FORMAT.



Action Displays "symbol = x' + carriage return; where x is a number. Default format is decimal, but may be combined with conversion formatters (ex: BIN ? x to display "x = binary_number"). Displays "symbol = 'x'" + carriage return; where x is an ASCII character. Send character string from an array. The optional \L argument can be used to limit the output to L characters, otherwise, characters will be sent up to the first byte equal to 0 or the end of RAM space is reached. Send a string consisting of Byte repeated L times (ex: REP "X"\10 sends "XXXXXXXXXX").



2



The I C protocol has a well-defined standard for the information passed at the start of each transmission. First of all, any information sent must be transmitted in units of 1 byte (8-bits). The first byte, we call the SlaveID, is an 8-bit pattern whose upper 7-bits contain the unique ID of the device BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 145



I2COUT - BASIC Stamp Command Reference you wish to communicate with. The lowest bit indicates whether this is a write operation (0) or a read operation (1). Figure 5.10 shows this format. 7



6



5



4



3



2



1



0



A6



A5



A4



A3



A2



A1



A0 R/W



Figure 5.10: SlaveID Format.



The second byte, immediately following the SlaveID, is the Address. It indicates the 8-bit address (within the device) you would like to send data to. Some devices require more than 8 bits of address. For this case, the USING LONG ADDRESSES. optional LowAddress argument can be used for the low-byte of the required address. When using the LowAddress argument, the Address argument is effectively the high-byte of the address value. For example, if the entire address value is 2050, use 8 for the Address argument and 2 for the LowAddress argument (8 * 256 + 2 = 2050). Following the last address byte is the first byte of data. This data byte may be transmitted or received by the BASIC Stamp. In the case of the I2COUT command, this data byte is transmitted by the BASIC Stamp and received by the device. Additionally, multiple data bytes can follow the address, 2 depending on the I C device. Note that every device has different limitations regarding how may contiguous bytes they can receive or transmit in one session. Be aware of these device limitations and program accordingly.
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5: BASIC Stamp Command Reference – I2COUT 2



Every I C transmission session begins with a Start Condition and ends with a Stop Condition. Additionally, immediately after every byte is transmitted, an extra clock cycle is used to send or receive an acknowledgment signal (ACK). All of these operations are automatically taken care of by the I2CIN command so that you need not be concerned 2 with them. The general I C transmission format is shown in Figure 5.11.



START AND STOP CONDITIONS AND ACKNOWLEDGMENTS.



Figure 5.11: I2C Transmission Format.



S T A R T



B U S SlaveID



A C K



S a6 a5 a4 a3 a2 a1 a0 rw



A C K



Address a7 a6 a5 a4 a3 a2 a1 a0



Data



S F A T R C O E K P E



d7 d6 d5 d4 d3 d2 d1 d0



P



NOTES: S = Start Condition P = Stop Condition a = id or address bit 2 d = data bit (transmitted by the BASIC Stamp or the I C device) ACK = Acknowledge signal. (Most acknowledge signals are generated by the I2C device)



SPECIAL NOTE ABOUT I2COUT INPLIMENTATION.



Since the I2COUT command is intended for output only, it actually overrides the "R/W" bit (bit 0) in the SlaveID argument. This is done to avoid device conflicts should the value be mistyped. Put simply, this means commands such as: I2COUT 0, $A0, 10, [0] and I2COUT 0, $A1, 10, [0] both transmit the same thing ($A0, then 10, then the data). Even though the I2COUT command really doesn't care what the value of the SlaveID's LSB is, it is suggested that you still set it appropriately for clarity. 2



Also note that the I2COUT command does not support multiple I C 2 masters and the BASIC Stamp cannot operate as an I C slave device. 2 p



Demo Program (I2C.bsp) ' This program demonstrates writing and reading every location in the 24LC16B EEPROM ' using the BS2p's I2C commands. Connect the BS2p to the 24LC16B DIP EEPROM as ' shown in the diagram in the I2CIN or I2COUT command description. '{$STAMP BS2p} Idx Check Result



VAR VAR VAR



'STAMP directive (specifies a BS2p) WORD NIB BYTE(16)



'Index variable for address 'Index for checking returned values '16-byte array for returned value



WriteToEEPROM:
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I2COUT - BASIC Stamp Command Reference DEBUG "Writing...", CR PAUSE 2000 FOR Idx = 0 TO 2047 STEP 16 'For all 2K locations, I2COUT 0, $A0+((Idx>>8)*2), Idx, [REP Idx>>4\16] 'Write 16 bytes at once PAUSE 5 DEBUG "Addr: ", DEC4 Idx, "-", DEC4 Idx+15, " Value: ", DEC3 Idx>>4 & $FF, CR NEXT PAUSE 2000 ReadFromEEPROM: DEBUG CR, "Reading...", CR PAUSE 2000 FOR Idx = 0 TO 2047 STEP 16 'For all 2K locations, I2CIN 0, $A1+((Idx>>8)*2), Idx, [STR Result\16] 'Read 16 bytes at once FOR Check = 0 TO 15 'Check all 16 for IF Result(Check) Idx>>4 & $FF THEN Error 'accuracy, stop if error NEXT DEBUG "Addr: ", DEC4 Idx, "-", DEC4 Idx+15, " Value: ", DEC3 Result, CR NEXT PAUSE 1000 DEBUG CR, " All Locations PASSED!" STOP Error: DEBUG "Error at location: ", DEC4 Idx+Check, CR DEBUG "Found: ", DEC3 Result(Check), " Expected: ", DEC3 Idx>>4 & $FF STOP
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5: BASIC Stamp Command Reference – IF…THEN IF…THEN 1



2



2 e



2



sx



2 p



BS1



BS2



BS2e BS2sx BS2p



IF Condition THEN Address



Function Evaluate Condition and, if it is true, go to the point in the program marked by Address. • Condition is a statement, such as “x = 7” that can be evaluated as true or false. The Condition can be a very simple or very complex relationship, as described below. • Address is a label that specifies where to go in the event that Condition is true.



Quick Facts Table IF…THEN Facts. NOTE:5.22: Expressions areQuick not allowed as arguments on the BS1. The range of the Pin argument on the



Comparison operators Conditional logic operators



BS1



BS2, BS2e, BS2sx and BS2p



=, , >, =, , =, < >= ) is used in the following example: Value VAR Result VAR Value = 17 Result = 15



BYTE NIB



LOOKDOWN Value, >[26, 177, 13, 1, 0, 17, 99], Result DEBUG "Value greater than item ", DEC Result, " in list"



DEBUG prints, “Value greater than item 2 in list” because the first item the value 17 is greater than is 13 (which is item 2 in the list). Value is also greater than items 3 and 4, but these are ignored, because LOOKDOWN only cares about the first item that matches the criteria. This can require a certain amount of planning in devising the order of the list. See the demo program below. WATCH OUT FOR UNSIGNED MATH ERRORS WHEN USING THE COMPARISON OPERATORS.



LOOKDOWN comparison operators use unsigned 16-bit math. They will not work correctly with signed numbers, which are represented internally as two’s complement (large 16-bit integers). For example, the two’s complement representation of -99 is 65437. So although -99 is certainly less than 0, it would appear to be larger than zero to the LOOKDOWN comparison operators. The bottom line is: Don’t used signed numbers with LOOKDOWN comparisons.
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LOOKDOWN - BASIC Stamp Command Reference ComparisonOp Symbol = > < >= >1*100-25+((CPerC*100-(CRem*100))/CPerC) DEBUG HOME, DEC3 Temp/100, ".", DEC2 Temp-(Temp/100*100), " C", CR 'Calculate temperature in degrees F Temp = Temp*/461+3200 DEBUG DEC3 Temp/100, ".", DEC2 Temp-(Temp/100*100), " F" GOTO Start
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OWIN - BASIC Stamp Command Reference
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5: BASIC Stamp Command Reference – OWOUT OWOUT 2 p



BS1



BS2



BS2e BS2sx BS2p



OWOUT Pin, Mode, [OutputData]



Function Send data to a device using the 1-wire protocol. • Pin is a variable/constant/expression (0 – 15) that specifies which I/O pin to use. 1-wire devices require only one I/O pin (called DQ) to communicate. This I/O pin will be toggled between output and input mode during the OWOUT command and will be set to input mode by the end of the OWOUT command. • Mode is a variable/constant/expression (0 – 15) indicating the mode of data transfer. The Mode argument controls placement of reset pulses (and detection of presence pulses) as well as byte vs. bit input and normal vs. high speed. See explanation below. • OutputData is a list of variables and modifiers that tells OWOUT how to format outgoing data. OWOUT can transmit individual or repeating bytes, convert values into decimal, hexadecimal or binary text representations, or transmit strings of bytes from variable arrays. These actions can be combined in any order in the OutputData list.



Quick Facts Table 5.48: OWOUT Quick Facts.



BS2p Transmission Rate Special notes



Approximately 20 kbits/sec (low speed, not including reset pulse) The DQ pin (specified by Pin) must have a 4.7 KΩ pull-up resister.



Explanation The 1-wire protocol is a form of asynchronous serial communication developed by Dallas Semiconductor. It only requires one I/O pin and that pin can be shared between multiple 1-wire devices. The OWOUT command allows the BASIC Stamp to send data to a 1-wire device. A SIMPLE OWOUT EXAMPLE.



The following is an example of the OWOUT command: OWOUT 0, 1, [$4E]



This code will transmit a "reset" pulse to a 1-wire device (connected to I/O pin 0) and then will detect the device's "presence" pulse and then transmit one byte (the value $4E). BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 205



OWOUT - BASIC Stamp Command Reference The Mode argument is used to control placement of reset pulses (and detection of presence pulses) and to designate byte vs. bit input and normal vs. high speed. Figure 5.21 shows the meaning of each of the 4 bits of Mode. Table 5.49 shows just some of the 16 possible values and their effect. Byte/Bit Transfer 0=byte 1=bit



Back-End Reset 0=no reset 1=generate reset after data



Low/High Speed 0=low 1=high



Front-End Reset 0=no reset 1=generate reset before data 3



2



1



Low/Hi Byte/Bit BERes



Mode 0 1 2 3 4 5 8 9



Figure 5.21: Mode Format.



0 FERes



Effect No Reset, Byte mode, Low speed Reset before data, Byte mode, Low speed Reset after data, Byte mode, Low speed Reset before and after data, Byte mode, Low speed No Reset, Bit mode, Low speed Reset before data, Bit mode, Low speed No Reset, Byte mode, High speed Reset before data, Byte mode, High speed



The proper value for Mode depends on the 1-wire device and the portion of the communication you're working on. Please consult the data sheet for the device in question to determine the correct value for Mode. In many cases, however, when using the OWOUT command, Mode should be set for a Front-End Reset (to initialize the transaction). This may vary due to device and application requirements, however. When using the Bit (rather than Byte) mode of data transfer, all variables in the OutputData argument will only transmit one bit. For example, the following code could be used to send two bits using this mode:
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Table 5.49: OWOUT Common Mode Values.



5: BASIC Stamp Command Reference – OWOUT FirstBit VAR BIT SecondBit VAR BIT FirstBit = 0 SecondBit = 1 OWOUT 0, 5, [FirstBit, SecondBit]



In the code above, we chose the value "6" for Mode. This sets Bit transfer and Front-End Reset modes. Also, we could have chosen to make the FirstBit and SecondBit variables each a byte in size, but the BASIC Stamp would still only use the their lowest bit (BIT0) as the value to transmit in the OWOUT command (due to the Mode we chose). SENDING AND FORMATTING DATA.



The OWOUT command's OutputData argument is similar to the DEBUG and SEROUT command's OutputData argument. This means data can be sent as literal text, ASCII character values, repetitive values, decimal, hexadecimal and binary translations and string data as in the examples below. (Assume a 1-wire device is used and that it transmits the string, "Value: 3A:101" every time it receives a Front-End Reset pulse). Value VAR BYTE Value = 65 OWOUT 0, 1, [Value] OWOUT 0, 1, [REP Value\5] OWOUT 0, 1, [DEC Value] OWOUT 0, 1, [HEX Value] OWOUT 0, 1, [BIN Value]



'send the ASCII value for "A" 'send the ASCII value for "A" five times, ie: "AAAAA" 'send two characters, "6" and "5" 'send two characters, "4" and "1" 'send seven characters, "1000001"



Tables 5.50 and 5.51 list all the available special formatters and conversion formatters available to the OWOUT command. See the DEBUG and SEROUT commands for additional information and examples of their use. Table 5.50: OWOUT Special Formatters.



Special Formatter ? ASC ?



STR ByteArray {\L}



REP Byte \L



Action Displays "symbol = x' + carriage return; where x is a number. Default format is decimal, but may be combined with conversion formatters (ex: BIN ? x to display "x = binary_number"). Displays "symbol = 'x'" + carriage return; where x is an ASCII character. Send character string from an array. The optional \L argument can be used to limit the output to L characters, otherwise, characters will be sent up to the first byte equal to 0 or the end of RAM space is reached. Send a string consisting of Byte repeated L times (ex: REP "X"\10 sends "XXXXXXXXXX").
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OWOUT - BASIC Stamp Command Reference Conversion Formatter DEC{1..5} SDEC{1..5} HEX{1..4} SHEX{1..4} IHEX{1..4}



Type of Number



Notes



Table 5.51: OWOUT Conversion Formatters.



Decimal, optionally fixed to 1 – 5 digits 1 Signed decimal, optionally fixed to 1 – 5 digits 1,2 Hexadecimal, optionally fixed to 1 – 4 digits 1 Signed hexadecimal, optionally fixed to 1 – 4 digits 1,2 Indicated hexadecimal, optionally fixed to 1 – 4 digits ($ prefix) 1 Signed, indicated hexadecimal, optionally fixed to 1 – 4 digits 1,2 ISHEX{1..4} ($ prefix) BIN{1..16} Binary, optionally fixed to 1 – 16 digits 1 SBIN{1..16} Signed binary, optionally fixed to 1 – 16 digits 1,2 IBIN{1..16} Indicated binary, optionally fixed to 1 – 16 digits (% prefix) 1 ISBIN{1..16} Signed, indicated binary, optionally fixed to 1 – 16 digits (% prefix) 1,2 1 Fixed-digit formatters like DEC4 will pad the number with leading 0s if necessary; ex: DEC4 65 sends 0065. If a number is larger than the specified number of digits, the leading digits will be dropped; ex: DEC4 56422 sends 6422. 2 Signed modifiers work under two's complement rules.



The 1-wire protocol has a well-defined standard for transaction sequences. THE 1-WIRE PROTOCOL FORMAT. Every transaction sequence consists of four parts: 1) Initialization, 2) ROM Function Command, 3) Memory Function Command, and 4) Transaction/Data. Additionally, the ROM Function Command and Memory Function Command are always 8 bits wide (1 byte in size) and is sent least-significant-bit (LSB) first. The Initialization part consists of a reset pulse (generated by the master) and will be followed by a presence pulse (generated by all slave devices). Figure 5.22 details the reset pulse generated by the BASIC Stamp and a typical presence pulse generated by a 1-wire slave, in response.
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5: BASIC Stamp Command Reference – OWOUT Resting State 15 - 60 µs



Figure 5.22: OWOUT Reset and Presence Pulse.



+5 (vdd)



0 (vss)



BASIC Stamp’s Reset Pulse Apx. 564 µs



Device’s Presence Pulse 60 - 240 µs



driven by BASIC Stamp driven by 1-wire device



This reset pulse is controlled by the lowest two bits of the Mode argument in the OWOUT command. It can be made to appear before the ROM Function Command (ex: Mode = 1), after the Transaction/Data portion (ex: Mode = 2), before and after the entire transaction (ex: Mode = 3) or not at all (ex: Mode = 0). See the section on Mode, above, for more information. Following the Initialization part is the ROM Function Command. The ROM Function Command is used to address the desired 1-wire device. Table 5.52 shows common ROM Function Commands. If only a single 1-wire device is connected, the Match ROM command can be used to address it. If more than one 1-wire device is attached, the BASIC Stamp will ultimately have to address them individually using the Match ROM command. Table 5.52: OWOUT ROM Function Commands.



Command



Value (in Hex)



Read ROM



$33



Match ROM



$55



Skip ROM



$CC



Search ROM



$F0



Action Reads the 64-bit ID of the 1-wire device. This command can only be used if there is a single 1-wire device on the line. This command, followed by a 64-bit ID, allows the BASIC Stamp to address a specific 1-wire device. Address a 1-wire device without its 64-bit ID. This command can only be used if there is a single 1-wire device on the line. Reads the 64-bit IDs of all the 1-wire devices on the line. A process of elimination is used to distinguish each unique device.
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OWOUT - BASIC Stamp Command Reference The third part, the Memory Function Command, allows the BASIC Stamp to address specific memory locations, or features, of the 1-wire device. Refer to the 1-wire device's data sheet for a list of the available Memory Function Commands. Finally, the Transaction/Data section is used to read or write data to the 1-wire device. The OWOUT command will write data at this point in the transaction. A write is accomplished by generating a low-pulse of a varying width to indicate a 0 or a 1. This is called a "Write Slot" and must be at least 60 µs wide. Figure 5.23 shows typical Write Slots performed by the BASIC Stamp. See the OWIN command for information on Read Slots. Figure 5.23: Example Write Slots. Recovery Period Apx 8 µs



+5 (vdd)



0 (vss)



Apx 8 µs BASIC Stamp’s Write “0” Slot Apx. 72 µs



BASIC Stamp’s Write “1” Slot Apx. 72 µs



driven by BASIC Stamp time when 1-wire device samples line (apx 15 - 45 µs)



The Demo Program uses a Dallas Semiconductor DS1820 Digital Thermometer device connected as follows. Note that the 4.7 kΩ pull-up resister is required for proper operation.



DS1820 (PR35)



Vdd 1 2 3



Vss P0



DQ



4.7 kΩ
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Figure 5.24: DS1820 Circuit. NOTE: The 4.7 kΩ resister is required for proper operation.



5: BASIC Stamp Command Reference – OWOUT 2 p



Demo Program (I2C.bsp) ' This program demonstrates interfacing to a Dallas Semiconductor DS1820 1-wire Digital ' Thermometer chip using the BS2p's 1-wire commands. Connect the BS2p to the DS1820 ' as shown in the diagram in the OWIN or OWOUT command description. ' This code reads the Counts Remaing and Counts per Degree C registers in the DS1820 ' chip in order to provide a more accurate temperature reading (down to 1/100th of a ' degree). It also calculates degrees Fahrenheit. NOTE: The algebraic equations used ' will not work properly with negative temperatures. '{$STAMP BS2p} Temp CRem CPerC



'STAMP directive (specifies a BS2p) VAR VAR VAR



WORD BYTE BYTE



Start: OWOUT 0, 1, [$CC, $44] CheckForDone: PAUSE 25 OWIN 0, 4, [Temp] IF Temp = 0 THEN CheckForDone



'Holds the temperature value 'Holds the counts remaining value 'Holds the Counts per degree C value



'Send Calculate Temperature command 'Wait until conversion is done 'Here we just keep reading low pulses until 'the DS1820 is done, then it returns high.



OWOUT 0, 1, [$CC, $BE] 'Send Read ScratchPad command OWIN 0, 2, [Temp.LOWBYTE,Temp.HIGHBYTE,CRem,CRem,CRem,CRem,CRem,CPerC] 'Calculate temperature in degrees C Temp = Temp>>1*100-25+((CPerC*100-(CRem*100))/CPerC) DEBUG HOME, DEC3 Temp/100, ".", DEC2 Temp-(Temp/100*100), " C", CR 'Calculate temperature in degrees F Temp = Temp*/461+3200 DEBUG DEC3 Temp/100, ".", DEC2 Temp-(Temp/100*100), " F" GOTO Start
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OWOUT - BASIC Stamp Command Reference
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5: BASIC Stamp Command Reference – PAUSE PAUSE 1
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BS1



BS2



BS2e BS2sx BS2p



PAUSE Period



Function



1 NOTE: Expressions are not allowed as arguments on the BS1.



Pause the program (do nothing) for the specified Period. • Period is a variable/constant/expression (0 – 65535) that specifies the duration of the pause. The unit of time for Period is 1 millisecond.



Explanation PAUSE delays the execution of the next program instruction for the specified number of milliseconds. For example: Flash: LOW 0 PAUSE 100 HIGH 0 PAUSE 100 GOTO Flash



This code causes pin 0 to go low for 100 ms, then high for 100 ms. The delays produced by PAUSE are as accurate as the ceramic-resonator time base (on the BASIC Stamp modules), ±1 percent. When you use PAUSE in timing-critical applications, keep in mind the relatively low speed of the PBASIC interpreter. This is the time required for the BASIC Stamp to read and interpret an instruction stored in the EEPROM.



1



2



2 e



2



sx



2 p



NOTE: This is written for the BS2 but can be used for the BS1, BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS1, BS2e, BS2sx or BS2p.



Demo Program (PAUSE.bs2) ' This program demonstrates the PAUSE command's time delays. Once a second, the ' program will put the message, "paused" on the screen. '{$STAMP BS2}



'STAMP directive (specifies a BS2)



Again: DEBUG "paused", cr PAUSE 1000 GOTO Again
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POLLIN Pin, State



Function Specify a polled-input pin and active state. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This I/O pin will be set to input mode. • State is a variable/constant/expression (0 – 1) that specifies whether to poll the I/O pin for a low (0) or a high (1) level.



Quick Facts Table 5.53: POLLIN Quick Facts. Available actions in response to reaching the desired State



Special notes



BS2p 1) Nothing, 2) Set polled-output pins to a specified state, 3) Run another program (in a specified program-slot), 4) Wait (pause program execution) until desired State is reached, 5) Any combination of 2, 3 and 4, above. • The polled-input pins are monitored (polled) in-between each command within the PBASIC code. • On the BS2p40, polled-input pins can be defined on both Main I/O and Aux I/O pins. These are all active regardless of which group the program happens to be using at the time of a polling event.



Explanation The POLLIN command is one of a family of unique "polling" commands on the BS2p module. The other commands in this family include POLLMODE, POLLOUT, POLLRUN and POLLWAIT. The POLLIN command is used to specify an input pin to monitor, or "poll", in-between instructions during the rest of the PBASIC program. The BASIC Stamp will then perform some activity (in-between instructions) when the specified State is detected. The activity performed depends on the POLLMODE, POLLOUT and POLLRUN commands. The "polling" commands allow the BASIC Stamp to respond to certain I/O pin events at a faster rate than what is normally possible through manual PBASIC programming. The term "poll" comes from the fact that the BASIC Stamp's interpreter periodically checks the state of the designated polled-input pins. It "polls" these pins after the end of each PBASIC command and before it reads the next PBASIC command from the user program; giving the appearance that it is polling "in the background". BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 215



POLLIN - BASIC Stamp Command Reference This feature should not be confused with the concept of interrupts, as the BASIC Stamp does not support true interrupts. The following is an example of the POLLIN command:



A SIMPLE POLLIN EXAMPLE.



POLLIN 0, 1 POLLMODE 2



The POLLIN command in the above code will cause the BASIC Stamp to set I/O pin 0 to an input mode and get ready to poll it for a high (1) state. The BASIC Stamp will not actually start polling until it is set to the appropriate mode, however. The second line, POLLMODE, initiates the polling process (see the POLLMODE description for more information). From then on, as the BASIC Stamp executes the rest of the program, it will check for a high level (logic 1) on I/O pin 0, in-between instructions. In the code above, no obvious action will be noticed since we didn't tell the SETTING ONE OF THE POSSIBLE BASIC Stamp what to do when it detects a change on the I/O pin. One ACTIONS: POLLED-OUTPUTS possible action the BASIC Stamp can be instructed to take is to change the state of an output, called a polled-output. Take a look at the next example: POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2 Loop: DEBUG "Looping…", CR GOTO Loop



In this example, in addition to an endless loop, we've added another polling command called POLLOUT (see the POLLOUT description for more information). Our POLLOUT command tells the BASIC Stamp to set I/O pin 1 to an output mode and set it low (0) when it detects the desired poll state. The poll state is the high (1) level on I/O pin 0 that POLLIN told it to look for. If the polled-input pin is not high, it will set polled-output pin 1 to high (1), instead. Once the program reaches the endless loop, called Loop, it will continuously print "Looping…" on the PC screen. In between reading the DEBUG command and the GOTO command (and vice versa) it will check polled-input pin 0 and set polled-output pin 1 accordingly. In this case, when I/O pin 0 is set high, the BASIC Stamp will set I/O pin 1 low. When I/O pin 0 is set low, the BASIC Stamp will set I/O pin 1 high. It will Page 216 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – POLLIN continue to perform this operation, in-between each command in the loop, endlessly. THE BASIC STAMP "REMEMBERS" THE POLLING CONFIGURATION FOR THE DURATION OF THE PBASIC PROGRAM.



FOR COMPARISON: ACHIEVING THE SAME EFFECTS WITHOUT THE POLLING COMMANDS.



It's important to note that, in this example, only the DEBUG and GOTO commands are being executed over and over again. The first three lines of code are only run once, yet their effects are "remembered" by the BASIC Stamp throughout the rest of the program. If the polling commands were not used, the program would have to look like the one below in order to achieve the same effect. INPUT 0 OUTPUT 1 Loop: OUT1 = ~IN0 DEBUG "Looping…", CR OUT1 = ~IN0 GOTO Loop



In this example, we create the inverse relationship of input pin 0 and output pin 1 manually, in-between the DEBUG and GOTO lines. Though the effects are the same as when using the polling commands, this program actually takes a little longer to run and consumes 7 additional bytes of program (EEPROM) space. Clearly, using the polling commands is more efficient. USING MULTIPLE POLLED-INPUT AND POLLED-OUTPUT PINS.



You can have as many polled-input and polled-output pins as you have available. If multiple polled-input pins are defined, any one of them can trigger changes on the polled-output pins that are also defined. For example: POLLIN 0, 1 POLLIN 1, 1 POLLOUT 2, 0 POLLOUT 3, 0 POLLMODE 2 Loop: DEBUG "Looping…", CR GOTO Loop



This code sets I/O pins 0 and 1 to polled-input pins (looking for a high (1) state) and sets I/O pins 2 and 3 to polled-output pins (with a low-active state). If either I/O pin 0 or 1 goes high, the BASIC Stamp will set I/O BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 217



POLLIN - BASIC Stamp Command Reference pins 2 and 3 low. This works similar to a logical OR operation. The truth table below shows all the possible states of these two polled-input pins and the corresponding states the BASIC Stamp will set the polled-output pins to. Polled-Inputs 0 1 0 0 0 1 1 0 1 1



Polled-Outputs 2 3 1 1 0 0 0 0 0 0



Table 5.54: Polled-Inputs / Polled-Outputs Truth Table.



Normally, any polled-output pins reflect the state changes continuously, POLLED-OUTPUTS CAN BE "LATCHED" as described above. The POLLMODE command supports another feature, ALSO. however, where the polled-output pins will latch the active state; they will change only once (when the poll state is reached) and stay in the new state until the PBASIC program tells it to change again. See the POLLMODE description for more information. Other possible actions in response to polled-input states are: 1) Running another program (in a specified program slot), 2) Waiting (pausing program execution with or without low-power mode) until the poll state is reached, or 3) Any combination of the above-mentioned actions. 2



Demo Program (POLINOUT.bsp)



p



' This program demonstrates the POLLIN, POLLOUT and POLLMODE commands. It ' will watch for a high signal on I/O pin 0 and then will output the opposite signal on I/O pin 1 ' all while printing a message on the PC screen. '{$STAMP BS2p}



'STAMP directive (specifies a BS2p)



Init: POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2



'Set I/O pin 0 to polled-input looking for a high 'Set I/O pin 1 to polled-output; opposite level a 0 'Set mode to enable polled-outputs



Main: DEBUG "Working...", BIN1 OUT2, CR PAUSE 100 GOTO Main



'Waste time writing to PC screen
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POLLMODE Mode



Function Specify a polled command mode. • Mode is a variable/constant/expression (0 – 15) that indicates the mode in which to process the polled command configuration.



Quick Facts Table 5.55: POLLMODE Quick Facts. Special notes



BS2p • Polled-output pins will either change states continuously, just once or not at all, depending on the POLLMODE command. • A poll-mode of 2 or 4 is required for a POLLWAIT command to work. • If both polled-outputs and polled-run are active, the polled-output event will occur before the polled-run event.



Explanation The POLLMODE command is one of a family of unique "polling" commands on the BS2p module. The other commands in this family include POLLIN, POLLOUT, POLLRUN and POLLWAIT. The POLLMODE command is used to specify the mode in which polling events and activities are processed. This activity will occur in-between instructions during the rest of the PBASIC program. The "polling" commands allow the BASIC Stamp to respond to certain I/O pin events at a faster rate than what is normally possible through manual PBASIC programming. The term "poll" comes from the fact that the BASIC Stamp's interpreter periodically checks the state of the designated polled-input pins. It "polls" these pins after the end of each PBASIC command and before it reads the next PBASIC command from the user program; giving the appearance that it is polling "in the background". This feature should not be confused with the concept of interrupts, as the BASIC Stamp does not support true interrupts. The POLLMODE command sets one of 15 possible modes for the polling commands. It is used mainly before and/or after any POLLIN, POLLOUT and POLLRUN commands to disable and enable the polling features as desired. Table 5.56 shows the mode values and their effect.
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POLLMODE - BASIC Stamp Command Reference



1 2 3



Mode Effect 0 Deactivate polling, clear polled-input and output configuration. 1 Deactivate polling, save polled-input and output configuration. 2 Activate polling with polled-output action (and polled-wait) only. 31 Activate polling with polled-run action only. 42 Activate polling with polled-output/polled-wait and polled-run actions. 53 Clear polled-input configuration. 63 Clear polled-output configuration. 73 Clear polled-input and output configuration. 8 – 15 Same at 0 – 7 except polled-output states are latched. After the polled-run action occurs, the mode switches to 1 (deactivated, saved) After the polled-run action occurs, the mode switches to 2 (activated, outputs) These modes do not override the previous mode. Also, the output state of polled-outputs does not change as a result of these modes.



Table 5.56: POLLMODE Mode Values.



The polled-run modes, 3 and 4, are unique. As soon as the polled-run action occurs, the mode switches to 1 (deactivated, saved) or 2 (activated, outputs), respectively. This is so that the BASIC Stamp doesn't continuously go to the start of the designated program slot while the polled-inputs are in the desired poll state. Without this "one shot" feature, your program would appear to lock-up as long as the polled-inputs are in the designated state. The clear configuration modes, 5, 6 and 7, are also unique. These modes do not override the previous mode. For example, if polled-inputs, polled-outputs and a polled-run configuration was set and the mode was set to 4 (activated, outputs and run) and later the program issued a POLLMODE 6 command, the polled-output configuration would be cleared but the mode would switch back to 4… still allowing the run action. This also means if, later still, the program issues a POLLOUT command, this polled-output would take effect immediately (since the mode is still 4). Also note that these modes do not change the output state of previously defined polled-output pins. The POLLMODE command determines what action, if any, will occur in A SIMPLE POLLMODE EXAMPLE. response to a polled-input event. This command works in conjunction with the POLLIN, POLLOUT and POLLRUN commands. The following is an example of the POLLMODE command: Page 220 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – POLLMODE POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2 Loop: DEBUG "Looping…", CR GOTO Loop



In this example, the first two lines configure I/O pin 0 as a polled-input (looking for a high state) and I/O pin 1 as a polled-output (going low if I/O pin 0 goes high, and vice versa). The third line, POLLMODE, initiates the polling process and configures polled-outputs to be active. From then on, as the BASIC Stamp executes the rest of the program, it will check for a high level (logic 1) on I/O pin 0, in-between instructions and will set I/O pin 1 accordingly. If, in the above example, the poll mode was set to 1 (which means deactivate polling but save configuration) I/O pins 0 and 1 would still be defined the same way, and I/O pin 1 would still be set to output mode, but no polling would take place during the rest of the program. Here's another example that demonstrates mode 1 (deactivate but save configuration). POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2 DEBUG "Polling configured", CR Main: POLLMODE 1 DEBUG "No polling allowed here…", CR PAUSE 1000 POLLMODE 2 Loop: DEBUG "Polling now…", CR GOTO Loop



In this case, polling is configured and activated before "Polling configured" is printed on the screen. Once we reach the Main routine, however, polling is disabled (via the POLLMODE 1 command) and no polling occurs during the printing of "No polling allowed here…" or during the 1 second pause afterward. Finally, polling is activated again, and since the configuration was saved (because of mode 1, before) the polling activity BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 221



POLLMODE - BASIC Stamp Command Reference acts just like it did initially for the remainder of the program. The ability to temporarily disable polling, without changing the configuration, can be a powerful feature for certain "critical" parts of a program. The following example contains two programs. The first should be downloaded into program slot 0 and the second into program slot 1. We'll assume they are called POLL0.bsp and POLL1.bsp, respectively (as defined in the STAMP directive lines). ' ----- program #1 (slot 0) ----' {$STAMP BS2p, POLL1.bsp} POLLIN 0, 1 POLLOUT 1, 1 POLLRUN 1 POLLMODE 4 Loop: DEBUG "Program 1", CR GOTO Loop



' ----- program #2 (slot 1) ----' {$STAMP BS2p} DEBUG "Switching…", CR Loop: DEBUG "Program 2", CR GOTO Loop



In this example (containing two programs; one is slot 0 and the other in slot 1) program 1 (slot 0) will configure polled-input pin 0 to detect a high state and polled-output 1 to go high in response. Program 1 also configures a polled-run activity (see the POLLRUN description for more information) to run the program in slot 1. The POLLMODE setting activates the polled-output and the polled-run. Then, program 1 continuously prints "Program 1" on the PC screen. Once I/O pin 0 goes high, however, the BASIC Stamp will set I/O pin 1 high, then execution will be switched to the program in slot 1 (program 2). Program 2 will first print "Switching…" on the PC screen and then will continuously print "Program 2". From this point forward, I/O pin 1 will continue to be set low and high in response to changes occurring on I/O Page 222 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – POLLMODE pin 0, but the polled-run activity is disabled and the BASIC Stamp endlessly runs the code in program 2's Loop routine. 2 p



Demo Program (POLINOUT.bsp) ' This program demonstrates the POLLIN, POLLOUT and POLLMODE commands. It ' will watch for a high signal on I/O pin 0 and then will output the opposite signal on I/O pin 1 ' all while printing a message on the PC screen. '{$STAMP BS2p}



'STAMP directive (specifies a BS2p)



Init: POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2



'Set I/O pin 0 to polled-input looking for a high 'Set I/O pin 1 to polled-output; opposite level a 0 'Set mode to enable polled-outputs



Main: DEBUG "Working...", BIN1 OUT2, CR PAUSE 100 GOTO Main



'Waste time writing to PC screen
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POLLOUT Pin, State



Function Specify a polled-output pin and active state. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This I/O pin will be set to output mode. • State is a variable/constant/expression (0 – 1) that specifies whether to set the I/O pin low (0) or high (1) when a polled-input pin changes to its poll state.



Quick Facts Table 5.57: POLLOUT Quick Facts.



Special notes



BS2p • The POLLOUT command will immediately change the I/O pin to an output mode and set its level opposite to that of State, regardless of the polled-input states or the polled mode. • Polled-output pins will either change states continuously, just once or not at all, depending on the POLLMODE command. • On the BS2p40, polled-output pins can be defined on both Main I/O and Aux I/O pins. These are all active regardless of which group the program happens to be using at the time of a polling event. • If both polled-outputs and polled-run are active, the polled-output event will occur before the polled-run event.



Explanation The POLLOUT command is one of a family of unique "polling" commands on the BS2p module. The other commands in this family include POLLIN, POLLMODE, POLLRUN and POLLWAIT. The POLLOUT command is used to specify an output pin that changes states in response to changes on any of the defined polled-input pins. This activity will occur in-between instructions during the rest of the PBASIC program. The "polling" commands allow the BASIC Stamp to respond to certain I/O pin events at a faster rate than what is normally possible through manual PBASIC programming. The term "poll" comes from the fact that the BASIC Stamp's interpreter periodically checks the state of the designated polled-input pins. It "polls" these pins after the end of each PBASIC command and before it reads the next PBASIC command from the user program; giving the appearance that it is polling "in the background". This feature should not be confused with the concept of interrupts, as the BASIC Stamp does not support true interrupts. BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 225



POLLOUT - BASIC Stamp Command Reference The POLLOUT command achieves one of three possible actions in A SIMPLE POLLOUT EXAMPLE. response to a polled-input event. This command works in conjunction with the POLLIN and POLLMODE commands. The following is an example of the POLLOUT command: POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2 Loop: DEBUG "Looping…", CR GOTO Loop



In this example, the POLLOUT command tells the BASIC Stamp to set I/O pin 1 to an output mode and set it low (0) when it detects the desired poll state. The poll state is the high (1) level on I/O pin 0 that POLLIN told it to look for. If the polled-input pin is not high, the BASIC Stamp will set polled-output pin 1 to high (1), instead. The BASIC Stamp will not actually start polling until it is set to the appropriate mode, however. The third line, POLLMODE, initiates the polling process (see the POLLMODE description for more information). From then on, as the BASIC Stamp executes the rest of the program, it will check for a high level (logic 1) on I/O pin 0, in-between instructions. Once the program reaches the endless loop, called Loop, it will continuously print "Looping…" on the PC screen. In between reading the DEBUG command and the GOTO command (and vice versa) it will check polled-input pin 0 and set polled-output pin 1 accordingly. In this case, when I/O pin 0 is set high, the BASIC Stamp will set I/O pin 1 low. When I/O pin 0 is set low, the BASIC Stamp will set I/O pin 1 high. It will continue to perform this operation, in-between each command in the loop, endlessly. It's important to note that in this example only the DEBUG and GOTO THE BASIC STAMP "REMEMBERS" commands are being executed over and over again. The first three lines of THE POLLING CONFIGURATION FOR THE DURATION OF THE PBASIC code are only run once, yet their effects are "remembered" by the BASIC PROGRAM. Stamp throughout the rest of the program. If the polling commands were not used, the program would have to look FOR COMPARISON: ACHIEVING THE SAME EFFECTS WITHOUT THE POLLING like the one below in order to achieve the same effect. COMMANDS.
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5: BASIC Stamp Command Reference – POLLOUT INPUT 0 OUTPUT 1 Loop: OUT1 = ~IN0 DEBUG "Looping…", CR OUT1 = ~IN0 GOTO Loop



In this example, we create the inverse relationship of input pin 0 and output pin 1 manually, in-between the DEBUG and GOTO lines. Though the effects are the same as when using the polling commands, this program actually takes a little longer to run and consumes 7 additional bytes of program (EEPROM) space. Clearly, using the polling commands is more efficient. USING MULTIPLE POLLED-INPUT AND POLLED-OUTPUT PINS.



You can have as many polled-input and polled-output pins as you have available. If multiple polled-output pins are defined, all of them change in response to changes on the polled-input pins. For example: POLLIN 0, 1 POLLOUT 1, 0 POLLOUT 2, 1 POLLOUT 3, 1 POLLMODE 2 Loop: DEBUG "Looping…", CR GOTO Loop



This code sets up I/O pin 0 as a polled-input pin (looking for a high (1) state) and sets I/O pins 1, 2 and 3 to polled-output pins. Polled-output pin 1 is set to a low-active state and pins 2 and 3 are set to a high-active state. If I/O pin 0 goes high, the BASIC Stamp will set I/O pin 1 low and I/O pins 2 and 3 high. The table below shows the two possible states of the polled-input pin and the corresponding states the BASIC Stamp will set the polled-output pins to. Table 5.58: POLLOUT Truth Table.



POLLED-OUTPUTS CAN BE "LATCHED" ALSO.



Polled-Input 0 0 1



1 1 0



Polled-Outputs 2 0 1



3 0 1



Normally, any polled-output pins reflect the state changes continuously, as described above. The POLLMODE command supports another feature, BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 227



POLLOUT - BASIC Stamp Command Reference however, where the polled-output pins will latch the active state; they will change only once (when the poll state is reached) and stay in the new state until the PBASIC program tells it to change again. See the POLLMODE description for more information. A clever use of the "latched" feature is to set a polled-output to be the same A CLEVER TRICK WITH POLLOUT as the polled-input. For example, suppose an application needed to AND THE "LATCHED" FEATURE. respond in some way if a polled-input pin goes high, but it doesn't need to respond immediately, and the other tasks should not be interrupted. In essence, we need a way to know if the pin has gone high since the last time we checked it. Look at this example: POLLOUT 0, 1 POLLIN 0, 1 POLLMODE 10 Idx VAR



'Set I/O 0 to polled-output, high 'Set I/O 0 back to polled-input, high 'Set mode to latch the polled-output



BYTE



Work: FOR Idx = 1 TO 20 DEBUG "Working…", CR NEXT IF OUT0 = 0 THEN Work



'Do nonsense work, but check once in a 'while to see if the polled event ever occured



Respond: 'Send a different message if it did occur DEBUG CR, "Hey! You set my pin high!", CR POLLMODE 10 'Reset polled-output's latch function GOTO Work



Here, we set I/O pin 0 to a polled-output, then immediately set it to a polled-input. Then we set the polled-mode to latch the polled-outputs. Since the POLLIN command occurred after the POLLOUT, I/O pin 0 will be an input, but the polling feature will still affect the OUT0 bit (output latch for I/O pin 0). Then, the program performs some work, and once in a while, checks the state of OUT0. If OUT0 is 0, I/O pin 0 was never seen to go high. If, however, OUT0 is 1, I/O pin 0 must have gone high while the program was doing other work, and now it can respond in the proper manner. This even works if the pin had gone high and then low again before we check it (as long as it was high at some point in between the instructions in our Work routine. It is important to note that during the time between the POLLOUT and POLLIN commands, I/O pin 0 will be set to an output direction. This can cause a temporary short with the circuitry connected to I/O pin 0, so it is Page 228 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – POLLOUT vital that a large enough series resister (perhaps 100 ohms or greater) be inserted on that pin to protect the external device and the BASIC Stamp. 2 p



Demo Program (POLINOUT.bsp) ' This program demonstrates the POLLIN, POLLOUT and POLLMODE commands. It ' will watch for a high signal on I/O pin 0 and then will output the opposite signal on I/O pin 1 ' all while printing a message on the PC screen. '{$STAMP BS2p}



'STAMP directive (specifies a BS2p)



Init: POLLIN 0, 1 POLLOUT 1, 0 POLLMODE 2



'Set I/O pin 0 to polled-input looking for a high 'Set I/O pin 1 to polled-output; opposite level a 0 'Set mode to enable polled-outputs



Main: DEBUG "Working...", BIN1 OUT2, CR PAUSE 100 GOTO Main



'Waste time writing to PC screen
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POLLRUN Slot



Function Specify a program to run upon a polled-input event. • Slot is a variable/constant/expression (0 – 7) that specifies the program slot to run when a polled-input event occurs.



Quick Facts Table 5.59: POLLRUN Quick Facts. Default Slot Special notes



BS2p The default polled-run slot is 0. If no POLLRUN command is given and a poll mode of 3 or 4 is set, the program in slot 0 will run in response to a polled-input event. • If both polled-outputs and polled-run are active, the polled-output event will occur before the polled-run event.



Explanation The POLLRUN command is one of a family of unique "polling" commands on the BS2p module. The other commands in this family include POLLIN, POLLMODE, POLLOUT and POLLWAIT. The POLLRUN command is used to specify a program slot to run in response to a polled event. This activity can occur in-between any two instructions within the rest of the PBASIC program. The "polling" commands allow the BASIC Stamp to respond to certain I/O pin events at a faster rate than what is normally possible through manual PBASIC programming. The term "poll" comes from the fact that the BASIC Stamp's interpreter periodically checks the state of the designated polled-input pins. It "polls" these pins after the end of each PBASIC command and before it reads the next PBASIC command from the user program; giving the appearance that it is polling "in the background". This feature should not be confused with the concept of interrupts, as the BASIC Stamp does not support true interrupts. A SIMPLE POLLRUN EXAMPLE . The



following is a simple example of the POLLRUN command.
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POLLRUN - BASIC Stamp Command Reference POLLIN 0, 1 POLLRUN 1 POLLMODE 3 Loop: DEBUG "Waiting in Program Slot 0…", CR GOTO Loop



The first line of the above code will set up I/O pin 0 as a polled-input pin looking for a high (1) state. The second line, POLLRUN, tells the BASIC Stamp that when I/O pin 0 goes high, it should switch execution over to the program residing in program slot 1. The third line, POLLMODE, activates the polled-run configuration. Once the BASIC Stamp reaches the Loop routine, it will continuously print "Waiting in Program Slot 0…" on the PC screen. In between reading the DEBUG and GOTO commands, however, the BASIC Stamp will poll I/O pin 0 and check for a high or low state. If the state of pin 0 is low, it will do nothing and continue as normal. If the state of pin 1 is high, it will switch execution over to the program in slot 1 (the second program is not shown in this example). The switch to another program slot works exactly like with the RUN command; the designated program is run and the BASIC Stamp does not "return" to the previous program (similar to a GOTO command). Note that in order for the polled-run activity to occur, the poll mode must be set to either 3 or 4 (the two modes that activate polled-run). Also note, that the polled-run modes, 3 and 4, are unique. As soon as the polled-run action occurs, the mode switches to 1 (deactivated, saved) or 2 (activated, outputs), respectively. This is so that the BASIC Stamp doesn't continuously go to the start of the designated program slot while the polled-inputs are in the desired poll state. Without this "one shot" feature, your program would appear to lock-up as long as the polled-inputs are in the designated state. After the program switch takes place, the Slot value is maintained. Any future change to poll mode 3 or 4, without another POLLRUN command, will result in the previously defined program slot being used.
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Demo Program (POLLRUN0.bsp) ' This program demonstrates the POLLRUN command. It is intended to be downloaded ' to program slot 0, and the program called PROGRUN1.BSP should be downloaded to ' program slot 1. I/O pin 0 is set to watch for a high signal. Once the Loop routine ' starts running, the program constant prints it's program slot number to the screen. If I/O ' pin 0 goes high, the program in program slot 1 (which should be POLLRUN1.BSP) is run. '{$STAMP BS2p, PollRun1.bsp} ProgSlot VAR



'STAMP directive (specifies a BS2p)



BYTE



Init: POLLIN 0, 1 POLLRUN 1 POLLMODE 3



'Set I/O 0 to polled-input looking for a high 'Set polled-run to program slot 1 'Set mode to enable polled-outputs and polled wait



Loop: GET 127, ProgSlot DEBUG "Running Program #", DEC ProgSlot.LOWNIB, CR GOTO Loop 2 p



Demo Program (POLLRUN1.bsp) ' This program demonstrates the POLLRUN command. It is intended to be downloaded ' to program slot 1, and the program called PROGRUN0.BSP should be downloaded to ' program slot 0. This program is run when program 0 detects a high on I/O pin 0 ' via the polled commands. ProgSlot



VAR



BYTE



Loop: GET 127, ProgSlot DEBUG "Running Program #", DEC ProgSlot.LOWNIB, CR GOTO Loop
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BS1



BS2



BS2e BS2sx BS2p



POLLWAIT Period



Function Pause program execution, in a low-power mode, in units of Period until any polled-input pin reaches the desired poll state. • Period is a variable/constant/expression (0 – 8) that specifies the duration of the low-power state. The duration is (2^Period) * 18 ms. Table 5.61 indicates the low-power length for any give Period. Using 8 as the Period is a special case; the BS2p will not go into low-power mode and will respond quicker to polled-inputs.



Quick Facts Table 5.60: POLLWAIT Quick Facts.



BS2p Current draw during POLLWAIT Response time with Period set to 8 Special notes



60 µA Less than 160 µS • Poll mode must be 2 or 4 and at least one polled-input must be set to activate POLLWAIT (POLLWAIT will be ignored otherwise). • If both polled-wait and polled-run are active, the polled-run event will occur immediately after the polled-wait detects an event.



Explanation The POLLWAIT command is one of a family of unique "polling" commands on the BS2p module. The other commands in this family include POLLIN, POLLMODE, POLLOUT and POLLRUN. The POLLWAIT command is used to pause program execution and go into a low-power state until any polled-input pin reaches the desired poll state. The "polling" commands allow the BASIC Stamp to respond to certain I/O pin events at a faster rate than what is normally possible through manual PBASIC programming. The term "poll" comes from the fact that the BASIC Stamp's interpreter periodically checks the state of the designated polled-input pins. It "polls" these pins after the end of each PBASIC command and before it reads the next PBASIC command from the user program; giving the appearance that it is polling "in the background". This feature should not be confused with the concept of interrupts, as the BASIC Stamp does not support true interrupts. BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 235



POLLWAIT - BASIC Stamp Command Reference The POLLWAIT command is unique among the polling commands in that it actually causes execution to halt, until a polled-input pin event occurs. The Period argument is similar to that of the NAP command; using the values 0 to 7 specifies the duration of the low-power period. After the low-power period is over, the BASIC Stamp polls the polled-input pins and determines if any meet the desired poll state. If no polled-input is in the desired state (as set by POLLIN command) the BASIC Stamp goes back into low-power mode, again, for the same duration as before. If any polled-input is in the desired state, however, the BASIC Stamp will continue execution with the next line of code. A Period of 8, makes the BASIC Stamp pause execution in normal running mode (not low-power mode) until a polled-input event occurs. The response time is indicated in Table 5.60. Since the response time is so fast, this feature can be used to synchronize a portion of PBASIC code to an incoming pulse. Period 0 1 2 3 4 5 6 7 8



Length of Low-Power Mode 18 ms 36 ms 72 ms 144 ms 288 ms 576 ms 1152 ms (1.152 seconds) 2304 ms (2.304 seconds) No power-down



The following is a simple example of the POLLWAIT command. POLLIN 0, 1 Loop: POLLWAIT 0 TOGGLE 1 GOTO Loop



In this example, the POLLIN command sets I/O pin 0 to be a polled-input pin looking for a high (1) state. The Loop routine immediately runs a POLLWAIT command and specifies a Period of 0 (with results in a lowpower state of 18 ms). This means that every 18 ms, the BASIC Stamp wakes-up and checks I/O pin 0 for a high. If I/O pin 0 is low, it goes back Page 236 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



Table 5.61: Period values and associated low-power modes.



A SIMPLE POLLWAIT EXAMPLE.



5: BASIC Stamp Command Reference – POLLWAIT to sleep for another 18 ms. If I/O pin 0 is high, it runs the next line of code, which toggles the state of I/O pin 1. Then the loop starts all over again. Note: Due to the nature of low-power mode, I/O pin 1 may toggle between high and low (at 18 ms intervals in this case) even if I/O pin 0 stays low. This is an artifact of the "reset" condition in the interpreter chip that occurs when the chip wakes up from a low-power state. Upon this "reset" condition, all the I/O pins are switched to inputs for apx. 18 ms. It is the switching to inputs that will cause I/O pin 1 to appear to toggle. See the NAP or SLEEP commands for more information. If low-power mode is not required, change the POLLWAIT command in the example above to "POLLWAIT 8" instead. This will have the effect of keeping the BASIC Stamp in normal running mode (ie: no low-power glitches) and will also cause the TOGGLE command to execute in a much shorter amount of time after a polled-input event occurs. 2 p



Demo Program (POLLWAIT.bsp) ' This program demonstrates the POLLWAIT command. I/O pin 0 is set to watch for a ' high signal. Once the Loop routine starts running, the POLLWAIT command causes the ' program to halt until the polled event happens (I/O pin is high) then it prints ' a message on the PC screen. It will do nothing until I/O pin is high. '{$STAMP BS2p}



'STAMP directive (specifies a BS2p)



POLLIN 0, 1 POLLMODE 2



'Set I/O 0 to polled-input looking for a high 'Set mode to enable polled-outputs and polled wait



Loop: POLLWAIT 8 'Wait for polled event (in normal power mode) DEBUG "I/O 0 is HIGH!", CR 'Print to the screen when polled event occurs GOTO Loop
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1 POT Pin, Scale, Variable 2



2 e



2



sx



2 p



(See RCTIME)



Function Read a 5 kΩ to 50 kΩ potentiometer, thermistor, photocell, or other variable resistance. • Pin is a variable/constant (0 – 7) that specifies the I/O pin to use. This pin will be set to output mode initially, then to input mode. • Scale is a variable/constant (0 – 255) used to scale the command's internal 16-bit result. See Explanation below for steps to finding the scale value to use for your circuit. • Variable is a variable (usually a byte) where the final result of the reading will be stored. Internally, the POT command calculates a 16-bit value, which is scaled down to an 8-bit value.



Explanation POT reads a variable resistance and returns a value (0 – 255) representing the amount of time it took to discharge the capacitor through the resistance. Pin must be connected to one side of the variable resistance, whose other side is connected through a capacitor to ground, as shown in Figure 5.25. Figure 5.25: Example Variable Resistance Circuit.



P0 5 kΩ to 50 kΩ variable resistance



0.1 uF



Vss



HOW POT REALLY WORKS.



POT works by first setting the specified I/O pin to an output and setting its state high. This step places +5 volts on one side of the capacitor (see Figure 5.25) and ground (0 volts) on the other side, which charges the capacitor. POT waits for 10 ms and then sets the I/O pin to an input mode and starts its timer. Initially the I/O pin will see a high (1) that will eventually drop to a low (0) when the capacitor discharges past the 1.4volt threshold. The timer stops once the low is seen. The value of the BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 239



POT - BASIC Stamp Command Reference variable resistor affects the time it takes to discharge the capacitor from 5 volts to approximately 1.4 volts. The 16-bit reading is multiplied by (Scale/256), so a scale value of 128 would reduce the range by approximately 50%, a scale of 64 would reduce to 25%, and so on. The amount by which the internal value must be scaled varies with the size of the resistor being used. STEPS TO FIND THE BEST SCALE Finding the best Scale value: 1. Build the circuit shown in Figure 5.25 and plug the BS1 into the VALUE. PC. 2. In the DOS editor (stamp.exe) press ALT-P. A special calibration window appears, allowing you to find the best value. 3. The window asks for the number of the I/O pin to which the variable resistor is connected. Select the appropriate pin (0-7). 4. The editor downloads a short program to the BS1 (this overwrites any program already stored in the BS1). 5. Another window appears, showing two numbers: scale and value. Adjust the resistor until the smallest number is shown for scale (assuming you can adjust the resistor, as with a potentiometer). 6. Once you’ve found the smallest number for scale, you’re done. This number should be used for the Scale in the POT command. 7. Optionally, you can verify the scale number found above by pressing the spacebar. This locks the scale and causes the BS1 to read the resistor continuously. The window displays the value. If the scale is good, you should be able to adjust the resistor, achieving a 0–255 reading for the value (or as close as possible). To change the scale value and repeat this step, just press the spacebar. Continue this process until you find the best scale.



Demo Program (POT.bas)



1



' This program demonstrates the PAUSE command's time delays. Once a second, the ' program will put the message, "paused" on the screen. '{$STAMP BS1} Loop: POT 0, 100, B2 SEROUT 1, N300, (B2)



'STAMP directive (specifies a BS1)



' Read potentiometer on pin 0. ' Send potentiometer reading ' over serial output.



GOTO Loop
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PULSIN Pin, State, Variable



Function 1 NOTE: Expressions are not allowed as arguments on the BS1. The range of the Pin argument on the BS1 is 0 – 7.



Measure the width of a pulse on Pin described by State and store the result in Variable. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This pin will be set to input mode. • State is a variable/constant/expression (0 – 1) that specifies whether the pulse to be measured is low (0) or high (1). A low pulse begins with a 1-to-0 transition and a high pulse begins with a 0-to-1 transition. • Variable is a variable (usually a word) in which the measured pulse duration will be stored. The unit of time for Variable is described in Table 5.62.



Quick Facts Table 5.62: PULSIN Quick Facts. Units in Variable Maximum pulse width



BS1 10 µs



BS2 2 µs



BS2e 2 µs



BS2sx 0.8 µs



BS2p 0.75 µs



655.35 ms



131.07 ms



131.07 ms



52.428 ms



49.125 ms



Explanation PULSIN is like a fast stopwatch that is triggered by a change in state (0 or 1) on the specified pin. The entire width of the specified pulse (high or low) is measured, in units shown in Table 5.62, and stored in Variable. Many analog properties (voltage, resistance, capacitance, frequency, duty cycle) can be measured in terms of pulse durations. This makes PULSIN a valuable form of analog-to-digital conversion. SPECIFICS OF PULSIN'S OPERATION.



PULSIN will wait, for the desired pulse, for up to the maximum pulse width it can measure, shown in Table 5.62. If it sees the desired pulse, it measures the time until the end of the pulse and stores the result in Variable. If it never sees the start of the pulse, or the pulse is too long (greater than the Maximum Pulse Width shown in Table 5.62) PULSIN BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 241



PULSIN - BASIC Stamp Command Reference "times out" and store 0 in Variable. This operation keeps your program from locking-up should the desired pulse never occur. Regardless of the size of Variable, PULSIN internally uses a 16-bit timer. HOW THE RESULT IS REPORTED. Unless the pulse widths are known to be short enough to fit in an 8-bit result, it is recommended using a word-sized variable. Not doing so may result in strange and misleading results as the BASIC Stamp will only store the lower 8-bits into a byte variable.



Demo Program (PULSIN.bas)



1



' This program uses PULSIN to measure a pulse generated by discharging a 0.1 uF capacitor ' through a 1k resistor (see the figure in the description of PULSIN in the manual). ' Pressing the switch generates the pulse, which should ideally be approximately 120 us ' (12 PULSIN units of 10 us) long. Variations in component values may produce results that ' are up to 10 units off from this value. For more information on calculating ' resistor-capacitor timing, see the RCTIME command. '{$STAMP BS1} SYMBOL



Time



'STAMP directive (specifies a BS1) =



W0



Again: PULSIN 7, 1, Time IF Time = 0 THEN Again DEBUG CLS, Time GOTO Again



' Measure positive pulse. ' If 0, try again. ' Otherwise, display result.



2



Demo Program (PULSIN.bs2) ' This program uses PULSIN to measure a pulse generated by discharging a 0.1 µF capacitor ' through a 1k resistor (see the figure in the description of PULSIN in the manual). ' Pressing the switch generates the pulse, which should ideally be approximately 120 µs ' (60 PULSIN units of 2 µs) long. Variations in component values may produce results that ' are up to 10 units off from this value. For more information on calculating ' resistor-capacitor timing, see the RCTIME command. '{$STAMP BS2} TimeVAR



'STAMP directive (specifies a BS2)



WORD



Again: PULSIN 7, 1, Time ' Measure positive pulse. IF Time = 0 THEN Again ' If 0, try again. DEBUG CLS, DEC ? Time ' Otherwise, display result. GOTO Again
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p. Keep in mind that the unit of time may be different than what appears in the comments here.
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PULSOUT Pin, Period



Function 1 NOTE: Expressions are not allowed as arguments on the BS1. The range of the Pin argument on the BS1 is 0 – 7.



Generate a pulse on Pin with a width of Period. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This pin will be set to output mode. • Period is a variable/constant/expression (0 – 65535) that specifies the duration of the pulse. The unit of time for Period is described in Table 5.63.



Quick Facts Table 5.63: PULSOUT Quick Facts. Units in Period Maximum pulse width



BS1 10 µs



BS2 2 µs



BS2e 2 µs



BS2sx 0.8 µs



BS2p 1.18 µs



655.35 ms



131.07 ms



131.07 ms



52.428 ms



55.479 ms



Explanation PULSOUT sets Pin to output mode, inverts the state of that pin; waits for the specified Period; then inverts the state of the pin again; returning the bit to its original state. The unit of Period is described in Table 5.63. The following example will generate a 100 us pulse on I/O pin 5 (of the BS2): PULSOUT 5, 50



' Generate a pulse on pin 5.



CONTROLLING THE POLARITY OF THE PULSE.



The polarity of the pulse depends on the state of the pin before the command executes. In the example above, if pin 5 was low, PULSOUT would produce a positive pulse. If the pin was high, PULSOUT would produce a negative pulse.



WATCH OUT FOR UNDESIRABLE PULSE GLITCHES.



If the pin is an input, the output state bit, OUT5 (PIN5 on the BS1) won’t necessarily match the state of the pin. What happens then? For example: pin 7 is an input (DIR7 = 0) and pulled high by a resistor as shown in Figure 5.26a. Suppose that pin 7 is low when we execute the instruction: PULSOUT 7, 5



' Generate a pulse on pin 7.



Figure 5.26b shows the sequence of events on that pin. Initially, pin 7 is high. Its output driver is turned off (because it is in input mode), so the BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 243



PULSOUT - BASIC Stamp Command Reference 10k resistor sets the state on the pin. When PULSOUT executes, it turns on the output driver, allowing OUT7 (PIN7 on the BS1) to control the pin.



Vdd



(instruction executes) PULSOUT 7,5



Figure 5.26: Example Pulse Diagram. positive pulse



10 kΩ



P7



pin 7 in input mode (DIR7 = 0, OUT7 = 0) but held high by resistor to Vdd



O-scope



pin 7 can be connected to an oscilloscope as shown to view the results shown on the right



a



pin changes to output



b



pin left as output - low (DIR7 = 1, OUT7 = 0)



Since OUT7 (PIN7 on the BS1) is low, the pin goes low. After a few microseconds of preparation, PULSOUT inverts the state of the pin; from low to high. It leaves the pin in that state for the specified time (10µs if using a BS2) and then inverts it again, leaving the pin in its original state.



Demo Program (PULSOUT.bas)



1



' This program blinks an LED on for 10ms at 1-second intervals. Connect the LED to I/O ' pin 0 as shown in the figure within the NAP command description of the manual. '{$STAMP BS1}



'STAMP directive (specifies a BS1)



HIGH 0 Again: PULSOUT 0, 1000 PAUSE 1000 GOTO Again



' Set the pin high (LED off). ' Flash the LED for 10 ms. ' Wait one second. ' Repeat endlessly.



Demo Program (PULSOUT.bs2)



2



' This program blinks an LED on for 10ms at 1-second intervals. Connect the LED to I/O ' pin 0 as shown in the figure within the NAP command description of the manual. '{$STAMP BS2}



'STAMP directive (specifies a BS2)



HIGH 0 Again: PULSOUT 0, 5000 PAUSE 1000 GOTO Again



' Set the pin high (LED off). ' Flash the LED for 10 ms. ' Wait one second. ' Repeat endlessly.
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p. Keep in mind that the unit of time may be different than what appears in the comments here.
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PUT Location, Value



Function Put Value into Scratch Pad RAM Location. • Location is a variable/constant/expression (0 – 63: BS2e/BS2sx, 0 127: BS2p) that specifies the Scratch Pad RAM location to write to. • Value is a variable/constant/expression (0 - 255) to store in RAM.



Quick Facts Table 5.64: PUT Quick Facts. Scratch Pad RAM size and organization General-purpose locations Special use location



BS2e, BS2sx



BS2p



64 bytes (0 – 63). Organized as bytes only.



128 bytes (0 – 127). Organized as bytes only.



0 – 62



0 – 126



Current program slot number in read-only location 63.



Current program slot number in lowest nibble of read-only location 127. Current read/write slot number in highest nibble of location 127.



Explanation The PUT command writes a byte-sized value into the specified Scratch Pad RAM location. All values in the general-purpose locations can be written to from within any of the 8 program slots. USES FOR SCRATCH PAD RAM.



Scratch Pad RAM is useful for passing data to programs in other program slots and for additional workspace. It is different than regular RAM in that symbol names cannot be assigned directly to locations and each location is always configured as a byte only. The following code will write the value 100 to location 25, read it back out with GET, and display it: Temp VAR BYTE PUT 25, 100 GET 25, Temp DEBUG DEC Temp



SCRATCH PAD RAM LOCATIONS AND THEIR PURPOSE.



Most Scratch Pad RAM locations are available for general use. The highest location (63 for BS2e/BS2sx and 127 for BS2p) is a special, read-only, location that always contains the number of the currently running program slot. On the BS2p, the upper nibble of location 127 also contains BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 245



PUT - BASIC Stamp Command Reference the current program slot that will be used for the READ and WRITE commands. Any values written to this location will be ignored.



Demo Program (GETPUT1.bsx)



2 e



' This example demonstrates the use of the GET and PUT commands. First, location 63 ' is read using GET to display the currently running program number. Then a set of ' values are written (PUT) into locations 0 to 9. Afterwards, program number 1 is run. ' This program is a BS2sx project consisting of GETPUT1.bsx and GETPUT2.bsx. See the ' BASIC Stamp Project section in the manual for more information. '{$STAMP BS2sx, GETPUT2.BSX}



Value Index



VAR VAR



'STAMP directive (specifies a BS2sx and 'a second program, GETPUT2.BSX)



2



sx



2 p



NOTE: This is written for the BS2sx but can be used for the BS2e, and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, or BS2p.



BYTE BYTE



GET 63, Value DEBUG "Program #",DEC Value, CR FOR Index = 0 TO 9 Value = (Index + 3) * 8 PUT Index, Value DEBUG " Writing: ", DEC2 Value, " to location: ", DEC2 Index, CR NEXT RUN 1



Demo Program (GETPUT2.bsx)



2 e



' This example demonstrates the use of the GET and PUT commands. First, location 63 ' is read using GET to display the currently running program number. Then a set of ' values are read (GET) from locations 0 to 9 and displayed on the screen for verification. ' This program is a BS2sx project consisting of GETPUT1.bsx and GETPUT2.bsx. See the ' BASIC Stamp Project section in the manual for more information. '{$STAMP BS2sx} Value Index



VAR VAR



'STAMP directive (specifies a BS2sx) BYTE BYTE



GET 63, Value DEBUG CR, "Program #",DEC Value, CR FOR Index = 0 TO 9 GET Index, Value DEBUG " Reading: ", DEC2 Value, " from location: ", DEC2 Index, CR NEXT STOP
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NOTE: This is written for the BS2sx but can be used for the BS2e, and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, or BS2p.
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PWM Pin, Duty, Cycles



Function 1 NOTE: Expressions are not allowed as arguments on the BS1. The range of the Pin argument on the BS1 is 0 – 7.



Convert a digital value to analog output via pulse-width modulation. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This pin will be set to output mode initially then set to input mode when the command finishes. • Duty is a variable/constant/expression (0 - 255) that specifies the analog output level (0 to 5V). • Cycles is a variable/constant/expression (0 - 255) that specifies the duration of the PWM signal.



Quick Facts Table 5.65: PWM Quick Facts. Units in Cycles Average voltage equation Require charge time (Cycles) equation Special notes



BS2 1 ms



BS2e 1 ms



BS2sx 400 µs



BS2p 652 µs



Average Voltage = (Duty / 255) * 5 volts Charge time = 4 * R * C Pin is set to output initially, and set to input at end



Explanation Pulse-width modulation (PWM) allows the BASIC Stamp (a purely digital device) to generate an analog voltage. The basic idea is this: If you make a pin output high, the voltage at that pin will be close to 5V. Output low is close to 0V. What if you switched the pin rapidly between high and low so that it was high half the time and low half the time? The average voltage over time would be halfway between 0 and 5V (2.5V). PWM emits a burst of 1s and 0s whose ratio is proportional to the duty value you specify. DETERMINING AVERAGE VOLTAGE FOR A PARTICULAR DUTY CYCLE.



The proportion of 1s to 0s in PWM is called the duty cycle. The duty cycle controls the analog voltage in a very direct way; the higher the duty cycle the higher the voltage. In the case of the BASIC Stamp, the duty cycle can range from 0 to 255. Duty is literally the proportion of 1s to 0s output by the PWM command. To determine the proportional PWM output voltage, BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 247



PWM - BASIC Stamp Command Reference use this formula: (Duty/255) * 5V. For example, if Duty is 100, (100/255) * 5V = 1.96V; PWM outputs a train of pulses whose average voltage is 1.96V. In order to convert PWM into an analog voltage we have to filter out the FILTERING THE PWM SIGNAL. pulses and store the average voltage. The resistor/capacitor combination in Figure 5.27 will do the job. The capacitor will hold the voltage set by PWM even after the instruction has finished. How long it will hold the voltage depends on how much current is drawn from it by external circuitry, and the internal leakage of the capacitor. In order to hold the voltage relatively steady, a program must periodically repeat the PWM instruction to give the capacitor a fresh charge. P0



Analog Voltage



Figure 5.27: Example PWM Filter Circuit.



+ 0.1 uF



Vss



Just as it takes time to discharge a capacitor, it also takes time to charge it DETERMINING THE APPROPRIATE in the first place. The PWM command lets you specify the charging time CYCLE TIME FOR YOUR CIRCUIT. in terms of PWM cycles. The period of each cycle is shown in Table 5.65. So, on the BS2, to charge a capacitor for 5ms, you would specify 5 cycles in the PWM instruction. How do you determine how long to charge a capacitor? Use this rule-ofthumb formula: Charge time = 4 * R * C. For instance, Figure 5.27 uses a 3 -6 10k (10 x 10 ohm) resistor and a 1 µF (1 x 10 F) capacitor: 3



-6



-3



Charge time = 4 * 10 x 10 * 1 x 10 = 40 x 10 seconds, or 40 ms. Since, on the BS2, each cycle is approximately a millisecond, it would take at least 40 cycles to charge the capacitor. Assuming the circuit is connected to pin 0, here’s the complete PWM instruction: PWM 0, 100, 40



' Put a 1.96V charge on capacitor.



After outputting the PWM pulses, the BASIC Stamp leaves the pin in input mode (0 in the corresponding bit of DIRS). In input mode, the pin’s output driver is effectively disconnected. If it were not, the steady output state of the pin would change the voltage on the capacitor and undo the Page 248 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – PWM voltage setting established by PWM. Keep in mind that leakage currents of up to 1 µA can flow into or out of this “disconnected” pin. Over time, these small currents will cause the voltage on the capacitor to drift. The same applies for leakage current from an op-amp’s input, as well as the capacitor’s own internal leakage. Executing PWM occasionally will reset the capacitor voltage to the intended value. PWM charges the capacitor; the load presented by your circuit discharges it. How long the charge lasts (and therefore how often your program should repeat the PWM command to refresh the charge) depends on how much current the circuit draws, and how stable the voltage must be. You may need to buffer PWM output with a simple op-amp follower if your load or stability requirements are more than the passive circuit of Figure 5.27 can handle. HOW PULSE-WIDTH-MODULATION IS GENERATED.



The term “PWM” applies only loosely to the action of the BASIC Stamp's PWM command. Most systems that output PWM do so by splitting a fixed period of time into an on time (1) and an off time (0). Suppose the interval is 1 ms and the duty cycle is 100 / 255. Conventional PWM would turn the output on for 0.39 ms and off for 0.61 ms, repeating this process each millisecond. The main advantage of this kind of PWM is its predictability; you know the exact frequency of the pulses (in this case, 1 kHz), and their widths are controlled by the duty cycle. BASIC Stamp's PWM does not work this way. It outputs a rapid sequence of on/off pulses, as short as 1.6 µs in duration, whose overall proportion over the course of a full PWM cycle of approximately a millisecond is equal to the duty cycle. This has the advantage of very quickly zeroing in on the desired output voltage, but it does not produce the neat, orderly pulses that you might expect. The BS2, BS2e, BS2sx and BS2p also uses this high-speed PWM to generate pseudo-sine wave tones with the DTMFOUT and FREQOUT instructions.
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PWM - BASIC Stamp Command Reference Demo Program (PWM.bs2)



1



' Connect a voltmeter (such as a digital multimeter set to its voltage range) to the output of ' the circuit shown in the figure for the PWM command (in the manual). Run the program ' and observe the readings on the meter. They should come very close to 1.96V, then ' decrease slightly as the capacitor discharges. Try varying the interval between PWM ' bursts (by changing the PAUSE value) and the number of PWM cycles to see their effect. '{$STAMP BS2}



'STAMP directive (specifies a BS2)



Again: PWM 0, 100, 40 PAUSE 1000 GOTO Again



' 40 cycles of PWM at 100/255 duty ' Wait a second. ' Repeat
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NOTE: This is written for the BS2 but can be used for the BS1, BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive and the Cycles value of PWM before downloading to the BS1, BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – RANDOM RANDOM 1
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RANDOM Variable



Function Generate a pseudo-random number. • Variable is a variable (usually a word) whose bits will be scrambled to produce a random number. Variable acts as RANDOM's input and its result output. Each pass through RANDOM stores the next number, in the pseudorandom sequence, in Variable.



Explanation RANDOM generates pseudo-random numbers ranging from 0 to 65535. They’re called “pseudo-random” because they appear random, but are generated by a logic operation that uses the initial value in Variable to "tap" into a sequence of 65535 essentially random numbers. If the same initial value, called the "seed", is always used, then the same sequence of numbers is generated. The following example demonstrates this:



1



SYMBOL



Result = W0



Loop: Result = 11000 RANDOM Result DEBUG Result GOTO Loop



' Set initial "seed" value ' Generate random number. ' Show the result on screen.



-- or --
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Result



VAR



WORD



Loop: Result = 11000 RANDOM Result DEBUG DEC ? Result GOTO Loop



' Set initial "seed" value ' Generate random number ' Show the result on screen.



In this example, the same number would appear on the screen over and over again. This is because the same seed value was used each time; specifically, the first line of the loop sets Result to 11,000. The RANDOM command really needs a different seed value each time. Moving the "Result =" line out of the loop will solve this problem, as in: BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 251



RANDOM - BASIC Stamp Command Reference SYMBOL Result = W0 Result = 11000 Loop: RANDOM Result DEBUG Result GOTO Loop



1 ' Set initial "seed" value



' Generate random number. ' Show the result on screen.



-- or -Result VAR Result = 11000



WORD



Loop: RANDOM Result DEBUG DEC ? Result GOTO Loop



' Set initial "seed" value
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' Generate random number ' Show the result on screen.



Here, Result is only initialized once, before the loop. Each time through the loop, the previous value of Result, generated by RANDOM, is used as the next seed value. This generates a more desirable set of pseudorandom numbers. In applications requiring more apparent randomness, it's necessary to "seed" RANDOM with a more random value every time. For instance, in the demo program below, RANDOM is executed continuously (using the previous resulting number as the next seed value) while the program waits for the user to press a button. Since the user can’t control the timing of button presses very accurately, the results approach true randomness. Another possibility is to take advantage of the "floating" effect of unused input pins. Because any I/O pin that is an input, and is not electrically connected to anything, tends to "float" randomly between 0 and 1, this is a good source of a potential seed value. For example, if the upper 8 pins on a BS2 are not being used, leave them as inputs and don't electrically connect them (leave them "floating"). Then, use something like the following code to initialize the seed value: Result = INH * 256 + INH



' Fill high and low byte with current, floating, ' value of I/O pins 8 - 15
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1 NOTE: BS1's only have 8 I/O pins. There may not be enough unused pins to do something similar, but if so, use the PINS variable, rather than INH.



5: BASIC Stamp Command Reference – RANDOM Vdd



Figure 5.28: RANDOM Button Circuit.



10 kΩ P7 PB Switch Vss



1 Demo Program (RANDOM.bas) ' Connect a button to I/O pin 7 as shown in the figure in the RANDOM command description ' (in the manual) and run this program. This program uses RANDOM to simulate a coin toss. ' After 100 trials, it reports the total number of heads and tails thrown. '{$STAMP BS1} SYMBOL SYMBOL SYMBOL SYMBOL SYMBOL SYMBOL



Flip Coin Trials Heads Tails Btn



'STAMP directive (specifies a BS1) = = = = = =



W0 BIT0 B2 B3 B4 B5



' The random number. ' A single bit of the random number. ' Number of flips. ' Number of throws that came up heads. ' Number of throws that came up tails. ' Workspace for Button instruction.



Start: DEBUG CLS, "Press button to start" FOR Trials = 1 TO 100 ' 100 tosses of the coin. Hold: RANDOM Flip ' While waiting for button, randomize. BUTTON 7, 0, 250, 100, Btn, 0, Hold ' Wait for button. BRANCH Coin,(Head,Tail) ' If 0 then head; if 1 then tail. Head: DEBUG CR, "HEADS" ' Show heads. Heads = Heads + 1 ' Increment heads counter. GOTO TheNext ' Next flip. Tail: DEBUG CR, "TAILS" ' Show tails. Tails = Tails + 1 ' Increment tails counter. TheNext: ' Next flip. NEXT ' When done, show the total number of heads and tails. DEBUG CR, CR, "Heads: ", # Heads, " Tails: ", #Tails
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RANDOM - BASIC Stamp Command Reference Demo Program (RANDOM.bs2)



2



' Connect a button to I/O pin 7 as shown in the figure in the RANDOM command description ' (in the manual) and run this program. This program uses RANDOM to simulate a coin toss. ' After 100 trials, it reports the total number of heads and tails thrown. '{$STAMP BS2} Flip Coin Trials Heads Tails Btn



VAR VAR VAR VAR VAR VAR



'STAMP directive (specifies a BS2) WORD Flip.BIT0 BYTE BYTE BYTE BYTE



' The random number. ' A single bit of the random number. ' Number of flips. ' Number of throws that came up heads. ' Number of throws that came up tails. ' Workspace for Button instruction.



Start: DEBUG CLS, "Press button to start" FOR Trials = 1 TO 100 Hold: RANDOM Flip BUTTON 7, 0, 250, 100, Btn, 0, Hold branch coin,[head,tail] Head: DEBUG CR, "HEADS" Heads = Heads + 1 GOTO TheNext



' 100 tosses of the coin. ' While waiting for button, randomize. ' Wait for button. ' If 0 then head; if 1 then tail. ' Show heads. ' Increment heads counter. ' Next flip.



Tail: DEBUG CR, "TAILS" ' Show tails. Tails = Tails + 1 ' Increment tails counter. TheNext: ' Next flip. NEXT ' When done, show the total number of heads and tails. DEBUG CR, CR, "Heads: ", DEC Heads, " Tails: ", DEC Tails
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – RCTIME RCTIME
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RCTIME Pin, State, Variable



Function Measure time while Pin remains in State; usually to measure the charge/discharge time of resistor/capacitor (RC) circuit. • Pin is a variable/constant/expression (0 – 15) that specifies the I/O pin to use. This pin will be placed into input mode. • State is a variable/constant/expression (0 - 1) that specifies the desired state to measure. Once Pin is not in State, the command ends and stores the result in Variable. • Variable is a variable (usually a word) in which the time measurement will be stored. The unit of time for Variable is described in Table 5.66.



Quick Facts Table 5.66: RCTIME Quick Facts. Units in Variable Maximum pulse width



BS2 2 µs



BS2e 2 µs



BS2sx 0.8 µs



BS2p 0.9 µs



131.07 ms



131.07 ms



52.428 ms



58.982 ms



Explanation RCTIME can be used to measure the charge or discharge time of a resistor/capacitor circuit. This allows you to measure resistance or capacitance; use R or C sensors such as thermistors or capacitive humidity sensors or respond to user input through a potentiometer. In a broader sense, RCTIME can also serve as a fast, precise stopwatch for events of very short duration. HOW RCTIME'S TIMER WORKS.



When RCTIME executes, it starts a counter (who's unit of time is shown in Table 5.66). It stops this counter as soon as the specified pin is no longer in State (0 or 1). If pin is not in State when the instruction executes, RCTIME will return 1 in Variable, since the instruction requires one timing cycle to discover this fact. If pin remains in State longer than 65535 timing cycles RCTIME returns 0. BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 255



RCTIME - BASIC Stamp Command Reference Figure 5.29 shows suitable RC circuits for use with RCTIME. The circuit in SUITABLE RCTIME CIRCUITS. 5.29a is preferred, because the BASIC Stamp's logic threshold is approximately 1.5 volts. This means that the voltage seen by the pin will start at 5V then fall to 1.5V (a span of 3.5V) before RCTIME stops. With the circuit of 5.29b, the voltage will start at 0V and rise to 1.5V (spanning only 1.5V) before RCTIME stops. For the same combination of R and C, the circuit shown in 5.29a will yield a higher count, and therefore more resolution than 5.29b. Vdd



Figure 5.29: Example RC Circuits. Use A (left) with State = 1. Use B (right) with State = 0.



Vdd C



R



to I/O pin 220 Ω



to I/O pin 220 Ω



R



C



Vss



a



use with state = 1 (preferred - see text)



Vss



b



use with state = 0



Before RCTIME executes, the capacitor must be put into the state specified DON'T FORGET TO DISCHARGE THE in the RCTIME instruction. For example, with figure 5.29a, the capacitor CAPACITOR BEFORE EXECUTING RCTIME. must be discharged until both plates (sides of the capacitor) are at 5V. It may seem counterintuitive that discharging the capacitor makes the input high, but remember that a capacitor is charged when there is a voltage difference between its plates. When both sides are at +5V, the cap is considered discharged. Here’s a typical sequence of instructions for 5.29a (assuming I/O pin 7 is used): Result VAR WORD HIGH 7 PAUSE 1 RCTIME 7,1,Result DEBUG ? Result



' Word variable to hold result. ' Discharge the cap ' for 1 ms. ' Measure RC charge time. ' Show value on screen.



Using RCTIME is very straightforward, except for one detail: For a given R PREDICTING THE RETURNED VALUE. and C, what value will RCTIME return? It’s easy to figure, based on a Page 256 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – RCTIME value called the RC time constant, or tau (τ) for short. Tau represents the time required for a given RC combination to charge or discharge by 63 percent of the total change in voltage that they will undergo. More importantly, the value τ is used in the generalized RC timing calculation. Tau’s formula is just R multiplied by C:



τ=RxC CALCULATING CHARGE AND DISCHARGE TIME.



The general RC timing formula uses τ to tell us the time required for an RC circuit to change from one voltage to another: time = -τ * ( ln (Vfinal / Vinitial) ) In this formula ln is the natural logarithm; it’s a key on most scientific calculators. Let’s do some math. Assume we’re interested in a 10 k resistor and 0.1 µF cap. Calculate τ:



τ = (10 x 10 ) x (0.1 x 10 ) = 1 x 10 3



-6



-3



-3



The RC time constant is 1 x 10 or 1 millisecond. Now calculate the time required for this RC circuit to go from 5V to 1.5V (as in Figure 5.29a): -3



Time = -1 x 10 * ( ln(5.0v / 1.5v) ) = 1.204 x 10 THE RC TIME EQUATION.



-3



-3



On the BS2, the unit of time is 2µs (See Table 5.66), that time (1.204 x 10 ) works out to 602 units. With a 10 k resistor and 0.1 µF cap, RCTIME would return a value of approximately 600. Since Vinitial and Vfinal doesn't change, we can use a simplified rule of thumb to estimate RCTIME results for circuits like 5.29a: RCTIME units = 600 x R (in kΩ) x C (in µF)



DETERMINING HOW LONG TO CHARGE OR DISCHARGE THE CAPACITOR BEFORE EXECUTING RCTIME.



Another handy rule of thumb can help you calculate how long to charge/discharge the capacitor before RCTIME. In the example above that’s the purpose of the HIGH and PAUSE commands. A given RC charges or discharges 98 percent of the way in 4 time constants (4 x R x C). In Figure 5.29, the charge/discharge current passes through the 220 Ω series resistor and the capacitor. So if the capacitor were 0.1 µF, the minimum charge/discharge time should be: BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 257



RCTIME - BASIC Stamp Command Reference -6



Charge time = 4 x 220 x (0.1 x 10 ) = 88 x 10



-6



So it takes only 88 µs for the cap to charge/discharge, meaning that the 1 ms charge/discharge time of the example is plenty. A final note about Figure 5.29: You may be wondering why the 220 Ω NOTES ABOUT 220 Ω RESISTER IN resistor is necessary at all. Consider what would happen if resistor R in THE RC CIRCUITS. Figure 5.29a were a pot, and were adjusted to 0 Ω. When the I/O pin went high to discharge the cap, it would see a short direct to ground. The 220 Ω series resistor would limit the short circuit current to 5V/220 Ω = 23 mA and protect the BASIC Stamp from damage. (Actual current would be quite a bit less due to internal resistance of the pin’s output driver, but you get the idea.)



Demo Program (RCTIME1.bs2)



2



' This program shows the standard use of the RCTIME instruction measuring an RC ' charge/discharge time. Use the circuit in the RCTIME description (in the manual) ' with R = 10 k pot and C = 0.1 µf. Connect the circuit to pin 7 and run the program. ' Adjust the pot and watch the value shown on the Debug screen change. '{$STAMP BS2} Result



VAR



'STAMP directive (specifies a BS2) WORD



Again: HIGH 7 PAUSE 1 RCTIME 7, 1, Result DEBUG CLS, DEC Result GOTO Again



'Word variable to hold result.



'Discharge the cap 'for 1 ms. 'Measure RC charge time. 'Show value on screen.
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NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



5: BASIC Stamp Command Reference – RCTIME



Figure 5.30: Relay circuit for Demo Program 2.



Vdd relay coil



P6 Vdd 10 kΩ



Relay: 5Vdc reed relay with 20mA coil, eg., Radio Shack 275-232 relay contacts



P7



Vss



Demo Program (RCTIME2.bs2) ' This program illustrates the use of RCTIME as a fast stopwatch. The program energizes ' a relay coil, then measures how long it takes for the relay contacts to close. Figure 5.30 ' shows the circuit. Note that RCTIME doesn't start timing instantly. '{$STAMP BS2} Result



VAR



'STAMP directive (specifies a BS2) WORD



Again: Low 6 RCTIME 7, 1, Result DEBUG "Time to close: ", DEC Result, CR HIGH 6 PAUSE 1000 GOTO Again



'Energize relay coil. 'Measure time to contact closure. 'Release the relay. 'Wait a second. 'Do it again.
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READ Location, Variable



Function 1 NOTE: Expressions are not allowed as arguments on the BS1.



Read value at Location in EEPROM and store the result in result in Variable. • Location is a variable/constant/expression (0 – 255 on BS1, 0 – 2047 on all other BASIC Stamps) that specifies the EEPROM address to read from. • Variable is a variable (usually a byte) where the value is stored.



Quick Facts Table 5.67: READ Quick Facts.



BS1



BS2, BS2e, BS2sx



BS2p



Range of EEPROM locations



0 to 255



0 to 2047



0 to 2047 (see notes below)



Special notes



n/a



READ only works with current program slot on BS2e and BS2sx.



READ works with any program slot as set by the STORE command.



Explanation The EEPROM is used for both program storage (which builds downward from address 255 on BS1, 2047 on all other BASIC Stamps) and data storage (which builds upward from address 0). The READ instruction retrieves a byte of data from any EEPROM address and stores that byte in Variable. Any location within the EEPROM can be read (including your PBASIC program's tokens) at run-time. This feature is mainly used to retrieve long-term data from EEPROM; data stored in EEPROM is not lost when the power is removed. The following READ command retrieves the value at location 100 and stores it into the variable called Result:



A SIMPLE READ COMMAND.



1



SYMBOL



Result = B0



READ 100, Result



--or--
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Result



VAR



BYTE



READ 100, Result
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READ - BASIC Stamp Command Reference The EEPROM is organized as a sequential set of byte-sized memory READING WORD VALUES VS. BYTE locations. The READ command only retrieves byte-sized values from VALUES. EEPROM. This does not mean that you can't read word-sized values, however. A word consists of two bytes, called a low-byte and a high-byte. If you wanted to read a word-sized value, you'll need to use two READ commands and a word-size variable (along with some handy modifiers). For example, SYMBOL SYMBOL SYMBOL EEPROM



Result Result_Low Result_High (101, 4)



READ READ DEBUG



0, Result_Low 1, Result_High #Result



= W0 = B0 = B1



'The full word-sized variable 'B0 happens to be the low-byte of W0 'B1 happens to be the high-byte of W0 'Store word-sized value in locations 0 and 1



1



--or-Result DATA



VAR WORD word 1125



READ READ DEBUG



0, Result.LOWBYTE 1, Result.HIGHBYTE DEC Result
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'Store word-sized value in locations 0 and 1



This code uses the EEPROM or DATA directive to write the low-byte and high-byte of the number 1125 into locations 0 and 1 during download. When the program runs, the two READ commands will read the low-byte and high-byte out of EEPROM (reconstructing it in a word-size variable) and then display the value on the screen. Note that the EEPROM and DATA directives store data in the EEPROM SPECIAL NOTES FOR EEPROM before the program runs, however, the WRITE command can be used to USAGE. store data while the program is running. Additionally, the EEPROM locations can be read an unlimited number of times, but EEPROM locations can be worn out by excessive writes. See the WRITE command for more information. When using the READ and WRITE commands, take care to ensure that 1 your program doesn’t overwrite itself. On the BS1, location 255 holds the address of the last instruction in your program. Therefore, your program can use any space below the address given in location 255. For example, if Page 262 • BASIC Stamp Programming Manual 2.0b • www.parallaxinc.com



5: BASIC Stamp Command Reference – READ location 255 holds the value 100, then your program can use locations 0–99 for data.
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2



On other BASIC Stamps, you'll need to view the Memory Map of the program before you download it, to determine the last EEPROM location used. See the "Memory Map Function" section in Chapter 3.



2



On the BS2p, the READ and WRITE commands can affect locations in any program slot as set by the STORE command. See the STORE command for more information.



p



p



1 Demo Program (READ.bas) ' This program reads a string of data stored in EEPROM. The EEPROM data is downloaded ' to the BS1 at compile-time and remains there (even with the power off) until ' overwritten. Put ASCII characters into EEPROM, followed by 0, which will serve as the ' end-of-message marker. '{$STAMP BS1}



'STAMP directive (specifies a BS1)



EEPROM ("BS1 EEPROM Storage!",0) SYMBOL SYMBOL



StrAddr = W0 Char = B2



StrAddr = 0



2 2 2 p sx e NOTE: This is written for the BS2 but can be used for the BS2e, BS2sx and BS2p also. Locate the proper source code file or modify the STAMP directive before downloading to the BS2e, BS2sx or BS2p.



2



'Set address to start of Message.



StringOut: READ StrAddr,Char IF Char 0 THEN Cont END



'Get a byte from EEPROM. 'Not end? Continue. 'Stop here when done.



Cont: DEBUG @Char StrAddr = StrAddr + 1 GOTO StringOut



'Show character on screen. 'Point to next character. 'Get next character.



Demo Program (READ.bs2) ' This program reads a string of data stored in EEPROM. The EEPROM data is downloaded ' to the BS2 at compile-time and remains there (even with the power off) until ' overwritten. Put ASCII characters into EEPROM, followed by 0, which will serve as the ' end-of-message marker. '{$STAMP BS2} Message StrAddr Char



'STAMP directive (specifies a BS2)



DATA "BS2 EEPROM Storage!",0 VAR WORD VAR BYTE
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READ - BASIC Stamp Command Reference StrAddr = Message



'Set address to start of Message.



StringOut: READ StrAddr,Char IF Char 0 THEN Cont Stop



'Get a byte from EEPROM. 'Not end? Continue. 'Stop here when done.



Cont: DEBUG Char StrAddr = StrAddr + 1 GOTO StringOut



'Show character on screen. 'Point to next character. 'Get next character.
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RETURN



Function Return from a subroutine, assuming there was a previous GOSUB executed.



Quick Facts Table 5.68: RETURN Quick Facts.



BS1, BS2, BS2e, BS2sx and BS2p Maximum number of RETURNS per program



1 NOTE: On the BS1, a RETURN without a GOSUB will return the program to the last GOSUB (or will end the program if no GOSUB was executed).



Unlimited. However, the number of GOSUBs are limited. See GOSUB for more information.



Explanation RETURN sends the program back to the address (instruction) immediately following the most recent GOSUB. If RETURN is executed without a prior GOSUB, the BASIC Stamp will return to the first executable line of the program; usually resulting in a logical bug in the code. See the GOSUB command for more information. The example below will start out by GOSUB'ing to the section of code beginning with the label Hello. It will print "Hello my friend." on the screen then RETURN to the line after the GOSUB… which prints "How are you?" and ENDs. GOSUB Hello DEBUG "How are you?" END Hello: DEBUG "Hello my friend.", CR RETURN



WATCH OUT FOR SUBROUTINES THAT YOUR PROGRAM CAN "FALL INTO."



There's another interesting lesson here; what would happen if we removed the END command from this example? Since the BASIC Stamp reads the code from left to right / top to bottom (like the English language) once it had returned to and run the "How are you?" line, it would naturally "fall into" the Hello routine again. Additionally, at the end of the Hello routine, it would see the RETURN again (although it didn't GOSUB to that routine BASIC Stamp Programming Manual 2.0c • www.parallaxinc.com • Page 265



RETURN - BASIC Stamp Command Reference this time) and because there wasn't a previous place to return to, the BASIC Stamp will start the entire program over again. This would cause an endless loop. The important thing to remember here is to always make sure your program doesn't allow itself to "fall into" a subroutine.



1



Demo Program (RETURN.bs2) ' This program demonstrates a potential bug caused by allowing a program to 'fall into' a ' subroutine. The program was intented to indicate that it is "Starting...", then ' 'Executing Subroutine', then 'Returned...' from the subroutine and stop. Since we ' left out the END command (indicated in the comments), the program then falls into the ' subroutine, displays 'Executing..." again and then RETURNs to the start of the program ' and runs continuously in an endless loop. '{$STAMP BS2}



'STAMP directive (specifies a BS2)



DEBUG "Starting Program",CR



'Indicate the start of the program



Main: PAUSE GOSUB PAUSE DEBUG PAUSE



1000 DemoSub 1000 "Returned from Subroutine", CR 1000



'Call the subroutine 'Indicate the return from the subroutine ' 
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Sound Ideas with the BASIC Stamp 2 - Rambal 

Okay, we can't use FREQOUT to simulate someone answering that phone call, so we'll play a little tune instead. Music generation is probably the most popular ...
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BASIC Stamp I Application Notes 1 - G.I.S Harita 

If a backspace is received, the program moves the LCD cursor back one ...... speed trap ... setups would be required to time baseballs, remote-control cars or aircraft ..... The second difference between this and other stepper driver designs is.
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BASIC Stamp I Application Notes 1 - G.I.S Harita 

Parallax, Inc. â€¢ BASIC Stamp Programming Manual 1.9 â€¢ Page 71 ..... mechanical design. For a given sig- nal input .... debug huns. When you download the program to the Stamp, a window will appear ...... air-conditioning equipment that uses evapor
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Owner's Manual (Basic) - Qobuz 

as power-supply cord or plug is damaged, liquid has been ..... symbol. In this case it complies with the requirement set by the Directive for the chemical involved.
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FE-210 Basic Manual 

retoucher, envoyer par courier électronique et imprimer vos photos et vidéos .... génère de la chaleur, comprenant les amplificateurs. ATTENTION: POUR ... Ne pas regarder le soleil ni de la lumière puissante avec l'appareil. ( Ne pas utiliser ni ...
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Basic Manual - Olympus America 

Si vous avez besoin de piles en urgence, vous pouvez utiliser des piles alcalines AA. (R6) qui sont ... positionnez le commutateur marche/arrêt sur ON. Remarque ... automatiquement en mode veille et cesse de fonctionner après 30 secondes.
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FE-210 Basic Manual 

The time is displayed in the 24-hour format. h. Press the Y# button. .... For details of switching to video input, refer to your TV's instruction manual. 3 Turn on the ...
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X-745 Basic Manual 

7 oct. 2006 - (electronic) reference manual located in the OLYMPUS Master folder on your hard drive. ...... génère de la chaleur, comprenant les amplificateurs. ... Ne pas regarder le soleil ni de la lumière puissante avec l'appareil. ( Ne pas ...
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C-750UZ BASIC MANUAL 

L'image enregistrÃ©e a Ã©tÃ© protÃ©gÃ©e. (lecture seule) sur un ordinateur. Vous devez tÃ©lÃ©charger l'image sur un ordinateur et annuler cet attribut. q. CARD FULL.
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FE-230 Basic Manual 

électronique et imprimer vos photos et vidéos numériques, etc. (Configurations .... génère de la chaleur, comprenant les amplificateurs. ATTENTION: ... Ne pas regarder le soleil ni de la lumière puissante avec l'appareil. ( Ne pas utiliser ni ...
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Basic Manual - Olympus America 

Devenir enroulÃ© dans la courroie de l'appareil, causant la strangulation. .... sont plates et pas ... â—‹Tirez sur la courroie pour qu'elle ne soit pas dÃ©tendue.
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lambert & stamp 

Present-day interviews with the surviving principals, now grown older ... Numbers: streetfighter ROGER DALTREY on lead vocals, art-school nihilist PETE ... making history by creating the first “rock opera”—which eventually became TOMMY.
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Manual 147 - Size 

Nov 3, 2009 - Added a caution about standing the propeller on a blade tip. â€¢ Added cautions ...... to permit installation of the double hex head propeller mounting bolts. ... (2) With a suitable crane hoist and sling, carefully move the propeller .
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James Stamp Supplemental Studies 

(1873-1936) zu nennen, von vielen als Vater der amerikanischen Trompeten-Schule be- trachtet und der grossen Einfluss auf James. Stamp's Schaffen hatte.
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Nascom ROM Basic Manual - Nascom homepage 

Page 1. Page 2. Page 3. Page 4. Page 5. Page 6. Page 7. Page 8. Page 9. Page 10. Page 11. Page 12. Page 13. Page 14. Page 15. Page 16. Page 17. Page 18 ...
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