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Abstract New developments of the thermodynamic cycle simulation program CicloWin : applications on combined and reverse cycles. 2007. Thesis presented by François Dardenne for the graduation in civil engineering in electromechanics (energetics).



The goal of this thesis is to improve the software of thermodynamic cycle simulation CicloWin. More precisely, the work consists in introducing all the new elements to provide the program with the ability to simulate reverse and combined cycles. The reverse and combined cycles are well-known but the accurate simulation of complex cycles are not easy and require long source code. We developed CicloWin in this way : to help a user to build up and simulate quickly and easily a reverse and combined cycle. We introduced a complete thermodynamic model for each new work uids (combustion gas, aire, R123 and R407C) in CicloWin. We developed new classes in the C++ source code to model the new opened system. A special eort have been realized on the heat recovery steam generator. We developed new methods to extend the drawing of thermodynamic diagrams and to improve the user's interface. We have illustrated this improvements by two examples of reverse and combined cycle to demonstrate the good performance of CicloWin in simulating easily and quickly thermodynamic cycles.



Resumen El objectivo de este trabajo es de mejorar el programa de simulación de ciclos termodinámicos CicloWin. Con mas precisión, el trabajo consiste en introducir todos los nuevos elementos para dar al programa las posibilidades de simular los ciclos inversos y combinados. Encontramos una pequeña descripción de los ciclos inversos y combinados para entender los nuevos necesidades de CicloWin. Presentamos a modelo termodinámico completo para cada nuevo uido de trabajo. Las hipótesis que hemos hecho para los modelos de las sistemas abiertas estan explicado para cada nuevo elementos. Hemos realizado un esfuerzo especial sobre las calderas de recuperación encontradas dentro de los ciclos combinados. El principal código fuente de las mejoras principales son disponible en este papel. Hemos ilustrado las mejoras con dos ejemplos de ciclos inversos y combinados para demostrar la buena prestación de CicloWin por la simulación fácil y rápida de los ciclos termodinámicos.
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Introduction The goal of this thesis is to improve the software of thermodynamic cycle simulation CicloWin developed inside the Education Unit of Thermodynamics and physicochemistry (Energy Engineering and Fluid Mechanics Dpt. of the Escuela Tecníca Superior de Ingenieros Industriales) of the Polytechnic University of Madrid (UPM). More precisely, the work consists in introducing all the new elements to provide the program with the ability to simulate reverse and combined cycles.



History of CicloWin Since 1999, a few students have worked under Professor D. Fernando Herrero Acebes' control, on the development of a software which is able to construct the thermodynamic cycles graphically and to simulate them easily. The advantage of CicloWin is its interface graphics. It is actually easy to draw a thermodynamic cycle in dropping and dragging system and next, link them. Once the cycle constructed, we can introduce the minimum of data necessary (system and state of the cycle) to solve the cycle and obtain all the thermodynamic variables as well as the power of every system, the output, and so on. We can see the most used thermodynamic cycle diagrams directly (T − s and h − s). Beyond this main goal, the second objective is that the program keeps the most opened structure possible to facilitate the extension of its code in the future. The complexity of the analysis of thermodynamic cycles can be extended enormously and the reader needs to know, for the moment, that the used model is fairly simple.



Graphics simulation of thermodynamic cycles The reason for carrying out this project is the importance of the thermodynamic cycles. These cycles are very complicated; only in the simplest cases can be analyzed easily without additional help. Furthermore, the parametric analysis of cycles is a task which requires a lot of calculations.
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15 Another advantage of the numeric simulation is the existence of the equation of state for the most commons uids which are established by experimental data. Indeed, reading a thermodynamic graphic to nd out the relationship between the state variables is very inaccurate. By developing the equations of state for a large range of uids, a model of the thermodynamic properties was built with an acceptable accuracy. Moreover, the use of computers made it very fast. In the rst step to establish a thermodynamic cycle model, we need to give details about the model accuracy. In this project, we do not claim to reach the same level as the big commercial thermodynamic programs (ThermoFlow ) which require years of work and dozens of engineers. To start with, we worked on a more didactic program which enables to analyze and compare dierent basic cycles.



Project Structure Our part in this work consists in giving CicloWin the possibility to simulate reverse and combined cycles. For this reasons, we have split up the project into ve parts. The rst step of this paper will consist in giving a short presentation of the CicloWin structure : how is this program organized?; what is its design and internal structure ? The second step consists in presenting the reverse and combined cycles. In the this thermodynamic part, we will introduce the concepts required for the good comprehension of this type of cycle. According to the components which we dealt with in the rst part and to the already existing CicloWin systems, we will establish a list of new components and of the new work uids required for improving the developments in the third part. The thermodynamic model of each component and work uid will be developed. The fourth part presents a part of the source code that we added or modied to reach our main objective. For a correct understanding of the source code, some basic knowledge of C++ is required. Finally, we will illustrate these modications by means of two simulation example of reverse and combined cycles with the help of CicloWin. As a conclusion, we will present a short summary of our work, a list of the potential improvements of CicloWin and its possible uses and future.



Part I



CicloWin
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Presentation of CicloWin 1.1. Introduction In this part, we will explain the development of the CicloWin thermodynamic cycles simulator. First, we will begin with presenting the software capacities. In the next chapter, we will present the program design in which the internal structure of the program is established. This part mainly contains problems of software engineering. Along the chapter the UML (Unied Modeling Language) language is largely used for the graphic description of the dierent levels of architecture. The class diagrams have a special importance : they show how the classes of the system, their interrelationships (including inheritance, aggregation, and association), and the operations and attributes of the classes.



1.2. Use case A use case is an interaction between a user and the system. The rst one hopes to obtain a functionality of the second one. The user is named a "actor". These interactions are represented, in UML, using use case diagrams. For the simulator which we have developed, the following general use cases have been established (gure 1.1): To design a cycle: the user has a space where he draws the cycle graphically, establishing the systems that compose it and its interconnections, as well as the properties of the latter and the values of the state variables. To load and to save a cycle: by choosing an option in the menu, the information of the cycle is saved in a le on a hard disc, which can then be loaded from another option in the main menu. To solve the cycle: as soon as the design of the cycle is achieved, an option in the menu will allow to calculate the cycle from the introduced information. 17
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Figure 1.1: CicloWin



use case



To represent the cycle: after calculating the cycle, it will be represented in T-s and h-s diagrams. To analyze the eects of the parameter changes : the user will be able to change the cycle information, to calculate it again and to compare the dierence in the results. To obtain a summary of the cycle: the user can see the main results of the cycle any moment like total eciency, potency, etc.



1.2.1. Designing a cycle After this general description, some use cases will be pointed out. The case of use related to the design of the cycle is illustrated in the diagram 1.2. To design a cycle includes a series of use cases: To introduce systems in the cycle. The user chooses a system in panel bar where all the systems of CicloWin are located and places them on cycle diagram window. A graphic representation of the system is displayed on the screen and indicates its entrance and exhaust points. To connect systems. When dragging the exhaust of a system up to the entrance of
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Figure 1.2:



CICLOWIN



Use case of a cycle design



another one, a state is created that represents the point to point connection. The state appears like a graphic object on the cycle diagram window. To edit the system properties. By right clicking down on a system, a window opens that shows the system properties and allows to modify them. To edit state properties. By right clicking down on a state, a window opens. This window shows the values of the state variables and allows to modify them. The values of the variables dier in colours : in blue when introduced by the user himself (design value) and in black when resulting of computing. The are still black when they have not been validated yet. To see the state variables. In the bottom of design diagram a table appears with the values of the variables for each of the states. It is possible to choose the units in which the values appear. To move the systems and the states. The systems and the states are graphic objects
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that can be placed as wanted by dragging them with the mouse inside the cycle diagram window. To move the connections between systems. These connections can be planned at random by displacing two intermediate points of the connection with the mouse inside the cycle diagram window.



1.2.2. Representing a cycle The case use to represent a cycle is illustrated in diagram 1.3.



Figure 1.3:



Use case to represent a cycle



Representing a cycle includes several use cases: To choose the type of diagrams. Selecting an option in a list between showing the T − s or h − s diagram . To extend the zones of the diagram. Dragging the mouse on the diagram a rectangle is planned on it. After releasing the mouse only the chosen part is represented in the diagram. To zoom out. A button allows to go back to the previous state, to the last zoom, or to represent the initial diagram. To know the value of the variables at a given point. Moving the cursor on the diagram shows the value of the diagram variables (T and s or h and s) simultaneously, corresponding to the point on which the cursor is placed.
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1.3. Domain model This program consists of a simulator of thermodynamic cycles. What do we mean by a thermodynamic cycle? Open systems interconnected between themselves by uid ows make up a cycle. Every system will have a series of entrances and exhaust, and they are described in a series of equations. On the other hand, every uid will be in a certain thermodynamic state represented by the value of a few thermodynamic variables. So, these variables are related between to each other by a series of equations of state, which will be dierent depending on the type of substance. The previous textual description of a thermodynamic cycle, although it helps to clarify the ideas, is still too vague to be able to program them exactly. We will represent it in a UML class diagram (Unied Modeling Language) to specify it better (gure 1.4).



Figure 1.4:



UML class diagram of



CicloWin



We see that a cycle consists of several systems and uids. If a cycle does not exist, neither the systems nor the uids exist. Every uid is related to two systems: it goes out of one and enters another one. For the case of opened cycles, one of the systems will be the environment : there will be ows which enter or go out of the environment.
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Every uid has a certain state and every state corresponds only to one uid. A uid and a state turn out to be able to join only in one entity which groups them together1 . A uid can be water, air, freon or gas combustion. Every state contains several variables. These variables can be the temperature, pressure, enthalpy...Dierent systems can be turbines, pumps, boilers and so on. With diagram (1.4) we can simulate a thermodynamic cycle. This class scheme will not necessarily be used in the program, but it is closer than a simple textual description. Furthermore it does not present any ambiguities.



1.4. Non functional requirements We call a non functional requirement a global external system property which is not tied to any internal concrete function in the program. CicloWin non functional requirements are the following ones:



The program will work under Windows 9x/NT/XP; The les where the cycles are stored will be simple text les; The representation of the diagrams will be done in real-time, from the equations of state of the uids; CicloWin must allow to design several cycles simultaneously to be able to compare them;



The structure of the program must be open, so that new systemscould be developed in the future.



1.5. The choice of architecture We still have to choose the architecture on which the program will be developed. It is a arbitrary decision which depends on some external factors of the program. In this case one decided to use Borland C++ Builder 5 for the following reasons: the language that it uses is C++, that it is OOP (Object-Oriented Programming). Besides allowing a big exibility it is very ecient as well. Since the program is going to have portions of code with intensive calculations (as it is the case with the equations of state) a rapid language is necessary in the computing. it facilitates the design of the graphic interface enormously, as it is provided with visual designers and with a big bookstore of graphic classes. The decision to use this architecture will determine the further program design. 1



In CicloWin, a uid class is derived of the state class



TEstado
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CicloWin design Once the analysis of requirements is ended we already know what functionality we can expect from the program. We are now describing the program design. At this stage we try to develop the class framework that will compose the program. To achieve this we will use the UML class diagrams. In the program we can distinguish three big subsystems: 1. The calculation subsystem includes all the classes related to the architecture of the cycle (systems, states, links between them) and the cycle computing. 2. The interface subsystem includes all the classes that make up the user interface: windows, system pictures, graphic components, etc. 3. The thermodynamic representation subsystem contains the classes related to the thermodynamic diagrams of the cycle.



Figure 2.1:



Principals subsystems of
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The calculation subsystem depends on the interface subsystem, while the systems and states have a graphic representation in the cycle design window of the cycle. The interface subsystem, in turn, depends on the calculation subsystem because it is the one that allows to construct the architecture of the cycle. Finally, the thermodynamic representation subsystem depends on the two previous ones for it collects the cycle information to draw the thermodynamic diagram in the graph window. We are describing the classes that compose each of the subsystems.



2.1. Calculation subsystem We represent in the class diagram (gure 2.2) the basic structure of this package.



Figure 2.2:



Calculation subsystems



If we compare this diagram with the corresponding domain model (gure 1.4) we will see that it shares similarities but it is not exactly equal. This is something normal, the
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domain model does not make up the real entities and does not correspond exactly to the implementation inside the software. A cycle consists of a set of systems and states. There are two abstract classes: the rst one represents the open systems and the second one the uids that interconnect the systems. As each of these uids can only exists in a thermodynamic state, we created a class called TEstado. This class contains both the state variables and the equations of state. These equations are virtual functions that will implement the derivative classes. For example, we construct a TAgua class that is not longer abstract since it implements the water equations of state. It is the same process for the other uids. The ExpandirDatos() method is important : if enough state variables exist, the program calculates the uncalculated remaining ones by using the equations of state. All the systems work about the same way : they all have a series of entrances and exhausts and a Calcular() method that will calculate the system transformations according to these entrances and exhausts. This method is virtual, it will be implemented by the derivative classes from TSistema. Only the concrete systems, like TTurbina, knows how to calculate the system eect1 . The most important method in TCiclo class is Calcular(). This method points at all the states to expand there information and at the systems so that they are calculated. It does not guarantee the completed cycle calculation, but it obtains the highest number of possible results according to the available information. As it is possible to see in diagram 2.2, a state contains a series of variables TTemperatura, TPresion, etc. What are these variables like? We can see it in diagram 2.3 A thermodynamic variable, at rst sight, is only a value. A long double may be use to manipulate it. Nevertheless, a thermodynamic variable is more than a numerical value. First, it may have an unknown value (as it is when it has not been calculated yet). Moreover it has limits of validity (there are no absolute negative temperatures, nor eciency higher than one). It also has units and a dierent value according to the selected unit. Finally, it can be a user variable (the user introduces it as a constant in the cycle) or not (it is a result of computing). The TNumero class is introduced to represent to a number that can have or not an assigned value and that has minimum and maximum limits. The operator surcharge is used so that we can use a TNumero as a long double (to allow allocation and comparison). The TVariable class derives from the previous one including the units implementation. The variable can only be assigned in its related units. This class is abstract and can not instantiate. The thermodynamic variable classes (TTemperatura, TPresion, 1



The BalanceEnthalpia() function is dened only in the



TSistema



derivative class
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Figure 2.3:



UML class diagram of a variable in



CicloWin



TEnthalpia,...) derive from this class that implements his own units and limits of validity.



2.2. Interface subsystem In this package the classes related to the graphic interface of the program are grouped together. The classes related to the graphic edition of the cycle are particularly important. The UML class diagram 2.5 represents these classes. TMadre is the principal window of the program. It is a MDI window (multipledocument interface) on which the dierent cycle windows are available. To make the the link between this cycle windows we have created the TProblema class. So, this class contains three derived classes: TDiagrama, TGraca and TResultados.



The TDiagrama class is the one in charge of the graphic edition of the cycle. As it is logical, it is related to TCiclo since TDiagrama is the one which we add, erase and link systems and states with. The graphic components of the cycle diagram window derive from the class TComponente. This class is in charge of displaying an representative drawing of the component in the diagram and of handling all the events related to the dragging of the components



CHAPTER 2.



27



CICLOWIN DESIGN



Figure 2.4:



UML class diagram of the interface subsystem



on the cycle diagram window. It also run the system property pop-up window2 which is used to dene the system properties. It also work for the state property pop-up window. The class derives from TComponente. It adds the graphic resize property of the component to the previous one. The system classes (TSistema )derive directly from 2



It displays this popup window with the



ponente



MuestraPropiedades()



method virtually dened in



TCom-
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TRedimensionable. TSistema contains a series of active points, TPuntoActivo. These are the points which are use to carry out the connection between the systems and in the same time create the state (TEstado ).



Another class derives from TComponente, it'is TCurvaEditable. This class is a graphic element that represents a connection between two systems. It contains some TPuntoActivo which represent the entrance and the exhausts, and a series of intermediate points (TPuntoCurva ). These intermediate points determine the points which the connections go through. These can be moved in the diagram cycle window. Thus we have all the elements to trace the curve between two systems. The TEstado class derives from TCurvaEditable. TGraca is the class responsible for the representation of the cycle thermodynamic diagram. Finally, TResultados will contain a summary of the cycle (eciency, power, etc).



2.3. Thermodynamic representation subsystem This package groups the classes related to the graphic representation of the cycle together. It consists of only one main TGraco class .



Figure 2.5:



UML class diagram of thermodynamic representation subsystem



The TGraca class contains the TGraco class which is the diagram in strict sense. This cycle thermodynamic diagram is displayed on a TBitmap. TGraco allows to zoom in and out. It is related to TCiclo since it represents the cycle states in the diagram .
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Computing methods in CicloWin It would be too long to explain all the classes and the complete structure of CicloWin. It is not the purpose of this project to present the whole programming code but in this chapter we will present a summary of the computing method to solve thermodynamics cycles with CicloWin. For more explanation, we recommend the reading of [?] and [?]. A thermodynamic cycle consists of a set of systems and thermodynamic states related to each other in such a way that the position of every element remains established inside this cycle.



3.1. CicloWin properties The Cycle has been implemented in the simulator in the following way: We created a list of states and a list of systems sorted by order of creation. In both lists it is possible to point at every element of the list with the Sistema(k) and Estado(k) function1 ; Some functions deal with reserving some dynamic memory when creating or erasing some systems and states. These can be added or eliminated of the lists which represent the cycle; The cycle will have a focused or activated system that we can locate thanks to the function SistemaActivo() which returns a pointer on the active system present in the cycle; Every cycle will have an associate environment characterized by a exterior pressure and temperature and a dialog window which allows its modications; 1



These functions are dened in the TCiclo class where k varies from k=0 up to k=number of elements of the list
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They are useful and suitable utilities that return the number of systems of a certain type which exists in the cycle and a function which serves to know what type of system we can nd back in the cycle; The Calcular() methods compute the cycle. The DeshacerCalcular() methods allows to return only the initially introduced by the user information. The Calculado() method make sure that nothing remains to calculate; The principal results associated to the cycle can be obtained by methods like Potentia(), RendimientoEnergetico(), RendimientoExergetico(), COP(),... 2



3.2. The main computing algorithm The main computing algorithm of a thermodynamic cycle consists basically in looking through a list in which we have stored the pointers of all the systems associated with the cycle and while referring sequentially to each of them, carrying out the following actions : Mass balance (BalanceMase() method); Enthalpy balance (EntalpiaBalance() method); Data expansion (ExpandirDatos() method) to obtain all the thermodynamic variables if we have sucient information to use it in the equations of state of the uids; This loop repeats itself until the calculated cycle quantity of information at the end of the loop is not higher that the quantity of information before the beginning of the last loop.



2



Translation : Potencia : power, RendimientoEnergetico : energetic eciency, RendimientoExergetico : exergetic eciency, COP : coecient of performance.



30



Part II



Thermodynamic cycles



31



Chapter 4



The reverse cycle In the eld of energy, there are two big divisions which depend on the considered useful eect : the production of the motive force; the cool production and the heat revaluation. In the second case, the used cycles may be qualied as reverse in opposition to motor or direct cycle. The descriptions of the reverse cycle are largely inspired by [?].



4.1. Ideal cycles In every thermal machine, two forms of energy take place : a thermal energy Q and a noble energy which takes a mechanical form W . These two forms of energy are involved successively or simultaneously during thermodynamic transformations imposed to a cycled work uid. There are a lot of dierent cycles for the reverse cycle machines. For example, in gure 4.1, we illustrate four congurations of cycles with two sources. The Carnot machine work with 2 isotherms and 2 isentropics. The Stirling machine works like a reverse cycle with 2 isotherms and 2 isochores (v =Cte). The Ericsson machine works like a reverse cycle with 2 isotherms and 2 isobars (P =Cte). The Brayton-Joule machine works with 2 isentropics and 2 isobars (P =Cte)



4.2. The coecient of performance The quality of a ideal reverse cycle is approached by a notion analogous to the notion of motor machine eciency. In this case, we talk about the coecient of performance (COP). The COP is obtained with the ratio of the useful thermal eect on the energetic consumption required for the previous eect : 32
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Figure 4.1:



COP =



Examples of reverse cycles



usef ul thermal energy energetic consumption



(4.1)



4.3. Corresponding real cycles in ideal cycles The analysis which follows is going to be centered on the machine of Carnot in two sources for illustration but the exposed notions are transposable to other machine. When a refrigerant uid undergoes a series of transformations including changes of state, it is from a liquid state into the vapour state (it takes place in a heat exchanger called evaporator) or in the inverse way (it takes place in the heat exchanger called condenser). In either exchanger, we work with a two-phase uid. If the losses of pressure are neglected in the exchanger and if we assume that work uid reacts as a pure body, then corresponding thermodynamic transformations are isobaric and adiabatic. However, the technical realization of a isentropic compression or expansion remains very problematic with two-phase uids. It causes some distortions in the Carnot cycle.
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The realization of an expansion in humid regime with energy recovery remains very dicult. Because of this we frequently use the Joule-Thomson expansion without heat exchange nor mechanic work with the outside (isenthalpic expansion). It is therefore translated in a deterioration of energy.



4.3.1. The overheating For reasons of security of functioning the supplied vapor of the compressor must be a dry vapour. So we need to overheat the steam to guarantee the absence of liquid droplets in the compressor entrance. It is translated in the gure 4.2 by the existence of transformation 7→1. Overheating the steam in the evaporator before the compressor remains costly in exchange surface and aects the temperature levels of refrigerant uids.



4.3.2. The subcooling The isenthalpic expansion valve requires to be supplied with liquid for technical reasons. This subcooling can be made in dierent places; if it is made in the condenser, then there is a increase of the thermal eect of the sensitive heat taken from the liquid.



4.3.3. COP Th cycle represented in gure 4.2 is a Rankine-Hirn cycle. By considering the cycled uid we express the COP in function of the enthalpy dierences. So for a heat pump: COPRank =



Figure 4.2:



h2 − h4 h2 − h1



(4.2)



Rankine-Hirn cycle with overheating



The denition of the COP's can be a little dierent from the equation 4.2 in function of the used cycle but the main features of the reverse cycle are identical to those
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presented in this chapter.
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The combined cycle 5.1. Introduction Combined cycle is a term used when a power producing engine or plant uses more than one thermodynamic cycle. Heat engines are only able to use a portion of the energy their fuel generates (usually less than 30%). The remaining heat from combustion is generally wasted. Combining two or more "cycles" such as the Brayton cycle (gure 5.3) and Rankine cycle (gure 5.3) results in improved overall eciency. The combined cycle description comes for a great part from [?].



5.2. Principles In a combined cycle power plant (CCPP) or combined cycle gas turbine (CCGT) plant, a gas turbine generator generates electricity and the waste heat from the gas turbine is used to make steam to generate additional electricity via a steam turbine; this last step enhances the eciency of electricity generation. Most new gas power plants are of this type. In a thermal power plant, high-temperature heat as input to the power plant, usually from burning fuel, is converted to electricity as one of the outputs and low-temperature heat as another output. As a rule, in order to achieve high eciency, the temperature of the input heat should be as high as possible and the temperature of the output heat as low as possible (see Carnot eciency). This is achieved by combining the Rankine (steam) and Brayton (gas) thermodynamic cycles.



5.3. Design principles In a steam power plant water is the working medium. In this case high pressure has to be employed which leads to bulky components. High cost of special alloys that resist high temperatures limits the steam temperature to 655 C. For compact gas turbines this limitation does not apply and gas cycle ring temperature in excess of 1,200 C is practicable. In the combined cycle plant the thermodynamic working cycle is operated
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between the high ring temperature and the ambient temperature at which low temperature waste heat can be disposed.



Figure 5.1:



Brayton cycle (gas turbine)



In a gas turbine set, composed primarily of a compressor, burner and the gas turbine itself, the gas turbine input temperature is relatively high (some 900 C to 1,350 C) but the output temperature of the ue gas is also relatively high (some 450 C to 650 C).



°



° °



°



The ue gas temperature is sucient for production of steam in the steam cycle. This Rankine cycle can work with steam temperature in the range of 420 C to 580 C.



°



Figure 5.2:



°



Rankine cycle (steam turbine)



The lowest temperature of the steam cycle depends on the ambient temperature and the method of waste heat disposal, either by direct cooling by lake, river or sea water, or
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using cooling towers. Therefore, by combining both processes, high input temperatures and low output temperatures can be achieved and the power plant eciency can be increased. The output heat of the gas turbine ue gas is utilized to generate steam by passing it through a heat recovery steam generator (HRSG) and therefore is used as input heat to the steam turbine power plant. In gure 5.3 we can observe the heat transfer between the two thermodynamic cycles.



Figure 5.3:



Simple CCGP diagram



5.4. Eciency of CCGT plants The thermal eciency of a combined cycle power plant is normally in terms of the net power output of the plant as a percentage of the lower heating value (LHV) or net caloric value (NCV) of the fuel. In the case of generating only electricity, power plant eciency of up to 59% can be achieved. A diagram of this type of installation is presented in gure 5.4.



5.5. Supplementary ring The HRSG can be designed with supplementary ring of fuel after the gas turbine in order to increase the quantity or temperature of the steam generated. Without supplementary ring, the eciency of the combined cycle power plant is higher. However supplementary ring allows the plant to respond to uctuations of electrical load.
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Figure 5.4:



Simple CCGP diagram



Supplementary ring is possible because turbine exhaust gas (ue gas) contains a considerable fraction of unused oxygen. Due to temperature limitation at the gas turbine inlet, excess air above the optimal stoichiometric ratio is used.



5.6. Fuel for combined cycle power plants Typical combined cycle plants are powered by natural gas, although other sources of fuel can be used such as fuel oil or synthetic gas. Supplementary fuel may be natural gas, fuel oil or coal.
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Part III



Thermodynamic models for the new components
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Chapter 6



The CicloWin requirements In this chapter, we will dene all the new components or new uids which are necessary to give CicloWin the abilities to simulate the reverse and combined cycles.



6.1. Requirements for reverse cycles As we saw in the chapter 4, the four basic components of a reverse cycle are evaporator, pump, condenser and lamination valve. In the current version of CicloWin, we can already use the pump (only for liquid water), the condenser and the lamination valve. Therefore, we need to add an evaporator and adapt the pump to vapour. Furthermore, we know that this type of cycle works with refrigerant uids. CicloWin only contains the thermodynamic model of water. We have to add the EOS of new refrigerant uids (R407c, R123). We also need a new method for presenting the results : the COP and the cool (or heat) power. These new functions will be included in the result window.



6.2. Requirements for combined cycles First of all, we need to program the thermodynamic properties of the air (not yet included in CicloWin ) which is used in the gas turbine and in the heat recovery steam generator (HRSG). In the Brayton cycle, a model of air compressor, a combustion chamber and gas turbine are necessary to complete the gas cycle model. Of course we have to add the HRSG, the main system in a combined cycle. We know that it is possible to use dierent types of HRSG (one or two pressure pressure, reheating,...). All the other systems of the 41
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Rankine cycle already exist. For more accuracy, we will also model the gas combustion for the combustion chamber exhaust state and for the states which follow. The calculation of the eciency and the presentation of the results will be improved for the combined cycle application.



6.3. CicloWin improvements Beside these component additions, we will modify several functions of CicloWin like the result presentations, the exception alerts, the component links (uid compatibility), the code of diagram drawing, and so on. A summary of all these updates are presented directly in chapter 11.



6.4. Updates Table 6.1 summarizes all the new systems and uids that we need to incorporate in CicloWin to be able to model simple reverse and combined cycles. Reverse cycle Combined Cycle Systems Evaporator Air compressor Compressor Combustion chamber Gas turbine HSRC Fluids Refrigerants Air Combustion gas Table 6.1:



New components to add
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New uid thermodynamic properties The rst step in the development of the software CicloWin consists in inserting new uids in the database, especially refrigerant uids. In fact, as we showed in chapter ?? on the reverse cycle, we need to use refrigerant uids with special properties (low vapour saturation). In this chapter, we will describe the thermodynamic model which we used in CicloWin.



7.1. R407C 7.1.1. Description of the uid The most popular refrigerant was the chlorodiuoromethane (R-22 or HCFC-22). In fact this uid was used as a refrigerant in various refrigeration, industrial cooling, air conditioning and heating applications in the last ve decades. The low ozone depletion potential of R-22 compared to CFC-11 and CFC-12 and its excellent refrigerant properties have helped to facilitate the transition away from CFCs. However, R-22 will be phased out in the rst quarter of the 21st century. In preparation for this phaseout, the chemical industry has developed new refrigerants safer for the environment. One of these new uids is the R407C (ASHRAE designation: R-407C(23/25/52)), one environmentally acceptable alternative to R-22. For this reason, we have chosen to model this uid with the purpose to participate to the acceleration of the phaseout of use of R22.



®



Suva 407C is a non-ozone-depleting blend of three hydrouorocarbon (HFC) refrigerants. It displays characteristics similar to R-22.
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7.1.2. Physical Properties Table 7.1 present the physical properties of the R407c refrigerant. Chemical Formula



CH2F2/CHF2CF3/CH2FCF3 (23/25/52% by weight) Molecular Weight 86.20 Boiling point at one atmosphere -43.56 Critical temperature Tc 86.74 (359.89 K) Critical pressure Pc 4619.10 kPa (abs) Critical density Dc 527.30 kg/m3 Critical volume Vc 0.00190 m3/kg



‰



Table 7.1:



Physical Properties of the



R407C



7.1.3. Equations Equation of State : PRSV An equation of state (EOS) is a model for the P-V-T behaviour of a uid. Generalized equations of state assume that the compressibility factor is a function of the reduced temperature and pressure. These equations are valid for both vapor and liquid state. Many equations of state have been proposed in the literature with either an empirical, semi empirical or theoretical basis to improve the model. One of these is due to Peng and Robinson (1976). The form of the PR EOS is : P =



RT a(T ) − (V − b) V (V + b) + b(V − b)



(7.1)



Stryjek and Vera (1986) proposed a modied temperature functionality a(T ) for the Peng-Robinson equation of state to extend the range of applicability to polar components. It has become the PRSV EOS. The advantage of the PRSV equation that it not only has the potential to predict the phase behavior of hydrocarbon systems more accurately but it can also be extended to handle non-ideal systems with accuracies that rival traditional activity coecient models. The only compromise is increased computational time and the additional interaction parameter. So, the PRSC EOS of the R407c is dened by the next expression: P =



RT a − 2 (V − b) V + 2bV − b2



(7.2)



where P is in kPa, T is in K, V is in m3/mole, and R = 0.008314 kJ/(mole)(K). The constants a and b are calculated as follows:
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a=



3 X 3 X



xi xj aij



b=



i=1 j=1



3 X



xi bi



(7.3)



i=1



where xi is the mole fraction of component i, aij is a coecient function of the temperature and bi is a constant for each component of the refrigerant. This PRSV EOS and all the equations of this section are being issued from [?] where we can nd all the constant coecients that are not expressed in the next paragraphs.



Vapour Pressure logn Psat = A +



B + C logn T + DT 2 T



(7.4)



where Psat is in kPa, T in Kelvin and the factor A,B,C and D are dierent if we calculate the bubble point or the dew point.



Density of the Saturated Liquid df = a0 + a1 z + a2 z 2 + a3 z 3 + a4 z 4 Dc



(7.5)



where z = (1 − T /Tc ) 3 − t0 . df is expressed in kg/m3 . 1



7.1.4. Range of validity Table 7.2 presents the range of validity of the chosen EOS for the R407C. Variable Minimum Maximum Temperature (C ) -70 225 Pressure (kPa) 10 3400 Volume (m3 /kg ) 0.0007 1.9509



°



Table 7.2:



Validity range of the



R407C



EOS



7.2. R123 7.2.1. Description of the uid



—



©



DuPont produces HCFC-123 (DuPont Suva 123) refrigerant as a replacement for CFC-11 in chillers and is providing this new refrigerant to chiller manufacturers for use in new and existing chillers.
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7.2.2. Physical Properties Table 7.3 presents the physical properties of the R123 refrigerant. Chemical Formula CHCl2 CF3 Molecular Weight 152.93 Boiling point at one atmosphere 27.85 C Critical Temperature Tc 183.68 (359.89 K) Critical Pressure Pc 3668.0 kPa (abs) Critical Density Dc 550.0 kg/m3 Critical Volume Vc 0.00182 m3/kg



‰



Table 7.3:



°



Physical Properties of the R123



7.2.3. Equations Equation of State : MBWR The Modied Benedict-Webb-Rubin (MBWR) equation of state was used to calculate the tables of thermodynamic properties. The data t and calculation of constants for HCFC-123 were performed for Du Pont at the National Institute of Standards and Technology (NIST) under the supervision of Dr. Mark O.McLinden. It was chosen as the preferred equation of state because it provided the most accurate t of the thermodynamic data over the entire range of temperatures and pressures. The MBWR EOS takes the following expression : 9 15 X X an an 2 P = + exp(−Vc /V ) n 2n−17 V V n=1



(7.6)



n=10



where the an coecients depend of the temperature and Vc is the critical volume. T is in K, P is in kPa, V is in m3/mole and R = 8.314471 J/mole.K. This MBWR EOS and all the equations of this section are being issued of [?] where we can nd all the coecient expressions that are not expressed in this section.



Vapour Pressure The vapour pressure equation used in this model corresponds to the standard type for this kind of thermodynamic properties. log10 Psat = A +



B (F − T ) + Clog10 T + DT + E log10 (F − T ) T T



(7.7)



where T and P are the temperature in Kelvin and the pressure in kPa. The other coecients are constants (see [?]).
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Density of the saturated liquid In the article [?], we always come across the equation for the model of the density of



the saturated liquid which is used for the determination of the liquid density. 1



2



4



df = Af + Bf (1 − Tr ) 3 + Cf (1 − Tr ) 3 + Df (1 − Tr ) + Ef (1 − Tr ) 3



(7.8)



where df is the density in kg/m3 and Tr is equal to T /Tc (Tc is the critical temperature). All the other coecients are constants.



7.2.4. Range of validity Table 7.4 presents the range of validity of the chosen EOS for the R123. Variable Minimum Maximum Temperature (C ) -20 240 Pressure (kPa) 10 3000 Volume (m3 /kg ) 0.0006 1.5



°



Table 7.4:



Validity range of the



R123



EOS



7.3. Enthalpy and entropy departure calculations For both presented refrigerant uids, the enthalpy and entropy calculations may be performed rigorously using the following exact thermodynamic relations:



s − sid RT



V



  ∂P T( )V − P dV ∂T ∞  Z V 1 ∂P P 1 = ln(Z) − ln( 0 ) + ( )V − dV P R ∂T V ∞



h − hid 1 =Z −1+ RT RT



Z



(7.9) (7.10)



where Z is the compression factor (P v/RT ) and P 0 the reference pressure. hid and sid represent respectively the ideal gas enthalpy and entropy. These two equations are applied to each EOS of both new refrigerant uids (R407c and R123) to obtain the enthalpy and entropy. The whole development of the computing process is presented in chapter 9.
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7.4. Air 7.4.1. Description of the uids A thermodynamic property formulation for standard dry air based upon available experimental P − ρ − T , heat capacity and vapor-liquid equilibrium data are provided in the article [?]. This formulation is valid for liquid, vapour, and supercritical air at temperatures from the solidication point on the bubble-point curve (59.75 K) to 2000 K at pressures up to 2000 MPa but in the case of conventional thermodynamic cycles, we use only air upon a vapor phase. Therefore, we restricted the model only to vapour air.



7.4.2. Equations Equation of State The equation of state for air used in the article [?] is expressed in the non dimensional Helmholtz energy : α(δ, τ ) =



a(ρ, T ) = α0 (δ, τ ) + αr (δ, τ ) RT



(7.11)



where α0 is the ideal-gas contribution to the Helmholtz energy given in the previous section, αr is the residual contribution to the Helmholtz energy, δ = ρ/ρj is the reduced density, τ = Tj /T is the reciprocal reduced temperature, ρj is the density at the maxcondentherm, and Tj is the temperature at the maxcondentherm. The ideal gas contribution to the Helmholtz energy of air is given by



α



0



= ln δ +



5 X



Ni τ i−4 + N6 τ 1.5 + N7 ln τ + N8



i=1



ln [1 − exp(−N11 τ )] + N9 ln [1 − exp(−N12 τ )] + N10 ln [2/3 + exp(−N13 τ )]



(7.12)



and the residual Helmholtz energy contribution to the equation of state is given by αr (δ, τ ) =



10 X k=1



Nk δ ik τ jk +



19 X



Nk δ ik τ jk exp(−δ lk )



(7.13)



k=11



The coecients Nk , ik , jk , and lk of the equation of state are given in Table 13 of [?].



49



CHAPTER 7. NEW FLUID THERMODYNAMIC PROPERTIES



Calculation of thermodynamic properties The functions used for calculating pressure, enthalpy and entropy are given as   r  ∂α P = ρRT 1 + δ ∂δ τ  r  0   r  h ∂α ∂α ∂α +δ =τ + +1 RT ∂τ δ ∂τ δ ∂δ τ  0   r  s ∂α ∂α − α0 − αr =τ + R ∂τ δ ∂τ δ



(7.14) (7.15) (7.16)



7.4.3. Range of validity Table 7.5 presents the range of validity of the chosen EOS for the air. Variable Minimum Maximum Temperature (K ) 60 2000 Pressure (kPa) 1 2000E3



°



Table 7.5:



Validity range of the



air



EOS



7.5. The combustion gas As we work with a gas turbine in a combined cycle, the exhaust gas of the combustion chamber have properties a little dierent from the pure air gas. We call this gas the combustion gas. This section presents the combustion gas model.



7.5.1. Composition of the combustion gas The principal elements of a combustion gas are N2, O2, CO, CO2 and H20. We can rediscover the element composition in the combustion gas working with a simple combustion equation 7.17. We introduce three combustion parameters in this equation (combustible type, CO gas combustion percentage and fuel air ratio). For example if methane (CH4) is used as a combustible and if we determine all the combustion parameters it is possible to nd the gas combustion composition from the simple combustion equation 7.17. CH4 + 2n O2 + 2 3.76n N 2 → a CO2 + b CO + cH2O + dO2 + 2 3.76n N 2



(7.17)



We can determine n by the fuel air ratio. The unburned percentage give us a relation between a and b. Indeed, the ctitious molar mass of this fuel is :
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M mCH4 = 12 + 4 1 = 16kg/kmol



(7.18)



The mass balance of a stoichiometric combustion referring to 1 kg of CH41 gives : 1 + 44 M mair 1 = fst 0.21 12 + 4



(7.19)



where fst is the methane stoichiometric fuel air ratio, M mair the air molar mass2 . The volumetric (or molar) oxygen/air ratio is supposed to be of 21%. The equation between the fuel air ratio f and the air excess e is given by: fst =1+e=n f



(7.20)



where n is the same coecient as in the equation 7.17. Now we can construct a system of 4 equations in 4 unknows starting from the equation 7.17 : b = CO/100 a −C−



1=a+b



−H−



4 = 2c



−O−



4n = 2a + b + c + 2d



(7.21) (7.22) (7.23) (7.24)



where CO is the percentage of CO in the combustion gas. After solving this equations, we can determine the molar (volume) composition of the combustion gas in function of the combustion parameters : ntotal = a + b + c + d + 7.52n xCO2



= a/ntotal



xCO = b/ntotal xH2 O = c/ntotal xO2



= d/ntotal



xN2



= 7.52n/ntotal



(7.25) (7.26) (7.27) (7.28) (7.29) (7.30)



where ntotal is the total amount of moles. Once this composition is known, we can model the gas combustion equations of state to get all the gas thermodynamic properties.



7.5.2. The mixed gas thermodynamic model The equations for the thermodynamic equations of state of the gas combustion calculated in the previous section is being issued from [?]. As we want CicloWin to be able 1 2



This equation is being issued from [?] M mair = 28.9643 kg/kmol
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to modify the combustion parameters we need to develop a model which allows to take the dierent gas combustion compositions into account. We present the used equation of state to simulate the properties of combustion gas mixtures. The gas mixture enthalpy hmix is directly available from the temperature T only : " 6 # 12 X ai,mix X hint,mix a hmix 1 i,mix = T∗ τ i+1 + a7,mix ln τ + ( )i−7 + R i+1 7−i τ R i=0



(7.31)



i=8



where R is the absolute gas constant3 , T ∗ = 1000K , τ = T /T ∗ and the ai,mix coecients are dened by ai,mix =



N X



xj ai,j



(7.32)



xj hint,j



(7.33)



j=1



and hint,mix by hint,mix =



N X j=1



where xj is the molar (or volume) share of the j th gas appearing in a mixture consisting of N gases (here N=5), and ai,j is the ith coecient of the j th gas4 . The hint,j coecients are integration constants which we dened ourselves to x the reference enthalpy according to the reference paper [?]. The following relation holds for calculating gas mixture entropy smix at pressure p : smix = s0,mix − R ln



p p0



(7.34)



where s0,mix is the entropy at standard pressure p0 = 100kP a, which is calculated by the formula 6



12



i=1



i=7



X ai,mix X ai,mix 1 so,mix sint,mix ∆s0,mix = a0,mix ln τ + ( τ i) + ( )i−6 + + R i 6−i τ R R



(7.35)



where sint,mix is dened by : sint,mix =



N X j=1



3 4



R=8.31451 J/mol K These coecients are issued of [?]



xj sint,j



(7.36)
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and ∆s0,mix is a term that expresses the change in the entropy when the gases are mixed : N



X ∆s0,mix =− xj ln xj R



(7.37)



j=1



7.5.3. Range of validity Table 7.6 presents the range of validity of the chosen EOS for the combustion gas. Variable Minimum Maximum Temperature (K ) 200 2500 Pressure (kPa) 1 2000E3



°



Table 7.6:



Validity range of the



combustion gas



EOS



7.6. Newton's method As we saw in the previous section, we have some EOS which express the pressure in function of the temperature and the volume. We developed the equations that give us the enthalpy and entropy from the temperature and the pressure. Nevertheless, CicloWin must be able to extract any thermodynamic variable from two independent variables and all the thermodynamic functions need to be solved in both directions. To solve this problem, we introduced a numerical method in the undirect function of the previous section called Newton method which permits to solve the equation quickly by nding the function roots with sucient accuracy . Newton's method, also called the Newton-Raphson method, is a root-nding algorithm that uses the rst few terms of the Taylor series of a function f (x) in the vicinity of a suspected root. The Taylor series of f (x) about the point x = x0 +  is given by 1 f (x0 + ) = f (x0 ) + f 0 (x0 ) + f 00 (x0 )2 + . . . 2



(7.38)



by keeping only the rst order terms f (x0 + ) ≈ f (x0 ) + f 0 (x0 )



(7.39)



This expression can be used to estimate the amount of oset  needed to land closer to the root starting from an initial guess x0 . Setting f (x0 + ) = 0 and solving 7.39 for  = 0 gives
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0 = −



f (x0 ) f 0 (x0 )



(7.40)



which is the rst-order adjustment to the root's position. By letting x1 = x0 + 0 , calculating a new 1 , and so on, the process can be repeated until it converges to a root using n = −



f (xn ) f 0 (xn )



(7.41)



Unfortunately, this procedure can be unstable near a horizontal asymptote or a local extremum. However, with a good initial choice of the root's position, the algorithm can be applied iteratively to obtain xn+1 = xn −



f (xn ) f 0 (xn )



(7.42)



for n==1, 2, 3, .... An initial point x0 that provides safe convergence of Newton's method is called an approximate zero.



Chapter 8



New system thermodynamic properties The new components of reverse and combined cycle are the object of this project. These are composed of open systems joined by means of tubes represented by thermodynamic states.



8.1. The evaporator 8.1.1. Description of the system An evaporator is only a heat exchanger that uses the latent heat of vaporisation of a primary uid to do a energy transfer from a secondary secondary to the primary one. The work temperature of the evaporator is xed by the pressure inside the evaporator. At the exhaust of an evaporator, characterized by a work pressure, the temperature of the primary uid will be equal to the sum of the vaporization temperature and the overheating introduced in the evaporator. As we saw in chapter 4, we introduced overheating to avoid using the compressor with liquid phase.



8.1.2. Equations If the work pressure is xed to pev , with this type of variable inlet and the overheating temperature Toh , it is easy to calculate the exhaust properties.
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Tout = Tsat (pev ) + Toh Pout = pev hout = f (Tout , Pout ) sout = f (Tout , Pout ) Xout = 1



(8.1) (8.2) (8.3) (8.4) (8.5) (8.6)



where the function Tsat (pev ) depends on the uids. We assume that the evaporator has only one entrance and one exit. Consequently the mass balance is very simple : min = mout



(8.7)



8.1.3. Figure 8.1



The schematic representation of the evaporator in CicloWin is illustrated in gure



Figure 8.1:



Schematic representation of the evaporator



8.2. The compressor 8.2.1. Description of the system In the case of reverse cycles, the compressor will compress the refrigerant uid in a gas phase. Indeed, it is very important to make sure that the uid is in a complete gas state before the entrance in the compressor to avoid damaging the compressor with uid particles. The compressor is characterized by its relation of compression and by its isotropic eciency. If we introduce these two parameters, we can nd all the exhaust variables.



56



CHAPTER 8. NEW SYSTEM THERMODYNAMIC PROPERTIES



8.2.2. Equations



hout



pout = pin .rp (hout iso − hin ) = hin − ηc Tout = f (pout , hout ) sout = f (pout , hout ) xout = 1 xin = 1 mout = min



(8.8) (8.9) (8.10) (8.11) (8.12) (8.13) (8.14)



where rp and ηc are respectively the relation of compression and isentropic eciency of the compressor.



8.2.3. Figure The schematic representation of the refrigerant compressor in CicloWin is illustrated in gure 8.2



Figure 8.2:



Schematic representation of the volumetric compressor



8.3. The air compressor 8.3.1. Description of the system An air compressor is a machine that increases the pressure of a gas or vapor or a mixture of gases and vapousr. The pressure of the uid is increased by reducing the specic uid volume during the passage of the uid through the compressor. To achieve this, the air compressor must provide work to the uid. In a gas turbine power plant, this work is communicated by the movement of a turbine trough which a gas expands (gas turbine). Dynamic-type compressors use rotating vanes or impellers to impart velocity and pressure to the uid. It is this type of compressor which is used in gas turbine power plants.



57



CHAPTER 8. NEW SYSTEM THERMODYNAMIC PROPERTIES



The compressor suers of irreversibilities which force us to dene the isentropic efciency. This eciency represents the relation between the power that the compressor consumes and the power which it would consume if energy degradation did not take place. The increase of pressure is dened by the relation of compression p2 /p1 .



8.3.2. Equations



hout



pout =in .rp (hout iso − hin ) = hin − ηc Tout = f (pout , hout ) sout = f (pout , hout ) mout = min



(8.15) (8.16) (8.17) (8.18) (8.19)



With the simple model which we use for describing the opened systems, the set of equations for air compressor and for volumetric compressor are the same (we just don't have the equation for X because we always work with air gas). But it is important to make a dierence between both for further improvements.



8.3.3. Figure 8.3



The schematic representation of the air compressor in CicloWin is illustrated in gure



Figure 8.3:



Schematic representation of the air compressor



8.4. The combustion chamber 8.4.1. Description of the system The combustion chamber receives high pressure air from the compressor. A steady stream of fuel is injected into air via a ring of fuel injectors. The fuel usually used is kerosene, jet fuel, propane or natural gas. The mixture can be burnt at temperatures of up to 2000 degrees Kelvin. This temperature is way above the melting point for many metals which is obviously a problem. Special cooling methods are used to make sure
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that the structure can withstand high temperatures. The biggest problem is keeping a ame burning continuously with very high velocity air passing trough it. The solution is to use a ame holder which is a hollow, perforated piece of metal. The air enters through the perforations which allow it to burn continuously without being blown out.



8.4.2. Equations As we saw in the combustion gas section (7.5) we characterize the combustion type with three parameters : the combustible type (CH4, C4H10,...), the percentage of carbon monoxide in the ue gas and the fuel air ratio. The combustible type determines the fuel LHV1 which regulates the adiabatic exhaust temperature. The percentage of carbon monoxide CO% in the ue gas also inuences the adiabatic exhaust temperature by changing the gas composition. The third parameter, the fuel air ratio f , combines both previous eects. If we assume that there is no pressure drop, the equations of the combustion chamber are given by : pout = pin f



= mf uel /mair



mout = mair (1 + f ) P1 = f mair P CIcombu uel P2 = f mair (hf25deg − hfinuel ) air P3 = mair (hair 25deg − hin )



P4 = mout (hout − hgas 25deg ) P5 = mCO P CICO P1 = P2 + P3 + P4 + P5 ηcc = 1 − P5 /(mf uel P CIcombu )



(8.20) (8.21) (8.22) (8.23) (8.24) (8.25) (8.26) (8.27) (8.28) (8.29)



where ηcc is the eciency of the combustion chamber2 . The enthalpies hair 25deg and f uel h25deg are the air and fuel enthalpies at 25 C because the LHV is dened at this temperature. The only unknown is hout which is the enthalpy of the combustion gas exhaust and which determines the turbine inlet temperature.



°



1 2



Low Heating Value. LHVCH4 = 50.009 M J/kg and LHVCO = 10.112 M J/kg We consider that we have only losses due to unburnt gas (P5 )
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8.4.3. Figure The schematic representation of the combustion chamber in CicloWin is illustrated in gure 8.4



Figure 8.4:



Schematic representation of the combustion chamber



8.5. The gas turbine 8.5.1. Descriptions of the system The high temperature, high velocity gas passes through a set of turbine blades. Energy is removed from the gas. Each turbine has one or more stages of alternate rotating and stationary section blades. The blades are attached to a shaft which is also attached to the compressor. The blades extract energy from the hot, expanding air to help drive the compressor and for use in power generation. Exhaust gases are usually vented through an exhaust pipe. Sometimes heat is extracted from the exhaust gases to preheat the air before entering the combustion chamber or for some other purposes. The gas owing through the turbine is at a temperature high enough which could melt the blades; so, various cooling techniques had to be implemented. Most turbine blades are made of nickel based alloys which often have low thermal conductivity coatings over their surface. The design of the blades can help to reduce the surface temperature greatly. Many turbine blades use water or air cooling over the surface of the blades to help reduce surface temperatures.



8.5.2. Equations hout



iso



= h(pout , sin )



hout = hin − ηT (hin − hout



iso )



Tout = T (pout , hout ) sout = s(pout , hout ) mout = min



(8.30) (8.31) (8.32) (8.33) (8.34) (8.35)
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where pout is given in the cycle design and ηT is the isentropic eciency of the gas turbine.



8.5.3. Figure 8.5



The schematic representation of the gas turbine in CicloWin is illustrated in gure



Figure 8.5:



Schematic representation of the gas turbine



8.6. The HRSG 8.6.1. Description of the system A HRSG (Heat Recovery Steam Generator) is a heat exchanger producing steam with boiler water present on the shell-side of the heat exchanger. The boiler water absorbs heat from a hot uid passing through the tubes. The hot uid is often a high temperature gas resulting from combustion or other chemical reactions. The structure of a HRSG can be very dierent in function of this heat exchange capacities. Each time the HRSG is more complex (2 or 3 levels of pressure) the heat exchange is better and allows to reach higher eciency for the combined cycle (reheating in the vapour cycle). Furthermore the cost increases proportionately with the complexity. To cope for this variety, we introduce ve types of HRSG in CicloWin which are summed up in table 8.1. Reheating One√level Two√levels Without √ Low pressure × √ High pressure  √ Low and High  Table 8.1:



Type of HRSG available in



CicloWin
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8.6.2. Equations The HRSG is characterized by two temperatures : the pinch point P P and the approach point AP . A third parameter can be used to describe the HRSG : the temperature dierence T D. This 3 parameters allow to dene the HRSG completely. We illustrate the heat exchange which take place in a simple HRSG (one level of pressure without reheating) in function of the 3 parameters in gure 8.6.



Figure 8.6:



Heat exchange of a simple HRSG



From the 3 parameters, AP , P P and T D and the entrances of the gas combustion and the water we can extract the exhaust properties of both uids. out in Tagua = Taire + TD



TCalderin = T sat(Pagua ) PP Taire = TCalderin + P P PP PP Haire = h(Taire , Paire ) in − H P P Haire aire magua = maire ∗ out in Hagua − Hagua



∂T ∂Q out Taire



in − T P P Taire aire out − H P P ) magua (Hagua agua ∂T PP PP in = Taire −( ∗ magua (Hagua − Hagua ) ∂Q



=



(8.36) (8.37) (8.38) (8.39) (8.40) (8.41) (8.42) (8.43)



As we saw in the equation 8.36, we can determine the water thermodynamic state
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exhaust directly with the T D. The pinch point allows the determination of the air exhaust temperature. The approach point is used in the determination of the HRSG eciency. The superscript P P is associated to all the properties related to the exchange point where the pinch point is dened.



8.6.3. Figure The schematic representation of the HRSG in CicloWin is illustrated in gure 8.7. This HRSG represents the most complex HRSG available in CilcoWin (two levels of pressure with low and high pressure reheatings).



Figure 8.7:



Schematic representation of the HRSG
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Chapter 9



Source code for new uids 9.1. Introduction In this fourth part of the project, a sucient comprehension of the programming language C++ and of Borland C++Builder is required. Indeed, as we have an global view of the theoretical problems and solutions, we are going to present the main part of the new code source added in CicloWin. It is impossible to present all the modications we have brought. Yet the principal ideas are developed. For an easier understanding of this part, we recommend the reader to use Borland C++Builder to facilitate the reading of the concerned source code and to have a better view of the whole CicloWin architecture. This chapter is dedicated to the detailed description of the algorithms applied in the determination of the new work uid thermodynamic properties. We give only the main equations of state p = f (T, v), h = f (T, p) and s = f (T, p). The other relations are derived using Newton's method1 on these 3 equations of state. These equations are the nucleus of program computing as there are evaluated thousands of times during the resolution and representation of the cycles.



9.2. Source code for air, R407C and R123 9.2.1. New classes derived from



TEstado



As we saw in chapter 2, the equations of state are included in the private part of the class derived from the TEstado class. In gure 2.2, we can see the relation of this important class with the CicloWin structure. Each uid EOS is implemented in its own class. So, we created four new classes derived from TEstado for the four new uids : 1



see the next section ??
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TAire, TR407C, TR123 and TGasCombustion.



9.2.2. The private declaration Before this project, there was only one uid model in CicloWin : water. Its equations of state were not dened directly inside TAgua. To allow the addition of new uids, it was necessary to encapsulate its own equations of state in the private part of TAgua to make sure that the public method of TAgua call its own EOS. The private declaration of TAgua is presented : class TAgua : public TEstado { private: ///////////////////////////////////////////////////////////////////////// // Funciones de estado del agua // // 1: líquido, 2:vapor // ///////////////////////////////////////////////////////////////////////// long long long long long long long long



double double double double double double double double



v2red(long v1red(long s2red(long s1red(long h2red(long h1red(long prsat(long trsat(long



double double double double double double double double



temred, temred, temred, temred, temred, temred, tr); pr);



long long long long long long



double double double double double double



prered); prered); prered); prered); prered); prered);



The four new uids have more or less the same private declaration. We nd back the equations developed in chapter 7 in these declared functions.



9.2.3. The public declaration In the public part of the uid classes we added all the virtual functions dened in TEstado which are able to extract any thermodynamic variable in function of any two other independent variables. public: TAgua(TCiclo* ciclo); // Redefinición long double long double long double long double long double long double long double long double long double long double long double



de funciones virtuales PresionTS(long double t, long double s); TemperaturaPH(long double p, long double h); TemperaturaPS(long double p, long double s); EntalpiaTPX(long double t, long double p, long double x); EntalpiaPS(long double p, long double s); EntropiaTPX(long double t, long double p, long double x); VolumenTPX(long double t, long double p, long double x); TituloPH(long double p, long double h); TituloPS(long double p, long double s); TituloTH(long double p, long double h); TituloTS(long double p, long double s);



long double PresionSaturacion(long double t);
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long double TemperaturaSaturacion(long double p);



};



long double TemperaturaCurvaSaturacionS(long double s); long double EntalpiaCurvaSaturacionS(long double s);



All these functions call the equations declared in the private part and resolve the equations using Newton's methods. It is the same mechanism for all the uids.



9.2.4. The CrearEstado() method The CrearEstado() method is dened in the TCiclo class2 . CicloWin appeals to this method when the user makes the link between a compatible system exhaust and another system entrance3 . We added the possibility to create the four new uids : //--------------------------------------------------------------------------TEstado* TCiclo::CrearEstado(TSustancia sustancia) { // Crea un estado de la sustancia indicada TEstado* e; int n=0; // Crea el estado switch(sustancia) { case AGUA: e=new TAgua(this); break; case R407C: e=new TR407C(this); case R123: e=new TR123(this); case AIRE: e=new TAire(this); case GASCOMBUSTION : e=new TGasCombustion(this); default: e=NULL; }



break; break; break; break;



//FD //FD //FD //FD



// Asigna un número que no exista ya for(int i=0;iNumero>n) n=Estado(i)->Numero; e->Numero=n+1; // Lo añade a la lista ListaEstados->Add(e); }



return e;



9.2.5. The system constructor These exhausts and entrances are materialized in CicloWin by the TPuntoActivo class (active point). When a system is created (added by the user on the cycle diagram window) the active points (TPuntoActivo ) related to the system are created. The TPuntoActivo class has a property called Sustancia. This property allows to make the dierence of substances that the systems are allowed to accept (for example, by default 2 TCiclo is the class which creates, stores, modies and erases all the systems, all the states and all the cycle parameters (see part I) 3 VPuntoActivoDragDrop method in TSistema class (see the subsection ??, page ??).
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an air compressor has active points with the Sustancia property xed to AIRE ). For the systems which are able to accept more than one uid (heat exchanger, condenser, evaporator, pump,...) we created a combo box TipoFluido in the system tool bar which allows to choose the uid in which the system active points will be created. This combo box is declared in the main form class called TMadre. When a class instance is created, the C++ structure makes it possible to call a function automatically which is called the class constructor. So, when a system is created4 , the system constructor is called. In the multi uid system constructor we introduced the possibility to know what the work uid which we chose in the combo box TipoFluido is like. Still in the system constructor, we create the active points and we assign the chosen substance to the Substancia property of the TPuntoActivo class. For example, the evaporator constructor is dened by TEvaporador::TEvaporador(TCiclo* ciclo) : TSistema(ciclo) { FTipo=EVAPORADOR; FFamilia=EVAPORADOR; Nombre=NombreSistema[Tipo] + FloatToStr(Ciclo->Numero(Tipo)+1); Load("EVAPORADOR"); FMaxEntradas=1; FMaxSalidas=1; CreaPuntosActivos(); Sustancia=StrToSustancia(Madre->TipoFluido->Text); //FD SobreCalentamiento=0; Width=TamanosIniciales[EVAPORADOR].ancho;//60; Height=TamanosIniciales[EVAPORADOR].alto;//60;



}



We access to the value of the chosen work uid by the StrToSustancia(Madre>TipoFluido->Text) code . Now, when two active points with the same Sustancia property value are linked in the cycle diagram window, a new state with the Sustancia substance will be created.



9.2.6.



TAire, TR407C



and TR123



The source code of the private functions of these three new classes are presented in appendix ??. The private functions of uid classes contain the application of the EOS developed in chapter 7. We do not present the public functions because it is only a systematic application of the Newton's method to solve the private functions in the opposite direction. 4



For more details on the system creation see the next chapter 10
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9.3. Source code for combustion gas 9.3.1. Creation of combustion gas state As we explained in section 7.5 (chapter 7), the thermodynamic properties of combustion gas depend on its composition. So, the private part equations need to know the proportion of each elements (N2, O2, CO, CO2 and H2O). In order to provide the TGasCombustion class with this information we created a new class called TMezclaCombustion dened by : class TMezclaCombustion { public: TMezclaCombustion(); TNumero xN2; TNumero xO2; TNumero xCO; TNumero xCO2; TNumero xH2O; bool Calculado; };



This new class is declared in the public part of TEstado. With this class the TGasCombustion equations can access to the information on the gas composition using the following code at the beginning of each EOS : ... long double xO2=MezclaCombustion.xO2; long double xCO=MezclaCombustion.xCO; long double xCO2=MezclaCombustion.xCO2; long double xN2=MezclaCombustion.xN2; long double xH2O=MezclaCombustion.xH2O; const long double xj[]={xN2,xO2,xCO,xCO2,xH2O}; ...



To assign value to the TMezclaCombustion class variable we added two new methods in the TSistema class : virtual void CalculCompoGasCombustion(TEstado* estado); virtual void BuscarCompoGasCombustion(TEstado* estado);



9.3.2. The VPuntoActivoDragDrop() method A new state is created in the TSistema class when we connect two active points (TPuntoActivo ) using the VPuntoActivoDragDrop() method. We improve this method to allow to assign the gas composition at the new created state with a dierence when the state is directly located at the combustion chamber exhaust (CalculCompoGasCombustion() )and when the state is created at any other system exhaust (BuscarCompoGasCombustion() ).
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void __fastcall TSistema::VPuntoActivoDragDrop(TObject* Sender, TObject* Source, int X, int Y) { // DragDrop sobre un punto activo TPuntoActivo* pa1=dynamic_cast(Source); TPuntoActivo* pa2=dynamic_cast(Sender); if(pa1->EsAsociable(pa2)) { TEstado* e=Ciclo->CrearEstado(pa1->Sustancia); e->SistemaAnterior=pa1->Sistema; if(e->Sustancia==GASCOMBUSTION) { if(pa1->Sistema->Tipo==CAMARA) { pa1->Sistema->CalculCompoGasCombustion(e); } else { pa1->Sistema->BuscarCompoGasCombustion(e); } pa2->Sustancia=GASCOMBUSTION; pa2->Sistema->VerifSustancia(); } e->SistemaSiguiente=pa2->Sistema; e->Coloca(pa1,pa2);



}



} else return;



We present the two new methods of TSistema.



9.3.3. The CalculCompoGasCombustion() method void TSistema::CalculCompoGasCombustion(TEstado* estado) { long double f=ParamCombustion.FARatio; //fuel air ratio long double co=ParamCombustion.Inquemados; //porcentaje de C0 int n; long double fst, e; //exceso de aire long double co2; long double Cequi ,H2equi; long double O2consumido ,O2requerido,O2total,N2total,Airetotal; long double nN2,nO2,nCO,nCO2,nH2O,nTotal; switch(ParamCombustion.Combustible) { case CH4 : //CHn -> n=4 n=4; //fst = fuel air ratio para combustion stoechiometric fst=(0.21/(1+n/4))*(12+n)/(28.96431986); e=(fst/f)-1; //e=(fst/fst)-1; //e=0.1; Cequi=1; H2equi=2; co2=100-co; O2consumido=(Cequi*co2)/100+(Cequi*co)/(2*100)+H2equi/2; O2requerido=2; O2total=O2requerido*(1+e);
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}



}



N2total=O2total*3.76; Airetotal=O2total+N2total; nN2=N2total; nO2=O2total-O2consumido; nCO=(Cequi*co)/(2*100); nCO2=(Cequi*co2)/100; nH2O=H2equi; nTotal=nN2+nO2+nCO+nCO2+nH2O; estado->MezclaCombustion.xN2=nN2/nTotal; estado->MezclaCombustion.xO2=nO2/nTotal; estado->MezclaCombustion.xCO=nCO/nTotal; estado->MezclaCombustion.xCO2=nCO2/nTotal; estado->MezclaCombustion.xH2O=nH2O/nTotal; estado->MezclaCombustion.Calculado=true; break;



We see that this method calls the combustion parameter using a ParamCombustion instance. This instance class is declared in TSistema and this new class is dened by : class TParamCombustion { public : TCombustible Combustible; TNumero Inquemados; TNumero FARatio; };



This class is related to the combustion chamber parameter and allows the TSistema class to get the required information to calculate the gas composition. For more details on the combustion chamber, we suggest reading section 10.2.4 in the next chapter.



9.3.4. The BuscarCompoGasCombustion() method This function checks if a GasCombustion state exists at the system entrance and copy the information of the gas composition at the system exhaust to allow the good computing. void TSistema::BuscarCompoGasCombustion(TEstado* estado) { TEstado* ent=Entrada(0);



}



if(ent->MezclaCombustion.Calculado) { estado->MezclaCombustion.xN2=ent->MezclaCombustion.xN2; estado->MezclaCombustion.xO2=ent->MezclaCombustion.xO2; estado->MezclaCombustion.xCO=ent->MezclaCombustion.xCO; estado->MezclaCombustion.xCO2=ent->MezclaCombustion.xCO2; estado->MezclaCombustion.xH2O=ent->MezclaCombustion.xH2O; estado->MezclaCombustion.Calculado=true; }
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9.3.5. The ExpandirDatos() method We modify the TSistema ExpandirDatos() method to prevent CicloWin from computing the gas combustion EOS without the gas combustion composition. void TSistema::ExpandirDatos() { // Expande los datos de los estados de entrada y salida TEstado* e; {



}



for(int i=0; iSustancia==GASCOMBUSTION && !e->MezclaCombustion.Calculado) { BuscarCompoGasCombustion(e); if(e->MezclaCombustion.Calculado & !e->Calculado()) e->ExpandirDatos(); } else { if(!e->Calculado()) e->ExpandirDatos(); }



9.3.6. The EsAsociable() method The modication of the EsAsociable() method allows the creation of a gas combustion state if the system exhaust has GASCOMBUSTION as a substance and if the next system entrance substance is equal to AIRE 5 . We constructed this to avoid adding the gas combustion in the uid panel of the system tool bar (see section 10.1.4). bool TPuntoActivo::EsAsociable(TPuntoActivo* pa) { // Devuelve true si el punto activo "pa" puede asociarse con this if(pa->Sustancia!=Sustancia) { if(Sustancia==GASCOMBUSTION && pa->Sustancia==AIRE) return true; Application->MessageBox("Las sutancias de los sistemas son diferentes", "Problema de sustancia", MB_OK); return false; }



}



return (pa->Diagrama==Diagrama && // Son del mismo diagrama Salida && !pa->Salida && // Se suelta una salida sobre una entrada pa->Sistema!=Sistema && // Son de sistemas distintos pa->Estado==NULL && // Ambos están libres Estado==NULL);



5 The substances are dened in enumeration data type in the Tipos.h le. The enum keyword is used to dene a set of constants of type int, called an enumeration data type.
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9.3.7. The VerifSustancia() method If we start from a gas combustion active point up to an air active point a gas combustion state is created. So, as the system entrance state has gas combustion as a substance, we need to turn the other already existing air exhausts into gas combustion exhausts. To achieve this we created a new virtual TSistema method called VerifSustancia() which is dened in each concrete system class. We use this new method in the VPuntoActivoDragDrop() event of TSistema (see subsection 9.3.1). For example we added the following code in the TCambiador 6 class for the exchanger



:



void TCambiador::VerifSustancia() { for(int i=0;iSustancia==GASCOMBUSTION) PuntoSalida[i]->Sustancia=GASCOMBUSTION; } }



9.3.8. The Salvar()



TEstado



method



To save the gas composition in a CicloWin le, we modied the Salvar() TEstado method in the following way : void TEstado::Salvar(TStringList *lista) { // Salva el estado lista->Add("INICIO ESTADO"); lista->Add("Sustancia="+NombreSustancia[Sustancia]); lista->Add("ID="+IntToStr(ID)); lista->Add("Numero="+IntToStr(Numero)); lista->Add("SistemaAnterior="+IntToStr(SistemaAnterior->ID)); lista->Add("SistemaSiguiente="+IntToStr(SistemaSiguiente->ID)); for(int i=0; iAdd("PuntoActivo1="+IntToStr(SistemaAnterior->PuntoSalidaID(PA1))); lista->Add("PuntoActivo2="+ IntToStr(SistemaSiguiente->PuntoEntradaID(PA2))); for(int i=INICIAL+1; iAdd("CoordX"+IntToStr(i)+"="+IntToStr(p.x)); lista->Add("CoordY"+IntToStr(i)+"="+IntToStr(p.y)); } if(Sustancia==GASCOMBUSTION) { lista->Add("xN2="+NumeroToStr(MezclaCombustion.xN2)); lista->Add("xO2="+NumeroToStr(MezclaCombustion.xO2)); lista->Add("xCO="+NumeroToStr(MezclaCombustion.xCO)); lista->Add("xCO2="+NumeroToStr(MezclaCombustion.xCO2)); lista->Add("xH2O="+NumeroToStr(MezclaCombustion.xH2O)); } 6



Cambiador is translated by exchanger
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}



lista->Add("FIN ESTADO");



The Abrir() TEstado method is identical but in the opposite direction.



9.3.9.



TGasCombustion



class



The private declaration of the TGasCombustion class is only composed of the vapour function because we do not use a combustion gas in a liquid state. The whole source code of the combustion gas EOS is presented in appendix D.
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Source code for new systems 10.1. The standard creation of the new systems 10.1.1. Classes derived from TSistema Every system has its own class which derives from the TSistema class. TSistema allows various manipulations of the system such as creation, displacement, storage, erasing and system links. To create a new system, it was necessary to create completely new classes derived from TSistema, to dene the TSistema virtual functions correctly and to express them in these derived classes. Thus, like all the system classes of CicloWin 3.0, the new ones, TEvaporador, TCompresor, TCamara, TGasTurbine and TCRC 1 are also derived from TSistema. For the explanation of the new source code, we will call any class of this group a TSystem class. All the TSystem classes are dened more or less like the TEvaporador class : class TEvaporador : public TSistema { protected: TSustancia FSustancia; // Sustancia del Evaporador void SetSustancia(TSustancia s); public: TEvaporador(TCiclo *ciclo); virtual void ColocaPuntosActivos(); virtual void Salvar(TStringList *Lista); virtual void Abrir(TStringList *Lista); virtual void BalanceEntalpia(); virtual TRendimiento RendimientoExergetico(); virtual void MuestraPropiedades(); TTemperatura SobreCalentamiento; __property TSustancia Sustancia={read=FSustancia,write=SetSustancia};



}; 1



This class is more complex and will be detailed in section ??
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10.1.2. The Sustancia property As we saw in section 9.2.5, we introduced a new property in all classes derived from TSistema called Sustancia. This property is linked to the work uid combo box of the main system tool bar. This property allows to assign a uid to the system to avoid the mixing of uids in the same system2 .



10.1.3. The system TBitmap resource TBitmap contains an internal image of the bitmap graphic and automatically manages realization of the palette when drawn. A bitmap is a powerful graphics object used to create, manipulate (scale, scroll and paint) and store images in memory or as les on a disk.



All the system gures are stored in a resource le called Sistemas.res. We added the new system gures presented in chapter 8 in the Sistemas.res le by using the Image Editor of Borland C++Builder. We intented to keep the original system design to create a uniform style in the system gures. The bitmap pictures are loaded in the system class constructor and the constructor is called automatically when a new class instance is created3 . For the evaporator the constructor source code is dened by : TEvaporador::TEvaporador(TCiclo* ciclo) : TSistema(ciclo) { FTipo=EVAPORADOR; FFamilia=EVAPORADOR; Nombre=NombreSistema[Tipo] + FloatToStr(Ciclo->Numero(Tipo)+1); Load("EVAPORADOR"); FMaxEntradas=1; FMaxSalidas=1; CreaPuntosActivos(); Sustancia=StrToSustancia(Madre->TipoFluido->Text); //FD SobreCalentamiento=0; Width=TamanosIniciales[EVAPORADOR].ancho;//60; Height=TamanosIniciales[EVAPORADOR].alto;//60;



}



10.1.4. The system tool bar We added an icon for the new systems in the system tool bar which is declared in the main form class TMAdre. Using the GUI4 of Borland C++Builder it is very easy to 2



More precisely, the system saves a work uid type and assigns it to the system active point The Load function is dened in the TComponente class which is the mother class of TSistema using the LoadFromResourceName method of the TBitmap class 4 Graphical User Interface 3



75



CHAPTER 10. SOURCE CODE FOR NEW SYSTEMS



76



add a new icon in the TBSistamas TToolBar declared in TMadre. Each system has its own icon. There is only one exception : the turbine. Indeed, in function of the chosen work uid we can create a gas turbine (the selected work uid is AIRE ) or a vapour turbine (the selected work uid is AGUA) from the same turbine icon.



10.1.5. The



CrearSistema()



method



Once the system is selected in the system tool bar, a simple click on the cycle diagram window creates and displays the elected system by using the FondoMouseDown() event dened in the TDiagrama class : void __fastcall TDiagrama::FondoMouseDown(TObject* Sender, TMouseButton Button, TShiftState Shift, int X, int Y) { // MouseDown sobre el fondo TTipoSistema ts=Madre->SistemaSeleccionado(); if(ts==NULO) ComponenteActivo=NULL; else { if(ts==CRC) { Ciclo->Abriendo=false; ElecCRC=new TVCRC(NULL); ElecCRC->ShowModal(); switch(ElecCRC->NuevoCRC) { case 10 : ts=CRC10; break; case 11 : ts=CRC11; break; case 20 : ts=CRC20; break; case 22 : ts=CRC22; break; case 23 : ts=CRC23; break; } } TSistema* s=Ciclo->CrearSistema(ts); s->Left=X; s->Top=Y; Madre->QuitaSistemaSeleccionado(); ComponenteActivo=s; if(s->Familia==CRC) delete ElecCRC; }



}



We have developed a special code for the HRSG5 . It will be explained more in details further in the paper. But this click down function calls for another one : CrearSistema(). It is dened in TCiclo and CrearSistema() creates and stores the system characteristics in a list. The TTipoSistema tipo corresponds to the system type of the selected system icon of the system tool bar. TSistema* TCiclo::CrearSistema(TTipoSistema tipo) { 5



CRC : caldera de recuperación. It is the Spanish term for HRSG
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// Crea un sistema del tipo indicado TSistema* s=NULL; bool Creado=false; switch(tipo) { /*new*/ case COMPRESOR : s=new TCompresor(this); break; case TURBINA : TSustancia sust; sust= StrToSustancia(Madre->TipoFluido->Text); switch(sust) { case AGUA : s=new TTurbinaVaporAlta(this); break; /*new*/ case AIRE : s=new TTurbinaGas(this); break; } break; case TURBINAVAPORALTA : s=new TTurbinaVaporAlta(this); break; case TURBINAVAPORBAJA : s=new TTurbinaVaporBaja(this); break; case MOTOBOMBA : s=new TMotoBomba(this); break; case CALDERA : s=new TCaldera(this); break; /*new*/ case CRC10 : s=new TCRC10(this); break; /*new*/ case CRC11 : s=new TCRC11(this); break; /*new*/ case CRC20 : s=new TCRC20(this); break; /*new*/ case CRC22 : s=new TCRC22(this); break; /*new*/ case CRC23 : s=new TCRC23(this); break; /*new*/ case CAMARA : s=new TCamara(this); break; case CONDENSADOR : s=new TCondensador(this); break; /*new*/ case EVAPORADOR : s=new TEvaporador(this); break; case CAMBIADOR : s=new TCambiador(this); break; case MEZCLADOR : s=new TMezclador(this); break; case DESGASIFICADOR : s=new TDesgasificador(this); break; case LAMINACION : s=new TLaminacion(this); break; case UNION : s=new TUnion(this); break; case DIVISOR : s=new TDivisor(this); break; case FUENTE : s=new TFuente(this); break; case SUMIDERO : s=new TSumidero(this); break; } ListaSistemas->Add(s); return s; }



10.2. The new TSystem class specications Each TSystem has the same main structure but each of them has also some specic properties according to their thermodynamic actions. We present here the dierent specications of each new TSystem rapidly.



10.2.1. The TEvaporator class The TEvaporator particularity is the declaration of its overheating temperature : TTemperatura SobreCalentamiento;



The constructor sets this temperature to zero. To modify it, we must to open the system property pop-up window. We created a new TNumericEdit in the TPropiedade-
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sEvaporador 6 form which allows to modify this value. The overheating value is used in the evaporator enthalpy balance. class TPropiedadesEvaporador : public TPropiedadesSistema { __published: TPanel *PanelSobreCalentamiento; TNumericEdit *SobreCalentamiento; .... .... };



The condenser works the same way but with a declared TTemperature SubEnfriamiento. To allow CicloWin to save and to load this information we need to add the following command code in the TEvaporador methods to the Salvar() and Abrir() virtual functions declared in TSistema : //-------------------------------------------------------------------------void TEvaporador::Salvar(TStringList *lista) { // Guarda el Evaporador TSistema::Salvar(lista); lista->Add("Sustancia="+NombreSustancia[Sustancia]); lista->Add("Sobrecalentamiento="+NumeroToStr(SobreCalentamiento)); lista->Add("FIN SISTEMA"); } //-------------------------------------------------------------------------void TEvaporador::Abrir(TStringList *lista) { // Abre el Evaporador TSistema::Abrir(lista); Sustancia=StrToSustancia(lista->Values["Sustancia"]); SobreCalentamiento=StrToNumero(lista->Values["Sobrecalentamiento"]); }



We must add this two line code to save and load the chosen work uid to all the Salvar() and Abrir() TSystem methods in which we can modify the system substance.



10.2.2. The TTurbinaGas class The TTurbinaGas particularities are the mechanic and isentropic eciencies7 . class TTurbinaGas : public TTurbina { ... TRendimiento RendimientoIsentropico; TRendimiento RendimientoMecanico; ... } 6



All the system property pop-up window are derived fril a TForm class called TPropiedadesSistema which has the systematic system properties declared inside. 7 This mechanic eciency is used in the cycle power balance.
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Their modication is possible by using the gas turbine property pop-up window. Two TNumericEdit have been added to the TPropiedadesTurbinaGas form class as the same way that for the evaporator. We notice that TTurbinaGas is derived from TTurbina. TTurbina is the class which groups the identical properties of the dierent turbines. We bring to mind the code lines which we added in the Abrir() and Salvar() TSystem methods.



10.2.3. The TCompresor class The TCompresor particularity is the isentropic eciency. We achieved the same modications as for the gas turbine. class TCompresor : public TSistema { ... TRendimiento RendimientoIsentropico; ... }



10.2.4. The TCamara class For the TCamara class, the structure is a little more complex. Indeed, as we saw in section 9.3 of the previous chapter, the combustion chamber determines the combustion gas composition of the combustion gas states.



The TParamCombustion class To work (save, load, modify) with the combustion parameters, we created a new class called TParamCombustion dened by : class TParamCombustion { public : TCombustible Combustible; TNumero Inquemados; TNumero FARatio; };



We see that we use a class called TCombustible. It is a new class which includes all the combustible types dened as an enumeration data type8 . We use these parameters in the ue gas composition computing with the functions presented in section 9.3.



The TCamara constructor A TParamCombustion class is declared in the TSistema public declaration under the name of ParamCombustion. When a combustion chamber is created, the TCamara constructor xes the value of these three parameters : 8 An enumeration data type is used to provide mnemonic identiers for a set of integer values. It is dened in the Tipos.h source le
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TCamara::TCamara(TCiclo* ciclo) : TSistema(ciclo) { FTipo=CAMARA; FFamilia=CALDERA; Nombre=NombreSistema[Tipo] + FloatToStr(Ciclo->Numero(Tipo)+1); Load("CAMARA"); ... PuntoEntrada[0]->Sustancia=AIRE; PuntoSalida[0]->Sustancia=GASCOMBUSTION; ... ParamCombustion.Combustible=CH4; ParamCombustion.Inquemados=5; ParamCombustion.FARatio=0.01; }



The TPropiedadesCamara class To modify them, as in the other systems, we call the TCamara system property pop-up window (TPropiedadesCamara ) where we have created a new TGroupBox called Combustion. In this group box, we have a combo list with the combustible types and two TNumericEdit for the percentage of CO and for the fuel air ratio. When we click on the Aceptar button of the TPropiedadesCamara form, the new introduced parameters are stored in the TParamCombustion instance of TSistema. The gas composition is recalculated9 and the operation is completed when calling another new TSistema method called NuevoGasCombustion() : void __fastcall TPropiedadesCamara::AceptarClick(TObject *Sender) { // Aceptar TPropiedadesSistema::AceptarClick(Sender); ... Camara->ParamCombustion.Combustible=StrToCombustible(Combustible->Text); Camara->ParamCombustion.Inquemados=Inquemados->Value; Camara->ParamCombustion.FARatio=FARatio->Value; Camara->CalculCompoGasCombustion(Camara->Salida(0)); Camara->NuevoGasCombustion(); }



The NuevoGasCombustion() class The NuevoGasCombustion() method consists in setting to false the boolean value Calculado of all the states which are made of combustion gas and whose previous system is not a combustion chamber. Calculado is a boolean variable dened in the TMezclaCombustion class instanced in the TSistema class (see section 9.3). It means that the gas combustion state does not know about its gas composition and it is impossible to call the EOS of the TGasCombustion class. void TSistema::NuevoGasCombustion() { TEstado* e; for(int i=0;iNumeroEstados();i++) 9



We call the



CalculCompoGasCombustion()



method dened in subsection 9.3.3.
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{



}



e=Ciclo->Estado(i); if(e->Sustancia==GASCOMBUSTION && e->SistemaAnterior->Tipo!=CAMARA) { e->MezclaCombustion.Calculado=false; }



}



The ExpandirDatos() system method When we call the cycle computing function, the function Calcular() from TCiclo 10 class, the ExpandirDatos() method of TSistema is also called. We have modied this ExpandirDatos() method to make sure that CicloWin intends to nd the gas composition11 and does not intend to calculate the EOS when the composition is unknown (MezclaCombustion.Calculado is false). void TSistema::ExpandirDatos() { // Expande los datos de los estados de entrada y salida TEstado* e; for(int i=0; iSustancia==GASCOMBUSTION && !e->MezclaCombustion.Calculado) { BuscarCompoGasCombustion(e); if(e->MezclaCombustion.Calculado & !e->Calculado()) e->ExpandirDatos(); } else { if(!e->Calculado()) e->ExpandirDatos(); } //if(!e->Calculado()) e->ExpandirDatos();



10.2.5. The TCRC class The TCRC subclasses As we presented it in the chapter 8, we created ve types of HRSG (see table 8.1). To give a specic class to each HRSG type, we created ve classes derived from TCRC which itself derived from TSistema. The ve new classes are : 1. TCRC10 : one pressure level without reheating; 2. TCRC11 : one pressure level with reheating; 10



This function gives rise to the whole cycle computing To nd the gas composition when the previous system is not a combustion chamber, we use the BuscarCompoGasCombustion() method, see subsection 9.3.4. 11
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3. TCRC20 : two pressure levels without reheating; 4. TCRC22 : two pressure levels with high pressure reheating; 5. TCRC23 : two pressure levels with low and high pressure reheating. For example the TCRC10 class declaration is dened by class TCRC10 : public TCRC { public: TCRC10(TCiclo *ciclo); virtual void ColocaPuntosActivos(); virtual void BalanceEntalpia(); virtual void BalanceMasa(); virtual TPotencia Potencia(); };



and the TCRC class declaration is given by class TCRC : public TSistema { public: TCRC(TCiclo *ciclo); virtual virtual virtual virtual virtual



TPotencia DestruccionExergetica(); TRendimiento RendimientoExergetico(); void Salvar(TStringList *Lista); void Abrir(TStringList *Lista); void MuestraPropiedades();



TEstado* Pareja(TEstado* e); // Pareja de un estado de entrada



};



int NivelPresion; int Recalentamiento; TTemperatura TDBP; TTemperatura TDRecalBP; TTemperatura PinchPointBP; TTemperatura ApproachPointBP; TTemperatura TDAP; TTemperatura TDRecalAP; TTemperatura PinchPointAP; TTemperatura ApproachPointAP;



The identical functions for the ve HRSG are dened in the TCRC class (Salvar(), Abrir(),...).



The TVCRC form To give the user the possibility to choose the HRSG, we created a new class form in CicloWin called class TVCRC. This form is displayed on the screen when we click down on the cycle design window after selecting the HRSG button in the system tool bar. Clicking on the cycle design window calls the FondoMouseDown() event dened in the TDiagrama class.
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void __fastcall TDiagrama::FondoMouseDown(TObject* Sender, TMouseButton Button, TShiftState Shift, int X, int Y) { // MouseDown sobre el fondo TTipoSistema ts=Madre->SistemaSeleccionado(); // Sistema seleccionado en la barra de herramientas if(ts==NULO) ComponenteActivo=NULL; else { if(ts==CRC) { Ciclo->Abriendo=false; ElecCRC=new TVCRC(NULL); ElecCRC->ShowModal(); switch(ElecCRC->NuevoCRC) { case 10 : ts=CRC10; break; case 11 : ts=CRC11; break; case 20 : ts=CRC20; break; case 22 : ts=CRC22; break; case 23 : ts=CRC23; break; }



}



}



} TSistema* s=Ciclo->CrearSistema(ts); s->Left=X; s->Top=Y; Madre->QuitaSistemaSeleccionado(); ComponenteActivo=s; if(s->Familia==CRC) delete ElecCRC;



The TVCRC form allows to assign a integer value to NuevoCRC dened in the class form. The principal action of the FondoMouseDown() event is to call the CrearSistema() method (dened in TSistema ). We can create the previously chosen HRSG by reading the value of NuevoCRC. The TVCRC class is dened by : class TVCRC : public TForm { __published: // IDE-managed Components TRadioGroup *NivelPresion; TGroupBox *Recalentamiento; TCheckBox *RecalBaja; TCheckBox *RecalAlto; TLabel *TLabelBaja; TLabel *TLabelAlto; TGroupBox *PanelTemperaturaCRC; TNumericEdit *TEditAP; TBitBtn *Aceptar; TGroupBox *PanelTemperaturaBajaP; TLabel *TLabelAPBP; TNumericEdit *EditAPBP; TLabel *LabelPinchPointBP; TNumericEdit *EditPPBP; TLabel *LabelTD; TNumericEdit *EditTDBP; TLabel *LabelTDRecal; TNumericEdit *EditTDRecalBP; TGroupBox *PanelTemperaturaAltaP;
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TLabel *LabelAPAP; TLabel *LabelPPAP; TLabel *LabelTDAP; TLabel *LabelTDRECALAP; TNumericEdit *EditAPAP; TNumericEdit *EditPPAP; TNumericEdit *EditTDAP; TNumericEdit *EditTDRecalAP; void __fastcall NivelPresionClick(TObject *Sender); void __fastcall AceptarClick(TObject *Sender); void __fastcall RecalAltoClick(TObject *Sender); void __fastcall RecalBajaClick(TObject *Sender); private: // User declarations TCRC* CRC; public: // User declarations int NuevoCRC; __fastcall TVCRC(TComponent* Owner); //void __fastcall FormShow(TObject *Sender); int __fastcall TVCRC::ShowModal(); };



The main event AceptarClick() xes the value of NuevoCRC function of the user's choice. void __fastcall TVCRC::AceptarClick(TObject *Sender) { NuevoCRC=0; if(NivelPresion->ItemIndex==0) { if(!RecalBaja->Checked) NuevoCRC=10; if(RecalBaja->Checked) NuevoCRC=11; } if(NivelPresion->ItemIndex==1) { if(!RecalAlto->Checked & !RecalBaja->Checked) NuevoCRC=20; if(RecalAlto->Checked & !RecalBaja->Checked) NuevoCRC=22; if(RecalAlto->Checked & RecalBaja->Checked) NuevoCRC=23; } ... }



The TTemperaturaCRC class We dened all the temperature that characterize the HRSG in TTemperaturaCRC. This new class allows to save, to load and to modify the parameters of all the CicloWin HRSG from almost all the CicloWin classes and not only from the TCRC class12 . class TTemperaturaCRC { public : int NivelPresion; int Recalentamiento; TTemperatura TDBP; 12



Each time CicloWin acts on all systems, it works with pointers which are oriented on the generic classes and not on the concrete specic derived classes of TSistema.



TSistema
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};



TTemperatura TTemperatura TTemperatura TTemperatura TTemperatura TTemperatura TTemperatura



PinchPointBP; ApproachPointBP; TDRecalBP; TDAP; PinchPointAP; ApproachPointAP; TDRecalAP;



The TCRC constructor A TTemperaturaCRC instance is declared in TSistema but we initialize its values in the TCRC constructor from the TVCRC data. TCRC::TCRC(TCiclo* ciclo) : TSistema(ciclo) { FFamilia=CRC; Nombre=NombreSistema[Familia] + FloatToStr(Ciclo->Numero(Tipo)+1); if(!Ciclo->Abriendo) { TDBP=Diagrama->ElecCRC->EditTDBP->Value; PinchPointBP=Diagrama->ElecCRC->EditPPBP->Value; ApproachPointBP=Diagrama->ElecCRC->EditAPBP->Value; NivelPresion=1; Recalentamiento=0; if(Diagrama->ElecCRC->RecalBaja->Checked) { TDRecalBP=Diagrama->ElecCRC->EditTDRecalBP->Value; Recalentamiento=1; } if(Diagrama->ElecCRC->NivelPresion->ItemIndex==1) { TDAP=Diagrama->ElecCRC->EditTDAP->Value; ApproachPointAP=Diagrama->ElecCRC->EditAPAP->Value; PinchPointAP=Diagrama->ElecCRC->EditPPAP->Value; NivelPresion=2; if(Diagrama->ElecCRC->RecalAlto->Checked && !Diagrama->ElecCRC->RecalBaja->Checked) { TDRecalAP=Diagrama->ElecCRC->EditTDRecalAP->Value; Recalentamiento=2; }



}



}



if(Diagrama->ElecCRC->RecalAlto->Checked && Diagrama->ElecCRC->RecalBaja->Checked) { TDRecalAP=Diagrama->ElecCRC->EditTDRecalAP->Value; Recalentamiento=3; } }
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The boolean Abriendo is declared in TCiclo and we use to prevent CicloWin from pointing at an object which has not been created yet (if the new TVCRC is not created, we are not able to reach the xed values). When we call a new TVCRC form, we set the Abriendo boolean to false and it is possible to transfer the information from the HRSG window to the TSistema class.



The TPropiedadesCRC class When the HRSG is created in the cycle we can modify its characteristic temperatures by using the system property pop-up window where we added the possibility to change and save new temperatures for the TCRC class. The TPropiedadesCRC class displays the HRSG temperatures by calling its ShowModal() method. Only the temperatures corresponding to the HRSG type are displayed and allowed to be modied by the user. int __fastcall TPropiedadesCRC::ShowModal(TCRC* crc) { CRC=crc; TDBP->Value=CRC->TemperaturaCRC.TDBP; PinchPointBP->Value=CRC->TemperaturaCRC.PinchPointBP; ApproachPointBP->Value=CRC->TemperaturaCRC.ApproachPointBP; TDAP->Enabled=false; TDAP->Color=cl3DLight; PinchPointAP->Enabled=false; PinchPointAP->Color=cl3DLight; ApproachPointAP->Enabled=false; ApproachPointAP->Color=cl3DLight; if(CRC->TemperaturaCRC.NivelPresion==2) { TDAP->Enabled=true; TDAP->Color=clInfoBk; PinchPointAP->Enabled=true; PinchPointAP->Color=clInfoBk; ApproachPointAP->Enabled=true; ApproachPointAP->Color=clInfoBk; }



}



switch(CRC->TemperaturaCRC.Recalentamiento) { case 0 : break; case 1 : PanelTDBP->Caption="TD BP (recal)"; break; case 2 : PanelTDBP->Caption="TD (recal)"; break; case 3 : PanelTDBP->Caption="TD BP (recal)"; PanelTDBP->Caption="TD (recal)"; break; } return TPropiedadesSistema::ShowModal(CRC);
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The TCRC Abrir() method We want to emphasize the Abrir() method because it is a little more complex than for the other system because we need to save dierent parameter function of the HRSG type. void TCRC::Salvar(TStringList *lista) { // Guarda la CRC TSistema::Salvar(lista); lista->Add("TDBP="+NumeroToStr(TDBP)); lista->Add("PinchPointBP="+NumeroToStr(PinchPointBP)); lista->Add("ApproachPointBP="+NumeroToStr(ApproachPointBP)); lista->Add("NivelPresion="+NumeroToStr(NivelPresion)); lista->Add("Recalentamiento="+NumeroToStr(Recalentamiento)); if(NivelPresion==2) { lista->Add("TDAP="+NumeroToStr(TDAP)); lista->Add("PinchPointAP="+NumeroToStr(PinchPointAP)); lista->Add("ApproachPointAP="+NumeroToStr(ApproachPointAP)); } switch(Recalentamiento) { case 0 : break; case 1 : lista->Add("TDRecalBP="+NumeroToStr(TDRecalBP)); break; case 2 : lista->Add("TDRecalAP="+NumeroToStr(TDRecalAP)); break; case 3 : lista->Add("TDRecalBP="+NumeroToStr(TDRecalBP)); lista->Add("TDRecalAP="+NumeroToStr(TDRecalAP)); break; } lista->Add("FIN SISTEMA"); }



The Abrir() method is identical but in the opposite sens.



10.3. The TSystem source code The source code of the new classes is available in the appendix. It contains the main thermodynamic functions dened in chapter 8. An appendix chapter is dedicated to each new system class.
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Source code for the improvements In this chapter, we are presenting all the modications of CicloWin which are is not possible to include in the two previous chapters. It deals with computing methods but also with the result presentation and graph displays.



11.1. The result window As we saw in part I, the cycle results are presented in a special tab sheet PResultados declared in the TProblema form class. The main object located in this tab sheet is an instance of the TResultados class1 which is instanced in the TProblema constructor : class TResultados : public TStringGrid { protected: TCiclo* Ciclo; TList* ComboList; TPanel* Panel; public: __fastcall TResultados(TCiclo* ciclo, TPanel* Panel); virtual __fastcall ~TResultados(); TComboBox* ComboBox(int k); void RecolocarCombos(); void Actualizar(); void __fastcall ComboChange(TObject* Sender); void __fastcall PanelResize(TObject* Sender);



};



The principal method of TResultados is Actualizar(). This method is called when we click on the result tab sheet and allows to display the last calculated results. 1



This class is derived from TStringGrid. TStringGrid represents a grid control designed to simplify the handling of strings and associated objects.
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11.1.1. The system loop This loop existed already in the previous version of CicloWin void TResultados::Actualizar() { TSistema* s; int id=0; int fila=2; TPotencia P; TRendimiento nu; if(Ciclo->NumeroSistemas()==0) RowCount=4; else RowCount=Ciclo->NumeroSistemas()+8; try { // Actualiza la tabla con los datos de estados for(int i=0;iExiste(StrToTipoSistema(NombreSistema[i]))) continue; for(int k=0;kNumeroSistemas();k++) { s=Ciclo->Sistema(k); if(Ciclo->Sistema(k)->Tipo!=i) continue; Cells[0][fila]=s->Nombre; id=ComboBox(0)->ItemIndex; P=Ciclo->Sistema(k)->Potencia(); if(P.Existe()) Cells[1][fila]= FloatToStrFormat(P.ValorEn(UnidadesPotencia[id]),4); else Cells[1][fila]="???"; id=ComboBox(1)->ItemIndex; P=Ciclo->Sistema(k)->DestruccionExergetica(); if(P.Existe()) Cells[2][fila]= FloatToStrFormat(P.ValorEn(UnidadesPotencia[id]),4); else Cells[2][fila]="???"; fila++; } //recorre los sistemas que existen en el ciclo } //recorre los tipos de sistemas



} catch(Exception* ex) { GranHermano->Informar("Error al actualizar resultados",clBlue); } ...



11.1.2. The family loop We added this loop to have a summary of the dierent cycle powers grouped in four big families : 1. Turbina; 2. Compresor; 3. Bomba;
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4. Caldera. The following code is the continuation of the Actualizar() method: //Total Sistema TTipoSistema GrandeFamilia[4]; GrandeFamilia[0]=TURBINA; GrandeFamilia[1]=COMPRESOR; GrandeFamilia[2]=BOMBA; GrandeFamilia[3]=CALDERA; for(int i=0;iPotencia(GrandeFamilia[i]); if(P.Existe()) // continue; { Cells[0][fila]="Total "+NombreSistema[GrandeFamilia[i]]; id=ComboBox(0)->ItemIndex; Cells[1][fila]=FloatToStrFormat(P.ValorEn(UnidadesPotencia[id]));



} }



id=ComboBox(1)->ItemIndex; P=Ciclo->DestruccionExergetica((TTipoSistema)GrandeFamilia[i]); if(P.Existe()) Cells[2][fila]=FloatToStrFormat(P.ValorEn(UnidadesPotencia[id])); else Cells[2][fila]="???"; fila++;



Not to display one family which does not exist in the cycle, we created a new method in TCiclo : Sistema(TTipoSistema familia). This method allows to know if at least one system of a big system family exists. TSistema* TCiclo::Sistema(TTipoSistema familia) { // Devuelve el primero sistema cuyo la familia es el indicado for(int k=0;kFamilia==familia) return Sistema(k); return NULL; }



11.1.3. The eciency coecients The last part of the Actualizar() method consists in displaying the net cycle power and the eciencies. We have not changed the power result but we have modied the global eciency presentation and added a special code for the reverse cycle coecient of performance. //Rendimiento ciclo TRendimiento eta; eta=Ciclo->RendimientoEnergetico(); if(eta.Existe()) { RowCount+=2;
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fila=fila+2; Cells[0][fila]="RENDIMIENTO"; id=ComboBox(0)->ItemIndex; Cells[1][fila]=FloatToStrFormat(eta.ValorEn("")); } //COP Ciclo TCOP copbdc, copmf; copbdc=Ciclo->COPBDC(); copmf=Ciclo->COPMF(); if(copbdc.Existe() && copmf.Existe()) { RowCount+=2; fila++; //fila=fila+2; Cells[0][fila]="COP (BDC)"; Cells[1][fila]=FloatToStrFormat(copbdc.ValorEn("")); RowCount+=1; fila++; Cells[0][fila]="COP (MF)"; Cells[1][fila]=FloatToStrFormat(copmf.ValorEn("")); }



We have created a new class TCOP derived from TVariable which is similar to TRendimiento but with a superior limit higher than one. We created two new methods in TCiclo to compute the COP of the heat pump or of the refrigerating machine



11.2. The uid thermodynamic diagram 11.2.1. The CBFluidos and CBDiagrama combo box If more than one uid in a cycle exists (for example in a combined cycle or a compound reverse cycle), a combo box with the list of existing cycle uids (CBFluidos) is created in the thermodynamic diagram tab sheet TGracas (declared in TProblema ). We also added the possibility of displaying a special T − Q diagram if a HRSG exists in the cycle by adding the T − Q in the CBFluidos combo box list. These modications have been inserted in the OnChange() event of TGracas. void __fastcall TGraficas::OnChange(TObject *Sender) { // Eliminamos el histórico de zoom while(Diagrama->DeshacerZoom()); BTRedibuja->Enabled=false; BTZoom->Enabled=false; //Añadir los fluidos de trabajo CBFluidos->Clear(); for(int i=1;iExiste(StrToSustancia(NombreSustancia[i]))) { CBFluidos->Items->Add(NombreSustancia[i]); if(Ciclo->Existe(AGUA) && Ciclo->ExisteFamilia(CRC) && CBDiagrama->Items->Count==2) CBDiagrama->Items->Add("T-Q (CRC)");



91



CHAPTER 11. SOURCE CODE FOR THE IMPROVEMENTS



} } CBFluidos->ItemIndex=0; Sustancia=StrToSustancia(CBFluidos->Text);



} }



// Evento lanzado al entrar en la pestaña switch(CBDiagrama->ItemIndex) { case 0: Diagrama->CrearGrafico(TEMPERATURA,ENTROPIA, Sustancia); break; case 1: Diagrama->CrearGrafico(ENTALPIA,ENTROPIA, Sustancia); break; case 2: Diagrama->CrearGrafico(TEMPERATURA,POTENCIA, Sustancia); break; OnResize(Sender); // Se recolocan los componentes



11.2.2. The Existe() method We see two new TCiclo methods in the previous source code : Existe(TSustancia sustancia) and ExisteFamilia(TTipoSistema sistema) dened by : bool TCiclo::Existe(TSustancia sustancia) { // Indica si existe algúna sustancia del tipo indicado for(int i=0;iSustancia==sustancia) return true; return false; }



and by bool TCiclo::ExisteFamilia(TTipoSistema tipo) { // Indica si existe algún sistema del tipo indicado for(int i=0;iFamilia==tipo) return true; return false; }



11.2.3. The TGraphico class To be able to draw the cycle diagram for the new cycles, we modied a lot of method in the TGraphico class. This class contains all the drowing method function of the cycle systems (isobar, isenthalpic,...). We present the source code of the main methods in appendix J.



11.3. The uid choice 11.3.1. The work uid As we saw in section 9.2.5 we created a combo list called TipoFluidos in the system tool bar of the main form TMadre. This combo list allows to choose the work uid for
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the multi uid systems.



11.3.2. The state uid name As we added new uids in CicloWin we modifeid the name of a state adding the substance state to its ID to clarify the presentation in the state variable matrix. We introduced the following code in the Actualizar() method of the TMatrix class Cells[0][i+2]=IntToStr(e->Numero)+" ("+NombreSustancia[e->Sustancia]+")";



11.4. The 90° deg rotation of the systems



°



In the previous CicloWin version, it was only able to rotate the system 180 deg (vertical mirror). We introduced a 90 deg rotation of all the systems for easier system manipulations and placements on the cycle diagram window.



11.4.1. The RotarHComponenteActivo() method The user rotates the system by clicking on the TBRotar button in the system tool bar. It calls the RotarHComponenteActivo() method dened in TProblema. void TProblema::RotarHComponenteActivo() { // Rota el componente de 90 deg if(Diagrama->ComponenteActivo!=NULL) { if(Diagrama->ComponenteActivo->RotadoH==4) Diagrama->ComponenteActivo->RotadoH=1; else Diagrama->ComponenteActivo->RotadoH+=1; } }



11.4.2. The SetRotadoH() method This function increases the RotadoH value of one at each click. The RotodoH value can be worth 1, 2, 3 or 4. Each value corresponds to one of the four system positions. If the RotadoH value changes the system frame must be changed as well (rotate 90 deg in the anticlockwise) : void TComponente::SetRotadoH(int estado) { // Asigna el estado de rotación horizontal FRotadoH=estado; int height=Height; int width=Width; if(RotadoH!=0) { Left=Left+(Width-Height)/2; Top=Top-(Width-Height)/2;
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}
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Height=width; Width=height;



Image->Invalidate(); Diagrama->Fondo->Invalidate();



}



11.4.3. The VOnPaint() event Once the system frame is rotated, we also need to rotate the Bitmap which represents the system. For this, we added a condition which is function of the RotadoH value in the VOnPaint() event of TComponente 2 . void __fastcall TComponente::VOnPaint(TObject* Sender) { // Dibuja la imagen sobre la paintbox if(RotadoHUltimo!=RotadoH || RotadoH==0) { switch(RotadoH) { case 0 : PictureDraw=Picture; break; case 1 :



PictureBis->Width=Picture->Height; PictureBis->Height=Picture->Width; //Rotate one pixel at a time for (int x=0;xWidth;x++) { for(int y=0;yHeight;y++) { PictureBis->Canvas->Pixels[y][Picture->Width-1-x]= Picture->Canvas->Pixels[x][y]; } } PictureDraw=PictureBis; break;



case 2 :



PictureBis->Width=Picture->Width; PictureBis->Height=Picture->Height; //Rotate one pixel at a time for (int x=0;xWidth;x++) { for(int y=0;yHeight;y++) { PictureBis->Canvas->Pixels[x][y]= Picture->Canvas-> } } PictureDraw=PictureBis; break;



case 3 :



2



Pixels[Picture->Height-1-x][Picture->Width-1-y];



PictureBis->Width=Picture->Height; PictureBis->Height=Picture->Width;



VOnPaint() allows to draw the system Bitmap on the cycle diagram window.
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case 4 :



//Rotate one pixel at a time for (int x=0;xWidth;x++) { for(int y=0;yHeight;y++) { PictureBis->Canvas->Pixels[x][y]= Picture->Canvas->Pixels[y][Picture->Height-1-x]; } } PictureDraw=PictureBis; break; PictureDraw=Picture; break;



} RotadoHUltimo=RotadoH;



} Image->Canvas->StretchDraw(Image->ClientRect,PictureDraw); // Cuadro de selección if(FSeleccionado) DrawFocus();



}



This method computes the position of each new pixel and even if the bitmaps have a low resolution the computing time is not negligible. The RotadoHUltimo value makes it possible not to recalculate all the new Bitmap pixels every time the VOnPaint() event is called if the RotadoH value has not changed3 .



11.4.4. The Coloca() method If the system Bitmap is rotated we also need to rotate all the active points. The Coloca() method dened in TPuntoActivo allows to locate the active points in function of the RotadoH value. void TPuntoActivo::Coloca(TDireccion dir, double posicion) { // Coloca el punto en la dirección indicada // La posición se indica en tanto por uno respecto a la longitud del // lado correspondiente // Si el sistema está rotado se coloca a de manera diferente switch(Sistema->RotadoH) { case 0 : break; case 1 : switch(dir) { case NORTE: dir=OESTE; posicion=1-posicion; break; case ESTE : dir=NORTE; break; case SUR : dir=ESTE; posicion=1-posicion; break; case OESTE: dir=SUR; break; 3



This technique allows a quicker display of the rotated system on the screen.
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case 2 :



case 3 :



case 4 : }



} break; switch(dir) { case NORTE: dir=SUR; posicion=1-posicion; break; case ESTE : dir=OESTE; posicion=1-posicion; break; case SUR : dir=NORTE; posicion=1-posicion; break; case OESTE: dir=ESTE; if(posicionMargen; int w=Sistema->Width-2*Sistema->Margen; int h=Sistema->Height-2*Sistema->Margen; // Coloca el punto Direccion=dir; switch(dir) { case NORTE: Left=Diagrama->AjustaRejilla(x+posicion*w)-0.5*Width; if(LeftGrid; if(Left>x+w-Diagrama->Grid) Left-=Diagrama->Grid; Top=0; break; case SUR: Left=Diagrama->AjustaRejilla(x+posicion*w)-0.5*Width; if(LeftGrid; if(Left>x+w-Diagrama->Grid) Left-=Diagrama->Grid; Top=Sistema->Height-Height; break; case ESTE: Left=Sistema->Width-Width; Top=Diagrama->AjustaRejilla(y+posicion*h)-0.5*Height;
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}



if(TopGrid; if(Top>y+h-Diagrama->Grid) Top-=Diagrama->Grid; break; case OESTE: Left=0; Top=Diagrama->AjustaRejilla(y+posicion*h)-0.5*Height; if(TopGrid; if(Top>y+h-Diagrama->Grid) Top-=Diagrama->Grid; break; }



11.5. Presentation of the results
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Examples of CicloWin 4.0



98



Chapter 12



Example of reverse cycle simulation In this chapter, we will demonstrate the functioning of the program for the simulate a model of reverse cycle. It will serve also to show how to work with the program and what it is possible to obtain of the same one.



12.1. The reversed cycle A simple reversed cycle is simply composed of four elements : an evaporator, a vapor compressor, a condenser and a lamination valve. Frequently, the design points are the temperature of the cool or hot source (imposed by the exterior). We can modify the potency of the compressor to change the vaporization and condensation pressure and then the vaporization and condensation temperature. In resume, it is possible to dene a simple reversed cycle with the two heat exchanger pressure and a mass ow. We will see that the eciency of the compressor is an important factor on the coecient of performance of the heat machine.



12.2. Cycle construction The main power of CicloWin is the facility to construct the cycle. Indeed, when we open CilcoWin, the rst thing to do is to open a new cycle pushing on the " 
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