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Any journey worth taking requires a bit of preparation. ...... When you need to develop a solution to a problem, there are several things ...... database, with each worksheet, or tab, representing a table, and the rows and columns repre ..... These six lines of code submit a query to the server and return a ...... In Figure 8-6, a user. 
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Introduction When writing my first scripting book, Managing Windows with VBScript and WMI (AddisonWesley, 2004), I set out to create what was at the time an industry first: a book designed not for developers but specifically for Microsoft Windows administrators with very little VBScript experience who wanted to learn just enough VBScript to be effective. Since that book was published, Windows administrators have become more and more skilled with Windows Script Host, VBScript, Windows Management Instrumentation, and other related technologies. Because administrators attending conferences and viewing my Web site (http:// www.ScriptingAnswers.com) are beginning to ask questions about more complex technologies and techniques, the time has come for a book that covers advanced topics. In this book, my able co-author, Jeffery Hicks, and I try to cover some of the more advanced scripting techniques that we use every day. We certainly aren’t pretending that we touch on every topic that might be considered “advanced”; after all, scripting is as varied and complex as Microsoft Windows itself. Instead, we try to cover the most useful advanced technologies, recognizing that our fellow administrators are typically as practical and pragmatic as we are. We also try to cover these technologies in much the same way that we learned about them, by presenting complete solutions and line-by-line walkthroughs, so that you can see the final product as well as a detailed description of how and why it works. Personally, I’m delighted that Windows is now such a mature, stable product that we have the time and tools to explore automation through scripting. I’m also glad that more administrators are tackling advanced topics, which tells me that Windows has truly become an enterprise operating system, with the level of complexity and scriptability often associated with traditional enterprise-class operating systems such as UNIX. Jeffery and I both appreciate that you’ve selected this book for your further scripting education. We certainly hope you find it useful! That said, we want to offer a brief word of caution: This is truly an advanced book. We don’t take the time to explain basic scripting concepts, and we assume that you already have medium- to high-level scripting skills. We do cover a few basics at the beginning of the book, but only to provide a quick refresher of techniques you might not use every day. With that caveat out of the way, I want to wish you the best of luck with your scripting efforts! Don Jones
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Introduction



Who Is This Book For? This book is intended for Microsoft Windows administrators who want to take their scripting to the next level. We’re assuming readers have intermediate to advanced scripting skills and are looking for new techniques and ideas to expand their scripting toolbox. This book is also for scripting administrators who want to expand their realm into products such as Microsoft Exchange 2003 and Microsoft Virtual Server 2005. If you’ve never worked with VBScript before, then this book definitely isn’t for you. We’re not spending much time on the basics, and you’ll certainly need those basics to understand what we’re covering here. If you’d like a more introductory-level book, consider Don Jones’ Managing Windows with VBScript and WMI (Addison-Wesley, 2004) or a similar title.



Conventions in This Book This book is relatively straightforward, and there are no tricky conventions that readers need to be aware of. However, the following reader alerts are used throughout the book to point out useful information: Reader Alert



Meaning



Tip



Provides a helpful bit of inside information about specific tasks or functions



Note



Alerts you to supplementary information



Caution



Contains important information about possible data loss, breaches of security, or other serious problems



On the CD



Identifies tools or additional information available on the CD that accompanies the book



Best Practice



Identifies techniques or conventions that are recognized as industry standards; while not following these practices won’t break anything, they can make things easier and more efficient.



System Requirements To use the Advanced VBScript for Microsoft Windows Administrators companion CD, you’ll need a computer equipped with the following configuration: ■



Pentium II (or similar) with 266-megahertz (MHz) or higher processor.



■



CD-ROM or DVD-ROM drive.



■



Microsoft Mouse or compatible pointing device.



■



Microsoft Windows Server 2003, Microsoft Windows 2000, or Microsoft Windows XP. We assume you’ve installed the latest service packs, although in most cases we don’t cover information specific to a given service pack (and when we do, we mention it).



■



Windows Script Host (WSH) version 5.6 or later. WSH is a core component of Windows 2000 and later versions, so unless you’ve taken special steps to remove this software, it should already be installed.
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■



Some scripts—notably the ones dealing with Microsoft Exchange Server 2003, Microsoft Virtual Server 2005, or Microsoft Operations Manager 2005—require additional Microsoft products, as appropriate.



■



Microsoft Internet Explorer 5.5 or later.



■



Adobe Acrobat or Acrobat Reader.



About the Companion CD To provide you with quick and easy access to the tools you need to get the most out of this book, we’ve included the following on the companion CD: ■



The scripts presented in the book.



■



Links to any of the URLs we mention that are too long to type easily.



■



A number of additional tools (or links to them).



Do take a few moments to explore the CD and all it contains. If you’d like to pursue scripting beyond the topics included in this book, we invite you to visit Don’s Web site at http:// www.ScriptingAnswers.com. You’ll find additional script samples, training, discussion forums for questions and answers, and more resources, all designed for Windows administrative scripting.



Support for This Book Every effort has been made to ensure the accuracy of this book and the contents of the companion CD. Microsoft Press provides general support information for its books and companion CDs at the following Web site: http://www.microsoft.com/learning/support/books To search for book and CD corrections for this book by using the book’s ISBN, go to http://www.microsoft.com/mspress/support/search.asp If you have comments, questions, or ideas regarding this book or the companion CD, please send them to Microsoft Press using either of the following methods: E-Mail: [email protected] Postal Mail: Microsoft Press Attn: Advanced VBScript for Microsoft Windows Administrators project editor One Microsoft Way Redmond, WA 98052 Please note that Microsoft software product support is not offered through the above addresses.
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You are welcome to contact the authors at http://www.ScriptingAnswers.com to ask questions or discuss problems that you might have regarding the scripts included on the CD that accompanies this book.
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The Basics of Advanced Windows Scripting In this part: Chapter 1: Getting Started . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3 Chapter 2: Script Security . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .41



Chapter 1



Getting Started In this chapter: Prerequisite Knowledge . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3 Advanced Scripting Goals. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34 What We Won’t Cover. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36 The Right Tool for the Job . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38 Scripting Techniques . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39 Before we get started, let’s take a few minutes to review some scripting basics. Without a solid foundation in VBScript, Active Directory Services Interface (ADSI), and Windows Management Instrumentation (WMI), many of the topics in this book might frustrate you. We’ll cover some of the scripting fundamentals you should understand before proceeding. Any journey worth taking requires a bit of preparation. In this book, we will be covering a lot of ground. This chapter will help you prepare. We’ll go over some of the things you need to already be familiar with to get the most from the material. We’ll also spend some time reviewing some scripting fundamentals. If you are new to scripting, this overview should help you get your bearings.



Prerequisite Knowledge To get the most out of this book, you must have experience with scripting technologies, terminologies, and techniques. Familiarity with the WSHShell object and error handling in Microsoft Windows Script Host (WSH) will make your journey quite a bit easier. We include a quick refresher, but if some of this looks new to you, we suggest going through the scripts at the Microsoft TechNet Script Center and reading the Microsoft Windows 2000 Scripting Guide (Microsoft Press) or Managing Windows with VBScript and WMI (Addison-Wesley). At a minimum, you should download and read the Windows Script Host 5.6 documentation from the Microsoft Web site at http://www.microsoft.com/downloads/details.aspx?familyid=01592C48-207D-4BE1-8A761C4099D7BBB9&displaylang=en On the CD



This link, like most of the links referenced in this book, is included on the companion CD. Click Windows Script 5.6 documentation. 3
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Understanding Windows Script Host Basics We assume you have Microsoft Windows Script Host 5.6 installed. If you aren’t sure, open a command prompt and type cscript //logo //?. You should see something like this. Microsoft (R) Windows Script Host Version 5.6 Copyright (C) Microsoft Corporation 1996-2001. All rights reserved. Usage: CScript scriptname.extension [option...] [arguments...] Options: //B //D //E:engine //H:CScript //H:WScript //I //Job:xxxx //Logo //Nologo //S //T:nn //X //U



Batch mode: Suppresses script errors and prompts from displaying Enable Active Debugging Use engine for executing script Changes the default script host to CScript.exe Changes the default script host to WScript.exe (default) Interactive mode (default, opposite of //B) Execute a WSF job Display logo (default) Prevent logo display: No banner will be shown at execution time Save current command line options for this user Time out in seconds: Maximum time a script is permitted to run Execute script in debugger Use Unicode for redirected I/O from the console



In the next sections, we’ll cover a few key WSH elements that recur in our scripts throughout the book. Note Many of the scripts and samples in this book require administrator privileges, either locally or on remote systems. We assume you will be running any scripts as a local or domain administrator. Where appropriate, we will point out how and where to use alternate credentials.



WshShell The WshShell object offers a lot of functionality to scripting administrators. You can use it to send a message to the user through a popup, read and write to the registry, launch other programs, and more. Let’s take a quick look at this object. Popup The Popup method displays a graphical message to the user, complete with buttons and icons. One advantage to using the Popup method instead of the similar MsgBox function (discussed later in this chapter) is that you can configure the popup window to dismiss itself automatically after a specified number of seconds. This is ideal when you want to display information to a user but you don’t want to rely on the user to click OK. Listing 1-1 illustrates the use of the Popup method with a sample script.
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Listing 1-1 WshShell Popup Sample dim wshShell set wshShell=CreateObject("wscript.shell") 'title for popup window strTitle="Welcome" 'compose popup message text strMsg="Thank you for logging in." & VbCrLf strMsg=strMsg & "It is now " & Now & VbCrLf strMsg=strMsg & "Have a nice day." 'set time to -1 to never dismiss popup window wshShell.Popup strMsg,7,strTitle,vbOKOnly+vbInformation



On the CD



You will find this script, as well as other scripts listed in this chapter, on the CD that accompanies this book.



Notice that we use some intrinsic constants, vbOkOnly and vbInformation, as part of our popup parameters. These constants display the OK button and the information icon, respectively. These same constants are also used with the MsgBox function. You can find more information about them in the Windows Script Host 5.6 documentation. Registry Reading The WshShell object is often used to read the local registry. To read or manipulate a remote registry, you must use Windows Management Instrumentation (WMI.) Assuming the user executing the script has the appropriate permissions, you can easily read and write information from the registry. Here is a quick example of reading owner and product information from the local registry. dim objShell Set objShell=CreateObject("wscript.shell") strRegisteredUser=objShell.RegRead("HKLM\Software\Microsoft\" &_ "Windows NT\CurrentVersion\RegisteredOwner") strProduct=objShell.RegRead("HKLM\Software\Microsoft\Windows NT\" &_ "CurrentVersion\ProductName") WScript.Echo strRegisteredUser & " is running " & strProduct



Program Launching You will often need to call another script or program from your main administrative script. Fortunately, the WshShell object makes this possible, as shown in Listing 1-2. Listing 1-2 WshShell Run Sample dim objShell 'Window style Const WINDOWHIDDEN=0 Const WINDOWNORMAL=1 Const WINDOWMINIMIZE=2 Const WINDOWMAXIMIZE=3
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Set objShell=CreateObject("wscript.shell") 'enter in full path to command or script if not in %Systemroot% strCommand="Notepad" objShell.Run strCommand,WINDOWNORMAL,True 'this line won't echo until previous command finishes WScript.Echo "Script complete"



In Listing 1-2, the important parameters are the window style and whether the command should wait before continuing with script execution. In this example, we set up constants for typical window styles. (Again, refer to the Windows Script Host 5.6 documentation for additional window styles.) You will likely want to run a program or script and hide it from the user. Depending on the program or script, you can do this by setting the window type parameter to 0. If you want execution in your main script to wait for the command to finish, set the WaitOnReturn variable to TRUE. In Listing 1-2, the line of code that displays Script Complete won’t execute until the command launched by the WshShell object has completed. Another way to execute a command is with the Exec method. This technique is especially useful for parsing out the results of a command-line tool or utility. Often, you might find yourself developing a script that could use the output of another command for reporting or as parameters. Listing 1-3 takes the output of a Dir command that displays all executables, and modifies it so that it displays only the directory name and file information. You must run this script from a command prompt using CScript. Listing 1-3 WshShell Exec Sample: Dir Dim objShell,objExec Set objShell=CreateObject("wscript.shell") 'command to Execute strCommand="cmd /c DIR c:\*.exe /s" 'text to look for in the output strFind=".exe" 'Create Exec object Set objExec=objShell.Exec(strCommand) 'parse output and only display lines With 'target text Do While objExec.StdOut.AtEndOfStreamTrue strLine=objExec.StdOut.ReadLine 'parse out lines If InStr(strLine,"Directory") Then WScript.Echo Trim(strLine) Elseif InStr(strLine,strFind) Then WScript.Echo vbTab & strLine End If Loop
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At run time, the script passes the specified command to the WshShell object and executes it. The output of that command is then redirected to a new object, called objExec in our script. With this object, we can leverage the power of StdOut and manipulate the data that would ordinarily be written in the command prompt window. As long as the command is running, the AtEndOfStream property will be FALSE. Because we want to display specific information from what would generally be a lengthy output, we set a variable, strLine, to the value of the next line of StdOut. Then we can use the InStr function to find strings of interest. If there is a match, the line is displayed. In Listing 1-3, we want to display the directory name as well as each line that includes the file name. Tip



With StdOut, you can use any text stream property from the FileSystemObject library, such as ReadLine, SkipLine, and AtEndOfStream.



Listing 1-4 WshShell Exec Sample: Nslookup Dim objShell,objExec Set objShell=CreateObject("wscript.shell") 'command to execute strCommand="Nslookup www.microsoft.com" 'Create Exec object Set objExec=objShell.Exec(strCommand) 'skip lines that contain information about our DNS 'server objExec.StdOut.SkipLine objExec.StdOut.SkipLine Do While objExec.StdOut.AtEndOfStreamTrue strLine=objExec.StdOut.ReadLine WScript.Echo strLine Loop WScript.Quit



Listing 1-4 demonstrates another way to use the Exec method: executing an Nslookup command. Our script parses out the lines of interest, namely the IP address of the specified name, and neatly displays them. The script simply skips the first two lines of any Nslookup output that contains the DNS server name and IP address. Tip



Although not an absolute requirement, you will find it easier and neater to run scripts that take advantage of StdOut and StdIn from the command line by using CScript. For example, if you run the script in Listing 1-4 by double-clicking it, you will see a few blank popup windows. If you run the script from a command prompt by using CScript, you will get cleaner looking results.
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WshNetwork The WshNetwork object exposes some basic network information for the current user, such as the username or computer name. This object can also be used to manage printer and drive mappings. Let’s take a quick look at this object’s functionality by incorporating it into the script from Listing 1-1. Listing1-5 WshNetwork Sample dim objShell,objNetwork,collDrives set objShell=CreateObject("Wscript.shell") Set objNetwork=CreateObject("WScript.Network") 'title for popup window strTitle="Welcome" 'enumerate mapped drives strMappedDrives=EnumNetwork() 'enumerate mapped printers strMappedPrint=EnumPrint() 'compose popup message text strMsg=objNetwork.UserName & ", thank you for logging in to " &_ objNetwork.ComputerName & VbCrLf & vbcrlf strMsg=strMsg & strMappedDrives & VbCrLf & VbCrLf strMsg=strMsg & strMappedPrint & VbCrLf & VbCrLf strMsg=strMsg & "It is now " & Now & VbCrLf strMsg=strMsg & "Have a nice day." 'set time to -1 to never dismiss popup window objShell.Popup strMsg,10,strTitle,vbOKOnly+vbInformation WScript.quit Function EnumNetwork() On Error Resume Next Set colDrives = objNetwork.EnumNetworkDrives 'If no network drives were enumerated, then inform user, else display 'enumerated drives If colDrives.Count = 0 Then ret="There are no network drives to enumerate." Else ret = "Current network drive connections: " & vbCRLF For i = 0 To colDrives.Count - 1 Step 2 ret = ret & VbCrLf & colDrives(i) & vbTab & colDrives(i + 1) Next End If EnumNetwork=ret End Function Function EnumPrint() On Error Resume Next Set colPrint = objNetwork.EnumPrinterConnections
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'If no network printers enumerated, then inform user, else display 'enumerated printers If colPrint.Count = 0 Then ret="There are no printers to enumerate." Else ret = "Current Printer connections: " & vbCRLF For i = 0 To colPrint.Count - 1 Step 2 ret = ret & vbCRLF & colPrint(i) & vbTab & colPrint(i + 1) Next End If EnumPrint=ret End Function



In Listing 1-5, we customize the message to display the user name, the computer the user is logging onto, and any mapped drives or printers. We also create an object in our script called objNetwork, which is an instance of the WshNetwork object. With the objNetwork object, we can build a list of mapped drives and printers by calling the EnumNetwork and EnumPrint functions. These functions use the EnumNetworkDrives and EnumPrinterConnections methods to create collections of mapped network drives and printers respectively, as follows. For i = 0 To colPrint.Count - 1 Step 2 ret = ret & vbCRLF & colPrint(i) & vbTab & colPrint(i + 1) Next



The function then loops through the collection and lists the mapped network resources. Back in the main part of the script, we compose the message. We personalize it by calling the username and computername properties, as shown here. strMsg=objNetwork.UserName & ", thank you for logging in to " &_ objNetwork.ComputerName & VbCrLf & vbcrlf



The only other addition to our display message is the information about mapped drives and printers. The user now sees a personalized message showing all his or her mapped drives and printers. The message appears for 10 seconds and then closes. We raised the timeout value because there’s more to read now than in the Listing 1-1 example. Note



The username property is the user’s NT4 style or sAMAccountName attribute such as jhicks or donj. If you want the user’s full name or display name from Active Directory, you must add code to search for the account based on the sAMAccountName attribute.



Error Handling Any administrative script should have some degree of error handling. Even if you develop scripts that only you use, error handling makes them easier to develop, debug, and deploy. You certainly don’t need to examine every single place where an error could occur, but you should identify sections of code where an error or failure will have a significant and negative
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effect on your script. For example, if you are creating a log file with the FileSystemObject and attempt to write to a drive for which the user lacks proper permissions, that code will fail. The best approach is to catch this kind of error ahead of time and provide some meaningful feedback to the user, as shown in Listing 1-6. Note The error handling we are discussing is specific to VBScript. The engine that runs our scripts, Windows Script Host, is language independent. We could have written our scripts in JScript and handled errors in an appropriate manner for that scripting language.



Listing 1-6 Error Handling Sample: Err Dim objFSO,objTS On Error Resume Next Set objFSO=CreateObject("Scripting.FileSystemObject") Err.clear Set objTS=objFSO.CreateTextFile("R:\Logs\auditlog.txt") If Err.Number0 Then strMsg="There was an error creating the log file" & VbCrLf strMsg=strMsg & "Error #" & Err.Number & " " & Err.Description WScript.Echo strMsg WScript.Quit End If 'script continues from here



In Listing 1-6, we attempt to create a log file. If this attempt fails, there is no reason to continue with the script. Before we try to capture error information, we make an Err.Clear statement. In a short script like this it probably isn’t necessary, but in a longer and more complicated script, calling Err.Clear removes any errors that occurred earlier in the script and were ignored. For example, you might be creating a user object in Active Directory from new user information stored in a text file. If one of the user attributes you want to populate is telephonenumber, but not every new user has this attribute populated, you want the script to continue regardless (hence the On Error Resume Next at the beginning of the script). However, when you try to set this attribute in the script, an error is still raised. If you don’t call Err.Clear, the next time you check for the value of Err.Number, it might return the value of the previous error. In Listing 1-6 this is a highly unlikely event—nevertheless, we wanted to be very clear about how and when to use Err.Clear. The actual error checking is looking for the value of Err.Number. A value of 0 indicates success. Any value other than 0 indicates some failure or error in the previous command. Depending on what the script was trying to accomplish, you might get a lot of error information or a little. At a minimum, we recommend displaying the Err.Number and Err.Description information to the user in some sort of error message. Keep in mind that not every error will have a corresponding description. Depending on the nature of your script and the value of Err.Number, you might add more sophisticated error handling. First intentionally induce errors that a user might cause and make note of the error numbers and descriptions. Then use
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a Select Case statement to take more sophisticated steps or offer more detailed information based on the error, as follows. Select Case Err.Number Case 76 WScript.Echo "Verify that path is available" Case 71 WScript.Echo "You seem to be attempting to access a drive" &_ " that isn't ready, like a CD" Case 70 WScript.Echo "You don't seem to have permission to write to" &_ " that file." Case Else WScript.echo "Error #" & Err.Number & " " & Err.Description End Select



Of course, there is more to error handling than just the Err object. Some of the objects you might include in your script have their own mechanisms for avoiding or detecting errors. For example, the FileSystemObject includes the FolderExists, DriveExists, and FileExists methods. These methods return TRUE if the item in question exists, which means you can write code like that shown in Listing 1-7. Listing 1-7 Error Handling Sample: FileSystemObject On Error Resume Next Dim objFSO,objTS strFile="R:\logs\audit.log" Set objFSO=CreateObject("Scripting.FileSystemObject") If objFSO.FileExists(strFile) then Set objTS=objFSO.OpenTextFile(strFile) Else Wscript.echo "Can’t find " & strFile Wscript.quit End if 'script continues



InputBox One of the great advantages of VBScript over traditional scripting, such as batch files, is the ability to solicit information or input from the user executing the script. This is typically done with the InputBox function, as shown here. Dim objFSO, objTS strTitle="Select Text File" strFile=InputBox("What file do you want to open?",strTitle,"C:\boot.ini") 'if value of strFile is blank then either nother was entered 'or Cancel was clicked. In either case we can't continue If strFile="" Then WScript.Quit Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=objFSO.OpenTextFile(strFile) 'script continues
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As you can see in this brief example, the script asks the user for a file name by using the InputBox function. Although the only parameter required is text to explain what the user should enter, your script will be more user-friendly if you include a title and a default choice. The advantage of offering a default choice is that users have a better idea of exactly what format they should use. After you get input, you should validate it, as we did in the code just shown. If the user clicks Cancel or doesn’t enter anything, there is no reason to continue, so the script silently quits. Depending on the type of information you are seeking, you might want to do further validation, such as checking the length or size of the entry. Or as Listing 1-8 shows, you can validate the value itself. Listing 1-8 InputBox with Menu Sample On Error Resume Next strTitle="Option Menu" strMenu="Please select one of the following choices:" & VbCrLf strMenu=strMenu & "1 - Banana Cream" & VbCrLf strMenu=strMenu & "2 - Cherry" & VbCrLf strMenu=strMenu & "3 - Apple Walnut" & VbCrLf strMenu=strMenu & "4 - Peach" rc=InputBox(strMenu,strTitle,1) If rc="" Then WScript.Quit Select Case rc Case "1" WScript.Echo "One slice of Banana Cream, coming up!" Case "2" WScript.Echo "Sorry, we are all out of cherry." Case "3" WScript.Echo "Do you want ice cream with that?" Case "4" WScript.Echo "You get the last piece of Peach." Case Else WScript.Echo Chr(34) & rc & Chr(34) &_ " is not a valid choice. Please try again." WScript.quit End Select 'script continues



In Listing 1-8, we build a text string in the strMenu variable. This variable is passed as the message parameter for the InputBox function. Assuming the value returned by the InputBox is not blank, we can use Select Case to determine the next course of action. Even though we expect the user to enter a number, he or she might accidentally type some non-numeric character. By enclosing the choices in quotes for the Case statement, we treat the value as a literal text value. In this way, we are assured that the error handling code in Case Else will work. If the user enters anything other than 1, 2, 3, or 4, the error message is displayed. Entering A, which should be invalid, returns the code for Case 1. Copy the script for Listing 1-8 from the companion CD and try it out for yourself.
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Alas, the InputBox function is the only graphical input option we have, other than using an HTML Application (HTA) (which we cover later in the book) or developing your own input box in a higher-level programming language such as Microsoft Visual Basic 2005 (which is beyond the scope of this book).



MsgBox Closely related to the InputBox function, the MsgBox function also displays a message to the user in a graphical dialog box. At its simplest, all you need to code is the MsgBox function and text to be displayed. MsgBox "Welcome to the company!"



This line displays a message box in which the user must click OK to proceed. Script execution halts until the message box is dismissed. Recall that you use the WshShell.Popup method to set a time interval that determines how long to display the message. You can force a popup window to behave like a message box by setting the timeout value to –1, which requires the user to click a button to dismiss it. You can use a MsgBox function to display information or to get information, such as whether the user wants to continue working on the current task. The MsgBox function returns a value determined by the button clicked. You can create a message box that offers the button options OK, Yes, No, or Cancel. Note



There are other button types available, but these are the ones you are most likely to use in a script. See the Windows Script Host 5.6 documentation for additional information.



Listing 1-9 displays a code snippet that you can use to let the user control the script. Listing 1-9 MsgBox YesNo Sample strMsg="The file already exists. Do you want to overwrite it?" strTitle="File Confirm" rc=MsgBox(strMsg,vbYesNo,strTitle) If rc=vbYes Then Script.Echo "Overwriting file" 'insert code here Else strNewName=InputBox("Enter a new filename.",_ strTitle,"c:\logs\newlog.txt") 'insert code here End If 'script continues



A MsgBox function asks whether the user wants to overwrite the file and uses the constant vbYesNo to create Yes and No buttons. We set a rc variable to return a value from the MsgBox
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depending on what button the user clicked.We can then add code depending on the returned value. But what if the user has a change of heart and wants to abort the entire script? Take a look at Listing 1-10. Listing 1-10 MsgBox YesNoCancel Sample strMsg="The file already exists. strTitle="File Confirm"



Do you want to overwrite it?"



rc=MsgBox(strMsg,vbYesNoCancel,strTitle) 'take next steps based on value returned by 'MsgBox function Select Case rc Case vbYes WScript.Echo "Overwriting file" 'insert code here Case vbNo strNewName=InputBox("Enter a new filename.",_ strTitle,"c:\logs\newlog.txt") 'insert code here Case vbCancel WScript.Echo "Aborting the script" WScript.Quit End Select 'script continues



In Listing 1-10, we use a Select Case statement to handle the MsgBox value. The code for vbYes and vbNo is unchanged. All we did was add code to handle vbCancel. Tip



You can also use vbYesNo, vbOKOnly, and vbYesNoCancel as button options in a WshShell popup. The value returned is an integer, depending on what button is clicked, but it is easier to use the intrinsic constants like vbYes. If you don’t use the constants, you have to figure out what the constant equivalent is and use that in your code, and that probably won’t be as meaningful unless you comment heavily. Use the constants and make your life easier.



There is one more feature of the MsgBox function that also works for the WshShell popup—the ability to add an icon to the dialog box. Table 1-1 shows the icons available. Table 5-1



MsgBox Icon Constants



VBScript Constant



Integer Value



Icon Displayed



vbCritical



16



Critical Message



vbQuestion



32



Warning Query



vbExclamation



48



Warning Message



vbInformation



64



Information



To include an icon, simply add it with the appropriate button type, for example, vbOkOnly+vbInformation. Take a look at Listing 1-11, which is the script from Listing 1-10 slightly modified to use icons.
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Listing 1-11 MsgBox with Icon Sample strMsg="The file already exists. strTitle="File Confirm"



Do you want to overwrite it?"



rc=MsgBox(strMsg,vbYesNoCancel+vbQuestion,strTitle) 'take next steps based on value returned by 'MsgBox Function Select Case rc Case vbYes MsgBox "Overwriting file",vbOKOnly+vbInformation,strTitle 'insert code here Case vbNo strNewName=InputBox("Enter a new filename.",_ strTitle,"c:\logs\newlog.txt") 'insert code here Case vbCancel MsgBox "Aborting the script",vbOKOnly+vbCritical,strTitle WScript.Quit End Select 'script continues



Now our message boxes not only have a little more pizzazz, but they also provide visual reinforcement to the user. You can use these icon constants in a WshShell popup, but unfortunately, you can’t use them with an InputBox.



Using the FileSystemObject Library Working with files and directories is an important basic skill for a scripting administrator. You need to be able to read text files that might contain a list of computers as well as create text files that might be used as audit or trace logs for your scripts. The FileSystemObject library is fairly extensive and we can’t possibly review everything here. We’ll focus on a few concepts that will be used throughout this book. You can open a text file as follows. strFile="c:\boot.ini" Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=objFSO.OpenTextFile(strFile)



With just two lines of code, we’ve opened C:\boot.ini. After we create the basic Scripting.FileSystemObject, we create a text stream object that represents the contents of the file. After the file is open and the text stream object is created, we can read the file line by line. This is accomplished by using a Do…While loop and the AtEndOfStream property. Do while objTS.AtEndOfStreamTrue Loop
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As long as we aren’t at the end of the text file, we will loop through. We now need to read each line of the file and presumably do something with it. Conveniently, there is a ReadLine method. If we simply want to read the file and echo back each line, we would use something like the following code. Do while objTS.AtEndOfStreamTrue Wscript.echo objTS.ReadLine Loop



More than likely, you will want to do something with the information contained in that line. We prefer to set a temporary variable to hold the line’s contents. This makes it easier to clean up, manipulate, or validate the text string. Do while objTS.AtEndOfStreamTrue r=objTS.ReadLine if InStr(r,"XP") then strData=ProcessPC(r) Loop



In this little snippet, we search the read line for XP and if it is found, we set strData to the value returned from a function in a script called ProcessPC(). When we are finished, we should clean up after ourselves by calling objTS.Close to close the text file. Before we leave OpenTextFile, we will briefly explain the different modes in which a file can be opened. You can open a file for reading only, for writing, or for appending. You simply specify the mode as one of the OpenTextFile parameters. This is generally done by defining constants in your script, as shown here. Const FORREADING=1 Const FORWRITING=2 Const FORAPPENDING=8 strFile="c:\boot.ini" Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=objFSO.OpenTextFile(strFile,FORREADING)



If you open a file for writing, any existing data will be overwritten. If you open a file for appending, any data you write will be added to the end of the file. If you open a file for reading only, no changes can be made to the file. We generally use OpenTextFile for reading or appending. If we need to write new data, we use the CreateTextFile method, as shown here. strFile="c:\logs\myaudit.log" Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=CreateTextFile(strFile,TRUE) objTS.WriteLine "Audit log: " & Now 'script continues



With the addition of a CreateTextFile parameter, the code is pretty simple. When this parameter is set to TRUE, any existing file with that name will be overwritten. If you don’t include a CreateTextFile parameter, existing files will not be overwritten, and your script won’t get very far unless you add some error handling. But after we’ve created the text file, we use the
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WriteLine method to add whatever data we want. As before, when we are finished, we need to close the file with objTS.Close. The other common use of the FileSystemObject is for working with folders and files. Listing 1-12 illustrates some of these techniques. Listing 1-12 FileSystemObject File Sample On Error Resume Next Dim objFSO,objFldr,objFiles,objTS strTitle="File Demo" strDir=InputBox("What folder do you want to examine?",_ strTitle,"c:\files") If strDir="" Then WScript.quit Set objFSO=CreateObject("Scripting.FileSystemObject") If objFSO.FolderExists(strDir) Then 'open folder Set objFldr=objFSO.GetFolder(strDir) 'get log file information by calling 'the GetFileName function strFile=GetFileName If strFile="" Then WScript.Quit Else 'call validation subroutine ValidateFile strFile End If Else WScript.Echo "Can't find " & strDir WScript.Quit End If objTS.WriteLine "Folder Report for " & strDir 'get files in this folder 'objFiles is a collection Set objFiles=objFldr.Files 'initialize our counter i=0 'set variable for total number of files in folder t=objFiles.Count 'enumerate the collection of files For Each file In objFiles 'get file information and write to log file objTS.WriteLine file.Name & vbTab & file.size & " bytes" & vbTab &_ file.DateCreated & vbTab & file.DateLastModified i=i+1 iPer=FormatPercent((i/t)) WScript.StdOut.Writeline(iPer& " complete") Next
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'close file objTS.Close MsgBox "See " & strFile & " for results.",vbOKOnly+vbInformation,strTitle WScript.Quit '//////////////////////////////////////////////////////////////////////// Function GetFileName() On Error Resume Next GetFileName=InputBox("What is the name of the audit file you " &_ "want to create?",strTitle,"c:\filelog.txt") End Function '//////////////////////////////////////////////////////////////////////// Sub ValidateFile(strFile) On Error Resume Next 'check if log file exists and if so 'prompt user if they want to overwrite. If objFSO.FileExists(strFile) Then rc=MsgBox(strFile & " already exists. Do you want " &_ "to overwrite it?",vbYesNoCancel+vbQuestion,strTitle) Select Case rc Case vbYes WScript.Echo "Overwriting file " & strFile Err.Clear 'create our logfile by overwriting Set objTS=objFSO.CreateTextFile(strFile,True) If Err.Number0 Then strMsg="There was an error creating " &_ strFile & VbCrLf & "Error#" & Err.Number &_ " " & Err.Description MsgBox strMsg,vbOKOnly+vbCritical,strTitle WScript.Quit End If Case vbNo strFile=GetFileName ValidateFile strFile Case vbCancel WScript.Echo "Aborting the script" WScript.Quit End Select Else 'create our log file Err.Clear Set objTS=objFSO.CreateTextFile(strFile) If Err.Number0 Then strMsg="There was an error creating " &_ strFile & VbCrLf & "Error#" & Err.Number &_ " " & Err.Description MsgBox strMsg,vbOKOnly+vbCritical,strTitle WScript.Quit End If End If End Sub
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If you’ve been reading from the beginning of this chapter, you will notice that Listing 1-12 includes a lot of the suggestions and tips made earlier, plus a little something extra to reward you for getting this far in the chapter. Listing 1-12 examines all the files in a specified folder and creates a log with specific file information. This common use of the FileSystemObject works with any local or mapped drives, as well as Universal Naming Convention (UNC) paths. The script starts by asking the user for the folder path to examine. strDir=InputBox("What folder do you want to examine?",_ strTitle,"c:\files")



Assuming the user entered something, we can use the FolderExists method to validate the entry. If objFSO.FolderExists(strDir) Then 'open folder Set objFldr=objFSO.GetFolder(strDir) ...



We want a log file for the audit results, and now that we know we can continue, we need to create a text file. Recall that typically a function returns a value, and a subroutine is a section of modularized code that you can call as needed. We need to get the name of the log file from the user, so the script has a function called GetFileName that works as an InputBox wrapper. Function GetFileName() On Error Resume Next GetFileName=InputBox("What is the name of the audit file you " &_ "want to create?",strTitle,"c:\filelog.txt") End Function



Again, assuming the user entered something, we need to validate the logfile. We call the ValidateFile subroutine that takes a file name as a parameter. If the file already exists, we ask the user if he or she wants to overwrite the file. If objFSO.FileExists(strFile) Then rc=MsgBox(strFile & " already exists. Do you want " &_ "to overwrite it?",vbYesNoCancel+vbQuestion,strTitle)



Depending on the answer, we can either create the text file and overwrite the existing version or prompt the user to specify a new log file name. Select Case rc Case vbYes WScript.Echo "Overwriting file " & strFile Err.Clear 'create our logfile by overwriting Set objTS=objFSO.CreateTextFile(strFile,True) If Err.Number0 Then strMsg="There was an error creating " &_ strFile & VbCrLf & "Error#" & Err.Number &_
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Notice the error handling in case there is a problem overwriting the file. If the user clicks No, we call the GetFileName function again and then call the ValidateFile subroutine, basically rerunning the code. Case vbNo strFile=GetFileName ValidateFile strFile



Of course the user could tire of this and click Cancel, in which case we simply exit the script. Case vbCancel WScript.Echo "Aborting the script" WScript.Quit End Select



If the file doesn’t exist, we create it and return to the main part of the script. Again notice the error handling and MsgBox. 'create our log file Err.Clear Set objTS=objFSO.CreateTextFile(strFile) If Err.Number0 Then strMsg="There was an error creating " &_ strFile & VbCrLf & "Error#" & Err.Number &_ " " & Err.Description MsgBox strMsg,vbOKOnly+vbCritical,strTitle WScript.Quit End If



Now that we have the audit log taken care of, let’s get down to business and use the FileSystemObject to look at the files in the folder. We create a collection object that will represent all the files in the folder by calling the Files method. Set objFiles=objFldr.Files



We can enumerate this collection with a For…Each…Next loop and write information about each file to the log. For Each file In objFiles 'get file information and write to log file objTS.WriteLine file.Name & vbTab & file.size & " bytes" & vbTab &_ file.DateCreated & vbTab & file.DateLastModified i=i+1 iPer=FormatPercent((i/t)) WScript.StdOut.Writeline(iPer& " complete") Next
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The FileSystemObject exposes file properties such as its name; its size; the date it was created, modified, and accessed; and a few others. This script creates a tab-delimited file, but it could easily be a comma-separated value (CSV) log instead. After we’ve finished examining every file in the folder, we close the log file and display a completion message to the user. objTS.Close MsgBox "See " & strFile & " for results.",vbOKOnly+vbInformation,strTitle



By the way, the script as written does not recurse through any subfolders. We’ll leave that as an exercise for you. But there’s one more goody in this script—we added code to provide some progress feedback to the user. The only catch is that you must run the script from a command line using CScript. There is a Count property for our files collection that will show the number of files in the current folder. If we know the total number of files and the number of files processed, we can calculate the percentage complete. We just need some variables. 'initialize our counter i=0 'set variable for total number of files in folder t=objFiles.Count



In the For…Each loop, we increment our counter variable and calculate the percent complete. We use the FormatPercent function to tidy up the math. i=i+1 iPer=FormatPercent((i/t))



All that is left is to display the result. We’ve decided to use the StdOut method of the Wscript object to write directly to the command prompt window. WScript.StdOut.Writeline(iPer& " complete")



The method will not work if the script is run with WScript. It must be run with CScript at a command prompt by typing cscript listing1-12.vbs. The percent complete scrolls down the screen, informing the user about how the script is progressing. We’ve reviewed only some of the FileSystemObject basics that you’re likely to run across in this book. For more information, take a look at the Windows Script Host 5.6 documentation.
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Best Practices



There are many opportunities for errors and problems when using the FileSystemObject. For example, you might try to create a text file on a nonexistent drive or in a folder where the user lacks the proper permissions. Or you might try to access a folder or drive that doesn’t exist. Errors like this are especially common when your script lets users specify files and folders either as run-time parameters or perhaps from an InputBox. It is very important that you implement error handling and validation in your scripts. Use the DriveExists, FolderExists, or FileExists methods of the FileSystemObject. Check for errors when creating new text files, and add code to gracefully handle common errors. You need to think of everything that could reasonably go wrong, such as typing C;\ instead of C:\, and code accordingly.



Understanding Arrays One fundamental scripting technique is to store data in an array and then use the data in a script. Arrays can be very complicated and multidimensional, but for our purposes, we keep them simple and basic. Think of an array as a collection of buckets, each bucket holding one piece of information. When we need that piece of information, we retrieve it from its bucket. Each bucket has a number, starting with 0. There are a few ways to get information into an array. One way is to use the Array function. myArray=Array("Elm","Maple","Oak","Walnut","Hickory","Pine")



This technique works well when the information to be stored is known ahead of time and there is a relatively small amount of it. For a more dynamic approach, we use the Split function. strText="Elm,Maple,Oak,Walnut,Hickory,Pine" myArray=Split(strText,",")



The Split function takes the specified text string and splits each element, in this case separated by a comma, into the individual buckets of the array. After we have data in the array, we can access a bucket directly if we know its number. Thus if we want to use Walnut, we would reference myArray(3). Even though humans would count Walnut as the fourth element, because we typically start counting at 1, the array starts counting at 0. Thus the UBound(myArray) function, which displays the upper limit of the array, returns 5. If we want to return a human-friendly count of the array elements, we need to use UBound(myArray)+1. To go through every element in the array, we can use a For…Next loop, as follows. For i=0 To UBound(myArray) WScript.Echo myArray(i) Next



Typically we pass the value from the array to a subroutine or function elsewhere in the script. We’ll give you a sample of that later in this chapter.
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Dictionary Objects Like an array, the Scripting.Dictionary object can also be used to organize external data, but where the array puts data in buckets starting at 0, the Dictionary object stores data in pages called keys. The stored data is referred to as an item. The Scripting.Dictionary object is considered an associative array. Data is stored in the Dictionary object by using the Add method. Dim objDict Set objDict=CreateObject("Scripting.Dictionary") objDict.Add "a","Elm" objDict.Add "b","Maple" objDict.Add "c","Oak" objDict.Add "d","Walnut" objDict.Add "e","Hickory" objDict.Add "f","Pine"



To reference an individual item, we need to know the corresponding key. The following line of code would return the value for key b or Maple. WScript.Echo objDict.Item("b")



If we want to enumerate the keys of the dictionary, we need to use the Keys method, as shown here. objKeys=objDict.Keys wscript.echo "There are " & objDict.Count & " keys" For x=0 To objDict.Count-1 WScript.Echo objKeys(x) Next



Some confusion arises with the Count method. When used with the Dictionary object, the method starts counting at 1 and will return 6 in the example here. However, when we look through the collection of keys, we start counting at 0, which is why we loop from 0 to the objDict.Count value minus 1. To get all the items in the dictionary, we use the Items method. objItems=objDict.Items For x=0 To objDict.Count-1 WScript.Echo objItems(x) Next



So which is the right technique to use? It depends on your script. If you have a lot of data to shuffle around and keep track of, a Dictionary object might be the way to go. There are ways to check if an item exists, delete individual items, and delete all items so that you can start all over again. Dictionary objects also make it easier to reference specific elements because you define the key. In an array, each element is stored as a numbered
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entry, and you have to keep track of what item is in which bucket. However, if you are just going to loop through each element and do something with it, an array is a little easier to manage. You can also use both in the same script. We have occasionally used code in which the value of the Dictionary object is a CSV string that will be put into an array for further handling. Dim objDict,objItems Set objDict=CreateObject("Scripting.Dictionary") objDict.Add "user1","John,555-1234,7/7/61" objDict.Add "user2","Mary,555-1234,12/6/56" objDict.Add "user3","Mike,555-1234,10/13/76" wscript.echo "There are " & objDict.Count & " user entries." objItems=objDict.Items For x=0 To objDict.Count-1 tmpArray=Split(objItems(x),",") strName=tmpArray(0) strPhone=tmpArray(1) strBDate=tmpArray(2) WScript.Echo "Adding " & strName & "(" & strBdate & ")" 'insert some code here Next



In short, you should use the technique that works best for you.



Understanding Active Directory Services Interface Fundamentals Developing scripts to create and manage users and groups is a pretty common administrative task. These types of scripts must interact with a directory service, whether it is the SAM database of Windows NT or Active Directory. Fortunately, Microsoft has a scripting interface called Active Directory Services Interface (ADSI). Don’t let the name fool you. You don’t need Active Directory to use ADSI in your scripts. If you have a Windows NT 4.0 domain, you can still use ADSI; you just need a different provider. The provider handles all the dirty work of interacting with a specific directory service type. ADSI has several directory service types, but for our purposes we’ll limit our review to the WinNT and LDAP providers. ■



The WinNT provider is used when working with legacy Windows domains or systems. The WinNT provider is designed to work with flat namespaces like an NT 4.0 domain. That’s not to say that you can’t use the WinNT provider with Active Directory— you can, and there might be instances when it is the preferable provider. We’ll give you an example later in this chapter.
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The LDAP provider is used for directory services based on the Lightweight Directory Access Protocol (LDAP), such as Active Directory. You can’t use the LDAP provider with an NT 4.0 domain because the LDAP provider is expecting a hierarchical directory service like Active Directory.



With Active Directory, you can use the WinNT provider when you want to manage the directory flatly, and use the LDAP provider when you need a more hierarchical approach. Consider this short script that you should run from a command prompt using CScript. Dim objDom,objNetwork Set objNetwork=CreateObject("WScript.Network") Set objDom=GetObject("WinNT://" & objNetwork.UserDomain) WScript.Echo "Listing users in " & objDom.name objDom.Filter=Array("user") For Each user In objDom WScript.Echo user.name Next



Let’s assume your domain is running Active Directory and you run it from a computer in the domain with a domain account. This script lists all the users in your domain, regardless of what organizational unit (OU) they are in. The WinNT provider has no concept of OUs and treats the directory as one big bucket. Tip If you find your ADSI scripts mysteriously failing, check the provider. ADSI providers are case sensitive. WinNT works, but WINNT does not work.



We use a Filter method to get only the directory objects that are of the user class or type. Then we can loop through the list by using a For…Each…Next loop, and display the object’s name. This name, by the way, is the user’s NT 4.0 account name, also known as the sAMAccountName. If you have Active Directory and run this script, you won’t see a Windows 2003 account name like Jeffery Hicks, but rather a pre-Windows 2000 name like jhicks. To display the user’s common name, you must use the LDAP provider. More Info



The object the provider uses determines which properties are available. A great source of information on working with ADSI is available from the MSDN Web site at http://msdn.microsoft.com/library/default.asp?url=/library/en-us/adsi/adsi /active_directory_service_interfaces_adsi.asp (This link is on the companion CD; click MSDN ADSI.) We also recommend that you download the ADSI SDK, which contains not only a lot of sample code but also very thorough documentation. You can download the kit from the Microsoft Web site at http://download.microsoft.com/download/2/9/7/29720925-faa3-477f-a5cd-beef80adac07 /adsrtk.msi (This link is on the companion CD; click ADSI Resource Kit.)
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If we used the LDAP provider, we would have to connect to the root namespace, find all the organizational units and other containers, and enumerate through them all. There are ways of querying LDAP directories, but they are a little more complicated. The WinNT approach for something like this is fast, efficient, and easy to understand. Another way to use the WinNT provider is to access member servers and desktops. You can use the WinNT provider to query local users, groups, and services. To connect to a remote system, use code like this. strServer="File01" Set objSrv=GetObject("WinNT://" & strServer)



Code like this connects essentially to the entire flat namespace. If you want to connect to a specific object in the namespace, you can use code like the snippet shown in Listing 1-13. Listing 1-13 WinNT Sample: Change Local Admin Password strServer="File01" 'new password to set for local administrator account strPass="N3wP@ssw0rd" set objUser=GetObject("WinNT://" & strServer & "/administrator,user") objUser.SetPassword strPass objUser.SetInfo



This script connects to the administrator account on server File01. It then calls the SetPassword method to change the administrator password. Important



Never, ever hard-code administrator credentials or passwords in a script. Listing 1-13 is for educational purposes only and should not be used in a production environment as written. This information should be passed at run time as script parameters or entered by the user through prompts.



One method we want to emphasize here is SetInfo. This method is used for both WinNT and LDAP providers. You’ve probably noticed that ADSI uses the GetObject method as opposed to CreateObject. This is because the directory service already exists. ADSI gets a copy of the directory and stores it locally in cache. All the changes you make to objects in the directory are held locally and not committed back to the directory until you call SetInfo. Best Practices If you find yourself modifying many attributes of a directory object, don’t call SetInfo after each property change. Wait until you are finished and then call SetInfo to commit all the changes at once. Otherwise, you impose unnecessary network traffic and server overhead.
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To use the LDAP provider, we must connect the namespace by the distinguished name of the object. Suppose we want to create a new user object in the Employees OU that is part of the Company.pri Active Directory domain. Set objDom=GetObject("LDAP://OU=Employees,DC=Company,DC=pri")



With this connection, we can use the Create method to create a new user object. strUser="Jeffery Hicks" strSAM="jhicks " strPass="P@ssw0rd" Set objUser=objDom.Create("User","CN=" & strUser)



After we have the sAMAccountName for the new user, we can commit the change to Active Directory, and the user account will essentially exist. We use the Put method to set object attributes. objUser.Put "samAccountname",strSAM objUser.SetInfo



Of course, we don’t like blank user passwords, so we need to call the SetPassword method to specify the user’s password and commit the change. objUser.SetPassword(strPass) objUser.SetInfo



Why didn’t we just set the password and call SetInfo only once? Well, you can’t call the SetPassword method for an object that doesn’t exist yet. Until we call SetInfo to commit the new object, it doesn’t exist in Active Directory. We’ll end this mini-review with the script in Listing 1-14, which creates a new user account. Listing 1-14 ADSI Sample: Create User Dim objFSO,objTS Dim objDom,objUser Const FORREADING=1 strFile="newusers.csv" 'format of newusers.csv 'givenname,sn,password,telephonenumber,upnsuffix 'example: 'Jeff,Hicks,P@sswordJH,555-1234,@jdhitsolutions.com 'Don,Jones,$cr1pting@nsw3rs,555-1234,@scriptinganswers.com Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=objFSO.OpenTextFile(strFile,FORREADING) Set objDom=GetObject("LDAP://OU=Consultants,DC=Company,DC=pri")



28



Part I:



The Basics of Advanced Windows Scripting



'open text file and process user data on each line Do while objTS.AtEndofStreamTrue rline=objTS.readline UserArray=Split(rline,",") strFirst=UserArray(0) strLast=UserArray(1) strUser=strFirst & " " & strLast strLogon=Left(strFirst,1)&strLast strUsername=LCASE(Left(strFirst,1)&strlast) strPass=UserArray(2) strPhone=UserArray(3) strUPN=strUserName & UserArray(4) 'Create user object Set objUser=objDom.Create ("User","cn="&strUser) objUser.Put "samAccountName",strUserName objUser.SetInfo 'Now that user object is created, let's set some properties objUser.Put "givenname",strFirst objUser.Put "sn",strLast objUser.Put "displayname",strFirst & " " & strLast objUser.Put "UserPrincipalName",strUPN objUser.Put "AccountDisabled",FALSE objUser.Put "TelephoneNumber",strPhone objUser.SetPassword(strPass) objUser.SetInfo Loop objTS.Close WScript.Quit



In this script we have a text file for each new account. Values for different user attributes are separated by commas. strFile="newusers.csv" 'format of newusers.csv 'givenname,sn,password,telephonenumber,upnsuffix 'example: 'Jeff,Hicks,P@sswordJH,555-1234,@jdhitsolutions.com 'Don,Jones,$cr1pting@nsw3rs,555-1234,@scriptinganswers.com



We use the FileSystemObject to open and read the file. Set objFSO=CreateObject("Scripting.FileSystemObject") Set objTS=objFSO.OpenTextFile(strFile,FORREADING) Set objDom=GetObject("LDAP://OU=Consultants,DC=Company,DC=pri") 'open text file and process user data on each line Do while objTS.AtEndofStreamTrue rline=objTS.readline
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You’ll notice that we got our connection to the OU where we want to create the user accounts. We create an array of user data using the Split function and set some variables based on the data. UserArray=Split(rline,",") strFirst=UserArray(0) strLast=UserArray(1) strUser=strFirst & " " & strLast strLogon=Left(strFirst,1)&strLast strUsername=LCASE(Left(strFirst,1)&strlast) strPass=UserArray(2) strPhone=UserArray(3) strUPN=strUserName & UserArray(4)



After that, it’s just a matter of creating the user object specifying the CN and sAMAccountName. 'Create user object Set objUser=objDom.Create ("User","cn="&strUser) objUser.Put "samAccountName",strUserName objUser.SetInfo



At this point, all that is left is to set the rest of the user properties and call SetInfo to write the changes to Active Directory. 'Now that user object is created, let's set some properties objUser.Put "givenname",strFirst objUser.Put "sn",strLast objUser.Put "displayname",strFirst & " " & strLast objUser.Put "UserPrincipalName",strUPN objUser.Put "AccountDisabled",FALSE objUser.Put "TelephoneNumber",strPhone objUser.SetPassword(strPass) objUser.SetInfo



After that is finished we can loop, read the next line in the text file, and repeat the process. With a script like this, you can create a hundred fully populated user accounts from the comfort of your desk in about the time it takes to read this sentence. Note The script in Listing 1-14 is intended as a teaching aid. You could run it in a production environment provided you add some error handling logic. For example, as written, if you try to create a user account that already exists, you will get an error. We recommend you add code to handle that type of error, especially because it is a very foreseeable one.



Understanding Windows Management Instrumentation Fundamentals One of the more advanced scripting topics an administrator needs to master is how to use Windows Management Instrumentation (WMI). WMI is the technology that Microsoft and
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many independent software vendors (ISV) use for their management applications and utilities. You can use the same technology and develop your own management scripts, completely customized for your environment. Let’s spend a few minutes reviewing some WMI basics. We will explore WMI in much greater detail later in the book.



Winmgmts Most WMI scripts connect to the WMI namespace using the Winmgmts object, which can be used to connect to local or remote WMI namespaces. Usually, the default namespace is root\cimv2, which most Windows management scripts connect to, but that can be changed using the WMI Management Console. Consider the following line of code. Set objWMI=GetObject("winmgmts://")



This will connect to the default WMI namespace on the local computer. Notice we use GetObject, as we do with ADSI. To connect to a remote system, simply add the computer name. strServer="File01" set objWMI=GetObject("winmgmts://" & strServer)



Although it is not required, it is a good practice to specify the namespace you want to connect to, even if it is the default because the default can be changed. set objWMI=GetObject("winmgmts://" & strServer & "\root\cimv2")



Using code like this eliminates any doubt about which namespace you are working with, especially if someone changed the default WMI namespace. In later scripts where we connect to different namespaces, we have to specify a namespace; by getting in the habit now, you will make your scripts easier to follow and debug. So far, all we’ve done is connect to the WMI namespace—we haven’t asked it for any information. Assuming you know the class you want to learn more about, such as Win32_OperatingSystem, there are two techniques you can use. The first incorporates the InstancesOf method. strServer="File01 " set objWMI=GetObject("winmgmts://" &_ strServer).InstancesOf("Win32_OperatingSystem")



The other technique is to execute a query. We’ll review WMI queries in just a moment. strServer="File01" strQuery="Select * from Win32_OperatingSystem" set objWMI=GetObject("winmgmts://" & strServer) set objRef=objWMI.ExecQuery(strQuery)
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With this technique, we instantiate a new object to hold the results of the query. The data returned is in the form of a collection, so we simply use a For…Each…Next loop to do something with the information. For each item in objRef Wscript.echo item.Name Wscript.echo item.RegisteredUser Wscript.echo item.Organization Next



Of course, you need to know the names of the properties. You can get this information from scripting books like Managing Windows with VBScript and WMI (Jones, Don, Addison-Wesley, 2004) or from the MSDN Web site at http://msdn.microsoft.com/library/default.asp?url=/library/en-us/wmisdk/wmi /wmi_reference.asp.\ On the CD



This link is included on the companion CD. Click MSDN WMI Reference.



Tip



Not every attribute for every class is populated in WMI. WMI provides a repository for the class information, but it is up to the individual vendors to decide what data to store. There can be two servers from two vendors, and one might have information for a particular class and the other might not. Don’t assume there is a problem with your script; there just might not be any information. In this situation, use tools like WbemTest and WMI Tools to enumerate classes so that you can verify what information exists.



A quick way to learn the property names is to ask. Use this code in place of the code just shown to get a listing of all properties and values. For each item in objRef For Each property in item.Properties_ WScript.echo property.Name & ": " & Property.Value Next Next



WMI Query Language (WQL) As we just demonstrated, it is very easy to use a query to retrieve information from WMI. WMI has its own query language and syntax that is very similar to SQL. For the purposes of this basic review, there are really only two types of Select queries. The first is a query that requests all information about a certain object class. strQuery="Select * from Win32_ComputerSystem"



The second query requests information about specified object classes. It is much more selective, so you have to know what information you are looking for.
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strQuery="Select Manufacturer,Model,Description from Win32_ComputerSystem"



Depending on the object class, it might be more efficient to ask only for information you want to use. Using a Select * query when you need only one or two property values adds unnecessary overhead to your script. You can further refine your script by selecting attributes that meet certain criteria. For example, the Win32_LogicalDisk class has a property called DriveType. The value of this property indicates whether a drive is fixed, like drive C, removable like drive A, or some other kind. Consider the following query, which returns the DeviceID and Size properties for all fixed drives. strQuery="Select DeviceID,Size from Win32_LogicalDisk Where Drivetype = '3'"



We know from experience, and you can tell by testing queries using Wbemtest, that the value for fixed drives is "3". By restricting our query to a specific drive type, we get more useful information faster.



SWbemLocator One of the principal advantages of the winmgmts object is ease of use. You can make secure WMI connections with only a line or two of code. However, there is one situation when this object just doesn’t do the job. Usually, when you execute a script, WMI takes the credentials of the user running the script and impersonates that user on the specified computer. But what if you want to run a script with alternate credentials? You could use the RunAs command, you could develop a WMI script using Microsoft’s WMI scripting application programming interface (API), or you could use the SWbemObject. Using the SWbemObject requires more coding than using winmgmts, but it allows you to specify alternate credentials. You first need to create a SWbemLocator object. Set objLoc=CreateObject("WbemScripting.SwbemLocator")



This object has a Security_ property that you can set. Typically, you can specify the ImpersonationLevel, which by default is 3. objLoc.Security_.Impersonation=3



This is also where you specify additional privileges that the user might need, such as the ability to shut down a system remotely. Const SHUTDOWNREMOTEPRIVILEGE=23 Set objLoc=CreateObject("WbemScripting.SwbemLocator") objLoc.Security_.Impersonation=3 objLoc.Security_.Privileges.Add SHUTDOWNREMOTEPRIVILEGE
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We next connect to the server, either local or remote. Set objCon=objLoc.ConnectServer(strServer,"root\cimv2")



This line of code works well for the local system, but if you are connecting to a remote system, you must specify alternate credentials. Set objCon=objLoc.ConnectServer(strServer,"root\cimv2",strUser,strPassword)



Remember, you can’t specify alternate passwords for a local connection. This connection creates a SWbemServices object. Now that we have a secure connection to a system, we can execute our query. strQuery="Select * from Win32_OperatingSystem" set objRef=objCon.Execquery(strQuery)



Then we can loop through the data in objRef. Listing 1-15 illustrates how to use the SWbemLocator object to connect to a remote system with alternate credentials. Listing 1-15 SWbemLocator Sample: Get Drive Info Dim objWBEM,objCon,objRef strServer="FILE01" strUser="Administrator" strPassword="$3cret" strQuery="Select DeviceID,Size,FreeSpace,FileSystem from " &_ "Win32_LogicalDisk where DriveType='3'" Set objWBEM=CreateObject("WbemScripting.SwbemLocator") set objCon=objWBEM.ConnectServer(strServer,"root\cimv2",strUser,strPassword) set objRef=objCon.ExecQuery(strQuery) For Each drive In objRef strMsg=strMsg & "Drive " & drive.DeviceID & "(" & drive.FileSystem &_ ")" & VbCrLf strMsg=strMsg & "Size: " & drive.Size & " bytes" & VbCrLf strMsg=strMsg & "Free Space: " & drive.FreeSpace & " bytes" & VbCrLf strMsg=strMsg & FormatPercent(drive.FreeSpace/Drive.size) &_ " Free" & VbCrLf strMsg=strMsg & VbCrLf Next WScript.Echo strMsg WScript.Quit



This approach to scripting WMI gives you more precise control and the ability to use alternate credentials. If alternate credentials aren’t a requirement, the script in Listing 1-16 on the next page accomplishes the same task as Listing 1-15, but uses winmgmts.
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Listing 1-16 Winmgmts Sample: Get Drive Info dim objWMI, objRef 'enter any computer name strServer="FILE01" strQuery="Select DeviceID,Size,FreeSpace,FileSystem from " &_ “Win32_LogicalDisk where drivetype='3'" set objWMI=GetObject("winmgmts://" & strServer & "\root\cimv2") set objRef=objWMI.ExecQuery(strQuery) WScript.Echo "Logical Drive Report for " & strServer for each drive in objRef strMsg=strMsg & "Drive " & drive.DeviceID & "(" & drive.FileSystem &_ ")" & vbcrlf strMsg=strMsg & "Size: " & drive.Size & " bytes" & VbCrLf strMsg=strMsg & "Free Space: " & drive.FreeSpace & " bytes" & VbCrLf strMsg=strMsg & FormatPercent(drive.FreeSpace/Drive.Size) &_ " Free" & VbCrLf strMsg=strMsg & VbCrLf Next WScript.Echo strMsg



We will explore WMI quite a bit more throughout this book. More Info



In addition to the books and links already mentioned, we also recommend Windows Management and Instrumentation (Matthew Lavy & Ashley Meggitt, New Riders, 2002) and WMI Essentials (Marcin Policht, SAMS, 2002).



Advanced Scripting Goals Now that we have a foundation, let’s take a look at the goals for this book.



Securing Your Scripts If you are serious about using VBScript as an administrative tool in your enterprise, you must do it securely. In Chapter 2, “Script Security,” we take a look at ways to create more secure scripts by using digital signatures and certificates. We also review how to configure your production environment to run scripts securely.



Creating Your Own Script Components and Libraries One of the hallmarks of a great scripter is the ability to reuse code. In Chapter 3, “Windows Script Files,” we spend some time discussing Windows Script Files (.wsf scripts) and how you can build a reusable script library. We also show you how to create your own scripting components in Chapter 4, “Windows Script Components.” Using the Script Component Wizard, you’ll be able to create your own COM objects.
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Running Scripts Remotely Even though there are numerous ways to remotely manage systems with a script, there might be times when you want a script to run locally on a remote system. In Chapter 6, “Remote Scripting,” we show you what you need to know about using the WshController object as well as how to properly configure your network.



Retrieving Information from Active Directory You probably know some ADSI basics. We cover some advanced ADSI and LDAP topics in Chapter 8, “Advanced ADSI and LDAP Scripting,” and Chapter 9, “Using ADO and ADSI Together.” We demonstrate how to use Microsoft’s EZADSomatic and other free tools. These tools not only help with rapid script development, but they can be invaluable when trying to figure out why a script isn’t working. We also delve into the mystery of LDAP queries as well as ADSI queries using ActiveX Data Objects (ADO).



Manipulating Information Stored in a Database For beginning scripting administrators, working with CSV files is a pretty standard practice. To take your scripting to the next level, you must know how to write scripts that use database technology. In Chapter 7, “Database Scripting,” we review the various types of databases and how you can connect and manipulate them.



Managing Your Windows Environment with WMI Events We promised WMI would be a major topic of this book. In Chapter 11, “WMI Events,” we explore the world of WMI events, consumers, filters, and timers. We also show you how to use event sinks to closely manage your systems, and include plenty of examples you can use in your environment.



Using New WMI Classes with Windows XP and Windows Server 2003 In Chapter 13, “ Advanced Scripting in Windows XP and Windows Server 2003,” we cover some of the new WMI classes that are available in Microsoft Windows XP and Microsoft Windows Server 2003. These classes add real power to your script and open new opportunities. We also cover new classes that will help you with DNS, IIS 6.0, printing, quotas, and more. Each new class will include a complete administrative example.



Managing Group Policy Objects with Scripting If you administer an Active Directory forest, chances are you are using Group Policy. Your Group Policy environment can be managed with VBScript through the Group Policy Management console. We explore the object model in Chapter 14, “Group Policy Management Scripting,” and look at how you can use scripts to back up, copy, restore, and set permissions on
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your Group Policy objects. We also spend a little time discussing how you can script Resultant Set of Policy (RSoP) scenarios.



Managing Your Exchange 2003 Environment Continuing our exploration of enterprise-level scripting, in Chapter 15, “Exchange Server 2003 Scripting,” we cover managing your Exchange 2003 environment. Using new WMI classes, ADSI, Collaboration Data Objects (CDO), and Collaboration Data Objects for Exchange Management (CDOEXM), you will learn how to develop scripts to manage servers, storage groups, and mailstores and mailboxes.



Incorporating Your Scripts into Microsoft Operations Manager In Chapter 16, “Microsoft Operations Manager 2005 Scripting,” we explore how Microsoft Operations Manager 2005 (MOM) uses VBScript. We also explore a new object model. We then look at how to edit existing MOM scripts, and explain how to write new ones from scratch.



Creating a Visual Interface for Your Script with Internet Explorer and HTML Applications (HTAs) Tired of simple command-line scripts or wishing that there were more to graphical scripting than the MsgBox function? In Chapter 5, “HTML Applications: Scripts with a User Interface,” we show you how to create richer scripts by using HTAs. You don’t have to be a Web developer—we give you enough information and an easy-to-follow example so that you can convert an existing script into an HTA.



What We Won’t Cover Even though this is a book about advanced scripting topics, we can’t possibly cover everything an administrator needs to know. We will, however, point you in the right direction for additional information. ■



ASP and Web Scripting We’re sure that if you visit your favorite bookseller, you will find many, many books on ASP and Web-based scripting. Online, some good places to start are the following: ■



http://msdn.microsoft.com



■



http://www.15seconds.com



■



http://www.4guysfromrolla.com/



■



http://www.asp.net
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■



.NET Programming Even though it might seem like some of our scripts are complex programming exercises in higher languages, they are not. They are scripts meant to be interpreted at run time. We won’t spend any time using any of the .NET technologies or any other programming languages.



■



Microsoft Office Automation There are quite a few freely available scripts that use Microsoft Word or Microsoft Excel to create nifty reports or to serve as a data source. These scripts use the COM objects for Microsoft Office, essentially taking Visual Basic for Applications (VBA) code and converting it to standalone VBScript. This technique is beyond the scope of this book. If you are interested in this topic, search the Web for “office vbscript,” or visit the following Web site: http://msdn.microsoft.com/library/default.asp?url=/library/en-us/odc_2003_ta/html /odc_ancoffice.asp On the CD



This link is included on the companion CD. Click MSDN Office



Automation.



Finding Information about JScript, Perl, Python, and KiXtart Certainly, VBScript is not the only scripting language available, but we chose it for this book because we think it is the easiest for novice scripters to learn and read. Other scripting languages have their strengths as well, but VBScript is the dominant scripting language for Microsoft administrators. If you would like to learn more about other scripting languages you might find these sites of interest. ■



JScript ■



http://msdn.microsoft.com/library/default.asp?url=/library/en-us/script56/html /js56jsoriJScript.asp On the CD This link is included on the companion CD. Click MSDN Jscript documentation. The Windows Script Host 5.6 documentation also includes JScript references.



■



Perl ■



http://www.perl.com



■



http://www.perl.org



■



http://www.activestate.com



■



http://www.perlmonks.org
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Python ■



http://www.python.org



■



http://diveintopython.org/



■



http://aspn.activestate.com/ASPN/Python/Cookbook/



KiXtart ■



http://www.kixtart.org



■



http://www.microsoft.com/technet/scriptcenter/scripts/kixtart/default.mspx On the CD



This link is included on the companion CD. Click Microsoft Technet Script



Center - Kix.



The Right Tool for the Job If you are going to script professionally, you should invest in professional tools. If you are still using Notepad as a script editor, you are spending more time developing scripts than you need to. At this stage, it’s time to buy a commercial-quality script editor. There are a number of editors on the market, each with a slightly different feature set. What most have in common to one degree or another are features that make the time you spend scripting more efficient. One such feature is inline IntelliSense, which can display objects, methods, and properties in a list. With a quick click, you can save yourself from typing a lot of mistakes. Another feature is the ability to insert snippets or small sections of saved code. Some editors come with a library of code samples and usually let you add your own. Commercial editors typically also include some form of script color coding. This makes it very easy to identify how your script is constructed and simplifies troubleshooting. Speaking of troubleshooting, most editors allow you to set breakpoints and other debugging features. If an editor has a built-in debugger, so much the better. Some editors also include a variety of scriptgenerating wizards, online help, and links to local tools like RegEdit. We assembled as many demonstration and evaluation versions of the major scripting editors as we could on the companion CD. We encourage you to try them and find one that meets your needs. You will have to decide which features are important to you and how much you (or your boss) are willing to spend. But even a free editor that provides rudimentary color coding and line numbering will make script development and troubleshooting much easier.
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Scripting Techniques We are firm believers in using the right tool for the right job. One of the great benefits of working with Microsoft technologies is that there is usually more than one way to accomplish a given task. For example, you can get almost the same information using Windows Management Instrumentation Command Line (WMIC) statements in a batch file as you can with WMI in VBScript. Likewise, there might be a resource kit utility that can get a job done almost as well as a script you could write. What makes one tool better than the other? When you need to develop a solution to a problem, there are several things to consider before opening your script editor. For example, who will be using the solution? How will it be used? Is this something that needs to be scheduled to run in the middle of the night or that is run interactively by someone with domain administrator credentials? Are there environmental, managerial, or security restrictions that might affect your solution? You also need to take into account your comfort level with the available options. If you can put together a simple batch file that will run a command-line utility more easily than you can write a script from scratch, why bother writing a script? Even if you are an experienced script developer, you need to weigh the time you will invest against the reward. If you can accomplish your goal more easily by using an existing utility and a batch file, there’s no need to invest a lot of time writing VBScript. For that matter, even if there is a commercial alternative, you need to weigh the costs. How much time will it take you to develop and test a solution? How much time are you losing because you are not doing other tasks while scripting? How much is the commercial alternative? We strongly believe that script development in Windows environments is maturing and needs to be more than a temporary solution. Developing scripts or automation solutions should be treated with the same level of professionalism and planning as a Visual Basic .NET project. This means developing a business case, documenting the requirements, and choosing the most economical approach given all the circumstances. The right tool for the right job is the one that is easy for you to use, lets you develop a working solution in the least amount of time, and makes the most economical sense.



Summary This chapter was a refresher course in VBScript and many of the scripting technologies we will be using throughout the book. We also gave you an overview of the topics we will be covering, as well as those we won’t be covering. Finally, we discussed some scripting philosophy. At this point, you should be ready to take your scripting to the next level. Let’s begin.
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Script Security In this chapter: Script Encoding and Decoding . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41 Script Signing and the Windows Script Host TrustPolicy . . . . . . . . . . . . . . . . . . . . 43 Alternate Credentials. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54 There’s no doubt that scripts can be dangerous; well-publicized viruses such as Melissa and “I Love You” have proven that point. But there’s also no doubt that scripts can be useful tools as well. How do you ensure that the good scripts are run and the bad ones aren’t? Windows Script Host security, along with other security technologies, can help make scripting safe in any environment. We’ll show you how. We’ve seen plenty of environments where administrators have taken steps to lock down scripting. Unfortunately, many of those steps aren’t effective. For example, simply deleting wscript.exe and cscript.exe doesn’t guarantee that scripts can’t be run. As a part of the core Microsoft Windows operating system, those files are replaced by Windows File Protection, certain patches and updates, and service packs. Likewise, simply reassigning the script filename extensions—.vbs and .wsf, for example—also doesn’t guarantee safe scripting, because scripts with any filename extension can be executed simply by passing the script filename as a command-line argument to wscript.exe or cscript.exe. WScript.exe MyScript.txt



Finally, both of these techniques—and countless variations on them—aren’t meant to guarantee safe scripting, they’re meant to restrict scripting completely, thus depriving you of a beneficial administrative tool. There are, however, techniques you can use to make scripting safer.



Script Encoding and Decoding Script encoding is made possible by the Microsoft Script Encoder, which is available as a free download from the Microsoft Web site. http://www.microsoft.com/downloads/details.aspx?FamilyId=E7877F67-C447-4873-B1B021F0626A6329&displaylang=en
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On the CD This link, like most of the links referenced in this book, is included on the companion CD. Click Download details- Script Encoder.



The purpose of the Script Encoder is to prevent your scripts from being easily read. Here is a sample script. 'anything here will be left clear-text 'include documentation, comments, etc '**Start Encode** 'Anything after here is encoded MsgBox "Hello, world!"



After running the Script Encoder, the script will look like this. 'anything here will be left clear-text 'include documentation, comments, etc '**Start Encode**#@~^QQAAAA==@#@&B)XDtk o,C0D+.P4+.n,k/,nx1WN[@#@&t/ TAG6~E_+sVKSPSW.s9"J@#@&zxIAAA==^#~@



You might think that this would be a valuable tool for certain types of script security issues, such as writing scripts that have hard-coded administrator credentials. For example, such a script might allow an assistant to reset user passwords without giving him or her the ability to perform other administrative tasks. It’s not entirely true, however, that this is a safe way to script, and it is important to clear up this misconception as early as possible. The fact of the matter is that the Script Encoder is not a script encrypter. Technically, the Encoder does perform a type of encryption, by using what’s called a symmetric key. This is a single encryption key that is used to both encrypt and decrypt the password, but because every copy of Windows Script Host has the same key built into it, the Encoder has long since been rendered useless as a security tool. There are a number of readily available tools that can decode scripts back into their plain-text versions, revealing any sensitive information in them. Some of these tools include the following: ■



http://www.virtualconspiracy.com/index.php?page=scrdec/intro, a downloadable tool



■



http://www.greymagic.com/security/tools/decoder/, an online tool that decodes scripts right in a Web page with no download required



■



http://www.password-crackers.com/crack/scrdec.html, which is not free, although it more or less the same as the free utilities



We aren’t publishing these URLs to reward the tools’ authors, but rather to draw your attention to the fact that the Script Encoder cannot be relied upon to protect security-sensitive information. Indeed, that was never the Script Encoder’s purpose. It was originally meant to obscure the code in Web pages, thereby reducing (but not eliminating) the possibility of intellectual property theft. The ease with which scripts can be decoded means you should never consider the Script Encoder a security tool, because it’s too easy for a decoder to reveal the sensitive information you were trying to protect.
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Script Signing and the Windows Script Host TrustPolicy Windows Script Host (WSH) 5.6 includes a new feature called TrustPolicy. Because WSH 5.6 is installed with the latest versions of the Windows operating systems (including the latest service packs) and is available as a free download, there’s no reason not to utilize TrustPolicy to provide a safer scripting environment. TrustPolicy uses advanced, certificate-based technologies to help determine which scripts can be trusted and which cannot.



Understanding Digital Certificates and Script Signing TrustPolicy is based on the concept of code signing, which uses digital certificates to uniquely sign a piece of code, such as a script or an executable. The code-signing process calculates a checksum, which is a unique value created by a complex mathematical algorithm. Any given piece of code has only one checksum, and no two pieces of code have the same checksum. The checksum is encrypted by using a certificate’s private key, and decrypted by using the certificate’s public key. Microsoft, for example, signs the executables and DLLs for much of their software. Figure 2-1, for example, shows the signature applied to the main executable for Microsoft Excel 2003.



Figure 2-1



The signature for Excel.exe



To verify a signature, Windows uses the certificate’s public key to decrypt the signature. If the decryption is successful, Windows knows that the signature is valid, because only the signer would have the private key that created the signature. Windows then calculates a checksum on the code, and compares it to the checksum in the decrypted signature. If the two match, the code is unmodified. If the two do not match, the code has been modified since it was signed. And if that’s the case, the code is considered untrusted.
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Simply having a proper signature doesn’t guarantee that code is considered trusted, however, because the certificate used to create the digital signature must also have been issued by a trusted certification authority (CA). Figure 2-2 shows the details for the certificate used to sign Excel.exe. As you can see, the certificate was issued by Microsoft Code Signing PCA.



Figure 2-2



Reviewing the details of a code signing certificate



Figure 2-3 shows the certification path for the certificate, which lists the Microsoft Root Authority as the root CA that authorized this certificate.



Figure 2-3



Reviewing the certification path of a code signing certificate
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A Matter of Trust Why is Microsoft Root Authority a trusted CA? Why are any of the CAs listed in Internet Options trusted? Generally, it’s because Microsoft included them with Windows when it shipped, or because you’ve added them as trusted root CAs on your own. But what does being trusted entail? The purpose of a digital certificate is to uniquely identify the certificate holder. In the case of Microsoft, the certificate represents Microsoft Corporation. If someone other than Microsoft were to obtain a Microsoft certificate, that person could sign malicious software as though he or she were Microsoft, fooling you into thinking it was safe. The purpose of a CA, then, is to ensure that certificates are given only to the proper individuals. When you say that you trust a CA, you’re saying that you trust them to verify individual or corporate identities before issuing certificates. Chances are, you probably have no idea how many of the CAs listed in the Certificates dialog box are trustworthy. For maximum security, you should remove any CAs whose business practices you’re not familiar with from the Trusted Root Certification Authorities list until you’ve verified that their business practices with regard to security are satisfactory. Note that removing one or more CAs can result in warnings in applications like Internet Explorer, because you might try to connect through https to a Web site that has a certificate issued by one of the CAs you removed. However, if you don’t trust the CA, you shouldn’t trust the https connection either. Recognizing many administrators’ concerns in this regard, Microsoft has published a Knowledge Base article at http://support.microsoft.com/default.aspx?scid=kb;en-us;293819 that describes how to remove a CA from the list. On the CD



This link is included on the companion CD. Click How to Remove a Root Certificate from the Trusted Root Store.



To check if this CA is trusted on a Microsoft Windows 2000, Microsoft Windows XP, or Microsoft Windows Server 2003 computer, open Control Panel, double-click the Internet Options icon, and click the Content tab. In the Internet Properties dialog box, on the Root Certification Authorities tab, click the Publishers button to see a list of trusted root certification authorities, as shown in Figure 2-4 on the next page. As you can see, the Microsoft Root Authority is in this list, meaning it—and all certificates it authorizes or issues, and that its subordinate CAs authorize or issue—is trusted. Therefore, because the certificate used to sign Excel.exe ultimately comes from a trusted root CA, and because the signature is intact and correct, Excel.exe is trusted code.
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Figure 2-4



Reviewing the list of trusted root CAs



This idea of trust works exactly the same way for scripts. You can obtain a code-signing certificate, either from a commercial CA or from an internal CA, and use that certificate to sign your scripts. If the CA that issued the scripts is trusted and the scripts remain unmodified, the scripts will be trusted. Now you need a way to stop untrusted scripts from running, which is where WSH TrustPolicy comes into play.



Understanding WSH TrustPolicy WSH TrustPolicy defaults to an essentially neutral condition in which both trusted and untrusted scripts are allowed to run. You can, however, reconfigure WSH through specific registry settings. There are two main configurable sections; one section configures computerwide settings for all users, and the other configures user-specific preferences. The user-specific settings are located at HKEY_CURRENT_USER\SOFTWARE\Microsoft\Windows\Windows Script Host\Settings. There is one major REG_DWORD value you can create under this registry key: ■



TrustPolicy Set this to 0 to run both trusted and untrusted scripts, or to 2 to run only trusted scripts. If you set this value to 1, the user will be prompted before untrusted scripts are allowed to run.



The computer-wide settings are located at HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\Windows\Windows Script Host\Settings, and there are several REG_DWORD values you can specify: ■



This is configured in the same way as the per-user value of the same name. Usually, the per-user setting takes precedence over the computer-wide setting. TrustPolicy
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■



IgnoreUserSettings If set to 1, the computer-wide TrustPolicy setting will override any per-user settings. The default is 0.



■



SilentTerminate If set to 1, any attempt to run untrusted scripts will not result in a warning message. If set to 0 (the default), running untrusted scripts (with TrustPolicy set to 2, that is) will result in a warning message.



■



UseWINSAFER This value applies only to Windows XP and later. If set to 0, which is the default, WSH TrustPolicy is disabled in favor of Software Restriction Policies (which we’ll discuss later in this chapter). Setting this value to 1 enables WSH TrustPolicy.



We generally recommend enabling WSH TrustPolicy and setting it to 2 for all users, unless you’re using Software Restriction Policies, which are more flexible.



Configuring WSH TrustPolicy in Your Environment If you’ve decided to implement WSH TrustPolicy in your environment (and why wouldn’t you?), you could make the necessary registry changes manually through a logon script or through some other utility, but Group Policy is by far the most effective means for deploying these settings. Listing 2-1 is an administrative template (.adm file) that can be imported into a Group Policy object (GPO) to centralize configuration of WSH TrustPolicy. Listing 2-1 WSH TrustPolicy Template #if version >= 3 CLASS USER CATEGORY "Windows Script Host" POLICY "Windows Script Host trust policy" EXPLAIN "Configure the behavior of Windows Script Host 5.6 or later with regard to unsigned or untrusted scripts. This interacts with Windows Script Host settings in Computer Configuration. On WinXP and higher, this setting is only active if WSH Software Restriction Policies are turned off." KEYNAME "Software\Microsoft\Windows Script Host\Settings" PART "Allow untrusted scripts" DROPDOWNLIST REQUIRED VALUENAME "TrustPolicy" ITEMLIST NAME "Always" VALUE 0 NAME "Prompt user" VALUE 1 NAME "Never" VALUE 2 END ITEMLIST END PART END POLICY END CATEGORY



CLASS MACHINE CATEGORY "Windows Script Host"
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POLICY "Windows Script Host trust policy" EXPLAIN "Configure the behavior of Windows Script Host 5.6 or later with regard to unsigned or untrusted scripts. This interacts with Windows Script Host settings in User Configuration. On WinXP and higher, this setting is only active if WSH Software Restriction Policies are turned off." KEYNAME "Software\Microsoft\Windows Script Host\Settings" PART "Allow untrusted scripts" DROPDOWNLIST REQUIRED VALUENAME "TrustPolicy" ITEMLIST NAME "Always" VALUE 0 NAME "Prompt user" VALUE 1 NAME "Never" VALUE 2 END ITEMLIST END PART END POLICY POLICY "Ignore User Configuration settings for WSH security" EXPLAIN "When enabled, causes Computer Configuration setting for WSH trust policy to override User Configuration setting" KEYNAME "Software\Microsoft\Windows Script Host\Settings" PART "Ignore User Configuration" CHECKBOX VALUENAME "IgnoreUserSettings" VALUEON 1 VALUEOFF 0 END PART END POLICY POLICY "Use Software Restriction Policies" EXPLAIN "When enabled, Software Restriction Policies overrides WSH trust policy setting" KEYNAME "Software\Microsoft\Windows Script Host\Settings" PART "Use Software Restriction Policies" CHECKBOX VALUENAME "UseWINSAFER" VALUEON 1 VALUEOFF 0 END PART END POLICY POLICY "Warn User" EXPLAIN "When enabled, displays a warning when WSH cannot execute an untrusted script" KEYNAME "Software\Microsoft\Windows Script Host\Settings" PART "Warn user that untrusted scripts won't execute" CHECKBOX VALUENAME "SilentTerminate" VALUEON 0 VALUEOFF 1 END PART END POLICY



END CATEGORY #endif



On the CD book.



You’ll also find this ADM template, Wsh.adm, on the CD that accompanies this



Chapter 2:



Script Security



49



Note that the WSH TrustPolicy settings aren’t contained under the \SOFTWARE\Policies section of the registry, which means they’re not considered true policies. Instead, Microsoft refers to them as preferences, and there are some important differences between a policy and a preference: ■



To remove preferences, you have to configure a GPO that reconfigures the preferences to their original, default values. Simply removing the settings or unlinking the GPO won’t remove preferences.



■



The GPO editor doesn’t usually display preferences. Right-click the Administrative Templates folder and click Properties to force the GPO editor to display them.



These differences aside, GPOs are a great way to deploy consistent WSH TrustPolicy settings throughout your enterprise.



Signing Scripts by Using a Digital Certificate After you obtain a code-signing certificate and install it on your computer, you’ll be ready to start signing scripts. Typically, you’ll install the certificate to the store named Personal Certificates, which is the default. You’ll need to know the name of the certificate, which appears in the Internet Properties dialog box after the certificate is installed. To sign a script, simply write a VBScript script that contains the following: Set objSigner = CreateObject("Scripting.Signer") objSigner.SignFile "MyScript.vbs","MyCert"



Where Do You Get a Certificate? There are a couple ways to obtain a code-signing certificate, and the one you use depends largely on your specific needs. Remember, any computer expected to run your scripts has to trust the CA that issued your certificate, so that’ll place some limitations on where you can obtain a certificate. For example, a number of tools exist that will create self-signed certificates. These are essentially certificates that you issue to yourself, meaning you’re the CA. There’s no real way to configure computers to trust you as a CA, though, so these certificates are primarily useful only for testing purposes on your local computer. If you have an internal CA in your company, you might be able to obtain a code-signing certificate from it. However, you will need to make sure that all your computers are configured to trust that CA. Commercial CAs are also an option—VeriSign, Thawte, CyberTrust, among others—because most Windows computers are already configured to trust the major commercial CAs. A commercial CA has one big advantage over an internal CA: portability. If you intend to share signed scripts outside of your environment, a commercial CA is probably required. That’s because it’s unlikely that anyone trusts your internal CA outside of your own network. However, the organizations you work with are likely to trust the same commercial CAs that you do.
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Of course, substitute the path and filename of the script you want to sign for MyScript.vbs, and the name of the certificate you’re using to sign the script for MyCert. This short script can be used to sign other scripts. The signed script will have a special signature block at the end of the file. On Error Resume Next Dim objSet If WScript.arguments.count>0 Then strSrv=WScript.arguments(0) Else strSrv="LOCALHOST" End If Set objSet=GetObject("winmgmts://" & strSrv).InstancesOf("Win32_OperatingSystem") If Err.Number Then strErrMsg= "Error connecting to WINMGMTS on " & UCase(strSrv) & vbCrlf strErrMsg= strErrMsg & "Error #" & err.number & " [0x" & _ CStr(Hex(Err.Number)) &"]" & vbCrlf If Err.Description "" Then strErrMsg = strErrMsg & "Error description: " & _ Err.Description & "." & vbCrlf End If Err.Clear WScript.echo strErrMsg WScript.quit End If For Each obj In objSet currtime=obj.LastBootUptime Next curryr=Left(currtime,4) currmo=Mid(currtime,5,2) currdy=Mid(currtime,7,2) currtm=Mid(currtime,9,6) LastBoot= currmo & "/" & currdy & "/" & curryr & " " & _ FormatDateTime(Left(currtm,2)&":"&Mid(currtm,3,2)&":"&Right(currtm,2),3) WScript.echo UCase(strSrv) & " Last Boot: " & LastBoot Set objSet=Nothing



'' '' '' '' '' '' '' '' '' ''



SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG



'' '' '' '' '' '' '' '' '' ''



Begin signature block MIID7AYJKoZIhvcNAQcCoIID3TCCA9kCAQExDjAMBggq hkiG9w0CBQUAMGYGCisGAQQBgjcCAQSgWDBWMDIGCisG AQQBgjcCAR4wJAIBAQQQTvApFpkntU2P5azhDxfrqwIB AAIBAAIBAAIBAAIBADAgMAwGCCqGSIb3DQIFBQAEECJJ dGPYS4TpW1/NYibcd/mgggIVMIICETCCAXqgAwIBAgIQ 3zX2vaMlcZVHykons8ASeTANBgkqhkiG9w0BAQQFADAW MRQwEgYDVQQDEwtQZXJzb25hbCBJVDAeFw0wNTAxMDEw NDAwMDBaFw0xMTAxMDEwNDAwMDBaMBYxFDASBgNVBAMT C1BlcnNvbmFsIElUMIGfMA0GCSqGSIb3DQEBAQUAA4GN



Chapter 2: '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' ''



SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG SIG



'' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' '' ''
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ADCBiQKBgQCsFHTjlxN8p8imHhQMrnIGCcrr+F9uyk2r n4eb/APZFFgJS7dAVPWycgbNoy6UR4aWY94Xo/f4sA6L czUxoJbbgTo33/0/MOy2AAuUBk3hDfz1laQ9S9k7Coyu oYT3di0y4Nm4nJ5E+RQ5xD1Nf4s2uLDU6gGFded+6aa7 9BaMgwIDAQABo2AwXjATBgNVHSUEDDAKBggrBgEFBQcD AzBHBgNVHQEEQDA+gBAZxXwZaG1kHAAb42VQV5xmoRgw FjEUMBIGA1UEAxMLUGVyc29uYWwgSVSCEN819r2jJXGV R8pKJ7PAEnkwDQYJKoZIhvcNAQEEBQADgYEANIL//6LJ euOk8a4NdbmvLSSs4tujkf4chm6TxzLEQcOcH8IvkaxP l+9vshoJu16ngYWZa2H5mT5opc1FIDmWw1EoZXv2qGiQ +aTFE0SAVbG6LpmqjVkFYWmyhP1piL9QWi4sGENVTdOn JntdaQJVl2tx0LFOA2RVVS37qAsFVl8xggFBMIIBPQIB ATAqMBYxFDASBgNVBAMTC1BlcnNvbmFsIElUAhDfNfa9 oyVxlUfKSiezwBJ5MAwGCCqGSIb3DQIFBQCgbDAQBgor BgEEAYI3AgEMMQIwADAZBgkqhkiG9w0BCQMxDAYKKwYB BAGCNwIBBDAcBgorBgEEAYI3AgELMQ4wDAYKKwYBBAGC NwIBFTAfBgkqhkiG9w0BCQQxEgQQlpHc1iO9Yobzitac Rx2eRjANBgkqhkiG9w0BAQEFAASBgBvylURhAFtNNN9j UT3NQAjfAO9Md5kEClsDiPXIkMtWloucEJO/f2wZ4iYB sX6kJUZFu21ogH2ZhZQFPYtokpJsw3q15oETYTL65YmI U7stVz/pp4mIL4tBxbLFwKGlXth+R+Fi8btGF0aUOsfb pZwKmYUlkAW0d4HbFNQjMua1 End signature block



Be careful not to modify this signature block (which begins with the line '' SIG '' Begin signature block), or any portion of your script. Any modification will render the signature invalid. Another way to sign scripts is to use SAPIEN PrimalScript (www.primalscript.com), a commercial script editor, and the only one we’re aware of that includes built-in script signing. As shown in Figure 2-5, you can provide PrimalScript with the name of your certificate (leave the store name blank if your certificate is in the default store), and the tool can sign scripts each time you save them, ensuring that they’ll run correctly afterward. You can also configure the HKEY_LOCAL_USER version of the TrustPolicy value, so you can test the TrustPolicy settings with your newly signed scripts.



Figure 2-5



Configuring PrimalScript to sign scripts
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Using Software Restriction Policies Software Restriction Policies (SRP) were introduced in Windows XP and Windows Server 2003 as a way to better control the software that is allowed to run in a Windows environment. Configured and deployed through GPOs, SRP allows administrators to define a set of exceptions that identify various pieces of permitted software, and specify a default security rule that prevents all other software from being executed. SRP uses digital signatures to identify software, much like WSH TrustPolicy does, although SRP can also use a variety of other methods. Initially configuring SRP can be time consuming, because you need to identify and define an exception for each authorized piece of software in your environment. However, after it is configured, SRP can virtually eliminate malware and other unauthorized software, making for a great return on the initial investment of time. Note



A complete discussion of SRP is beyond the scope of this book. However, you can read more about SRP in the Windows XP or Windows Server 2003 documentation, and in any number of good books, including Windows Server 2003 Weekend Crash Course (Don Jones, 2003, Wiley) and Introducing Microsoft Windows Server 2003 (Jerry Honeycutt, 2003, Microsoft).



Alternate Credentials From time to time, you’ll need to run scripts using alternate credentials. Perhaps you need to run an administrative script and aren’t logged on with administrative credentials, or perhaps you’re connecting to a remote service and need to specify appropriate credentials for that service. Whatever the reason, scripting provides a number of ways to use alternate credentials. Note



Keep in mind that security isn’t always as simple as alternate credentials. For example, any script that is intended to modify portions of a user’s profile usually must run under that user’s security context to gain access to the profile. Chapter 6 covers this type of remote scripting in more detail.



Using the RunAs Command The RunAs.exe command-line tool can be used to execute scripts by using alternate credentials. This is useful if, for example, your organization practices the Principle of Least Privilege (or Access), and you log on to your computer using a non-administrative account. Using RunAs will allow you to execute the script with the necessary administrative credentials. From a command prompt window, type Runas /? to see the command’s proper syntax.
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Using Scheduled Tasks Credentials For scripts that must be run on a regular basis, or that you want to schedule to run while you’re away, you can use the Windows Task Scheduler. The Task Scheduler allows you to specify alternate credentials under which a script is run. This technique can often be used as a workaround when you need a script run on another computer under alternate credentials, but you have no direct means for doing so. Use the Schtasks.exe command-line tool (included with Windows Server 2003) to create a task on a remote computer. Have the task use alternate credentials and execute whatever script is necessary. In a command prompt window, type Schtasks /create /? to see the correct syntax for creating tasks on remote computers and for specifying credentials for the task to use.



Using ADSI Alternate Credentials Active Directory Services Interface (ADSI) scripts use the security context of the user running the script. In some instances, you might want to provide alternate credentials for the actual ADSI connection, for example, when the account running the script doesn’t have permission to perform whatever tasks you need the script to perform. Listing 2-2 shows an example of using alternate credentials to connect to Active Directory through an LDAP query. Listing 2-2 ADSI Alternate Credentials Const ADS_SECURE_AUTHENTICATION = 1 'Specify alternate credentials strUserDN = "cn=Administrator,cn=Users,dc=company,dc=com" strPassword = InputBox("Enter password for [email protected]") 'Connect to the domain Set objRoot = GetObject("LDAP:") Set objDomain = _ objRoot.OpenDSObject("LDAP://dc=company,dc=com", _ strUserDN, strPassword, ADS_SECURE_AUTHENTICATION)



On the CD



You will find this script, as well as other scripts listed in this chapter, on the CD that accompanies this book.



This example connects to the domain. You could, of course, specify any legal LDAP query to return any object, such as a user, group, organizational unit, contact, and so forth. Also note that this technique works with the ADSI WinNT provider, which would allow you to specify alternate credentials for connections to Microsoft Windows NT domains, to standalone computers, or domain-member computers.
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Using WMI Alternate Credentials Using alternate credentials with WMI queries is similar to using them in ADSI queries, as shown in Listing 2-3. Note that you cannot use the winmgmts: moniker technique to connect to WMI if you are using alternate credentials; you must use the object-based connection method shown here. Additionally, Windows does not permit the specification of alternate credentials to the local computer. If you specify alternate credentials for a local connection, you’ll get an error. Listing 2-3 WMI Alternate Credentials Const wbemImpersonationLevelImpersonate = 3 'specify credentials strComputer = "server1" strUser = "Administrator" strPassword = InputBox("Enter password for " & strUser & _ " on " & strComputer) 'connect to WMI Set objSWbemLocator = _ CreateObject("WbemScripting.SWbemLocator") objSWbemLocator.Security_.ImpersonationLevel = _ wbemImpersonationLevelImpersonate Set objSWbemServices = _ objSWbemLocator.ConnectServer(strComputer, _ "root\cimv2", strUser, strPassword)



You can then, of course, use the ExecQuery method of the objSWbemServices object to execute a WMI query.



Summary In this chapter, we presented an overview of common scripting security issues. We discussed ways to make scripting safer and more secure by using WSH TrustPolicy and SRP. We also showed you some techniques for running scripts under alternate credentials, and gave you ideas for how these techniques might be used. These are techniques you’ll use again and again with the scripting techniques in this book, so be sure to refer back to this chapter from time to time to refresh your memory of these security options.
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Windows Script Files In this chapter: Defining Windows Script Files . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57 Understanding XML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58 Creating Script Jobs. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63 Including Other Scripts . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63 Adding Resources . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63 Creating Examples and Help Text . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 64 Using Named Parameters . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 65 Viewing a Windows Script File in Action . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67 Converting an Existing Script to a WSF Utility . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 72 Creating and Using a Wrapper WSF . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 83 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 94 VBScript can be used in a variety of ways, including as a Windows Script File (WSF). These XML-formatted scripts offer many benefits and features that we’ll explore in this chapter. A standard VBScript contains one script per file, plus supporting functions and subroutines, so if you have many related scripts, you have to manage them individually. If you have a collection of code you use frequently, you probably cut and paste between scripts. A Windows Script File (WSF) makes it easier to manage scripts and reuse code, and it can even make scripts easier to write.



Defining Windows Script Files A Windows Script File is a standard Microsoft Visual Basic script that has been formatted in an XML structure. This XML structure defines various sections of the script and allows you to package scripts. Each WSF can have as many scripts, or jobs, as you like. They can even be written in different scripting languages. For example, one WSF can contain a script written in VBScript that calls another script written in JScript.
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The XML formatting might appear daunting at first, but after you gain some experience with it, you’ll see how all the pieces work. Each section is defined by a tag, similar to an HTML tag. The tags define the various elements. Each element has an opening and closing tag. For example, tags define the comment element. There is an opening tag and a closing tag for each element. The text between the tags is referred to as the body. You’ve probably seen WSF scripts with many tags and what looks like complicated formatting. Not to worry. Much of the XML format is not required. All you really need are and <script> tags. <script language="vbscript"> MsgBox "Hello World!" 



Because this is an advanced scripting book, we’ll explore WSF scripts in greater detail.



Understanding XML Let’s examine the tags in the order you would use them in a WSF script. Remember, each tag must be closed with a corresponding ending tag that includes the slash (/) character, for example and . In the following sample, the tag doesn’t have a body, so you can close it with just a slash and closing angle bracket (/>). 



WSF scripts can be configured to use strict XML formatting. If you start the WSF with the tag , you are specifying that the script parser should enforce XML rules. (There is no other version than 1 for scripting purposes.) Forcing strict XML parsing is a matter of preference, and to some degree, experience. Strict enforcement will ensure that all your tags are properly formatted and prevent run-time errors. In fact, enforcement is so strict that tags are case sensitive. If you enter This is a practice script. in your WSF, you will get an error at run time about a tag mismatch. When you use strict formatting, you will also want to place your script code between a CDATA tag like this. <script language="VBScript"> 



If you don’t include this tag, anything that looks like a tag, in this case the text , will generate a run-time error.
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Let’s take a quick look at the tags.



The package Tag This tag is the wrapper for all the jobs in the script file. There should be only one package tag per file. If you specify in your script, this tag is required, unless you have only one job in your WSF.



The comment Tag If you want to add some metadata or other notes about the script, use the comment tag. You use this tag at the beginning of the script, after the package tag. Anything between and will be treated as a comment and not processed in any way. The tag body is never displayed to the user at run time. The only way to view the comment is to open the script in a text or script editor. Also, don’t use this tag to add comments to the body of your script. Use the apostrophe as you would in any other VBScript. You can also use the tags to define a comment anywhere outside of the <script> tag.



Note



The job Tag The job tag is used to group everything related to a specific task, such as description, example, named, object and script. You can have as many jobs as you want in a single WSF file but if you have more than one job, you must set the tag’s id attribute. ... ... 



To execute a specific job in a WSF script that includes more than one, you must use the //Job switch with CScript. For example, to run the Backup job in ServerJobs.wsf at a command prompt, you would type cscript serverjobs.wsf //job:Backup. If you have multiple jobs defined and don’t specify which one to run, only the first job will run. Jobs do not run sequentially in the script.
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The runtime Tag One of the benefits of using the WSF format is a richer set of run-time features, such as named arguments and detailed help information. These features are defined by tags that are enclosed in a set of runtime tags. … … … 



The description Tag This tag is similar to the comment tag, except the body is displayed to the user at run time if the wscript.ShowUsage method is called. You can use this tag to provide a description of the scripts, version information, contact information, or anything else you like. You don’t have to supply examples or syntax information; that can be handled by other tags. The tag body can be as long as you want, but it will be displayed as formatted in the file. BigEasy.wsf ----------------------------------------This is the first line of my description. This script will make your life very easy and make your morning coffee. 



If you have a lengthy description, you will need to test the script and adjust the line lengths accordingly.



The example Tag If the wscript.ShowUsage method is called, the body of the example tag can be used to give syntax examples to the user. cscript wsfdemo.wsf /dir:directorypath /file:filename cscript wsfdemo.wsf /dir:c:\temp /file:c:\results.txt 



As with the comment tag, formatting is retained, so in the code snippet just shown, a blank line appears before the sample commands are displayed. You will need to test your help message to make sure the formatting is correct.
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The named Tag The named tag is used to specify run-time arguments. If your script needs a server name as a parameter, you could use a named tag to define the parameter. 



At run time, the user would type cscript myscript.wsf /server:File01 to execute the script using File01 as the server name parameter. I’m sure you noticed that there is no closing tag. Remember, if the tag doesn’t have a body, you can use a single tag element, as we’ve done here. Note



You might have noticed that sometimes a run-time parameter is specified as /server, like the example just shown. Other times, we’ve used a parameter like the pervious example, //job. This is because CScript uses two forward slashes (//) for its run-time parameters so that it knows which parameters apply to CScript and which apply to your script. The following command is correct, even though it might look a little odd. Cscript myscript.wsf //job:Backup /server:File01



Best Practices



By the way, the best practice is to put all the CScript options first followed by any parameters for your script.



The object Tag The object tag is used to create objects for your script without using the CreateObject method. As an added bonus, when you use the object tag, you can access the object’s type library. This is helpful because with full access to the type library, you can access all the object’s constants without having to define them. A traditional script might contain code like this. Dim objFSO Const FORREADING=1 Const FORWRITING=2 Const FORAPPENDING=8 Set objFSO=CreateObject("Scripting.FileSystemObject")



In a WSF script, this can be replaced with a single line of code. 



You don’t have to call CreateObject or define any constants. You still need to know the name of the constant within the type library, but you can find that by searching the Internet, studying
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related scripts, or by using an object browser utility. By the way, you still have to explicitly create any child objects. For example, based on the object tag just shown, you would still need to write the following in the script section. Set objFile=objFSO.OpenTextFile("MyLog.txt",FORAPPENDING)



You can’t define objFile with an object tag. You also can’t use the tag for objects you get, like winmgmts. Let’s take a look at the object tag in a bit more detail: ■



Every object tag has an id property. The value of this property is the name of the object variable that you want to use in your script. In this example, it is objFSO.



■



Every object tag must have a defined progid property. This value is the same as the value you would use in a traditional CreateObject statement. In our example, it is Scripting.FileSystemObject. If you need to create an object that doesn’t have a progid, use the object’s guid property.



■



The reference property is optional, but we usually set it to TRUE. When set to TRUE, you have full access to the object’s type library. There is no performance penalty for enabling this attribute. If you don’t set it to TRUE, you must explicitly define any type library constants in your script.



The script Tag The main part of any WSF file is the script section. You can have as many scripts as you want within each job. If you have multiple scripts, they will be executed sequentially. Most administrators use a single script tag for each job, but the functionality for multiple jobs is there should you need it. The only property you need to define for a script is the scripting language, typically VBScript or JScript. This is accomplished by using the language attribute. You can have multiple script languages within one job. <script language="vbscript"> ... <script language="jscript"> ... 
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Creating Script Jobs Most WSF files have a single job with a single script element, although there is nothing wrong with multiple jobs containing multiple scripts. In the example just shown, the scripts would run sequentially when the Main job is executed. Keep in mind that variables defined in the first script are available to the second script, but variables defined in the second script are not available to the first. To create a script job, simply use a set of script tags, and put your VBScript code between them. Remember that if you are using strict XML parsing, you need to put your code between tags. <script language="vbscript"> 



Troubleshooting



The resource ID is case sensitive, so if your script fails, compare the case of the resource ID to the parameter of the getResource method.



Creating Examples and Help Text As mentioned previously, you can use the example and description tags to display helpful information to the user. The bodies of these tags are displayed when the ShowUsage method is called. This is especially helpful when validating run-time syntax. If the user doesn’t specify the correct number of parameters, you can display usage information. Let’s assume your script needs four parameters. You might use code like this. If wscript.arguments.count
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strTitle="OS Info" strQuery="Select CSName,BootDevice,Caption,ServicePackMajorVersion," &_ "FreePhysicalMemory,FreeVirtualMemory,InstallDate,LastBootUpTime," &_ "Status,SystemDevice,TotalVirtualMemorySize,TotalVisibleMemorySize," &_ "Version,WindowsDirectory FROM Win32_OperatingSystem" Set objShell=CreateObject("WScript.Shell") Set objNetwork=CreateObject("wscript.network") strSrv=InputBox("What computer do you want to query?",strTitle,_ objNetwork.ComputerName) If strSrv="" Then WScript.Quit 'if not local system, then prompt for alternate credentials If UCase(strSrv)UCase(objNetwork.ComputerName) Then strUser=InputBox("Enter an alternate credential account, or leave " &_ "blank to use the current credentials.",strTitle,"") 'if something was entered for strUser, then prompt for password If strUser"" Then strPass=GetIEPassword() End If End If 'if computer is accessible then get information If TestPing(strSrv) Then Set objLocator = CreateObject("WbemScripting.SWbemLocator") If Err.Number 0 then strMsg= "Error " & err.number & " [0x" & CStr(Hex(Err.Number)) &_ "] occurred in creating a locator object." If Err.Description "" Then strMsg=strMsg &VbCrLf & "Error description: " & Err.Description & "." End If objShell.Popup strMsg,10,strTitle,vbOKOnly+vbCritical Wscript.quit End If Set objService = objLocator.ConnectServer (strSrv,"root\cimv2",_ strUser,strPass) ObjService.Security_.impersonationlevel = 3 Set objRet=objService.ExecQuery(strQuery,"WQL",wbemFlagForwardOnly+_ wbemFlagReturnImmediately) If Err.Number0 Then strErrMsg= "Error executing query on " & UCase(strSrv) & VbCrLf strErrMsg= strErrMsg & "You might not have valid credentials." & VbCrLf strErrMsg= strErrMsg & "Error #" & err.number & " [0x" &_ CStr(Hex(Err.Number)) &"]" & VbCrLf If Err.Description "" Then strErrMsg = strErrMsg & "Error description: " & Err.Description & "." End If
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objShell.Popup strErrMsg,10,strTitle,vbOKOnly+vbExclamation wscript.quit End If For each item in objRet strInfo=item.CSNAME & vbCrlf strInfo=strInfo & item.Caption & " (" & item.Version & ")" & vbCrlf strInfo=strInfo & "Service Pack " & item.ServicePackMajorVersion & VbCrLf strInfo=strInfo & "Windows Directory: " & item.WindowsDirectory & vbCrlf strInfo=strInfo & "Boot Device: " & item.BootDevice & vbCrlf strInfo=strInfo & "System Device: " & item.SystemDevice & vbCrlf strInfo=strInfo & "Physical Memory: " &_ FormatNumber(item.TotalVisibleMemorySize/1024,0) & "MB" & _ " Total/" & FormatNumber(item.FreePhysicalMemory/1024,0) & "MB Free" &_ " (" &_ FormatPercent(item.FreePhysicalMemory/item.TotalVisibleMemorySize,0) &_ ")" & VbCrLf strInfo=strInfo & "Virtual Memory: " & _ FormatNumber(item.TotalVirtualMemorySize/1024,0) & "MB" & _ " Total/" & FormatNumber(item.FreeVirtualMemory/1024,0) & "MB Free" & _ " (" & FormatPercent(item.FreeVirtualMemory/item.TotalVirtualMemorySize,0)_ & ")" & VbCrLf strInfo=strInfo & "Install Date: " & ConvWMITime(item.InstallDate) &_ vbCrlf strInfo=strInfo & "Last Boot: " & ConvWMITime(item.LastBootUpTime) &_ VbCrLf iDays=DateDiff("d",ConvWMITime(item.LastBootUpTime),Now) iHours=DateDiff("h",ConvWMITime(item.LastBootUpTime),Now) iMin=DateDiff("n",ConvWMITime(item.LastBootUpTime),Now) iSec=DateDiff("s",ConvWMITime(item.LastBootUpTime),Now) strUptime=iDays & " days " & (iHours Mod 24) & " hours " &_ (iMin Mod 60) & " minutes " & (iSec Mod 60) & " seconds" strInfo=strInfo & "Uptime: " & strUptime & VbCrLf strInfo=strInfo & "Status: " & item.Status Next objShell.Popup strInfo,30,strTitle,vbOKOnly+vbInformation strMsg="Do you want to save results to text file " & GetCurDir() &_ UCase(strSrv) & "_OSInfo.txt?" & VbCrLf &_ " Any existing file will be overwritten." rc=MsgBox(strMsg,vbYesNo+vbQuestion,strTitle) If rc=vbYes Then Dim objFSO,objFile Set objFSO=CreateObject("Scripting.FileSystemObject") Set objFile=objFSO.CreateTextFile(UCase(strSrv) & "_OSInfo.txt",True) objFile.Write strInfo objFile.WriteBlankLines(1) objFile.WriteLine "recorded " & Now objFile.Close objShell.Popup "Results saved to " & strSrv &_ "_OSInfo.txt",10,strTitle,vbOKOnly+vbinformation End If
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Else strMsg="Failed to ping " & UCase(strSrv) & "." objShell.Popup strMsg,10,strTitle,vbOKOnly+vbExclamation End If Wscript.quit 'End of main script '/////////////////////////////////// ' Convert WMI Time Function '/////////////////////////////////// On Error Resume Next Function ConvWMITime(wmiTime) yr = left(wmiTime,4) mo = mid(wmiTime,5,2) dy = mid(wmiTime,7,2) tm = mid(wmiTime,9,6) ConvWMITime = mo&"/"&dy&"/"&yr & " " & FormatDateTime(left(tm,2) & _ ":" & Mid(tm,3,2) & ":" & Right(tm,2),3) End Function '/////////////////////////////////////////// 'Ping target system using WMI. Requires XP ' or Windows 2003 locally '////////////////////////////////////////// Function TestPing(strName) On Error Resume Next 'this function requires Windows XP or 2003 Dim cPingResults, oPingResult strPingQuery="SELECT * FROM Win32_PingStatus WHERE Address = '" &_ strName & "'" Set cPingResults = GetObject("winmgmts://./root/cimv2").ExecQuery(strPingQuery) For Each oPingResult In cPingResults If oPingResult.StatusCode = 0 Then TestPing = True Else TestPing = False End If Next End Function '/////////////////////////////////// 'Use IE Password prompt 'to securely get a password '////////////////////////////////// Function GetIEPassword() Dim ie On Error Resume Next set ie=Wscript.CreateObject("internetexplorer.application") ie.width=400 ie.height=150
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ie.statusbar=True ie.menubar=False ie.toolbar=False ie.navigate ("About:blank") ie.visible=True ie.document.title="Password prompt" strHTML=strHTML & "Enter password: 
"_ &"  " strHTML=strHTML & ""_ &"click box when finished" ie.document.body.innerhtml=strHTML Do While ie.busyFalse wscript.sleep 100 Loop 'loop until box is checked Do While ie.Document.all.clicked.checked=False WScript.Sleep 250 Loop GetIEPassword=ie.Document.body.all.pass.value ie.Quit set ie=Nothing End Function '////////////////////////////////////////////////////// 'Get current path script is running in '////////////////////////////////////////////////////// Function GetCurDir() On Error Resume Next GetCurDir=Left(WScript.ScriptFullName,Len(WScript.ScriptFullName)_ -Len(WScript.ScriptName)) End Function 'EOF



To convert this to a WSF script, start by creating the tags you know you will need. We can fill in the rest as we progress. <script language="vbscript> 
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The first thing we can do is take the comment section at the beginning of the script and use it as the body of a tag. OSINFO.VBS v3.0 July 2004 Jeffery Hicks [email protected] http://www.jhditsolutions.com USAGE: cscript|wscript WMIOSINFO.VBS DESCRIPTION: Using WMI get operating system info. Includes code to display uptime. NOTES: You must have admin rights on the queried system. You will be prompted for alternate credentials. But they can't be used on the local system. 



Next, we can take the description and notes from the comments and put them in a tag. This will be useful information to the administrator running the script. Using WMI get operating system info. You must have admin rights on the queried system. You will be prompted for alternate credentials. But they can't be used on the local system. 



The existing script prompts the user for a server name. We can easily make this a named parameter. 



Because we can pass parameters, we can also improve the original script. Let’s ask for alternate credentials, but we won’t make them required. 



Finally, let’s also add a parameter to save the results to a text file. We could use a simple named parameter, but let’s use a Boolean parameter to make it more interesting. 



Now we can simply copy and paste the script body from the original script into the new file after
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wscript.arguments.showusage wscript.quit end if if WScript.Arguments.Named.exists("user") then _ strUser=WScript.Arguments.Named("user") if WScript.Arguments.Named.exists("pass") then _ strPass=WScript.Arguments.Named("pass") if WScript.Arguments.Named.exists("log") then _ blnLog=WScript.Arguments.Named("Log")



The remaining edits are enhancements, such as the use of alternate credentials and logging. Listing 3.3 shows the updated and converted script. Listing 3-3 OSInfo.wsf OSINFO.WSF v3.0 July 2004 Jeffery Hicks [email protected] http://www.jhditsolutions.com USAGE: cscript|wscript WMIOSINFO.VBS DESCRIPTION: Using WMI get operating system info for specified computer. Includes code to display uptime. NOTES: You must have admin rights on the queried system. You will be prompted for alternate credentials. But they can't be used on the local system. Using WMI get operating system info. You must have admin rights on the queried system. You will be prompted for alternate credentials. But they can't be used on the local system. Examples: cscript wmiosinfo.wsf /server:FILE01 cscript wmiosinfo.wsf /server:FILE01 /user:Admin /pass:P@ssw0rd cscript wmiosinfo.wsf /server:FILE01 /user:* /pass:* cscript wmiosinfo.wsf /server:FILE01 /user:Admin /pass:P@ssw0rd /log:TRUE cscript wmiosinfo.wsf /? If you use * for /server, /user or /pass, you will be prompted You cannot use alternate credentials for local systems. Existing log files with the same name will be overwritten.
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<script language="VBScript" src="ScriptFunctionLibrary.vbs"/> <script language="VBScript"> UCase(objNetwork.Computername) Then If strUSer="*" Then strUSer=InputBox("Enter alternate credentials, or leave " &_ "blank to use the current credentials.",strTitle,"") End If
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If strPass="*" Then strPass=GetIEpassword() End If End If 'if local system, then set any alternate credentials to blank If UCase(strSrv)=UCase(objNetwork.ComputerName) Then strUSer="" strPass="" End If 'if computer is accessible then get information If TestPing(strSrv) Then Set objService = objLocator.ConnectServer (strSrv,"root\cimv2",_ strUSer,strPass) ObjService.Security_.impersonationlevel = 3 Set objRet=objService.ExecQuery(strQuery,"WQL",wbemForwardOnly+_ wbemFlagReturnImmediately) If Err.Number0 Then strErrMsg= "Error executing query on " & UCase(strSrv) & VbCrLf strErrMsg= strErrMsg & "You might not have valid credentials." & VbCrLf strErrMsg= strErrMsg & "Error #" & err.number & " [0x" &_ CStr(Hex(Err.Number)) &"]" & VbCrLf If Err.Description "" Then strErrMsg = strErrMsg & "Error description: " & Err.Description & "." End If objShell.Popup strErrMsg,10,strTitle,vbOKOnly+vbExclamation wscript.quit End If For each item In objRet strInfo=item.CSNAME & vbCrlf strInfo=strInfo & item.Caption & " (" & item.Version & ")" & VbCrLf strInfo=strInfo & "Service Pack " & item.ServicePackMajorVersion & VbCrLf strInfo=strInfo & "Windows Directory: " & item.WindowsDirectory & vbCrlf strInfo=strInfo & "Boot Device: " & item.BootDevice & vbCrlf strInfo=strInfo & "System Device: " & item.SystemDevice & vbCrlf strInfo=strInfo & "Physical Memory: " &_ FormatNumber(item.TotalVisibleMemorySize/1024,0) & "MB" & _ " Total/" & FormatNumber(item.FreePhysicalMemory/1024,0) & "MB Free" &_ " (" &_ FormatPercent(item.FreePhysicalMemory/item.TotalVisibleMemorySize,0) &_ ")" & VbCrLf strInfo=strInfo & "Virtual Memory: " & _ FormatNumber(item.TotalVirtualMemorySize/1024,0) & "MB" & _ " Total/" & FormatNumber(item.FreeVirtualMemory/1024,0) & "MB Free" & _ " (" &FormatPercent(item.FreeVirtualMemory/item.TotalVirtualMemorySize,0)_ & ")" & VbCrLf strInfo=strInfo & "Install Date: " & ConvWMITime(item.InstallDate) &_ VbCrLf strInfo=strInfo & "Last Boot: " & ConvWMITime(item.LastBootUpTime) &_
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VbCrLf iDays=DateDiff("d",ConvWMITime(item.LastBootUpTime),Now) iHours=DateDiff("h",ConvWMITime(item.LastBootUpTime),Now) iMin=DateDiff("n",ConvWMITime(item.LastBootUpTime),Now) iSec=DateDiff("s",ConvWMITime(item.LastBootUpTime),Now) strUptime=iDays & " days " & (iHours Mod 24) & " hours " &_ (iMin Mod 60) & " minutes " & (iSec Mod 60) & " seconds" strInfo=strInfo & "Uptime: " & strUptime & VbCrLf strInfo=strInfo & "Status: " & item.Status Next objShell.Popup strInfo,30,strTitle,vbOKOnly+vbInformation If blnLog Then Set objFile=objFSO.CreateTextFile(UCase(strSrv) & "_OSInfo.txt",True) objFile.Write strInfo objFile.WriteBlankLines(1) objFile.WriteLine "recorded " & Now objFile.Close objShell.Popup "Results saved to " & strSrv &_ "_OSInfo.txt",10,strTitle,vbOKOnly+vbInformation End If Else strMsg="Failed to ping " & UCase(strSrv) & "." objShell.Popup strMsg,10,strTitle,vbOKOnly+vbExclamation End If Wscript.quit 'End of main script ]]> 



As you can see, with just a little work, you can turn an existing script into a full-fledged command-line utility. But what if you would prefer a graphical interface? In the new WSF script, we added code to prompt the user for a password if the passed argument value is a wildcard (*). We did this primarily so we could use a password dialog box for extra security, but we can also use this technique to display a graphical interface. But how can the user get prompted if he or she has to type a wildcard character to begin with? We use another script. Listing 3-4 is a regular VBScript. The sole function of this script is to launch our new WSF script by using WScript and pass named arguments.
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Listing 3-4 RunOSInfo.vbs Dim objShell strCmd="wscript" strScript="listing3-3.wsf" strParams="/server:* /username:* /password:* /log:True" Set objShell=CreateObject("WScript.Shell") objShell.Run strCmd & " " & strScript & " " & strParams,1,False WScript.Quit



When the administrator double-clicks this script, the WSF script is called with the wildcard character for argument values. The WSF script follows its code and prompts the user for all the necessary values. If strSrv="*" Then strSrv=InputBox("What computer do you want to query?",strTitle,_ objNetwork.ComputerName) If strSrv="" Then WScript.Quit End If 'skip getting alternate credentials if Server is local system If UCase(strSrv)UCase(objNetwork.Computername) Then If strUSer="*" Then strUSer=InputBox("Enter alternate credentials, or leave " &_ "blank to use the current credentials.",strTitle,"") End If If strPass="*" Then strPass=GetIEpassword() End If End If



We get the best of both worlds. We can use a command-line utility, or we can wrap the utility in another script and use a graphical utility.



Creating and Using a Wrapper WSF Let’s now look at how to use a WSF file as a wrapper script. Let’s say you have some code that you would like to run against a list of computers. You might have the list in a text file, or perhaps you’d like to query an Active Directory organizational unit. The wrapper script handles the details of getting computer names. All you have to so is insert the code that will execute against each remote machine.
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The script in Listing 3-5 uses named arguments to indicate whether to read computer names from a text file, an organizational unit, or to use a single computer name. Here’s that section of code. 



The wrapper script also has optional named arguments for verbose information, recursion, and pinging the remote computer to verify availability and logging. 



Listing 3-5 MultiComputer Wrapper.wsf ScriptingAnswers.com - Where Windows Administrators Go To Automate ---------------------------------------------------------------------The shell script upon which this command is built was written by Don Jones for ScriptingAnswers.com, and provides the following command-line arguments: Use only one of the /list:filename /container:ouname /computer:name



following: : text file containing one computer name per line : name of an OU containing computer accounts : run command against single specified computer



Optionally, use one or more of the following: /verbose : display detailed status messages /recurse : used with /container to include sub-OUs /log:filename : write unreachable computer names to specified file /ping : pre-test connectivity to each computer Note that /ping argument is only available on Windows XP and later. ---------------------------------------------------------------------This command adds the following (if any) command-line arguments: (none) ---------------------------------------------------------------------SYNOPSIS (see above for more detailed descriptions): 



Chapter 3:



Windows Script Files



<script id="MultiComputer" language="VBScript"> 1 Then WScript.Echo "Must specify either /computer, /container, or /list arguments." WScript.Echo "May not specify more than one of these arguments." WScript.Echo "Run command again with /? argument for assistance." WScript.Quit End If 'if ping requested, make sure we're on XP or later Dim bPingAvailable, oLocalWMI, cWindows, oWindows bPingAvailable = False Set oLocalWMI = GetObject("winmgmts:\\.\root\cimv2") Set cWindows = oLocalWMI.ExecQuery("Select BuildNumber from " &_ "Win32_OperatingSystem",,48) For Each oWindows In cWindows If oWindows.BuildNumber >= 2600 Then bPingAvailable = True End If Next
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'was ping requested? If WScript.Arguments.Named.Exists("ping") Then If bPingAvailable Then Verbose "will attempt to ping all connections to improve performance" Else WScript.Echo "*** /ping not supported prior to Windows XP" End If End if 'either /list, /computer, or /container was specified: Dim sName If WScript.Arguments.Named("list") "" Then 'specified list - read names from file Dim oFSO, oTS Verbose "Reading names from file " & WScript.Arguments.Named("list") Set oFSO = WScript.CreateObject("Scripting.FileSystemObject") On Error Resume Next Set oTS = oFSO.OpenTextFile(WScript.Arguments.Named("list")) If Err 0 Then WScript.Echo "Error opening " & WScript.Arguments.Named("list") WScript.Echo Err.Description WScript.Quit End If Do Until oTS.AtEndOfStream sName = oTS.ReadLine TakeAction sName Loop oTS.Close Elseif WScript.Arguments.Named("container") "" Then 'specified container - read names from AD Dim oObject, oRoot, oChild Verbose "Reading names from AD container " & _ WScript.Arguments.Named("container") On Error Resume Next Set oRoot = GetObject("LDAP://rootDSE") If Err 0 Then WScript.Echo "Error connecting to default Active Directory domain" WScript.Echo Err.Description WScript.Quit End If Set oObject = GetObject("LDAP://ou=" & WScript.Arguments.Named("container") & _ "," & oRoot.Get("defaultNamingContext")) If Err 0 Then WScript.Echo "Error opening organizational unit " & _ WScript.Arguments.Named("container") WScript.Echo Err.Description WScript.Quit End If WorkWithOU oObject Elseif WScript.Arguments.Named("computer") "" Then 'specified single computer
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Verbose "Running command against " & WScript.Arguments.Named("computer") TakeAction WScript.Arguments.Named("computer") End If 'display output so user will know script finished WScript.Echo "Command completed." ' ---------------------------------------------------------------------' Sub WorkWithOU ' ' Iterates child objects in OU; calls itself to handle sub-OUs If ' /recurse argument supplied ' ---------------------------------------------------------------------Sub WorkWithOU(oObject) For Each oChild In oObject Select Case oChild.Class Case "computer" TakeAction Right(oChild.Name,len(oChild.name)-3) Case "user" Case "organizationalUnit" If WScript.Arguments.Named.Exists("recurse") Then 'recursing sub-OU Verbose "Working In " & oChild.Name WorkWithOU oChild End If End Select Next End Sub ' ---------------------------------------------------------------------' Sub TakeAction ' ' Makes connection and performs command-specific code ' ---------------------------------------------------------------------Sub TakeAction(sName) 'verbose output? Verbose "Connecting to " & sName 'ping before connecting? If WScript.Arguments.Named.Exists("ping") Then If Not TestPing(sName,bPingAvailable) Then LogBadConnect(sName) Exit Sub End If End If '--------------------------------------------' INSTRUCTIONS & REFERENCE '--------------------------------------------' sName contains the current name to work with ' ' If /ping argument supplied, name has already ' been verified as reachable at this point.
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' ' Otherwise, need to trap for connection error ' and call LogBadConnect(sName) to log bad ' connections, if necessary. ' ' To output status messages: ' Verbose "Message" ' ' To append to a text file: ' LogFile "filename","text",False ' ' To write to a new text file, overwriting previous file: ' LogFile "filename","text",True ' ' To query WMI (simple queries): See example 1. ' To query ADSI (using LDAP or WinNT): See example 2. ' '--------------------------------------------' EXAMPLE 1 '--------------------------------------------' Example WMI query, will prompt for password: ' Echoes OS build number for specified computers ' Uncomment lines below to try it. ' ' Dim obj, oItem ' Set obj = QueryWMI(sName,"root/cimv2","Select * from" &_ " win32_operatingsystem","administrator","") ' If IsObject(obj) Then ' For Each oItem In obj ' WScript.Echo sName & " is at Windows build " & oItem.BuildNumber ' Next ' Else ' WScript.Echo "Couldn't get build info for " & sName ' End If '--------------------------------------------' EXAMPLE 2 '--------------------------------------------' Example ADSI query ' Echoes password age for the ' local Administrator account from a specified ' list of computers. Uncomment lines below to ' try it. See description of function, below, ' for more detail. ' ' Dim obj ' Set obj = QueryADSI(sName,"WinNT://%computer%/Administrator,user","%computer%") ' If IsObject(obj) Then ' WScript.Echo "Administrator password on " & sName & _ ' " is " & obj.Get("PasswordAge") & " days old." ' Else ' WScript.Echo "Couldn't get password age from " & sName ' End If
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'############################################# '# COMMAND-SPECIFIC CODE GOES HERE # '#-------------------------------------------# '# # ' "your code here" - see examples above '# # '#-------------------------------------------# '# END COMMAND-SPECIFIC CODE # '############################################# End Sub ' ---------------------------------------------------------------------' Sub LogBadConnect ' ' Logs failed connections to a log file. Will append if file already exists. ' ---------------------------------------------------------------------Sub LogBadConnect(sName) If WScript.arguments.Named.Exists("log") Then Dim oLogFSO, oLogFile Set oLogFSO = WScript.CreateObject("Scripting.FileSystemObject") On Error Resume Next Set oLogFile = oLogFSO.OpenTextFile(WScript.Arguments.Named("log"),8,True) If Err 0 Then WScript.Echo " *** Error opening log file to log an unreachable computer" WScript.Echo " " & Err.Description Else oLogFile.WriteLine sName oLogFile.Close Verbose " Logging " & sName & " as unreachable" End If End If End Sub ' ---------------------------------------------------------------------' Function TestPing ' ' Tests connectivity to a given name or address; returns true or False ' ---------------------------------------------------------------------Function TestPing(sName,bPingAvailable) If Not bPingAvailable Then WScript.Echo " Ping functionality not available prior to Windows XP" Exit Function End If Dim cPingResults, oPingResult Verbose " Pinging " & sName Set cPingResults = GetObject("winmgmts://./root/cimv2").ExecQuery_ ("SELECT * FROM Win32_PingStatus WHERE Address = '" & sName & "'") For Each oPingResult In cPingResults If oPingResult.StatusCode = 0 Then TestPing = True Verbose " Success" Else TestPing = False Verbose " *** FAILED" End If
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Next End Function ' ---------------------------------------------------------------------' Sub Verbose ' ' Outputs status messages if /verbose argument supplied ' ---------------------------------------------------------------------Sub Verbose(sMessage) If WScript.Arguments.Named.Exists("verbose") Then WScript.Echo sMessage End If End Sub ' ---------------------------------------------------------------------' Sub LogFile ' ' Outputs specified text to specified logfile. Set Overwrite=True To ' overwrite existing file, otherwise file will be appended to. ' Each call to this sub is a fresh look at the file, so don't Set ' Overwrite=True except at the beginning of your script. ' ---------------------------------------------------------------------Sub LogFile(sFile,sText,bOverwrite) Dim oFSOOut,oTSOUt,iFlag If bOverwrite Then iFlag = 2 Else iFlag = 8 End If Set oFSOOut = WScript.CreateObject("Scripting.FileSystemObject") On Error Resume Next Set oTSOUt = oFSOOut.OpenTextFile(sFile,iFlag,True) If Err 0 Then WScript.Echo "*** Error logging to " & sFile WScript.Echo " " & Err.Description Else oTSOUt.WriteLine sText oTSOUt.Close End If End Sub ' ---------------------------------------------------------------------' Function QueryWMI ' ' Executes WMI query and returns results. User and Password may be ' passed as empty strings to use current credentials; pass just a blank ' username to prompt for the password ' ---------------------------------------------------------------------Function QueryWMI(sName,sNamespace,sQuery,sUser,sPassword) Dim oWMILocator, oWMIService, cInstances On Error Resume Next 'create locator Set oWMILocator = CreateObject("WbemScripting.SWbemLocator")
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If sUser = "" Then 'no user - connect w/current credentials Set oWMIService = oWMILocator.ConnectServer(sName,sNamespace) If Err 0 Then WScript.Echo "*** Error connecting to WMI on " & sName WScript.Echo " " & Err.Description Set QueryWMI = Nothing Exit Function End If Else 'user specified If sUser "" And sPassword = "" Then 'no password - need to prompt for password If LCase(Right(WScript.FullName,11)) = "cscript.exe" Then 'cscript - attempt to use ScriptPW.Password object Dim oPassword Set oPassword = WScript.CreateObject("ScriptPW.Password") If Err 0 Then WScript.Echo " *** Cannot prompt for password " &_ "prior to Windows XP" WScript.Echo " Either ScriptPW.Password " &_ "object not present on system, Or" WScript.Echo " " & Err.Description WScript.Echo " Will try to proceed with" &_ "blank password" Else WScript.Echo "Enter password for user '" & _ sUser & "' on '" & sName & "'." sPassword = oPassword.GetPassword() End If Else 'wscript - prompt with InputBox() sPassword = InputBox("Enter password for user '" & sUser & "' on '" & sName & "'." & vbcrlf & vbcrlf & _ "WARNING: Password will echo to the screen. Run " &_ "command with CScript to avoid this.") End if End If 'try to connect using credentials provided Set oWMIService = _ WMILocator.ConnectServer(sName,sNamespace,sUser,sPassword) If Err 0 Then WScript.Echo " *** Error connecting to WMI on " & sName WScript.Echo " " & Err.Description Set QueryWMI = Nothing Exit Function End If End If
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'execute query If sQuery "" Then Set cInstances = oWMIService.ExecQuery(sQuery,,48) If Err 0 Then WScript.Echo "*** Error executing query " WScript.Echo " " & sQuery WScript.Echo " " & Err.Description Set QueryWMI = Nothing Exit Function Else Set QueryWMI = cInstances End If Else Set QueryWMI = oWMIService End If End Function ' ---------------------------------------------------------------------' Function QueryADSI ' ' Executes ADSI query. Expects variable sQuery to include a COMPLETE ' query beginning with the provider LDAP:// or WinNT://. The query String ' may include a placeholder for the computer name, such as "%computer%". ' Include the placeholder in variable sPlaceholder to have it replaced ' with the current computer name. E.g., ' sQuery = "WinNT://%computer%/Administrator,user" ' sPlaceholder = "%computer% ' Will query each computer targeted by the script and query their local ' Administrator user accounts. ' ---------------------------------------------------------------------Function QueryADSI(sName,sQuery,sPlaceholder) Dim oObject sQuery = Replace(sQuery,sPlaceholder,sName) On Error Resume Next Verbose " Querying " & sQuery Set oObject = GetObject(sQuery) If Err 0 Then WScript.Echo " *** Error executing ADSI query" WScript.Echo " " & sQuery WScript.Echo " " & Err.Description Set QueryADSI = Nothing Else Set QueryADSI = oObject End If End Function ]]> 
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The script processes each computer in the appropriate list and sets a variable with the current computer name. You insert your code in the TakeAction subroutine. The wrapper script includes a few examples. ' Example WMI query, will prompt for password: ' Echoes OS build number for specified computers ' Uncomment lines below to try it. ' ' Dim obj, oItem ' Set obj = QueryWMI(sName,"root/cimv2","select * from " &_ "win32_operatingsystem","administrator","") ' If IsObject(obj) Then ' For Each oItem In obj ' WScript.Echo sName & " is at Windows build " & oItem.BuildNumber ' Next ' Else ' WScript.Echo "Couldn't get build info for " & sName ' End If



You’ll notice that this WSF script contains all its functions and subroutines as part of the script, even though they could have been relegated to an included library script. However, whenever you include a library script, you have to make sure that the included script is in the appropriate directory. This is especially problematic if you are sharing your scripts with people outside your organization. But there is nothing preventing you from adding your own script library. In fact, you might find it easier to put the code you want to call in a separate script as a standalone subroutine or function. In the wrapper script, all you need to do is call your subroutine or function. The advantage of using a WSF wrapper script is that you use it as a command-line utility, which makes it very easy to set up as a scheduled task The wrapper script handles all the list processing, error handling, and logging. You simply plug in your existing code.



Summary In this chapter, we gave you a quick overview of XML and demonstrated the features and benefits of a Windows Script File. We showed you a WSF in action and walked you through converting an existing VBScript file to a WSF. These types of scripts take a little longer to develop and can be daunting at first; but with a little experience, you will learn where you can exploit this script format. It isn’t the right solution for every problem, but it’s another tool for your administrative scripting toolbox. More Info



For more information visit the Microsoft Web site at



http://msdn.microsoft.com/library/default.asp?url=/library/en-us/script56/html /wsorixmlelements.asp (This link is on the companion CD; click MSDN XML Elements.) ScriptingAnswers.com also offers a training video, Windows Script Files Unmasked, that covers this topic in detail.
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Windows Script Components In this chapter: Understanding COM Objects, Methods, and Properties . . . . . . . . . . . . . . . . . . . . . 95 Understanding Windows Script Components . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96 Using the Script Component Wizard . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 101 Working with Properties . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 105 Working with Methods . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 107 Working with Events . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 108 Creating a Windows Script Component with a Script Editor . . . . . . . . . . . . . . . . 112 Viewing a Windows Script Component in Action . . . . . . . . . . . . . . . . . . . . . . . . . 120 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 124 If you’ve developed complex VBScript code that you want to use in other scripts, packaging it into a Windows Script Component is a good way to do that. By turning your code into a component, you can use it as you would any other COM object. The Windows Script Component is packaged in an XML format, but there is an easy way to generate an XML skeleton, which we’ll walk you through. We will also give you an overview on COM. Finally, we’ll show you a Windows Script Component in action. Like many developers, you probably have some complex scripts, or perhaps just a few functions, that you’d like to use in other scripts. You could copy and paste, but this just adds to the length and complexity of the new script. You could create your script as a Windows Script File and reference external scripts, but you might not need a WSF. One solution is to create your own Component Object Model (COM) object out of the reusable code, and use that new object in your script. You don’t run a component like script, but rather instantiate the component within your script in the same way you instantiate an object like WshShell.



Understanding COM Objects, Methods, and Properties Traditional COM programming is beyond the scope of this book, but we will provide a brief overview on the topic, which you might know more about than you realize. Think of a COM object as a black box full of programming that accomplishes a set of related tasks. We don’t need to know what’s in the box, just how to use it. To use the code in the box, the programmer first assigns a name, or progid, to the object so he can tell WScript to create,
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or instantiate, an instance of that object. The programmer also assigns a globally unique identifier (GUID) called the classid. These values are stored in the registry when the object is registered on the computer. Next, the programmer creates interfaces on the outside of the box to manipulate the code inside. You use these interfaces when you work with an object’s properties or methods. A property is a value, such as the Username property of the Wscript.Network object. Some properties are read-only, but others you can change. Most COM objects also expose a method that calls internal code to perform a task, for example, to map a network drive. We aren’t interested in the code that creates the drive mapping; it might be very complex. The COM object simplifies it and gives us an uncomplicated method; for example, MapNetworkDrive. Typically, COM objects are compiled into a dynamic link library (.dll) file. This file must be registered on a computer before it can be used. The registration usually occurs as part of an application installation, but you can use regsvr32.exe to manually register a file. Type regsvr32 /? in a command prompt window to see the help information about this utility.



ActiveX, COM, and OLE When you hear about ActiveX, it often brings to mind Internet Explorer ActiveX controls, but that is just a specific implementation. ActiveX actually refers to all of Microsoft’s application component programming technologies, including OLE and COM. These technologies allow applications to share information. OLE (Object Linking and Embedding) is a legacy approach. If you’ve ever embedded a Microsoft Excel spreadsheet in a Microsoft Word document, you used OLE. The OLE object connects the embedded spreadsheet to its application, Microsoft Excel. COM was introduced in the early 1990s as part of Microsoft’s approach to objectoriented programming. COM objects provide interfaces and communication mechanisms that programmers can manipulate to build larger applications. ActiveX is the latest incarnation of COM.



Understanding Windows Script Components A Windows Script Component (WSC) file is a type of script file that can be used as a COM object in VBScript or JScript scripts. A script component takes complex code and provides a simpler interface. For example, you might have a subroutine that connects to a SQL database and returns information about a specific computer. With a script component, you can simplify the functionality by creating a COM object and utilizing the object’s interfaces to execute the code. The script component isn’t a true COM object because it is not compiled. It is actually a specially formatted XML file that you can create and edit with any text or script editor. The WSC
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is used like a COM object, but the script component library, Scrobj.dll, does all the hard work of translating the WSC into standard COM interfaces. You don’t have to worry about developing a complex, compiled COM object; you can just take advantage of COM features by using a WSC file. The XML file consists of the following tags: ■



The package tag is used much the same way it is used in a Windows Script File—as the wrapper tag. If you have only one component, this tag is optional; with multiple components, your file will start and end with package tags.



■



The component tag, like the job tag in a Windows Script File, contains all the elements of your component. You can have more than one component in your file, but as a practical matter, we think you’ll find it easier to have a single component per file. This tag has an id property that you should set. 



Setting this is required if you have more than one component or if you plan on generating a type library. We recommend making it the same as the script component’s progid. ■



The ?component tag has error and debug flags that are set as either TRUE or FALSE. In production, COM objects, including WSC files, run silently. However, during development, you might want to use the ?component tag to facilitate debugging and troubleshooting. If you set error to TRUE, script errors within the component file that generate messages will be displayed to the user. If you are using a script debugger, you can set debug to TRUE as well. 



Notice the use of a question mark instead of a slash character to close the tag. Before putting your component into production, we recommend setting these flags to FALSE. ■



The registration tag contains all the information needed to register your component. Even though all the tag properties are optional, from a practical standpoint, you really should define most of them. 



The registration tag’s properties include the following: ❑



The progid property is the name you will use when you create an instance of the object in your script.



❑



The classid property reflects the GUID of your new object. Don’t just type in any number. You need to use a utility like uuidgen.exe or a script component wizard to generate a proper value.
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The description property is used in the registry to describe your object. You can see this value when you use a COM object browser. Keep this value short.



❑



The remoteable property is a Boolean flag that dictates whether the COM object can be instantiated on a remote system through Distributed COM (DCOM). The object must be installed and registered on the remote system before you can use it. When you create a remote instance, the script treats the object as though it were running locally. However, all properties and methods are executed from the remote system, depending on credentials and security settings.



❑



The version property is used for internal version information. This data is stored in the registry.



The public tag is used to identify the publicly available methods and properties of an object. 



■



The event tag is used to define events that you can call, or fire, from within your script component. An event is some action that occurs while the script is running, such as a file changing size. You define what that action is. When the action is detected, you fire the event. The fired event essentially raises a flag that something happened. You can add code to take further steps depending on the nature of the event. You must define the name property. 



■



The script tag has the same role as the tag with this name in a Windows Script File. The body of this tag contains all the functions and subroutines that are called to execute the object’s properties and methods. The script code is hidden within the black box and exposed through the object’s properties and methods. Important



Even though we talk about code being “hidden,” we don’t mean it literally. Unlike a traditional COM object that is compiled, a WSC file is plain text that anyone can view with a text editor. Don’t hard-code administrator credentials, passwords, or any other information you don’t want made public.
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The object tag, like the tag with this name in a WSF script, is used to make the external object globally available. Without this tag, you would have to use CreateObject throughout your script. 



■



The resource tag, like the tag with this name in a WSF script, is used to define constants that you want to use throughout the component. The id property is used to identify the resource body in your script. JDHIT Demo v1.0 ... <script language="VBScript"> ... Function ShowVersion() strVer=getResource("version") ShowVersion=MsgBox(strVer,vbokonly+vbinformation,"Version") End Function ...



■



The comment tag is used within other script elements to provide comments or documentation. Get the file size of the specified file. Data returned is in bytes. 



Best Practices



We encourage you to use comment blocks liberally throughout your script component file. You might understand what every property and method is supposed to do right now, but you might not recall next year. In addition, comments make it easier for other people to understand and troubleshoot the file.



Listing 4-1 is a skeleton outline for a WSC file. Listing 4-1 WSC Skeleton This skeleton shows how script component elements are assembled into a .wsc file. 



<script language="VBScript">


The other way to work with properties is to return a value from a function. In Listing 4-2, the property values are calculated by functions. ... function get_whencreated() get_whencreated = whencreated end function



The Script Component Wizard produces an outline. We need to develop the script code in the functions and modify the property tags. For the whencreated property, we will enter a user’s distinct name as a parameter. We can modify the property element to reflect this change, and update the function with the necessary code. ... Function get_whencreated(strDN) On Error Resume Next Set objUser=GetObject("LDAP://" & strDN) If Err.Number0 Then get_whencreated="Not Found" Else get_whencreated = ObjUser.whencreated End If end Function



We add strDN as a parameter for the function. You probably also noticed the get tag. This tag identifies the property as read-only. To make a property read/write, add a put tag. These actions, get and put, are standard COM commands for dealing with properties. You’ll notice that the associated function for the whencreated property is get_whencreated. This helps us remember that we are reading a property value.
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Tip The get tag can use an attribute called internalname. You can use the internalname attribute for the name of an internal function. ... Function readsize(strFile) 'function code here to read file size readsize="some value" End function



If you don’t specify an internal name, the associated function will use the property name. You should use an internal name for longer or more complex WSC files to make it easy to remember what a particular function is supposed to do. The name attribute of the property tag is for the user. You might want to use something simpler and more meaningful for internal use.



Working with Methods Using methods in a WSC file is very similar to working with properties. Generally, the method name is the name of a function or subroutine that is executed. You can also use the internalname attribute if you want to use a different name for the function or subroutine. function changepassword(strSAM,strPassword,BlnChangeNextLogon) 'code to run goes here changepassword = "Temporary Value" end function



The changepassword method in this example requires three parameters. Anyone who uses this object needs to know what the parameters are to use the method. You can document this information within the WSC file, or you can generate a type library. If you want to generate a type library for your WSC file, you must add the parameter tags for the method.



Type Libraries A type library provides information about an object’s automation properties and methods. Type libraries are included with most good script editors and are used by COM object browsers so you can learn how to use an object. If your script editor offers Intellisense, the type library is used to populate the Intellisense drop-down menus with object information. Some script editors, like PrimalScript, will generate the type library for you when you right-click the component and click Generate Type Library. You can also right-click the WSC file in Windows Explorer and click Generate Type Library. There are a few other methods; see the Windows Script Component section of the Windows Script Host documentation for more information.
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Working with Events Depending on your component, you might want to include support for events. An event is an action such as a window closing, or a change in state like a saved file. In a WSC file, you determine what the event is and when to call it. An event is defined within the public section along with properties and methods. 



You use the fireevent method to fire the event in your WSC code. For example, you might have a method called AddUser, and you want to fire the UserAdded event when this method is completed.


On the CD



You will find this script, as well as other scripts listed in this chapter, on the CD that accompanies this book.



This script performs a fairly common and useful function. We’d like the HTA to have the following features. ■



It should provide a text box where computer names can be entered. It should also provide a button that reads an existing file of computer names and adds those names to the current list in the text box.



■



It should provide options to read several properties of each computer.
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■



It should display the information in a new Internet Explorer window, formatted in an HTML table so that we can save the file (in HTML format, by using the Save As command), or copy and paste the data into a Microsoft Excel workbook.



■



It should continue with the next computer in the list instead of crashing when one of the listed computers can’t be contacted.



Specifying the goals ahead of time will help clarify the HTA’s design and spot potential trouble points. We already have two potential trouble spots in our list. We specified two functional changes to be incorporated into the script prior to starting our HTA work. Two of our goals are directly related to the graphical HTA environment: providing a text box for computer names and providing options (perhaps check boxes) for different properties to query. The other two goals are not directly related to HTAs, so they can be incorporated into our script right away. Incorporating the changes in the script now, before adding it to the HTA, will make the final HTA easier to debug. Tip



Regular scripts are easier to debug than HTAs largely because HTAs add a lot of distraction in the way of HTML tags. By getting your script working before pasting it into an HTA, you’ll be starting with functionality that you know works. Then you can focus on the HTML to get it looking right. In addition, using script debuggers can save a lot of time, so you should use them if you can. Many (such as the Microsoft Script Debugger or SAPIEN PrimalScope) work better with plain VBScript than they do with HTAs.



Listing 5-2 is the revised script. We’ve added some comments to help you follow what’s going on. Listing 5-2 Revised Service Pack Inventory Dim objFSO, objTS, strComputer, objWMIService, colItems, objItem, strHTML 'open the text file Set objFSO = CreateObject("Scripting.FileSystemObject") Set objTS = objFSO.OpenTextFile("c:\computers.txt") 'create strHTML strHTML strHTML strHTML strHTML strHTML



the starting HTML = "
" & VbCrLf = strHTML & "

" & VbCrLf = strHTML & "	Computer

" & VbCrLf = strHTML & "	Build

" & VbCrLf = strHTML & "	Service Pack

" & VbCrLf = strHTML & "" & VbCrLf



'read through the text file Do Until objTS.AtEndOfStream 'add a table row to the HTML strHTML = strHTML & "

" & VbCrLf
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'get the next computer name strComputer = objTS.ReadLine 'query the computer On Error Resume Next Set objWMIService = GetObject("winmgmts:\\" & strComputer & _ "\root\cimv2") If Err = 0 Then 'no error connecting - query the info Set colItems = objWMIService.ExecQuery("SELECT * " & _ "FROM Win32_OperatingSystem") 'build the output HTML cells For Each objItem In colItems strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	" & objItem.BuildNumber & "

" & VbCrLf strHTML = strHTML & "	" & objItem.ServicePackMajorVersion & _ "." & objItem.ServicePackMinorVersion & "

" & VbCrLf Next 'finish the HTML row strHTML = strHTML & "" Else 'error connecting strHTML = strHTML & "

" & VbCrLf strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	?

" & VbCrLf strHTML = strHTML & "	?

" & VbCrLf strHTML = strHTML & "" & VbCrLf End If On Error GoTo 0 Loop 'close the text file objTS.Close 'close the table strHTML = strHTML & "" & VbCrLf 'display the table Dim objIE Set objIE = CreateObject("InternetExplorer.Application") objIE.Navigate "about:blank" objIE.Document.body.innerhtml = strHTML objIE.Visible = True



Figure 5-3 on the next page shows the final output in Internet Explorer.
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Figure 5-3



The revised script produces its output in Internet Explorer.



This script can be used entirely on its own. Because we’ll be working with it so much throughout this chapter, we’ll briefly run through what it’s doing. The first part simply instantiates the FileSystemObject library and opens a text file. Dim objFSO, objTS, strComputer, objWMIService, colItems, objItem, strHTML 'open the text file Set objFSO = CreateObject("Scripting.FileSystemObject") Set objTS = objFSO.OpenTextFile("c:\computers.txt")



Next, the script creates a variable to hold the final output. Because we want to display that output in Internet Explorer, the output needs to be formatted in HTML. The script starts by defining the beginning of an HTML table, including a header row that contains labels for each of three columns. 'create strHTML strHTML strHTML strHTML strHTML strHTML



the starting HTML = "
" & VbCrLf = strHTML & "

" & VbCrLf = strHTML & "	Computer

" & VbCrLf = strHTML & "	Build

" & VbCrLf = strHTML & "	Service Pack

" & VbCrLf = strHTML & "" & VbCrLf



The script then begins reading through the text file, one line at a time. 'read through the text file Do Until objTS.AtEndOfStream



For each line in the text file, we create a new row in the HTML table. This row will hold the information for a single computer listed in the text file. 'add a table row to the HTML strHTML = strHTML & "

" & VbCrLf
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We read the next computer name from the text file into a variable. 'get the next computer name strComputer = objTS.ReadLine



Now we direct WMI to connect to that computer. Notice that we’ve enabled error checking by using On Error Resume Next. That’ll let the script continue to run even if the WMI connection fails. 'query the computer On Error Resume Next Set objWMIService = GetObject("winmgmts:\\" & strComputer & _ "\root\cimv2")



After attempting the connection, we check the error status by using the built-in Err object. If it’s zero, no error occurred and we’re connected to WMI on the remote computer. We can then direct WMI to retrieve the WMI class we want to examine. If Err = 0 Then 'no error connecting - query the info Set colItems = objWMIService.ExecQuery("SELECT * " & _ "FROM Win32_OperatingSystem")



The WMI query will return a collection of instances, so we use a For Each...Next loop to enumerate each instance in turn. In reality, because of the class we’re querying, this collection will only ever contain one instance. 'build the output HTML cells For Each objItem In colItems



We want each computer to be listed in a row of the HTML table, so we build that HTML now, and add it to the strHTML variable. strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	" & objItem.BuildNumber & "

" & VbCrLf strHTML = strHTML & "	" & objItem.ServicePackMajorVersion & _ "." & objItem.ServicePackMinorVersion & "

" & VbCrLf Next 'finish the HTML row strHTML = strHTML & ""



Here’s the code that executes if the Err object isn’t equal to zero, meaning an error occurred connecting to WMI on the remote computer. We’re still adding an HTML table row to the strHTML variable, but we’re populating it with question marks so that it’ll be obvious in the final output which computers weren’t contacted. Else 'error connecting strHTML = strHTML & "

" & VbCrLf strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	?

" & VbCrLf



138



Part II:



Packaging Your Scripts



strHTML = strHTML & "	?

" & VbCrLf strHTML = strHTML & "" & VbCrLf End If On Error GoTo 0 Loop



Finally, when we’ve read through each computer, we close the text file and finish the table HTML. 'close the text file objTS.Close 'close the table strHTML = strHTML & "" & VbCrLf



Here’s the code that displays the table. We instantiate Internet Explorer, direct it to display a blank page (by using the URL about:blank), and then set the inner HTML of the document’s body to the HTML table stored in the strHTML variable. 'display the table Dim objIE Set objIE = CreateObject("InternetExplorer.Application") objIE.Navigate "about:blank" objIE.Document.body.innerhtml = strHTML objIE.Visible = True



Try the final script for yourself. Create a text file named c:\computers.txt, and populate it with a couple of computer names from your network. Those computers must be running Windows 2000 or later, and you will need to be an administrator on the computers to query them.



Getting the Script Ready for an HTA HTAs are, by nature, fairly modular. Remember that the functionality provided by your script is built into event handlers, each of which is basically a standalone subroutine. As it is, our HTA would probably have a button labeled Execute, and the event handler for that button would contain the entire script we’ve written thus far. However, some of the functionality in the existing script is self-contained, and we might want to separate it into its own subroutine. Doing so won’t make the HTA any easier to write, but it will make it easier to reuse standalone functionality, for example, the part of the script that opens Internet Explorer and displays output. Listing 5-3 is the slightly-modified script, which now makes the Internet Explorer handling a standalone subroutine. Listing 5-3 Modularized Inventory Script Dim objFSO, objTS, strComputer, objWMIService, colItems, objItem, strHTML 'open the text file Set objFSO = CreateObject("Scripting.FileSystemObject") Set objTS = objFSO.OpenTextFile("c:\computers.txt") 'create the starting HTML strHTML = "
" & VbCrLf
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"

" & VbCrLf "	Computer

" & VbCrLf "	Build

" & VbCrLf "	Service Pack

" & VbCrLf "" & VbCrLf



'read through the text file Do Until objTS.AtEndOfStream 'add a table row to the HTML strHTML = strHTML & "

" & VbCrLf 'get the next computer name strComputer = objTS.ReadLine 'query the computer On Error Resume Next Set objWMIService = GetObject("winmgmts:\\" & strComputer & _ "\root\cimv2") If Err = 0 Then 'no error connecting - query the info Set colItems = objWMIService.ExecQuery("SELECT * " & _ "FROM Win32_OperatingSystem") 'build the output HTML cells For Each objItem In colItems strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	" & objItem.BuildNumber & "

" & VbCrLf strHTML = strHTML & "	" & objItem.ServicePackMajorVersion & _ "." & objItem.ServicePackMinorVersion & "

" & VbCrLf Next 'finish the HTML row strHTML = strHTML & "" Else 'error connecting strHTML = strHTML & "

" & VbCrLf strHTML = strHTML & "	" & strComputer & "

" & VbCrLf strHTML = strHTML & "	?

" & VbCrLf strHTML = strHTML & "	?

" & VbCrLf strHTML = strHTML & "" & VbCrLf End If On Error GoTo 0 Loop 'close the text file objTS.Close 'close the table strHTML = strHTML & "" & VbCrLf 'display the table DisplayOutputInIE(strHTML)
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Sub DisplayOutputInIE(strHTML) Dim objIE Set objIE = CreateObject("InternetExplorer.Application") objIE.Navigate "about:blank" objIE.Document.body.innerhtml = strHTML objIE.Visible = True End Sub



Now if we ever want another HTA that displays information in a pop-up Internet Explorer window, we can just copy and paste the DisplayOutputInIE subroutine. It’s already debugged and working, so we’ll have saved ourselves a considerable amount of time. Best Practices



Administrative scripting—indeed, the very word VBScript—is often looked down upon by many software developers and even IT managers. This is because too many administrators fail to follow basic best practices when creating their scripts, and the administrators earn reputations as rogues. One way to avoid that stigma is to follow industry best practices for software development in your scripts, particularly for modularization. The general rule is that if a piece of script can be used more than once, either in the same script or in a different one, break that piece into a function or subroutine of its own. We won’t always do that with the scripts in this book, and when we do, we won’t always modularize as much as we could. We’ve made that decision for this book to help keep the scripts clearer and simpler to follow. We firmly believe that you, however, should modularize whenever possible.



Now we can begin working on the HTA itself. There are a few basics you’ll need to pick up before you can start working on your HTA. In the next few sections, we’ll cover this background material and provide some snippets. We’ll pick up in the last section, Viewing HTAs in Action, by taking all of this disparate knowledge and bringing it together with our original VBScript example to create the final, functional HTA.



Understanding HTA Requirements and Essentials In the next few sections, we’ll discuss some of the basic rules for building an HTA and introduce some of the design decisions you’ll need to make before you start working in an editor. Tip A lot of the things we show you in the next several sections can be tough to remember, especially HTML tag formatting. There are tools to help make these easier, though. The freely available HTA Helpomatic is a Microsoft tool that produces samples of various HTML and HTArelated formatting for you. (Download at http://www.microsoft.com/technet/scriptcenter/hubs/ htas.mspx. This link is included on the CD; click HTA Helpomatic.) If you use a commercial tool as your development environment, contact Scripting Outpost (http://www.scriptingoutpost.com) about their HTA Snippets Pack. These snippets integrate into the PrimalScript environment and allow you to drag HTML and HTA elements into your script.



Chapter 5:



HTML Applications: Scripts with a User Interface



141



Using HTA Tags Only two things really differentiate an HTA from a Web page. First, HTAs use the filename extension .hta. It’s this filename extension that tells Windows to execute the file in Mshta.exe rather than directly in Internet Explorer. Second, HTAs contain a special tag, called the HTA tag, that tells Mshta.exe a number of details about how the HTA should look, how it should execute, and so forth. The HTA tag must appear within the head tags of an HTML page. The head section of an HTML page doesn’t contain regular HTML tags intended for viewing; instead, it contains a number of other types of tags—including the tags in which your VBScript code will be stored— that provide background information and supporting functionality for the application. The complete HTA tag looks like this. 



Almost everything there is optional. At a minimum, your HTA tag needs to contain the following information. 



By using the many optional attributes, you can significantly customize how your HTA looks and behaves. The complete set of attributes are as follows. ■



The applicationname attribute assigns a name to your application.



■



The border attribute determines the type of border that the HTA window will have. The default is a thick border, which includes resizable edges and a size grip graphical element in the lower-right corner. You can also specify the following: ❑



Thin. A resizable border lacking the size grip element



❑



None. No border



❑



Dialog. A fixed (non-resizable) border
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The borderstyle attribute controls the appearance of the window border. It defaults to normal, but you can also specify the following: ❑



Complex. A raised and sunken border



❑



Raised. A raised 3-D border



❑



Static. A 3-D border usually used for windows that don’t accept user input



❑



Sunken. A sunken 3-D border



■



The caption attribute specifies the text that appears in your HTA window’s title bar.



■



The contextmenu attribute, set to TRUE or FALSE, indicates whether right-clicking the HTA will display the Internet Explorer context menu. Because traditional Windows applications don’t do this, setting ContextMenu="false" will better mimic the behavior of a Windows application. Tip HTA attributes can generally accept true or yes for true, and false or no for false. The HTA documentation in MSDN Library prefers yes and no.



■



The icon attribute sets the name of a .ico file that will be the application’s window and taskbar icon. If you omit this, the standard Mshta.exe icon will be used. A downside to this attribute is that there’s no way to bundle the icon file with the HTA file. You’re better off specifying an icon file that is accessible through UNC (perhaps on a file server) or URL (perhaps on an intranet Web server), than an icon on the local hard disk.



■



The innerborder attribute displays a 3-D inner border around the HTA. Setting it to No suppresses the inner border. The default is Yes.



■



The maximizebutton attribute, when set to TRUE displays a button that maximizes the HTA window. We prefer setting this to FALSE because the layout of the HTA doesn’t usually look as good in a full screen as it does at whatever size it was created.



■



The minimizebutton attribute, when set to TRUE, displays a button that will minimize the HTA to the taskbar. Setting this to FALSE hides the button.



■



The navigable attribute, when set to TRUE, specifies that any hyperlinks in your HTA will be opened in the HTA, navigating away from your HTA content. We recommend setting this to FALSE so that any hyperlinks will open in a new Internet Explorer window, leaving your HTA open.



■



The scroll attribute, when set to TRUE, shows scrollbars in your HTA’s main area. Setting it to FALSE hides the scrollbars.



■



The scrollflat attribute, when set to TRUE, displays flat or 3-D scroll bars. Setting it to FALSE hides the scrollbars.
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■



The selection attribute, when set to TRUE, allows selection of text within the HTA. We recommend setting it to FALSE to mimic the behavior of a traditional Windows application. Setting this to FALSE will not prevent text in text boxes and other input controls from being selected, just the static text that you create within the HTA.



■



The showintaskbar attribute, when set to TRUE, allows the HTA to be displayed in the Windows taskbar. Setting this to FALSE prohibits the HTA from being displayed in the taskbar.



■



The singleinstance attribute, when set to TRUE, allows only one copy of the HTA to run at a time. If set to FALSE, multiple copies can run. When set to TRUE, if a user doubleclicks the HTA file while the HTA is already running, the currently running instance will come to the foreground rather than launching a new copy of the HTA.



■



The sysmenu attribute, when set to TRUE, shows the system menu, usually in the upperleft of the window’s title bar. If you set this to FALSE, the minimize, maximize, and restore buttons will also be hidden.



■



The version attribute sets the version number of the HTA. This can be whatever value you like.



■



The windowstate attribute specifies the initial window state for the HTA. The default, normal, uses the default specified by Internet Explorer. You can also specify the following: ❑



Minimize. The window is displayed only in the taskbar. If, however, the showInTaskBar attribute is FALSE, the window will not be displayed and the user will be unable to access it.



❑



Maximize. The window will be maximized, covering the full screen.



Note Technically, the application attribute can have a value, too. Specifying hta:application is the same as hta:application="no", which applies the default HTA security model. This model prevents untrusted content within a frame from accessing the HTA or being accessed by it. Specify hta:application="yes" to force all frame content to be trusted. This is a pretty rare requirement, usually something you’d do only if your HTA were implementing a frame that included content from another intranet Web server. Because it’s so rare, we won’t cover that situation in this book.



The HTA tag allows you to exercise considerable control over the initial appearance and behavior of your HTA.



Sizing an HTA One thing you can’t do with the HTA tag is specify the initial size of the HTA window. The only way to force the HTA window to a specific size is to do so at run time. The onLoad event of the window object always runs when an HTA loads, even before the user can begin interacting
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with the HTA. The window object represents the window in which the HTA runs, and you can control its height, width, left, and top properties to size and position it on the screen. Sub window_onLoad() window.moveTo(10,10) window.resizeTo(640,480) End Sub



This will force the window to position itself to 10 pixels from the left edge of the screen and 10 pixels from the top edge of the screen, and to size itself to 640 pixels wide by 480 pixels high. This event handler runs automatically; you don’t need to do anything special other than include it in your HTA. Tip



The window_onLoad event is also a good place to put any script code that sets up your HTA. For example, you could dynamically populate list boxes, set defaults for options, and so forth.



Using  and  Tags In an earlier example, we showed you the code used to change a button’s text label. That’s not something you’ll probably do a lot in your scripts. However, what you probably will do a lot is display dynamic messages. For instance, in our example, we might want to display a message like Now inventorying computers while the inventory portion of the script runs. Then we might want to change that message to Inventory complete when the inventory is finished. Displaying that type of dynamic message in an HTA is easy, provided you leave room for it in your initial layout or design. Division, or , tags, let you make that room for dynamic messages. A  tag simply defines a region of the HTML document. Because you can give the  tag an id attribute, you can refer to it from your script code. The  tag has an innerHTML property, so you can control what appears between the opening and closing  tags. Internet Explorer also supports a similar tag, called . For the purposes of writing HTAs, there is not a lot of difference between the two. What differences there are date back to the days when Microsoft and Netscape were exploring ways of extending HTML’s usefulness. One company came up with  tags; the other came up with  tags. Use whichever one you prefer. There are some slight differences in how the two are displayed: a  tag creates line breaks, for example. For the purposes of writing an HTA, however, you probably won’t notice the differences much. In the Scriptomatic code, you’ll notice two  tags near line 1403.  
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Notice that these have no inner text or HTML to start with, so when the HTA first loads, they’ll be completely invisible. They do, however, have id attributes, allowing them to be modified by the script code. The first reference to the wmi_classes span is on line 194. wmi_classes.innerHTML = "Please wait, trying to load WMI Classes in namespace " & namespacespulldown.value & " ...
"



This is modifying the span’s innerHTML property, which starts out empty. The script inserts a  tag (which contains formatting to display red text) and a message. Note You’ll find that many HTA developers use  tags as placeholders for dynamic text, like this Please wait message, and use  tags to apply formatting. That’s a perfectly acceptable practice, and if it’s one you find convenient and understandable, we encourage you to use it.



Creating areas for dynamic messages is that easy. Simply define the location of the message by using a  or  tag that has an ID, and then display the message by modifying the innerHTML property of the tag.



Using Inline Frames If you haven’t worked with HTML a lot, inline frames—or IFrames, as the Web folks like to call them—can seem unintuitive. Essentially, an IFrame defines a rectangular region that displays the content of a Web page. Figure 5-4 shows an inline frame in action, and Listing 5-4 is the HTML that makes it happen.



Figure 5-4



A page with an inline frame
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Listing 5-4 Inline Frame This is the main page.
 <iframe name="I1" src="http://www.scriptinganswers.com"> Your browser does not support inline frames or is currently configured not to display inline frames. 
 This is the main page.




The <iframe> tag is doing the work of creating the inline frame. Like other tags, it can have an id attribute (although it does not have one in this simple example), and a src attribute that tells the IFrame what to display within the inline frame area. Additional attributes can be specified to control the IFrame’s size, whether it has scroll bars, whether it has a border around it, and so forth. You can think of an IFrame as a miniature Internet Explorer browser entirely contained within a rectangular area that you define. As we explained earlier, your HTA won’t generally have access to the contents of the IFrame, but you can control the <iframe> tag itself, which means you can control what the IFrame displays. For example, you can place the following inside an HTA. This is the main page.
 <iframe id="myiframe" name="I1" src="http://www.scriptinganswers.com"> Your browser does not support inline frames or is currently configured not to display inline frames. 
 This is the main page.




Elsewhere, you might have script that reads as follows. myiframe.src = "http://www.microsoft.com"



This would cause the IFrame to display the Microsoft.com home page. Your script would not, however, be able to access the Internet Explorer DOM of the Microsoft home page unless you used the tag we described earlier, which disables cross-frame security precautions. Important



Disabling cross-frame security means that your code can access the contents of the IFrame, and also that the IFrame—and any scripts it might contain—can access the contents of your HTA. If you’re going to do this, make absolutely certain that you trust whatever content is loaded into the IFrame.



Inline frames can also be useful for displaying information. For example, in our sample HTA, we want the output to be displayed in a pop-up window. However, we could just as easily design an inline frame into the HTA, and display the output there instead. Inline frames are simply another option for displaying information within your HTA.
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Working with Forms and Fields One of the main reasons most administrators use HTAs is to gain more robust input capabilities. After all, VBScript’s intrinsic InputBox function—the sole means of graphically collecting user input—is a bit limiting. HTML forms and input controls (or fields) provide much more flexibility. Perhaps the most basic input control is the text box, and HTML includes three kinds. ■



A text box is a simple, one-line entry field.



■



A text area is a box for typing multiple lines of text.



■



A password box mimics a text box in functionality but masks whatever is typed in it.



The text box and password box are implemented by using HTML tags, whereas the text area has its own special tag. Here’s what they look like. 



Notice that each carries an id attribute, allowing it to be referred to from within your scripts. As a general rule, we believe that manually typing HTML tags is a bad idea. There are a number of excellent commercial What You See Is What You Get (WYSIWYG) HTML editors on the market, and there’s no reason not to use them. Microsoft FrontPage is one you might be familiar with and be able to access easily. One problem with FrontPage, however, at least from an HTA standpoint, is that it goes a bit overboard. Here’s a snippet of HTML that FrontPage created. It includes the three types of input controls. 
 
 
 
 



You’ll need to work on this code a bit to make it more suitable for use in an HTA. There’s only a few steps to take. 1. Remove the tags. 2. Remove the tag. 3. Add a unique id attribute to each input control. For clarity, change the name attribute to match your id attribute. 4. Delete the Submit or Reset buttons, and add regular buttons for your application.
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FrontPage or another WYSIWYG HTML editor can make creating complex, professionallooking applications much easier, so we think it’s worth the trouble to go in and clean up the HTML they create and make it more suitable for an HTA. Actually working with the input controls—reading their values in your script, and modifying them at run time—can be a bit complicated. In the next few sections, we’ll cover everything you’ll need to know.



Populating a List Box Creating drop-down list boxes (or regular, scrolling list boxes) is easy with FrontPage (or whatever editor you’re using). You can use the tools the editor provides to add selections to your list boxes. However, there will be situations when you want to dynamically add items to a list. When you select a WMI namespace, for example, the Scriptomatic HTA figures out what classes are in that namespace, and adds them to a drop-down list box. Both types of list box are defined by using tags. Here’s a drop-down list with two options. Option 1 Option 2 



Making this into a scrolling list box involves changing only one thing. Option 1 Option 2 



Can you see the difference? In the second example, the list box has a size of 3, making it three lines high. In the first option, the list box has a size of 1, which forces it to be a drop-down list box. Options—that is, items in the list—are defined by tags, which are contained within the list box’s tags. The text between the tags appears in the list box. You can specify a value that will represent that option. If you don’t specify a value, the option’s text is used as its value. Here’s an example. Option 1 Option 2



To dynamically add an option to the list box, add a new tag. Here’s an example. Dim objOption Set objOption = document.createElement("OPTION") objOption.Text = "Option 3" objOption.Value = "3" lstOptions.Add(objOption)



This adds a third option to our list, with text that reads Option 3 and a value of 3.
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Creating Buttons We’ve already mentioned that you don’t want to use the Submit and Reset button types. The Submit button is designed to send a form’s contents to a Web server for processing. HTAs are typically self-contained and don’t rely on a Web server, so the Submit button is useless. Reset buttons are used to clear form fields, and you might find a use for that, but having mistakenly clicked a few of these buttons, we suggest just leaving them out. You’re going to need buttons, though; the Scriptomatic HTA has several, in fact. Fortunately, buttons are among the easiest HTML elements to create. 



This is straight from FrontPage, and you’ll notice that it lacks an id attribute, which you’ll need to add. The value attribute determines the label that appears on the face of the button, and the type attribute indicates that this is a regular button, not a Submit or Reset button.



Connecting a Button to a Script Generally, your HTA will only do things when someone clicks a button, so connecting buttons to the script is very important. We’ve briefly discussed event handlers already—they’re how you write script to react to button clicks. There are two main ways to connect an event handler. The first way is to simply write a subroutine with the special event handler name. Sub btnOK_onClick() 'your code goes here End Sub



This would need to appear between a <script language="vbscript"> tag and a tag, which would in turn be located within the head section of the HTA. This method generally works well for most buttons. However, you might want more than one button connected to an event handler. Perhaps, for example, you have two buttons that will do something very similar. An easy way to do that is to create the buttons as follows. 



This will connect both buttons’ onClick event to the DoButton subroutine. Write that subroutine as follows. Sub DoButton() Select Case window.event.srcElement.id Case "btnOK1" 'your code for btnOK1 goes here Case "btnOK2" 'your code for btnOK2 goes here End Sub
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The special window.event.srcElement object is a reference to whatever object—in this case, one of the two buttons—generated the last event. By checking the object’s id property, you can quickly determine which button was clicked, and act accordingly.



Using Check Boxes and Radio Buttons Check boxes and radio buttons are useful ways to display options to your HTA’s users. They’re easy to create in a WYSIWYG editor, or manually by using this HTML. My Radio Button 2



Notice a few things here. ■



FrontPage didn’t add the id attributes to these elements, so you’ll need to do that manually. As always, try to keep the id and name attributes identical for ease of use.



■



Both the check box and radio button (also called an option button) elements only create the actual check box or radio button; the text accompanying the element is inserted separately.



■



The checked attribute, if present in a check box, makes the default state of the check box selected. To make the default state cleared, omit the checked attribute.



■



The two radio buttons have the same name attribute. This makes them part of the same group, meaning that only one of them can be selected at a time. They should also have the same id attribute to make them scriptable.



■



One of the radio buttons has a checked attribute, meaning it’s the one selected by default.



Checking the value of these elements from within your script is straightforward. For the radio button, simply access the element’s value property. Although multiple elements with the same id attribute will exist, the value property will correspond to the value attribute of whichever radio button is selected by the user. In this brief example, if the user selects the second radio button, optButton.Value would equal Value2. Check boxes work similarly. When selected, their value property will return whatever you set the value attribute to (ON, in this case). When not selected, the value property will contain an empty string. You can examine the value like this. If chkCheckbox.Value = "ON" Then 'checked Else 'not checked End If
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Adding Graphics Graphics are easy to add to an HTA. Obviously, a WYSIWYG editor makes it easy to insert images, but you can also manually build the HTML tag. 



By default, a graphic must be contained within the same folder as the HTA itself. As with referencing external scripts, you’ll need to be sure you distribute the graphic along with your HTA. To make your HTA easier to distribute, you can put the graphic on a file server or a Web server, and let the HTA pull it from there. Because of this extra bit of complexity, we try to minimize our use of graphics in HTAs.



Adding Subroutines and Functions All your script code—event handlers as well as any other subroutines and functions you write— must appear within special tags that tell Windows what script language you’re using. The beginning of an HTA that contains no script code (yet) would therefore look something like this. <script language="vbscript"> 



After the tag, you insert the HTML that creates your HTA’s visual interface. First, you specify the language you’re using (which can be VBScript or JScript). JScript is the default language, so if you don’t specify VBScript, you’ll run into errors. Second, you can use multiple script sections. If you plan to include all your code within the HTA file itself (as the Scriptomatic and many other HTAs do), there’s no need for multiple script sections. The Scriptomatic HTA contains all its code in a single script section. However, suppose you want to include a file full of standard subroutines that you use in several HTAs. You might have one script section that contains event handlers for the particular HTA you’re working on, and a second script section that includes an external file containing those standard subroutines. <script language="vbscript"> Sub btnOK_onClick() End Sub Sub btnCancel_onClick() End Sub <script language="vbscript" src="c:\scripts\standard.vbs" />
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Best Practices



Keeping commonly used subroutines in an external file is a good idea because any changes you make to those subroutines (such as bug fixes) will only need to be made once. If you get into the habit of copying and pasting code into multiple HTAs, any changes will have to be made multiple times, opening the door to errors, missed HTAs, and other potential problems.



The second script section includes an external file named C:\Scripts\Standard.vbs. One downside to this technique is that your HTA is no longer self-contained; to run properly, it must have access to that external file. If you’ll be distributing your HTA, you’ll either need to distribute this extra file along with it, or keep that external file in an accessible area, such as a file server. Caution



Including an external file does not prevent someone from seeing your script code. To run the HTA, a user must have read permission to the HTA file and to any external scripts referenced by the HTA. Users can utilize those read permissions to directly open the external scripts, and read them at will.



Viewing HTAs in Action Now we’ll show you how to build an HTA from scratch. We’ll use Listing 5-3, because it’s debugged and has most of the functionality we want. We begin by using an editor like FrontPage to design the HTA’s visual interface. There are a few additional features we want in the HTA, so we can design those into the interface. Figure 5-5 shows the interface in FrontPage, and Listing 5-5 on the next page is the HTML. Note that this HTML is straight from FrontPage; we haven’t touched it up or made it into an HTA yet.



Figure 5-5



Basic HTML layout for our HTA
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Listing 5-5 Basic HTML <meta http-equiv="Content-Language" content="en-us"> <meta http-equiv="Content-Type" content="text/html; charset=windows-1252"> Computer Inventory Tool Computer Inventory Tool
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