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https://www.aspire-fp7.eu



SafeNet use case SafeNet'use'case'



Gemalto use case Gemalto'use'case'
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Data Hiding
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Algorithm Hiding



Anti-Tampering
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Man At The End (MATE) Attacks on Mobile Apps
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Man At The End Attacks on Mobile Apps software analysis & editing tools



developer boards



screwdrivers



FPGA sampler



oscilloscope



JTAG debugger 5
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Attack Scope • reverse engineering & tampering • static attacks • structural code and data recovery (e.g., disassembly, CFG reconstruction) • structural matching of binaries • against known code (e.g., library identification) • of related binaries (e.g., diffing) • tampering (e.g., code editing)



• dynamic attacks • • • • •



attacks on communication channels (e.g., sniffing, spoofing, replay attacks) fuzzing, tracing, profiling, instrumentation, emulation debugging (software or hardware debugger) structure and data analysis (e.g., unpacking, taint analysis) tampering (e.g., code injection, custom emulation, custom OS)



• hybrid attacks (e.g., concolic execution, static analysis on dynamic graphs)



9



Attack Models sub-goal start of the attack final goal



attack steps
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Reference Architecture mobile device (untrusted, MATE attack)



wireless/mobile network (untrusted, MITM attack)



client-side app hidden data hidden algorithms anti-tampering mechanisms



server (trusted) server-side logic



renewability-supporting virtual machine



remote verifier



secure channel



bytecode provider renewability protection engine



remote attestator



ASPIRE protected program



target platform: ARMv7-A / Android 4.4 native binaries / dynamically linked libraries 11



Plugin-based Tool Flow C code



ASPIRE data hiding source algorithm hiding level protection anti-tampering



annotated source code



C++ wrappers



available at https://github.com/aspire-fp7/ ASPIRE protected program client-side app



partially protected source code



gcc/llvm/binutils



standard compiler object code



ASPIRE binary level protection



server-side logic



data hiding



remote attestation



algorithm hiding



renewability



anti-tampering



security libraries



available at https://github.com/diablo-rewriter/
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Decision Support System !input! provided!by! the!user!



pla2orm!descrip5on! annota5ons! assets!



ASPIRE'Decision'Support'System' ASPIRE!Knowledge!Base!



tool!chain! instruc5ons!
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Industrial Use Cases App (Dalvik Java)



Kc



Android Media/DRM Framework DRMPlugin



CryptoPlugin



(dynamically linked C/C++ library)



(dynamically linked C/C++ library)



Verify()



Decrypt()
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Reference Architecture Data$Hiding$



n n



Algorithm$Hiding$



An01Tampering$



Remote$A6esta0on$



Renewability$



data obfuscations white box cryptography (static keys, dynamic keys, time-limited) ciphertxt = AES_enc(plaintxt, key); )



)



obf_key = receive(server); ciphertxt = AES_WBC_dyn_enc(plaintxt, obf_key);



ciphertxt = AES_WBC_enc(plaintxt);



legend:



source-to-source rewriting binary rewriting combination
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Reference Architecture Data$Hiding$



Algorithm$Hiding$ n n n n n n



An01Tampering$



Remote$A6esta0on$



Renewability$



control flow obfuscations multithreaded crypto instruction set virtualization code mobility self-debugging client-server code splitting legend:



source-to-source rewriting binary rewriting combination
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Reference Architecture Data$Hiding$



Algorithm$Hiding$



An01Tampering$ n n n n



Remote$A6esta0on$



Renewability$



code guards static and dynamic remote attestation reaction mechanisms client-server code splitting



legend:



source-to-source rewriting binary rewriting combination
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Reference Architecture Data$Hiding$



Algorithm$Hiding$



An01Tampering$



Remote$A6esta0on$



Renewability$



native code diversification bytecode diversification renewable white-box crypto mobile code diversification renewable remote attestation



legend:



source-to-source rewriting binary rewriting combination



n n n n n



code guar static and reaction m client-serv dfdfsdf
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Reference Architecture
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Reference Architecture – Instruction Set Virtualization



D1.04 – Reference Architecture v2.1



Original application logic
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Stub 1



Stub 2 2
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Bytecode 1 Bytecode 2 20



Figure 6 – Client-side code splitting run-time behaviour



A detailed description of each step depicted in Figure 6 is presented below.



Figure 9 – Structure of a message



3.3.7 Client/server code splitting splitting sequence diagram Figure 10 comprises the sequence diagram of the protection technique, followed by a detailed description of each step depicted. The figure depicts a prototypical execution of the protected application, where client:Client represents the client, while backendDispatcher:Server represents the slice manager that handles connections and messages, and slicedCode:Server is the sliced code at the server side.



Reference Architecture – Client-Server Splitting
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Figure 10 – Sequence Diagram for Code Splitting



Reference Architecture – Integrity Checking Original Application logic
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Attestator



Verifier



Update Functions



Query Functions



Reaction



attestators: - code guards - timing - IO of functions - control flow tags



Delay Data Structures verification: - local vs. remote - prevent replay attacks



Delay Component delay reaction: - attacker sees symptom - hide relation with cause!



reaction: - abort - corruption - notify server (block player) - graceful degradation - lower quality 22
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Anti-Debugging through Self-Debugging function 1 function 2 function 3 mini debugger
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Anti-Debugging through Self-Debugging function 1 function 2 function 3 mini debugger
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Anti-Debugging through Self-Debugging
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mini debugger



debugger
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Plugin-based Tool Flow C code



ASPIRE data hiding source algorithm hiding level protection anti-tampering



annotated source code



C++ wrappers



ASPIRE protected program client-side app



partially protected source code



gcc/llvm/binutils



standard compiler object code



ASPIRE binary level protection



server-side logic



data hiding



remote attestation



algorithm hiding



renewability



anti-tampering



security libraries
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Source code annotations void g(int x) { _Pragma("ASPIRE begin softvm(softvm)") _Pragma("ASPIRE begin protection(obfuscations, enable_obfuscation(opaque_predicates:percent_apply=25))") int z=(x+x)ˆ2; z = z*x; z = f(z); _Pragma("ASPIRE end") // obfuscations _Pragma("ASPIRE end") // softvm return z; }
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Source Code Annotations static const char cipher[] __attribute__((ASPIRE("protection(wbc,label(ExFix),role(input),size(16))"))) = { 0x00, 0x01, 0x02, 0x03, 0x04, 0x05, 0x06, 0x07, 0x08, 0x09, 0x0a, 0x0b, 0x0c, 0x0d, 0x0e, 0x0f }; static const char key[] __attribute__ ((ASPIRE("protection(wbc,label(ExFix),role(key),size(16))"))) = { 0x00, 0x11, 0x22, 0x33, 0x44, 0x55, 0x66, 0x77, 0x88, 0x99, 0xaa, 0xbb, 0xcc, 0xdd, 0xee, 0xff }; char plain[16] __attribute__ ((ASPIRE("protection(wbc,label(ExFix),role(output),size(16))"))); _Pragma ("ASPIRE begin protection(wbc,label(ExFix),algorithm(aes),mode(ECB),operation(decrypt))") decrypt_aes_128(cipher, plain, key); _Pragma("ASPIRE end")
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Plugin-based Tool Flow SC03 .c|.h



SLP03.01 WBC annotation extraction



SLC03.02 Parameters XML



SLP03.06 WBC renewabilty



SLP03.02 Whitebox tool python



SC04.01 .c|.h



SLP03.03 WBC header incl.



SC04.02 .c|.h
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Plugin-based Tool Flow SC05 .i



SLP05.01 source code analysis CodeSurfer



SLP05.02 data obfuscation TXL



D05.01 analysis results (aliasing, slices, ...)



SC06 .i 31



Plugin-based Tool Flow D01 annotation facts



D02 map file a.out.map | liba.so.map



BLP01.02 instruction selector .so



BC02 binary | library a.out | liba.so



BLP01 BLP01.01 bytecode chunk identifier diablo



BC08 object code .o



linker script



BLC02 extractable chunks JSON



BLP02 X-translator ...



BC03 bytecode + stubs .o
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https://www.youtube.com/playlist?list=PLWwJ31jD3OCG4tq-_CXOQMWxSTgnyXIiR
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Attack Modeling • experiments with professional hackers • public challenge for amateurs • methodological analysis of reports M. Ceccato, P. Tonella, C. Basile, P. Falcarin, M. Torchiano, B. Coppens, B. De Sutter Understanding the Behaviour of Hackers while Performing Attack Tasks in a Professional Setting and in a Public Challenge Empirical Software Engineering, 2018
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Attack Taxonomy Asset
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Obstacle



Attack strategy Background knowledge



Protection Obfuscation Control flow flattening



Knowledge on execution environment framework



Opaque predicates



Workaround



Virtualization



Analysis / reverse engineering Static analysis Diffing



Anti-debugging White box cryptography Tamper detection



Control flow graph reconstruction



Code guard



Dynamic analysis Dependency analysis Data flow analysis Memory dump



Checksum Execution environment Limitations from operating system Weakness



Monitor public interfaces



Global function pointer table*



Debugging



Recognizable library



Profiling



Shared library



Tracing



Java library



Statistical analysis



Decrypt code before executing it
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Attack Taxonomy 16



Attack step Prepare attack Choose/evaluate alternative tool Customize/extend tool Port tool to target execution environment Write tool supported script Create new tool for the attack Customize execution environment



Attack step Reverse engineer software and protections Understand the software Recognize similarity with already analysed protected application Preliminary understanding of the software Identify input / data format



Build workaround



Recognize anomalous/unexpected behaviour



Recreate protection in the small



Identify API calls



Assess e↵ort



Understand persistent storage / file / socket



Build the attack strategy Evaluate and select alternative step / revise attack strategy Choose path of least resistance Reuse attack strategy that worked in the past Limit scope of attack Limit scope of attack by static meta info



Understand code logic Identify sensitive asset Identify code containing sensitive asset Identify assets by static meta info Identify assets by naming scheme Identify thread/process containing sensitive asset
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26 Attack Behavior Models
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Fig. 7: Model of hacker activities related to making / confirming hypotheses and building the attack strategy



Attack Behavior Models 28



Fig. 8: Model of hacker activities related to choosing, customizing, and creating new tools 38



important factors are known limitations of existing tools, which might be inapplicable to a specific platform or application ([P:A:23] “[omissis] Attack step: dynamic analysis with another tool on the identified parts to overcome the limitation of Valgrind”), as



Attack Behavior Models
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Fig. 9: Model of hacker activities related to defeating protections by undoing, overcoming, working around, or bypassing them.
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Questions?
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