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RÉSUMÉ. Dans



le cadre des bases de données temporelles ou celui de l’archivage de documents, la détection de changements est un aspect essentiel de la gestion de versions. Le succès de XML a apporté un regain d’intérêt pour les algorithmes de diff s’appliquant à des structures arborescentes et notamment aux données semi-structurées. Récemment, plusieurs algorithmes et modèles ont été proposés, et nous avons souhaité mener une étude comparative de ces solutions. Nous étudions ici, à partir de leurs définitions formelles et des expériences conduites sur les données XML du Web, les différents algorithmes proposés ainsi que les représentations de changements. Notre objectif est d’évaluer la performance des outils et la qualité des résultats obtenus afin d’aider au choix d’une solution appropriée qui réponde aux besoins spécifiques de chaque application. KEYWORDS: XML, Semi-structured Data, diff, Change Detection, Versions, Tree edit problem, Tree pattern matching MOTS-CLÉS :



XML, données semi-structurées, détection de changement, versions



1. Introduction The context for the present work is change control in XML data warehouses. In such a warehouse, documents are collected periodically, for instance by crawling the Web. When a new version of an existing document arrives, we want to understand changes that occured since the previous version. Considering that we have only the old and the new version for a document, and no other information on what happened between, a diff needs to be computed. A typical setting for the diff algorithm is as follows: the input consists in two files representing two versions of the same document, the output is a delta file representing the changes that occurred. In this paper, we consider XML input documents and XML delta files to represent changes. The goal of this survey is to analyze the different existing solutions and, based on this, assist the users in choosing the appropriate tools for their applications. We study two dimensions of the problem: (i) the representation of changes (ii) the detection of changes. Representing Changes. To understand the important aspects of changes representation, we point out some possible applications: – In Version management [CHI 00, MAR 01], the representation should allow for effective storage strategies and efficient reconstruction of versions of the documents. – In Temporal Applications [CHA 99b], the support for a persistent identification of XML tree nodes is mandatory since one would like to identify (i.e. trace) a node through time. – In Monitoring Applications [CHE 00, NGU 01], changes are used to detect events and trigger actions. The trigger mechanism involves queries on changes that need to be executed in real-time. For instance, in a catalog, finding the product whose type is ’digital camera’ and whose price has decreased. As mentioned above, the deltas we consider here are XML documents summarizing the changes. The choice of XML is motivated by the need to exchange, store and query these changes. XML allows to support better quality services as in [CHE 00] and [NGU 01], in particular real query languages [W3C b, AGU 00], and facilitates data integration [W3C a]. Since XML is a flexible format, there are different possible ways of representing the changes on XML and semi-structured data [CHA 98, La 01, MAR 01, XML ], and build version management architectures [CHI 00]. In Section 3, we compare change representation models and we focus on recent proposals that have a formal definition, a framework to query changes and an available implementation, namely DeltaXML [La 01], XyDelta [MAR 01], XUpdate [XML ] and Dommitt [Dom ] Change Detection. In some applications (e.g. an XML document editor) the system knows exactly which changes have been made to a document, but in our context, the sequence of changes is unknown. Thus, the most critical component of change control is the diff module that detects changes between an old version of a document and the new version. The input of a diff program consists in these two documents, and possibly



their DTD or XMLSchema. Its output is a delta document representing the changes between the two input documents. Important aspects are as follow: – Correctness: We suppose that all diffs are “correct”, in that they find a set of operations that is sufficient to transform the old version into the new version of the XML document. In other words, they miss no changes. – Minimality: In some applications, the focus will be on the minimality of the result (e.g. number of operations, edit cost, file size) generated by the diff . This notion is explained in Section 2. Minimality of the result is important to save storage space and network bandwidth. Also, the effectiveness of version management depends both on minimality and on the representation of changes. – Semantics: Some algorithms consider more than the tree structure of XML documents. For instance, they may consider keys (e.g. ID attributes defined in the DTD) and match with priority two elements with the same tag if they have the same key. In the world of XML, the semantics of data is becoming extremely important [W3C a] and some applications may be looking for semantically correct results or impose semantic constraints, e.g. that a product in a catalog is identified by its name and that only its price might be modified. – Performance and Complexity: With dynamic services and/or large amounts of data, good performance and low memory usage become mandatory. For example, some algorithms find a minimum edit script (given a cost model detailed in Section 2) in quadratic time and space. – “Move” Operations: The capability to detect move operations (see Section 2) is only present in certain diff algorithms. The reason is that it has an impact on the complexity (and performance) of the diff and also on the minimality and the semantics of the result. To explain how the different criteria affect the choice of a diff program, consider the application of cooperative work on large XML documents. Large XML documents are replicated over the network. We want to permit concurrent work on these documents and efficiently update the modified parts. Thus, a diff between XML documents is computed. The semantic support of ID attributes allows to divide the document into finer grain structures, and thus to efficiently handle concurrent transactions. Then, changes can be applied (propagated) to the files replicated over the network. When the level of replication is low, priority is given to performance when computing the diff instead of minimality of the result. Experiment Settings. Our comparative study relies on experiments conducted over XML documents found on the web. Xyleme [xyl] crawled more than five hundred millions web pages (HTML and XML) in order to find five hundred thousand XML documents. Because only part of them changed during the time of the experiment (several months), our measures are based roughly on hundred thousand XML documents. Most experiments were run on sixty thousand of them (because of the time it would take to run them on all the available data). It would also be interesting to run



it on private data (e.g. financial data, press data). Such data is typically more regular. We intend to conduct such an experiment in the future. Observe that our work is intended to XML documents. It can also be used for HTML documents by XML-izing them, a relatively easy task that mostly consists in properly closing tags. However, change management (detection+representation) for a “true” XML document is semantically much more informative than for HTML. It includes pieces of information such as the insertion of particular subtrees with a precise semantics, e.g. a new product in a catalog. The paper is organized as follows. First, we first present the data, operations and cost model in Section 2. Then, we compare change representations in Section 3. The next section is an in-depth state of the art in which we present change detection algorithms and their implementation programs. In Section 5 we present a performance analysis (speed and memory). Finally, we study the quality of the results of diff programs in Section 6. The last section concludes the paper.



2. Preliminaries In this section, we introduce the notions that will be used along the paper. The data model we use for XML documents is labeled ordered trees as in [MAR 01]. We will also briefly consider some algorithms that support unordered trees. Operations. The change model is based on editing operations as in [MAR 01], namely insert , delete , update and move . There are various possible interpretations for these operations. For instance, in Kuo-Chung Tai’s model [TAI 79], deleting a node means making its children become children of the node’s parent. But this model may not be appropriate for XML documents, since deleting a node changes its depth in the tree and may also invalidate the document structure according to its DTD. Thus, for XML data, we use Selkow’s model [SEL 77] in which operations are only applied to leaves or subtrees. For instance, when a node is deleted, the entire subtree rooted at the node is deleted. This captures the XML semantic better, for instance removing a product from a catalog by deleting the corresponding subtree. Important aspects presented in [MAR 01] include (i) management of positions in XML documents (e.g. the position of sibling nodes changes when some are deleted), and (ii) consistency of the sequence of operations depending on their order (e.g. a node can not be updated after one of its ancestors has been deleted). Edit Cost. The edit cost of a sequence of edit operations is defined by assigning a cost to each operation. Usually, this cost is per node touched (inserted, deleted, updated or moved). If a subtree with nodes is deleted (or inserted), for instance using a single delete operation applied to the subtree root, then the edit cost for this operation is . Since most diff algorithms are based on this cost model, we use it in this study. The edit distance between document and document is defined by the 















minimal edit cost over all edit sequences transforming in . A delta is minimal if its edit cost is no more than the edit distance between the two documents. 







One may want to consider different cost models. For instance, assigning the cost for each edit operation, e.g. deleting or inserting an entire subtree. But in this case, a minimal edit script would often consist in the two following operations: (i) delete the first document with a single operation applied to the document’s root (ii) insert the second document with a single operation. We briefly mention in Section 6 some results based on a cost model where the cost for insert , delete and update is per node but the cost for moving an entire subtree is only . The move operation. The semantics of move is to identify nodes (or subtrees) even when their context (e.g. ancestor nodes) has changed. Some of the proposed algorithms are able to detect move operations between two documents, whereas others do not. We recall that most formulations of the change detection problem with move operations are NP-hard [ZHA 95]. So the drawback of detecting moves is that such algorithms will only approximate the minimum edit script. The improvement when using a move operation is that, in some applications, users will consider that a move operation is less costly than a delete and insert of the subtree. In temporal databases, move operations are important to detect from a semantic viewpoint because they allow to identify (i.e. trace) nodes through time better than delete and insert operations. Mapping/Matching. In this paper, we will also use the notion of “mapping” between the two trees. Each node in (or ) that is not deleted (or inserted) is “matched” to the corresponding node in (or ). A mapping between two documents represents all matchings between nodes from the first and second documents. In some cases, a delta is said “minimal” if its edit cost is minimal for the restriction of editing sequences compatible with a given “mapping”1. 















The definition of the mapping and the creation of a corresponding edit sequence are part of the “change detection”. The “change representation” consists in a data model for representing the edit sequence.



3. Comparison of the Change Representation models XML has been widely adopted both in academia and in industry to store and exchange data. [CHA 99b] underlines the necessity for querying semistructured temporal data. Recent works [CHA 99b, La 01, CHI 00, MAR 01] study version management and temporal queries over XML documents. Although an important aspect of version management is the representation of changes, a standard is still missing. In this section we recall the problematic of change representation for XML documents, and we present main recent proposals on the topic, namely DeltaXML [La 01] and XyDelta [MAR 01]. Then we present some experiments conducted over Web data. . a sequence based on another mapping between nodes may have a lower edit cost



As previously mentioned, the main motivations for representing changes are: version management, temporal databases and monitoring data. Here, we analyse these applications in terms of (i) versions storage strategies and (ii) querying changes. Versions Storage Strategies. In [CHI ], a comparative study of version management schemes for XML documents is conducted. For instance, two simple strategies are as follow : (i) storing only the latest version of the document and all the deltas for previous versions (ii) storing all versions of the documents, and computing deltas only when necessary. When only deltas are stored, their size (and edit cost) must be reduced. For instance, the delta is in some cases larger than the versioned document. We have analyzed the performance for reconstructing a document’s version based on the delta. The time complexity is in all cases linear in the edit cost of the delta. The computation cost for such programs is close to the cost of manipulating the XML structure (reading, parsing and writing). One may want to consider a flat text representation of changes that can be obtained for instance with the Unix diff tools. In most applications, it is efficient in terms of storage space and performance to reconstruct the documents. Its drawback are: (i) that it is not XML and can not be used for queries (ii) files must be serialized into flat text and this can not be used in native (or relational) XML repositories. Querying Changes. We recall here that support for both indexing and persistent identification is useful. On one hand, labeling nodes with both their prefix and postfix position in the tree allows to quickly compute ancestor/descendant tests and thus significantly improves querying [AGU 00]. On the other hand, labeling nodes with a persistent identifier accelerates temporal queries and reduces the cost of updating an index. In principle, it would be nice to have one labeling scheme that contains both structure and persistence information. However, [COH 02] shows that this requires longer labels and uses more space. Also note that using move operations is often important to maintain persistent identifiers since using delete and insert does not lead to a persistent identification. Thus, the support of move operations improves the effectiveness of temporal queries.



3.1. Change Representation models We now present change representation models, and in particular DeltaXML [La 01] and XyDelta [MAR 01]. In terms of features, the main difference between them is that only XyDelta supports move operations. Except for move operations, it is important to note that both representations are formally equivalent, in that simple algorithms can transform a XyDelta delta into a DeltaXML delta, and conversely. DeltaXML: In [La 01] (or similarly in [CHA 99b]), the delta information is stored in a “summary” of the original document by adding “change” attributes. It is easy to present and query changes on a single delta, but slightly more difficult to aggregate deltas or issue temporal queries on several deltas. The delta has the same look and feel



as the original document, but it is not strictly validated by the DTD. The reason is that while most operations are described using attributes (with a DeltaXML namespace), a new type of tag is introduced to describe text nodes updates. More precisely, for obvious parsing reasons, the old and new values of a text node cannot be put side by side, and the tags and are used to distinguish them. There is some storage overhead when the change rate is low because: (i) position management is achieved by storing the root of unchanged subtrees (ii) change status is propagated to ancestor nodes. A typical example would be: Unavailable Digital Camera ... $399 Note that it is also possible to store the whole document, including unchanged parts, along with changed data. XyDelta: In [MAR 01], every node in the original XML document is given a unique identifier, namely XID, according to some identification technique called XidMap. The XidMap gives the list of all persistent identifiers in the XML document in the prefix order of nodes. Then, the delta represents the corresponding operations: identifiers that are not found in the new (old) version of the document correspond to nodes that have been deleted (inserted)2 . The previous example would generate a delta as follows. In this delta, nodes 15-17 (i.e. from 15 to 17) that have been deleted are  removed from the XidMap of the second version . In a similar way, the persistent   identifiers 31-33 of inserted nodes are now found between node and node . Not Available $399 



. move and update operations are described in [MAR 01]



XyDeltas have nice mathematical properties, e.g. they can be aggregated, inverted and stored without knowledge about the original document. Also the persistent identifiers and move operations are useful in temporal applications. The drawback is that the delta does not contains contexts (e.g. ancestor nodes or siblings of nodes that changed) which are sometimes necessary to understand the meaning of changes or present query results to the users. Therefore, the context has to be obtained by processing the document. XUpdate [XML ] provides means to update XML data, but it misses a more precise framework for version management or to query changes. Dommitt [Dom ] representation of changes is in the spirit of DeltaXML. However, surprisingly, instead of using change attributes, new node types are created. For instance, when a book node is deleted, a xmlDiffDeletebook node is used. A drawback is that the delta DTD is significantly different from the document’s DTD. Remark. No existing change representation can be valitaded by (i) either a generic DTD (because of document’s specific tags) (ii) or the versioned document’s DTD (because of text nodes updates as mentioned previously). These issues will have to be considered in order to define a standard for representing changes of XML documents in XML.



3.2. Change Representation Experiments Figure 1 (page 9) shows the size of a delta represented using DeltaXML or XyDelta as function of the edit cost of the delta. The delta cost is defined according to the “ per node” cost model presented in Section 2. Each dot represents the average 3 delta file size for deltas with a given edit cost. It confirms clearly that DeltaXML is slightly larger for lower edit costs because it describes many unchanged elements. On the other hand, when the edit cost becomes larger, its size is comparable to XyDelta. The deltas in this figure are the results of more than twenty thousand XML diffs, roughly twenty percent of the changing XML that we found on the web.



4. State of the art in Change Detection In this section, we present an overview of the abundant previous work in this domain. The algorithms we describe are summarized in Figure 2 (page 14). A diff algorithm consists in two parts: first it matches nodes between the two (versions of the same) document(s). Second it generates a document, namely a delta, representing a sequence of changes compatible with the matching. . although fewer dots appear in the left part of the graph, they represent each the average over several hundred measures
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Figure 1. Size of the delta files



For most XML diff tools, no complete formal description of their algorithms is available. Thus, our performance analysis is not based on formal proofs. We compared the formal upper bounds of the algorithms and we conducted experiments to test the average computation time. Also we give a formal analysis of the minimality of the delta results. Following subsections are organized as follows. First, we introduce the String Edit Problem. Then, we consider optimal tree pattern matching algorithms that rely on the string edit problem to find the best matching. Finally we consider other approaches that first find a meaningful mapping between the two documents, and then generate a compatible representation of changes.



4.1. Introduction: The String Edit Problem Longest Common Subsequence (LCS). In a standard way, the diff tries to find a minimum edit script between two strings. It is based on edit distances and the string edit problem [APO 97, LEV 66, SAN 83, WAG 74]. Insertion and deletion correspond to inserting and deleting a (single) symbol in a string. A cost (e.g. ) is assigned to each operation. The string edit problem corresponds to finding an edit script of minimum cost that transforms a string into a string  . A solution is obtained by considering the cost for transforming prefix substrings of (up to the i-th symbol)       into prefix subtrings of  (up to the j-th symbol). On a matrix    , a direc-



ted acyclic graph (DAG) representing all operations and their edit cost is constructed.     Each path ending on  represents an edit script to transform   into    .           is then given by the minimal cost of The minimum edit cost 
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